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ABSTRACT

Boolean Satisfiability (SAT), the first problem proven to be NP-
complete, is intractable on digital computers based on the von Neu-
mann architecture. An efficient SAT solver can benefit many appli-
cations such as artificial intelligence, circuit design, and functional
verification. Recently, a SAT solver approach based on a determin-
istic, continuous-time dynamical system (CTDS) was introduced
[14]. This approach shows polynomial analog time-complexity on
even the hardest k-SAT (k ≥ 3) problem instances, but at an en-
ergy cost dependent on exponentially growing auxiliary variables.
This paper reports a novel analog hardware SAT solver, AC-SAT,
implementing the CTDS via incorporating novel, analog circuit
design ideas. AC-SAT is intended to be used as a co-processor and
is programmable for handling different problem specifications. Fur-
thermore, with its modular design, AC-SAT can be readily extended
to solve larger size problems. SPICE simulation results show that
AC-SAT can indeed solve the SAT problems, and it has speedup fac-
tors of ∼104 on even the hardest 3-SAT problems, when compared
with a state-of-the-art SAT solver on digital computers.
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1 INTRODUCTION

With Moore’s Law coming to end [37], exploring novel compu-
tational paradigms (e.g., quantum computing and neuromorphic
computing) is more imperative than ever. While quantum comput-
ing is a promising venue, it is far from being brought to practical
reality, with many challenges still to be faced, both in physics and
engineering. Neuromorphic computing systems, e.g., Cellular Neu-
ral Networks (CNNs) [6, 7, 21] and IBM’s TrueNorth [23], have
been shown to be promising alternatives for solving a range of
problems in, say, sensory processing (vision, pattern recognition)
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and robotics. Analog mix-signal information processing systems
such as CNNs can offer extremely power/energy efficient solutions
to some problems that are costly to solve by digital computers [32].
Such systems have received increasing attention in recent years
(e.g., [8, 22, 34]), including parallel analog implementations [26].

In analog computing [20], the algorithm (representing the “soft-
ware”) is a dynamical system often expressed in the form of dif-
ferential equations running in continuous time over real numbers,
and its physical implementation (the “hardware”) is any physical
system, such as an analog circuit, whose behavior is described by
the corresponding dynamical system. The equations of the dynami-
cal system are designed such that the solutions to problems appear
as attractors for the dynamics and the output of the computation
is the set of convergent states to those attractors [3]. Although it
has been shown that systems of ordinary differential equations
can simulate any Turing machine [4, 6, 31], and hence they are
computationally universal, they have not yet gained widespread
popularity due to the fact that designing such systems is problem
specific and usually difficult. However, if an efficient analog engine
can be designed to solve NP-complete problems, then according
to the Cook-Levin theorem [16], it would help solve efficiently all

problems in the NP class, as well as benefit a very large number of
applications, both in science and engineering.

In our previous paper [38] and this paper, we consider designing
analog circuits for solving a representative NP-complete problem,
the Boolean satisfiability (SAT) problem. SAT is quintessential to
many electronic design automation problems, and is also at the
heart of many decision, scheduling, error-correction and security
applications. Here we focus on k-SAT, for which it is well known
that for k ≥ 3, k-SAT is NP-complete [16]. The currently best
known deterministic, sequential discrete algorithm that exploits
some properties of the search space has a worst case complexity of
O(1.473N ) [5]. Other algorithms are based on heuristics and while
they may perform well on some SAT formula classes, there are
always other formulas on which they take exponentially long times
or get stuck indefinitely. Some of the better known SAT solvers
include Zchaff [25], MiniSat [13], RSat [28], WalkSAT [30], Fo-
cused Record-to-Record Travel (FRRT) [12] and Focused Metropolis
Search (FMS) [29]. They typically consist of decision, deduction,
conflict analysis and other functions [11] that employ the capability
of digital computers to assign values to literals, conduct Boolean
constraint propagation (BCP) and backtrack conflicts [33, 39].

A number of hardware based SAT solvers have been proposed in
the past. FPGAs based solutions have been investigated to accelerate
the BCP part found in all “chaff-like” modern SAT solvers [9, 10, 36].
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Speedups of anywhere between 3X and 38X have been reported
when comparing these FPGA based solvers over MiniSat [13], a well
known, high-performance software solver. A custom digital inte-
grated circuit (IC) based SAT solver, which implements a variant of
general responsibility assignment software patterns (GRASP) and
accelerates traversal of the implication graph and conflict clause
generation, has been introduced in [17, 18]. A speed up of ∼103 over
MiniSat was reported based on simulation together with extrapola-
tion. Performance of these hardware based approaches still have a
lot of room for improvement since the algorithms that these hard-
ware accelerators are based on are designed for digital computers
and thus can typically expect to achieve limited speedup.

Recently, an analog SAT solver circuit was introduced in [2]
using the theoretical proposal from [24] based on the CNN archi-
tecture. However, the theory in [24] has exponential analog-time
complexity, thus is much less efficient than the solver from [14],
which forms the basis for this paper. Furthermore, the circuit from
[2] seems to have been implemented only for a 4 × 4 problem size,
and no hardware simulation and comparison results were reported.

[26] proposes a distributed mixed (analog and digital) algorithm
that is implementable on VLSI devices. It is based on a heuristic
method combined with stochastic search, drawing on the natural
incommensurability of analog oscillators. Assuming P�NP, in order
to have efficient, polynomially scaling solution times, one would
require exponentially many computing elements, that is, exponen-
tially scaling hardware resources. However, the method in [14]
trades time-cost for energy-cost, which in practical terms is prefer-
able to massive amounts of hardware resources. It is quite possible
that from an engineering point of view the ideal approach com-
bines both types of tradeoffs: time vs energy and time vs hardware
(distributed). The heuristic stochastic search in [26] is effectively a
simulated annealing method, which implies high exponential run-
times for worst case formulas. In contrast, the analog approach in
[14] is fully deterministic and extracts maximum information about
the solution, embedded implicitly within the system of clauses and
can solve efficiently the hardest benchmark SAT problems - at an
energetic cost [14].

In [38] and this paper we propose a novel analog hardware SAT
solver, referred to as AC-SAT1. AC-SAT is based on the deterministic,
continuous-time dynamical system (CTDS) in the form of coupled
ordinary differential equations presented in [14]. As mentioned
above, this system finds SAT solutions in analog polynomial time,
however, at the expense of auxiliary variables that can grow ex-
ponentially, when needed (see [14], [15] for details). Though this
CTDS is an incomplete solver, it does minimize the number of un-
satisfied clauses when there are no solutions, and thus it is also
a MaxSAT solver. The overall design of AC-SAT is programmable

and modular, thus it can readily solve any SAT problem of size
equal or less than what is imposed by the hardware limitations, and
can also be easily extended to solve larger problems. Moreover, to
avoid resource-costly implementations of the complex differential
equations in CTDS, we introduce a number of novel, analog circuit

1We refer to AC-SAT as an Analog Circuit SAT solver since its main processing engine
is analog. However, the entire system is a mixed-signal one as a digital verification
component is also included in the hardware system.

implementation ideas which lead to much smaller amount of hard-
ware than straightforward implementations, while preserving the
critical deterministic behavioral properties of CTDS equations.

We have validated our design through SPICE simulations. Our
simulations show that AC-SAT can significantly outperform (over
tens of thousands times faster than) MiniSat, with the latter running
on the latest, high-performance digital processors. For hard SAT
problems with 50 variables and over 200 clauses, compared with
the projected performance of a possible custom hardware imple-
mentation based a recent FPGA solver [36], AC-SAT offers more
than ∼600X speedup.

In the rest of the paper, we first review the basic CTDS theory
in Section 2. Sec. 3 introduces the overall AC-SAT design at a high
level. Sec. 4 first shows simulation-based validation results from
functionality perspective, and then compares AC-SATwith software
implementations of the CTDS SAT solver andMiniSat solver. Finally,
Sec. 5 concludes the paper.

2 BACKGROUND

Solving a k-SAT problem is to find an assignment to N Boolean
variables xi ∈ {0, 1}, i = 1, . . . ,N , such that they satisfy a given
propositional formula F . F in conjunctive normal form (CNF) is
expressed as the conjunction of M clauses Cm ,m = 1, . . . ,M , i.e.,
F =

∧M
m=1Cm , where each clause is formed by the disjunction of k

literals (which are variables or their complements). An example of
a clause for 3-SAT would be C5 = (x3 ∨ x19 ∨ x53). Following [14],
an analog variable si , which can take any real value in the range
si ∈ [−1, 1], is associated with the Boolean variable xi such that
si = −1 corresponds to xi being FALSE (xi = 0) and si = 1 to xi
being TRUE (xi = 1). The formula F =

∧M
m=1Cm can be encoded

via the M × N matrix C = {cm,i } with cm,i = 1 when xi appears
in clause Cm , cm,i = −1 when its complement x i (negation of xi )
appears in Cm and cm,i = 0 when neither appears in Cm . To every
clauseCm , we associate an analog function Km (s) ∈ [0, 1] given by

Km (s) = 2−k
N∏

i=1

(1 − cm,isi ) . (1)

It is easy to see that clause Cm is satisfied, iff Km = 0. Defining a
“potential energy” function

V (s, a) =

M∑

m=1

amK2
m , (2)

where am > 0 are auxiliary variables, it is clear that all the clauses
are satisfied iff V = 0. Thus the SAT problem can be reformulated
as search in s for the global minima ofV (since the conditionV ≥ 0
always applies). If the auxiliary variables am are kept as constants,
then for most hard problems any hill-descending deterministic algo-
rithm (which evolves the variables si (t)) would eventually become
stuck in local minima ofV and not find solutions. To avoid this, the
auxiliary variables are endowed with a time-dependence coupled
to the analog clause functions Km . Ref [14] proposed

�si =
dsi
dt
= −

∂

∂si
V (s, a) , i = 1, . . . ,N (3)

�am =
dam
dt
= amKm , m = 1, . . . ,M (4)
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in which (3) describes a gradient descent onV and (4) is an exponen-
tial growth driven by the level of non-satisfiability in Km (which
also guarantees that am (t) > 0, at all times). (3) can be rewritten as

dsi
dt
=

M∑

m=1

amDm,i (5)

where

Dm,i = −
∂

∂si
K2
m = 2Kmcm,i

N∏

j=1
j�i

(1 − cm, jsj ) .

(6)

For the auxiliary variables am , the formal solution to (4) is

am (t) = am (0)e
∫ t
0
dτKm (s(τ )) , (7)

and thus the expression (2) of V is dominated by those Km terms
which have been unsatisfied for the longest time during the dynam-
ics, resulting in an analog version of a focused search-type [29]
dynamics. Also note that system (3) - (4) is not unique, however,
it is simple from a theoretical point of view, and incorporates the
necessary ingredients for solving arbitrary SAT problems, due to
the exponentially accelerated auxiliary variables. For details on the
performance of the algorithm see [14].

It is important to observe that while the scaling of the analog time
t to find solutions is polynomial, in hardware implementations, the
am variables represent voltages or currents and thus the energetic
resources needed to find solutions may become exponential for hard
formulas which is, of course necessary, assuming P�NP. However,
the am variables do not need to grow exponentially all the time
and unlimitedly, as in (4) and for that reason form (4) is not ideal
for physical implementations. The challenge is then finding other
variants that still significantly outperform digital algorithms, yet
are feasible in terms of physical implementations and costs. Such
systems as ours essentially convert time costs into energy costs.

3 SOLVER DESIGN OVERVIEW

In this section, we present an high level overview of AC-SAT, our
proposed analog SAT solver circuit based on the CTDS theory in Sec.
2. Our circuit design aims to make the hardware solver configurable
and modular while keeping the circuit simple and power efficient.

Fig. 1 shows the high-level block diagram of AC-SAT. It consists
of three main components: signal dynamics circuit (SDC) which
implements the dynamics of variable signals si ’s in (5), auxiliary
variable circuit (AVC) which implements the dynamics of auxiliary
variables am ’s in (4), and digital verification circuit (DVC) which
checks whether all the clauses have been satisfied and outputs the
satisfied assignments of variables. The AVC contains M identical
elements, each of which receives the relevant si ’s signals from the
SDC as inputs, and generates am (m ∈ [1,M]) (where M ≤ M )
variables as outputs. The SDC, containing N identical elements,
in turn receives am ’s as feedback from the AVC and evolves the si
(i ∈ [1,N ]) signals (with N ≤ N ), accordingly. The SDC outputs
the analog values of si ’s to the AVC and the digital version of si ’s
to the DVC. Based on the digital values of si ’s, the DVC determines
whether a solution to the SAT problem is found at that time.

Below, we briefly demonstrate the conceptual design of the three
circuit components of AC-SAT using the 3-SAT problem (i.e., three
non-zero cm, j ’s for each clause) as an example. AC-SAT for any
k-SAT problem can be designed following the same principle. Due
to the paper space, parts of implementation details of the three
components are omitted, and can be found in [38].

3.1 Signal Dynamics Circuit

The SDC contains an array of analog elements that realize the dy-
namics specified by (5) and (6). Though it is possible to implement
the multiplications and voltage controlled current source (VCCS)
in (5) and (6) straightforwardly based on operational amplifiers,
such implementations can be rather costly. Several novel circuit
design ideas have been introduced to implement the dynamics in
(5) and (6). We present the basic design of the SDC array element
along with some signal notations. More detailed implementations
can be found in [38].

Given a 3-SAT problem with N variables, the SDC enables an
array of N analog elements, referred to as si element, for evaluating
the si (i = 1, . . . ,N ) signals. Fig. 2 shows the conceptual design of
the si element that realizes (5). The si element contains a capacitor,
C , connected to the M Branch blocks achieving Dm,i in (6) (where
M is the maximum number of clauses in a 3-SAT problem that can
be fitted into the circuit), an analog inverter, an inverted Schmitt
trigger and a digital inverter. The voltage across capacitorC , i.e.,Vi ,
and the output of the analog inverter,Vi , represent the analog value
of signal si and −si , respectively. Signal si ∈ [−1, 1] (resp., −si ∈

[1,−1]) is mapped to Vi ∈ [GND,VDD ] (resp., Vi ∈ [VDD ,GND]).
The inverted Schmitt trigger and the digital inverter output the
digital versions of −si and si , denoted by Qsi and Qsi , (i.e., taking
on values of either GND or VDD ).

3.2 Auxiliary Variable Circuits

As pointed out in Section 2, the auxiliary variables, am ’s as defined
in (4), are used to help avoid the gradient descent search being stuck
in non-solution attractors. The am signal follows an exponential
growth driven by the level of non-satisfiability in clause Cm , and
we developed AVC to realize the exponential growth.

The AVC contains an array of M am elements where M is the
maximum number of clauses in a given problem that the AVC can
handle. These am elements correspond to the clauses of a given

,௜ݏ ݅ ∈[1,N] 

,௜ݏ ݅ ∈[1, N] 

N  
elements 

M  
elements 

Digital verification  
circuit (DVC) 

Success or Fail 

Signal dynamics  
circuit (SDC)  

ܽ௠ variable  
circuit (AVC) ܽ௠, ݉ ∈[1,M] 

Figure 1: High-level block diagram of AC-SAT. The SDC contains
N elements while the AVC containsM elements. It can solvek-SAT
problem instances with up to N variables and M clauses.
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Figure 2: Design of one array element in the SDC.
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Figure 3: Conceptual design of one element in the AVC. Actual
realization of the resistive element can be found in [38].

problem. Fig. 3 illustrates the conceptual design of the am element,
based on a non-inverting integrator. Here, the value of am (for
clause Cm ) is represented by the voltage at the output of the op-
amp, i.e., Vam .

Resistive elements Ri1 , Ri2 and Ri3 are associated with the three
signals in am ’s clause while R′

i1
, R′

i2
and R′

i3
are identical to Ri1 , Ri2

and Ri3 , respectively. The two capacitors, C and C ′, have identical
values as well. Together with the resistive elements, they control
the speed of Vam growth. The switch controlled by EN is realized
by a transmission gate to control the start of the am element. The
first order differential equation of Vam can be written as:

C
dVam
dt

= Vam /(Ri1 + Ri2 + Ri3 ). (8)

This equation implies the exponential growth of Vam . The R’s in
Fig. 3 are tunable resistive elements, and they are implemented by
transmission gates that are controlled by variable signals (i.e., Vi1 ,
Vi2 , andVi3 ). These R’s represent the satisfiability of corresponding
variables in clause Cm . If Cm is satisfied, at least one of the R’s will
cut off the current path from op-amp’s inverting input to ground
and from non-inverting input to Vam . Detailed implementation of
the AVC elements and the impact realization of Vam on the Branch
blocks of SDC in Fig. 2 can be found in [38].

3.3 Digital Verification

The goal of the DVC is to determine if a solution (the set of si ’s)
to the given problem has been found within a user specified time
bound. The DVC is implemented readily through the use of an array
of M XOR gates and an array of M NAND gates as shown in Fig. 4.
The input to the DVC is the digital representation of si ’s and −si ’s,
i.e., Qsi and Qsi , from the SDC. Each NAND gate corresponds to a
clause and its inputs correspond to the literals present in the clause.
Note that in the DVC, we only include those cm,i ’s whose values
are +1 (represented by logic signal “1”) and −1 (represented by

ܿଵ,ଵ ܿଵ,ଶ 

ܿ௠,ଷ 

AND tree 

Indicator 
… 

 

ܿଵ,ଷ 
ܳ௦భ ܳ௦మ ܳ௦య ܳ௦ర ܳ௦೔ … 

XOR1,1 

XOR1,2 

XOR1,3 

XORm,3 

XORM,3 

 

ܿ௠,ଶ XORm,2 
ܿ௠,ଵ 

XORm,1 

… 

 
 

ܳ஼భ ܳ஼೘ 

Mଵ  M୫
 

ܿM , 3 

MCQ

M
M

 

NQs

Figure 4: Schematic of the DVC.

logic “0”). The outputs of the DVC are digital valuesQCm , for clauses
Cm , and Indicator, which is set to 1 if the circuit finds a solution,
otherwise it remains at 0. For unsatisfiable problems, our solver is
a MaxSAT solver, and will output results with minimum number of
unsatisfied clauses.

The DVC is an asynchronous circuit, and the output of the DVC
constantly records whether a solution is found or not. By setting
a time bound T , the DVC regards the problems whose solutions
are found within T as satisfiable problems, the rest are considered
either unsatisfiable or unsatisfiable within the alloted time. Note
that for problem instances where no solutions are found in the
given time bound, our approach does not provide a formal proof
of unsatisfiability (as our algorithm is an incomplete algorithm).
However, our solver is a MaxSAT solver, because it does not use any
assumptions about the solvability of the formula and minimizes
the number of unsatisfied clauses within the allotted resources or
time. Theoretical analysis will be presented elsewhere.

3.4 Alternative AVC Designs

The op-amp based AVC described in Section 3.2 realizes an expo-
nentially growing am variable aiming to address hard SAT prob-
lems (some SAT instances with constraint density α=M/N � 4.25)
within its physical limitation. However, for application type SAT
problems, i.e. which are not specially designed to be very hard, ex-
ponential growth for am is not always necessary. Belowwe describe
an alternative circuit design to implement an am function that has
a (1 − ϵ2e

−qt )-type growth to a saturation value. In the remainder
we will refer to this version of am growth as the "simpler" version.

Fig. 5 depicts the conceptual design of the am element realiz-
ing the simpler am growth, where capacitor C is charged to VDD
through three tunable resistive elements. The first order differential
equation that governs Vam can be written as

C
dVam
dt

= (VDD −Vam )/(Ri1 + Ri2 + Ri3 ). (9)

Ri1 , Ri2 , Ri3 are same as the resistive elements in Fig. 3, realized
by transmission gates controlled by Vi1 ,Vi2 and Vi3 , depicted in
[38]. If any of the three variables si in clause Cm is satisfied, the
corresponding Vi turns off the respective transmission gate and
cut off the current path from VDD to the capacitor. This circuit
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Figure 5: Conceptual design of the AVC element realizing the (1 −
ϵ2e

−qt )-type growth. Implementation of the resistive elements can
be found in [38].

guarantees the continuous growth of am since Vam is charged by
VDD till it reaches its upper boundVDD or any of the three variables
in the clause is satisfied.

It is important to note that as the circuit in Fig. 5 does not realize
the exponential growth specified in (4), it can indeed get captured
into non-solution attractors indefinitely for some very hard for-
mulas. However, we found that even for many hard problems, it
works more efficiently than the op-amp based am element (with the
same threshold value) in finding solutions for smaller size problems
(solvable), and the dynamics would only rarely get stuck.

4 EVALUATION

In this section, we present our validation of AC-SAT. We describe
the basic functional validation and then compare the performance
of AC-SAT with a state-of-the-art digital solver..

4.1 Functional Validation

We have built our proposed analog SAT solver, AC-SAT, at the tran-
sistor level in HSPICE based on the PTM 32nm CMOS model [1].
All the circuit components use VDD = 1V . The transistor sizes can
all be found in [38].

To demonstrate that AC-SAT indeed behaves as specified by the
CTDS dynamics in (3) and (4), we examine the waveforms of sig-
nals si and am . Fig. 6 shows the two sets of si and am waveforms
from a 3-SAT problem instance having 50 variables and 212 clauses:
Fig. 6(a) for the op-amp based am implementation (realizing the
(ϵ1eqt )-type am growth), and Fig. 6(b) for the simpler am imple-
mentation (realizing the (1 − ϵ2e

−qt )-type am growth). For both
designs, AC-SAT successfully finds a solution after a certain time as
indicated by the vertical dashed lines. As can be seen from the si
trajectories, the si signals stabilize (i.e., converge) after a solution
is found, and one can see that the am ’s grow most rapidly in the
op-amp based design due to the exponential growth function.

4.2 Performance Comparisons

To further investigate the effectiveness of AC-SAT, we compare the
simpler am based AC-SAT design with (i) a software program that
solves the system (3)-(4) using an adaptive Runge-Kutta, fifth-order
Cash-Karp method and (ii) the software MiniSat solver [13]. The
software programs are running on the same digital computer. We
randomly generated 5000 hard (α = 4.25) 3-SAT problems that
contain 1000 instances for each problem size of N=10, 20, 30, 40,
50. The same initial conditions are applied whenever appropriate.
Table 1 summarizes the average time needed to find solutions for
each problem size. The AC-SAT column reports the analog/physical

si 

am 

40 ns 80 ns 120 ns 

solution found 

(a) With ϵ1e
qtam growth.

am 

si 

10 ns 20 ns 30 ns 

solution found 

(b) With 1 − ϵ2e
−qtam growth.

Figure 6: Waveforms of signals representing si (t) and am (t) for
a 3-SAT problem with 212 clauses and 50 signal variables. The
problems/formulas have a constraint density α=M/N=4.25, and are
considered to be hard problems.

times taken by AC-SAT. The CTDS and MiniSat columns report the
CPU times of the two software implementations, respectively. (To
be fair, only the times taken by the solved problems for all three
methods are included.) As seen from the data in Table 1, AC-SAT
demonstrates average speedup factors of ∼105 to ∼106 and ∼104

over software CTDS and MiniSat, respectively. Moreover, AC-SAT
is also very competitive compared with existing hardware based
approaches which we have illustrated in details in [38].

5 CONCLUSIONS

We presented a proof-of-principle analog system, AC-SAT, based
on the CTDS in [14] to solve 3-SAT problems. The design can be
readily extended to general k-SAT problems. AC-SAT is modular,
programmable and can be used as a SAT solver co-processor. SPICE
simulation results show that our AC-SAT can indeed solve SAT
problems efficiently, and can tolerate well device variations.
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The CTDS equations (especially the dynamics for the auxiliary
variables) and their analog implementations are not unique. It is
quite possible that better forms and implementations exist. The fact
that our proof-of-principle circuit implementations significantly
outperform state-of-the-art solvers on digital computers (see [38])
is an indication that analog hardware SAT solvers have a great po-
tential as application-specific processors for discrete optimization.
As future work, we will further investigate alternative implemen-
tations of the auxiliary variable dynamics as well as methods to
handle problem instances that do not fit on a given hardware imple-
mentation, e.g., through problem decomposition. Moreover, we will
explore other methods that can, in principle, solve SAT problems
even more efficiently, e.g., by combining clause learning (handled
by a digital processor) with our analog solver.
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