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ABSTRACT

To avoid rewriting software code for new computer architectures
and to take advantage of the extreme heterogeneous processing,
communication and storage technologies, there is an urgent need
for determining the right amount and type of specialization while
making a heterogeneous system as programmable and flexible as
possible. To enable both programmability and flexibility in the
heterogeneous computing era, we propose a novel complex net-
work inspired model of computation and efficient optimization
algorithms for determining the optimal degree of parallelization
from old software code. This mathematical framework allows us to
determine the required number and type of processing elements,
the amount and type of deep memory hierarchy, and the degree of
reconfiguration for the communication infrastructure, thus opening
new avenues to performance and energy efficiency. Our framework
enables heterogeneous manycore systems to autonomously adapt
from traditional switching techniques to network coding strategies
in order to sustain on-chip communication in the order of terabytes.
While this new programming model enables the design of self-
programmable autonomous heterogeneous manycore systems, a
number of open challenges will be discussed.
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1 INTRODUCTION

Edge, fog, and exascale computing (EC) are essential for validating
scientific theories and developing revolutionary biological, nano-
or neuro-technologies to tackle 2157 century challenges (e.g., pre-
cision medicine, energy crisis, climate change, and smart, safe
and secure cities). Advanced scientific and engineering investi-
gations call for revolutionary EC design approaches that break the
hardware-software boundary and propose breakthroughs for het-
erogeneous scalable computing platforms and memory storage. For
example, graph analytics decodes the links among heterogeneous
data streams and offers insights to ensure accurate prediction and
decision-making. Inferring causal and higher-order complex rela-
tionships from unstructured time-varying data calls for a paradigm
shift in EC design.

Today’s general-purpose manycore computing systems are widely
used in industry and research. However, due to synchronization
overhead, load imbalance, and resource sharing, parallel program-
ming models such as pthreads and OpenMP can exacerbate ap-
plication performance, making it non-ideal to design scalable sys-
tems. Moreover, these platforms are based primarily on the stored-
program computer concept and are implemented using von Neu-
mann computing architecture, which separates the computation
and storage into two distinct components connected by an off-chip
bus. Data is frequently exchanged between the computing units
(e.g., CPUs/GPUs) and the memory units. Due to the disparity be-
tween processing and memory technologies, the latency and energy
of data movement are generally a few orders of magnitude higher
than the computation in both servers [29] and mobile devices [43].
Hence, data communication cost dominates computation cost and
becomes the major bottleneck for improving the overall system per-
formance and execution efficiency, which is a phenomenon widely
known as the “memory wall". The situation is more severe when
dealing with big-data applications (e.g., training of deep neural
networks) with intense demand in computation and memory ac-
cesses [8, 9, 41].

We therefore propose several state-of-the-art design method-
ologies and architectures to address the afore-mentioned issues.
Section 2 introduces some challenges for edge, fog, and exascale
computing. Section 3 describes mathematical and algorithmic tools
for building dynamic MoCs that support complex reasoning about
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the nature and type of computations, their interactions with the
data (numerical algorithms) and their memory requirements, thus
enabling new pathways for performance and energy optimization.
Section 4 presents memory-centric architectures to address the
memory wall issue. Section 5 introduces machine learning based
design space exploration and optimization algorithms for optimiz-
ing heterogeneous manycore systems. Section 6 presents dynamic
resource management using machine learning techniques. Section
7 concludes the paper and offers some future directions.

2 EDGE, FOG, AND EXASCALE COMPUTING
CHALLENGES

EC desiderata can be achieved via a cross-layer understanding of
performance and energy inefficiency from high-level algorithms (in-
cluding programming languages, compilers, and software libraries)
to lower-level hardware and operating system. Towards this end,
the EC challenges coming from the application-algorithm side are:
(1) How to decide and design the EC (deep machine) hierarchy
in terms of hardware partitioning (how many cores per tile, how
to interconnect tiles, blocks, units, sockets, modules, racks) and
heterogeneous memory allocation (e.g., DRAM, SRAM, MRAM)?
How to determine the data layouts and execution schedules on this
hierarchical EC architecture for running applications/programs? (2)
How to couple the concurrency structure and dynamic behavior of
applications with opportunities for dynamic voltage and frequency
scaling (DVFS) on die? Can we develop new models of computation
(MoC) that enable the computing architectures and applications
to self-program and self-manage to achieve high performance and
energy efficiency? (3) How can we construct a MoC for emerg-
ing applications (from scarce or possibly poorly written software
code) to better understand the concurrency structure (e.g., data
and inter-task dependencies) and dynamics (e.g., data reuse, data
movement, fine-grained synchronization)? Can this MoC enable
the identification of true computation and communication require-
ments (management of memory and data movement)? Can the MoC
help in minimizing the data movement and I/O operations?

3 MOC AND ALGORITHMS FOR AIECS

Imagine a future in which scientists formulate algorithms to pro-
cess unseen (and potentially) uncertain type of streaming data yet
they leave their realization to an autonomous intelligent exascale
computing system (AIECS) [62]. Accomplishing this grand vision
requires a radical paradigm shift in designing ATECS capable of
exploiting extreme heterogeneity through artificial intelligence and
machine learning (AI/ML) strategies for addressing the following
grand challenges:

(1) Self-programming: How can an automated intelligence inte-
grated within future computing systems discover the MoCs that en-
able the determination of optimal degree of parallelism and support
heterogeneous processing at run-time from existing code written
for past or current programming models or architectures? How
can we construct a hierarchical MoC representation of massive
parallelism in evolvable applications and codes [56, 59]7?

(2) Self-introspection [55]: How to endow computing platforms
with performance analysis capabilities that inform online self-
optimizing intelligence of potential bottlenecks for taking proactive
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measures [55]?

(3) Self-reconfiguration and self-optimization [19, 24, 45, 57, 58]:
What MoCs, metrics and algorithmic tools are required to deter-
mine which code regions perform well on which processor type and
adaptively map codes to hardware resources while also support-
ing the reconfiguration of hardware to match the input problem
and data dependent variations? How to endow AIECS with self-
learning and self-optimizing capabilities to capture the nuances of
complex memory hierarchies, support efficient data and instruc-
tion movement and support code changes in emerging evolvable
applications?

Designing efficient programmable heterogeneous computing
architectures partially relies on understanding the sophisticated
high-level languages. The structure of each application is character-
ized by its size, composition and task topology [59]. Usually, static
compiler analysis such as data and control dependency analysis is
required to construct the corresponding task graph. However, such
static compilation fails to capture the dynamic nature of memory
operations and loop count, making it difficult to balance the work-
loads efficiently. This requires a compiler to build a dynamically
learned MoC during the execution time. Consequently, the goal
of this programming model is to build an application abstraction
that enables the optimal parallelization of applications running on
heterogeneous computing architectures. This captures run-time be-
haviors of tasks in applications and on-chip communication, which
could alleviate three primary issues in performance degradation:
load imbalance, resource sharing, and synchronization overhead
[56]. Each task i can be represented as a graph of dynamic instruc-
tion traces which are classified as i. The structure of tasks can be
denoted as inter-task and intra-task communication, i.e., data de-
pendency and control dependency. Therefore, we introduce the
following definitions to mathematically characterize the program-
ming model.

Definition 1: A dynamic task P(i) is defined as P(N{(t), E(t), L, O,
T|type=i) where T represents the time horizon t starting from 0;
N(t) represents a sequence of nodes (instructions) generated for this
task over time t; E(t) represents a collection of edges (dependencies
among instructions) inside each task; I and O represent the finite
disjoint sets of inputs and outputs for each task, respectively.

I and O are finite alphabet of inputs and outputs to provide a
task IO abstraction for inter-task dependency modeling. We use
English alphabet from a to z to prevent any architecture-specific
assumptions such as the number and size of registers. This allows us
to run applications with this model without concerning the specific
machine architecture. Time horizon T is introduced to capture the
true dependencies of instruction traces including memory opera-
tions. Due to its dynamic compilation, N(t) and E(t) are required to
represent the various number of nodes and edges over time T. We
associate a task with a specific type, indicating all of instructions
N(t) are inside the task, which helps to mathematically define the
task formulation problem.

For instance, we can consider N(t) as a sequence of instructions
arranged in an interconnected two-layer network [54]. One layer
contains compute instructions to represent model of computa-
tion. This could facilitate designers to implement more efficient het-
erogeneous processing elements. The other layer consists of mem-
ory operations, i.e., load-store instructions, which forms model



of communication to explore the design space of heterogeneous
memory systems and design the memory architecture.

Definition 2: An application trace Tr is defined as a sequence
of instructions (computation and communication) running with
different representative inputs.

Definition 3: An application graph AG can be mathematically
described as AG(N’(P), E'(P), C) where N’(P) represents the number
of tasks; E’(P) represents the number of inter-task edges; and most
importantly, C represents an autonomous intelligent classifier to
identify communities of strongly interacting instructions (tasks).

The autonomous intelligence sitting between software and hard-
ware can be regarded as a function to map instructions into different

types in definition 1. Mathematically speaking,
C: N(t) — type = i,Vi (1)

This intelligence determines (1) which instructions could be com-
bined into a processing community or task under different objec-
tives (e.g., performance maximization or energy minimization); (2)
the number of tasks generated due to synchronization overhead.
The novelty is that we associate the mathematical model of each
application with an intelligence to generate suitable tasks in terms
of different systems, which can be implemented as community de-
tection in complex network or machine learning techniques for
traffic-aware NoC based platforms or self-programmable heteroge-
neous computing systems, respectively.

Therefore, the programming model decides the choice of the
intelligence C. The goal is to choose the best intelligence model
C to maximize performance improvement and on-chip traffic re-
duction in programmable heterogeneous computing architectures.
Mathematically, we can formulate the problem (task extraction
from probabilistic reasoning of compiler analysis and task graph
partitioning) as the following:

Given an application trace Tr, find the intelligence C to
maximize a user-defined function f

f = w1PS(AG) + w2ER(AG) + w3TC(AG) + w4LB(AG) (2)
where PS, ER, TC, LB represent performance speedup, en-

ergy reduction, traffic congestion, and load balancing, re-
spectively; wq, w2, wa, and wy are user-defined parameters.

r

The following sections relate it with the traditional program-
ming model and describe a number of intelligence models we can
consider.

3.1 Threads and Processes

In traditional parallel programming [12, 35, 46], pthreads in POSIX
and OpenMP are widely utilized to develop performance efficient
applications for platforms from manycore systems to supercom-
puters. Our programming model is trying to assign different types
to different threads or processes which lead to parallel execution.
For example, in OpenMP, the pragma "omp parallel for’ is used to
split up loop iterations among threads. The programming model
captures it by assigning different types to different loop traces. How-
ever, there are two main issues: First, locks are commonly deployed
to prevent different threads from updating the shared variables

RIGHTS LI N Kdy

simultaneously. If threads are not properly spawned, this could po-
tentially exacerbate performance due to synchronization overhead.
Second, it is not aware of how much information is transferred
among threads. Sometimes, this could cause traffic congestion or
deadlock issue. Therefore, a more clever approach to designing
the classifier in parallel programming is required to improve our
objectives.

3.2 Optimal Parallelization Discovery

Applications can be described as weighted directed acyclic graphs.
Nodes represent computations/memory load-store instructions, and
edges represent dependencies. Graph partitioning remains vital in
parallel computing to divide the computations among cores. One
approach guarantees the number of clusters produced such as k-
way partitioning [4]. However, in complex networks, community
detection [21] is widespread in identifying communities with dense
connection internally and sparser connections between groups.
Inspired by complex network theory, we can find optimal paral-
lelism from community structures by an optimization framework.
In other words, one realization of traffic reduction on chips is by
minimizing the amount of messages transferred among different
communities/tasks.

Energy consumption on the interconnect has reached up to 40%
of the total energy. One method to reduce the amount of energy is
to transfer fewer messages among cores. On the other hand, there
is a diminishing return in performance improvement over the in-
creasing number of cores due to synchronization overhead and
load imbalance. Therefore, in order to overcome these issues, an
optimization framework [56] is proposed to automatically paral-
lelize complex programs, while balancing the workloads among
cores and constraining the cluster count approximately equal to the
core count at the same time. Therefore, identification of optimal
parallel community structures can be achieved by maximizing the
following function.

0= YW S p1- aum - ik ®
P=1 "
Ri= o ;[w.: — We+1) mod n)? (4)
Ry = iz(n — N)?H(n - N) (5)
"

where n represents cluster count; N represents core count; wi©) de-
notes the sum of weights connected within a cluster ¢ (W(C) =
Yiecc XLjec Wij); W is the sum of all weights in a graph (W =
i Xjwijh 5() js the sum of all weights adjacent to a cluster ¢
(W(C) = Yiec Lj¢c Wij); A1 and A3 are regularization parameters;
H(x) is Heaviside step function (H(x) = f_ xm 8(s)ds); 8(x) is Dirac
delta function.

The function in eq(3) can be regarded as a specific intelligent
model C which maps instructions to different clusters. The first
term discovers the parallel dense clusters with sparse interdepen-
dent connection. The second term is a regularization term to make
sure the workloads between pairs of clusters (W and Wic1) mod n)
are balanced. The third term is another term to confine cluster size
n to core count N.



4 MEMORY-CENTRIC ARCHITECTURES

A key promising approach of solving the memory wall issue is to
shift the previous processor-centric paradigm towards memory-
centric, which enables the opportunity of performing processing
close to or in memory and avoid unnecessary data movement. As
demonstrated in Figure 1(b), the memory can be developed as an
accelerator such that data is processed in-situ where it is stored.
Processing-in-memory (PIM) accelerator eliminates a large amount
of data movement, and thereby, significantly reduces the processing
latency and system energy. Various PIM architectures have recently
been adopted to multiple different applications [1, 5-7, 10, 20, 28,
49, 51-53].

In this section, we present our recent research that aims to prac-
tically enable computation in memory for deep learning (DL) ap-
plications. We first review the in-memory processing unit designs,
followed by our approach of a parallel dataflow for scalable accel-
erators. Specifically, we proposed a layer-wise pipeline for PIM
architectures incorporating the inter-layer execution and intra-
layer parallelism to accelerate the processing of DNNs. Then we
consider DNNs and large-scale dataset that cannot fit into a sin-
gle accelerator, which is the inevitable consequence of the ever
growing complexity at the algorithm level. We present a novel
communication model to investigate the fundamental mechanism
of data movement in such cases. Based on the investigation, we
present a hybrid parallelism scheme, which partitions the feature
map and the weight across layers to achieve high performance and
high energy efficiency on an array of PIM accelerators.

4.1 In-Memory-Processing Engines

As illustrated in Figure 1(c), the processing of DNNs are typically
executed recursively on the same computational blocks (a.k.a., pro-
cessing engines, or PEs) which are designed to support the basic
vector-matrix multiplication (VMM) operations. PIM accelerators
use logic inside memory systems or the memory itself to imple-
ment PEs. The former approach is primarily used in traditional
CMOS-based designs, while the implementations based on emerg-
ing technologies typically adopt the latter by taking advantage of
the computation capabilities of new types of devices. Here, we pro-
vide a brief review of PE designs for VMM based on the resistive
random access memory (ReRAM), and refer interested readers to
other emerging technologies based designs [33, 47, 64].

Hu et al. [22] proposed to map the matrix weights to the con-
ductance states in a ReRAM array and encode the voltages on the
wordlines as the input vector. Then the accumulated currents from
the bitlines are the results of the VMM. That is the primary para-
digm for the computation of VMM in ReRAM, i.e. ReRAM VMM
processing engines. In 2016, Hu et al. [23] fabricated a 4 x 4 ReRAM
VMM PE. Yan et al. [63] implemented VMM PE by integrating 64Kb
binary ReRAM and scalable nonlinear spike-based data converter
monolithically, which fuses analog/digital conversion and activa-
tion function by leveraging its nonlinear working region. Based on
the ReRAM VMM PEs, accelerators for the multilayer perceptron
(MLP), a.k.a. fully connected (FC) layer, can be designed. RENO
[39], building on the ReRAM VMM PEs, is an on-chip accelerators
for fully connected neural networks. An instruction set architecture
(ISA) was designed to coordinate the execution of the CPU and the
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accelerator in [39]. However, the performance, energy efficiency
and supported applications of on-chip design are very limited.

4.2 Optimal Data Placement

In PIM, memory bandwidth inside each vault is much higher than
that between different vaults. Due to this unconventional architec-
ture compared to DRAM systems, three issues need to be addressed
before this technology is adopted in industries: (1) How to design
an MoC to exploit the new PIM architecture? (2) How to scale up
future PIM systems to have hundreds of vaults? (3) How to place
data on different vaults to reduce data movement and utilize inter-
nal memory bandwidth?

Prometheus [54] describes an optimization framework to decide
optimal data placement in the context of PIM systems. First, it
models both computation and communication for each application
to exploit the PIM architecture. It constructs a two-layer network
where one layer represents model of computation with compute
nodes and the other layer represents model of communication with
memory load-store instructions. In this way, we can design a spe-
cialized logic accelerator for each vault and decide the optimal data
placement. Second, it presents a scalable NoC based PIM system
to efficiently transfer packets to the destination vaults. Third, an
optimization model is proposed to identify community structures
from the network as follows. Each community structure consists
of one layer of model of computation and one layer of model of
communication to guide us for logic design and data placement.

max F=Q—alB (6)
_ 1 = Y186
0= ,Zf[w” ~ 5w 18€.C) )
1

LB= o D |Wu—Wol6(dy,do) (®)

1=u=n,

1<v<n.

u#v

where W is the sum of the total weights; W; is the sum of weights
in the community i; Wjj is the weight between nodes i and j; s;, the
strength of a node i, is the sum of the weights of edges adjacent
to the node i; C; is the community to which node i belongs; n. is
the number of communities; d; is the depth of community i; (i, j)
equals 1 when i = j; @ is the user-defined parameter to control load
balancing.

One can extend this approach to consider the heterogeneous
memory systems consisting of traditional DRAM, PIM, and NVM
such as ReRAM and STT-RAM. Each emerging memory technology
has its own benefits. For example, PIM has better memory band-
width but also higher power. NVM is much denser compared to
others. From our model of computation and communication, De-
ciding the types and sizes of memory technologies for each cluster
under the objective of maximizing performance is an open question
waiting to be resolved.

4.3 Parallel Dataflow for Scalable Accelerators

Neural networks are inherently parallel algorithms with the po-
tential for data sharing. Our goal is to organize PEs and on-chip
memory in a parallel or pipelines fashion in order to exploit the par-
allelism in DNNs. According to our research, there are inter-layer
and intra-layer, two levels of parallelism in DNN applications.
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Inter-layer Parallelism. Previous work [9, 49] pipeline the
processing of DNNs to improve system throughput. However, they
focus only on the inference phase while not being able to support
more sophisticated and challenging training phase which involves
weight updates and complex data dependencies. We propose a
DNN model parallel scheme in which multiple training data can
be processed in an efficient pipeline. The proposal is based on an
important observation: input data are normally processed in a large
batch size B (e.g., 128). The weights applied on the inputs within a
batch remain unchanged which will be updated only at the end of a
batch. Therefore, no dependency exists among data inputs in each
batch. Based on this observation, we demonstrate the inter-layer
pipeline execution for a 3-layer DNN model in Figure 2. In this
example, the calculation of the forward path processing, backward
error propagation and weight partial derivatives for layer i are
respectively denoted as F;, B;, D; (i € 1,2, 3). In the execution, a
new input can enter the pipeline every cycle within a batch. At the
end of a batch, a new input belonging to the next batch cannot enter
the pipeline immediately, but wait until all inputs in the current
batch are processed and the weights are updated. In another word,
a new batch has to wait the “tai” of the previous batch to drain from

the pipeline.
G: Parallelism Granularity; L: Number of Layers;
B: Batch Size; N: Total Number of Input Images.
Non-pipelined Pipelined
Forward Cycles LN
Backward Cycles | (L+1)N + N/B (N/B)(2L+B+1)
PE Clusters GL+G(2L - 1) GL+G(L-1)+BL

Table 1: Latency and cost of the proposed architecture.

Intra-layer Parallelism. Because of the imbalance in com-
pute/memory requirements for each layer, we discussed how to
improve system performance by adjusting the degree of parallelism
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for each layer. We define an auxiliary metric called parallelism
granularity, denoted as G, indicating the number of the duplicated
copies of PE clusters that store the same weights. Essentially, par-
allelism granularity allows to explore the trade-off between the
hardware resource and performance. A good trade-off involves a
carefully chosen G. Our experimental results show that the perfor-
mance (i.e., latency) increases monotonically with G, while the chip
area increases. Therefore, choosing the suitable G to explore the
balance between speedup and area is critical. Table 1 compares the
latency and hardware overhead of non-pipelined and the proposed
pipelined architectures. More detailed discussion and explorations
can be found in [52].

4.4 Hybrid Parallelism for Accelerator Arrays

As the complexity of deep learning models continues to increase,
it is difficult to meet the throughput and energy requirements of
the training procedure with a single accelerator. Figure 1(d) demon-
strates an example of 16 accelerators connected as an H-tree. Pre-
vious works only considered the layer-wise parallelism within an
accelerator in fine grain. For the first time, we conducted system-
atic studies to seek a coarse-grain parallelism among an array of
accelerators.

Parallelism Types. Existing works can be divided into two
categories based on parallel types: data parallelism (dp) [38] and
model parallelism (mp) [16]. In data parallelism, data is partitioned
into portions and run simultaneously on multiple accelerators with
the same model copy; in model parallelism, the model is divided
and distributed among multiple accelerators and each processes
the same training data on the sub-model it holds.

Communication Model. Unlike the previous empirical approach
[34], we developed a communication model that analytically ex-
plains the source and amount of communications. We consider a
fully-connected layer with 70 input and 100 output neurons, re-
spectively. Assume that there are two accelerators and the batch
size is B = 32, Figure 3 illustrates the shapes of tensors held by the
two accelerators. Each layer performs three multiplications for the
forward, error backward, and gradient computation. In each mul-
tiplication, three tensors are involved. Thus, nine tensors in total
need to be considered. Following the aforementioned intra-layer
and inter-layer idea [52], we decouple the communication into two
parts: 1) intra-layer communication by kernel updates within a layer
(marked by a & in Figure 3); and 2) inter-layer communication by
conversions of L and R tensors of feature maps and errors between
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Figure 3: Forward, Backward and Gradient Computation in (a) data parallelism and (b) model parallelism [51] (Note that all of
the rectangles with shadow lines are held by one accelerator and all of the white rectangles are held by the other.).

layers. Due to the page limit, we omit the detailed analysis, but
summarize the conclusion in Table 2. It shows that, for the DNN
inference, the data parallelism is better because the intra-layer com-
munication in inference is zero and the inter-layer communication
of dp-dp is also zero. However, the conclusion does not hold for the
DNN training, where the parallelism becomes a critical concern. A
Naive approach would be to get a parallelism type for each layer
and enumerate all possibilities to determine the best performance,
resulting in O(2V) time complexity.

Type Communication Amount
dp A(AW])
Intra-Layer
Y [mp X
dp-dp 0
dp-mp 0.25A(F; ;) + 0.25A(E;4)
Inter-Layer
Y Tmpmp | 0.5A(EL)
mp-dp 0.5A(Ep4)

Table 2: Communication cost in data parallelism (dp) and
model parallelism (mp).

Hybrid Parallelism. We propose a more practical partitioning
algorithm which reduces the O(2") time complexity to O(N). The
proposed approach is based on three observations: 1) the parallel
mode of each layer may only be data parallelism or model par-
allelism; 2) the inter-layer traffic depends only on two adjacent
layers; and 3) the intra-layer communication is exclusively depen-
dent on the parallelism of that layer, completely independent of
other layers. Thus, we can use a layer-wise dynamic programming
method to search for the optimal partition of each layer. Specifically,
intra-layer communication of dp and mp and inter-layer communi-
cation of dp-dp, mp-dp, dp-mp, mp-mp are looked up in Table 2.
Based on these data, the minimum accumulated communication of
data parallelism or model parallelism for this layer can be obtained.
Qur partitioning scheme ultimately outputs the minimum total
communication between two accelerators and a list of parallelism
methods we could chose to realize such a minimal communication.
Expanding to the partition for an array of accelerators, we use a
hierarchical approach which essentially is a recursive function. In
each recursion, the minimal communication (com_h) at the cur-
rent hierarchical level is calculated as described above. Then, it
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calls itself with the input hierarchy levels (h) changed to hierar-
chy levels (h — 1) and seeks for the total minimal communication
(com_n) for the lower hierarchy levels. At last, it returns the total
communication com by adding the current communication com_h
and 2 X com_n.

To evaluate the effectiveness of the proposed methods, we de-
signed an HMC-based DNN training architecture and tested it with
various DNN models from the classic Lenet to VGGs in larger sizes.
Our results achieved significant improvements on the performance
and energy efficiency. More detailed design explanation and evalu-
ation can be found in [51].

5 DESIGN SPACE EXPLORATION AND
OPTIMIZATION

The design of optimized heterogeneous manycore systems for spe-
cific application workloads is challenging for a number of reasons.
First, the heterogeneity of processing elements (PEs) including
CPUs, GPUs, various accelerators, processing-in-memory (PIM)
cores, and standard memory results in a very large and complex
design space that grows with the system size. Second, we need an
optimized network-on-chip (NoC) as the interconnection backbone
that can handle the communication requirements of heterogeneous
PEs efficiently [25, 26]. For example, in a CPU-GPU based heteroge-
neous system, CPUs require low memory latency while GPUs need
high-throughput data transfers. Moreover, GPUs typically only
communicate with a few shared last-level caches (LLCs), which
results in many-to-few traffic patterns (i.e., many GPUs communi-
cate with a few LLCs) with negligible inter-GPU communication
[11]. This can cause the LLCs to become bandwidth bottlenecks
under heavy network loads and lead to significant performance
degradation [11]. Third, to design optimized heterogeneous many-
core systems, we need to trade-off multiple objectives including
power, performance, thermal, and reliability resulting in a complex
multi-objective design space exploration (MO-DSE) problem. The
design optimization process should also account for the specific
characteristics of emerging technologies [36, 37].

Multi-Objective Design Space Exploration Problem. For a fixed
system size, we are provided with resources in the form of different



types of processing elements (PEs) and communication links. For
example, different types of PEs can include CPUs, GPUs, and spe-
cialized accelerators. For N PEs and M communication links, we
get a fully-specified design space in the form of all possible many-
core design configurations 9. For example, each manycore design
d € D corresponds to a specific placement of PEs and communi-
cation links. To evaluate each design d € D, we are given a set of
k > 1 objectives O = {01,02, - -- , O }. Some example objectives
include power, performance, and thermal. To come up with practi-
cal and feasible designs, we are given a set of physical constraints
C. An example constraint is as follows: the overall communication
network should have a path between any two PEs.

Qur goal is to find the Pareto set (i.e., non-dominated set of
designs) D* from D¢ C D, where D is the set of designs that
satisfy all the physical constraints C. A design d; is dominated by
design d, if Vi, Oj(d;) < Oji(dz); and 3j, Oj(d;) < Oj(dz). Once the
Pareto set D* is computed, the designer employs some decision-
making criteria (e.g., energy-delay-product from simulations) to
select the best design d* from the pareto set D*. We perform the
entire optimization process at the design-time. Solving MO-DSE
problems for the design of optimized hetergeneous manycore sys-
tems poses several challenges: 1) Large design space that grows
in size and complexity with increasing system size and diversity
of PEs; 2) Hardness and complexity of design-time optimization
problem grows with the number of objectives; and 3) Pareto front of
designs is non-convex and complex for large number of objectives.

5.1 Guided Design Space Exploration

Common algorithms to solve design-time optimization problems
include AMOSA [3] and NSGA-II [17]. Typically, these algorithms
execute many unguided and independent searches, from different
starting points, to increase the chance of reaching global optima.
These algorithms do not leverage the knowledge gained from past
design space exploration in an explicit manner and do not allow to
leverage the training data from simulations to evaluate the quality
of the designs. There is a rich body of literature focusing on solving
constrained combinatorial problems (CCPs), especially for the sys-
tem synthesis [44]. SAT-decoding [40] is the dominant state-of-the-
art approach in tackling CCPs. The key idea behind this approach is
to use a SAT solver to generate valid solutions in the design space
from the genotypes searched over by an evolutionary algorithm.
The valid solutions are represented by a set of Pseudo-Boolean
(PB) constraints, formulated using binary variables. This approach
works very-well in multiple scenarios. However, non-linear con-
straints cannot be represented by the PB functions formulation
used by the SAT-decoding procedure.

Towards the goal of addressing some of the design-time opti-
mization challenges, machine learning (ML) techniques can be used
as part of the design optimization framework [31, 32]. Machine-
learning techniques can enable the problem-solver (a computational
search procedure) to make intelligent search decisions to achieve
efficiency for finding (near-) optimal solutions over non-learning-
based algorithms. We refer the family of algorithms to solve MO-
DSE problems that learn knowledge from designs explored in the
past to intelligently explore the design space as guided design space
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exploration framework. In what follows, we list two instances of
this framework, namely, MOO-STAGE [27] and MOOS [18].

MOO-STAGE and MOOS algorithms are designed to improve the
accuracy of local search based solutions to solve MO-DSE problems.
One of the main drawbacks of local search based methods is that the
accuracy of solutions produced by them critically depends on the
starting designs. Intuitively, if we can select starting designs that
will lead the local search procedure to high-quality local optima,
it will allow local search algorithms to find (near-) optimal solu-
tions with significantly less number of restarts. ML and data-driven
algorithms can be employed to learn search control knowledge
from the training data obtained from past local search executions.
Subsequently, the learned knowledge can be used to identify the
most promising parts of the design space, thereby eliminating a lot
of unnecessary exploration.

MOO-STAGE [27] generalizes a machine learning based opti-
mization algorithm called STAGE that was shown to be very ef-
fective for single-objective homogeneous manycore design opti-
mization problems [13-15]. The key idea behind MOO-STAGE is
to intelligently explore the input design space to improve the effi-
ciency of solving MO-DSE problems. MOO-STAGE is an iterative
learning algorithm that leverages the past search experience (Lo-
cal search) to learn an evaluation function E that can estimate the
outcome of performing local search from any given state in the
design space (Meta search). The goal of local search (e.g., greedy
search) from a given starting design is to traverse through a se-
quence of neighboring states to find a solution that optimize the
given set of objectives O. To accommodate multiple objectives, it
employs the Pareto Hyper-Volume (PHV) heuristic to evaluate the
quality of a set of solutions. Essentially, the PHV is the size of the
objective space that is dominated by a set of solutions. Using the
learned evaluation function E, MOO-STAGE intelligently explores
the design space by selecting good starting designs for local search.
Regression training examples are generated from each design d
along the local search trajectory (input is the design d and output
is the PHV of local search) and the evaluation function E is induced
by giving the aggregate training examples to a supervised learner.

MOOS multi-objective optimistic search (MOOS) [18] further im-
proves the scalability and accuracy of solving MO-DSE problems
over MOO-STAGE. MOOS performs adaptive design space explo-
ration based on the principle of optimism in the face of uncertainty
[2] to improve the speed and accuracy of design optimization pro-
cess. The principle of optimism suggests exploring the most favor-
able region of the design space based on the experience gained from
past exploration. The key insight is that MOOS performs efficient
search guided by a data-driven tree-based model over scalariza-
tion parameters (small and simple search space) when compared to
MOO-STAGE that performs data-driven search guided by learned
evaluation function over input design space (large and complex
search space). MOOS is an iterative two-stage optimization algo-
rithm. In each iteration, it employs a scalarized objective to select
the starting solution for a local search procedure. The parameters
of scalarization are chosen adaptively based on a data-driven tree-
based model. Local search is performed from the selected starting
solution and the tree-based model is updated using the quality of
the resulting Pareto set. MOOS was employed to design optimized
NoC-enabled homogeneous and heterogeneous manycore systems



[18]. Experimental results demonstrated that MOOS improves the
speed of finding solutions similar to state-of-the-art methods (MOO-
STAGE and AMOSA) by upto 13X and uncovers solutions that are
upto 20% better in terms of NoC. The optimized NoC-enabled 3D
manycore systems improve the EDP up to 38% when compared to
a 3D mesh-based design optimized for the placement of PEs.

6 DYNAMIC RESOURCE MANAGEMENT

With a rise of machine learning and artificial intelligence, it is com-
mon that manycore platforms cannot efficiently execute these algo-
rithms. Different architectures such as GPUs, TPUs, and hardware
accelerators are designed and integrated into manycore systems
to resolve this issue. The ultimate goal is to maximize resource
utilization, performance improvement, and energy efficiency. This
requires us to rethink hardware stack as well as software stack
to accommodate the increasingly complicated platforms. For the
hardware stack, we should combine the benefits of programmability
in general-purpose machines, performance efficiency in domain-
specific accelerators (DSAs), and parallel computing in GPUs/TPUs.
For the software stack, we should consider how to generate tasks
in such a way to maximize resource utilization in heterogeneous
computing systems. Self-introspection should also be taken into
consideration. We should think about how updates and patches of
complicates applications can influence hardware design. Therefore,
we propose a self-optimizing and self-programming computing
system (SOSPCS) framework [55] which provides flexibility, pro-
grammability, performance and energy efficiency. It, at compile
time, relies on neural network classifiers to generate suitable tasks
for different hardware platforms. At run-time, we design reinforce-
ment learning (RL) and imitation learning (IL) based intelligent
schedulers to map tasks onto hardware to provide optimal resource
utilization and performance speedup.

Compile-time resource allocation via neural networks. Ap-
plications have some hidden attributes waiting to be discovered.
For example, in neural network algorithms, designers can identify
some important tasks such as matrix multiplication and Sigmoid
activation function to better implement efficient DSAs. To enable
self-optimization, problem formulation is as follows: Given an ap-
plication graph, find all specialized tasks which can be implemented
as DSAs. SOSPCS uses two neural networks to recognize tasks in
each application. The first neural network determines the feature
type, e.g., matrix multiplication, Sigmoid, or neurons; on the other
hand, the second decides the coordinates of each feature, which
helps us extract such feature out of the application graph. Once all
specialized tasks are identified, we apply some graph partitioning
algorithms discussed in Section 3.2 to create tasks with minimal
communication cost.

Run-time resource management via reinforcement learn-
ing and imitation learning. To enable self-programmability, the
next goal is to find a optimal mapping of tasks onto PEs to maxi-
mize performance. However, two issues need to be considered: (1)
Each task is mapped to its suitable PE set (e.g., FFT tasks should
be mapped to FFT accelerators rather than neuron accelerators.).
(2) Communication cost among PEs has to be minimal. Therefore,
SOSPCS applies a distributed Q-learning algorithm where multi-
ple agents interact with environment independently. These agents,
considered as intelligent schedulers, learn to map tasks assigned
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onto suitable PEs. If one PE is occupied by another task, we per-
form local search by selecting the available PE nearby to reduce the
communication cost. The reward function is designed to prevent
agents from assigning wrong tasks to hardware, which could lead
to performance degradation.

Recent advances in Imitation Learning (IL) [48] provides an alter-
native framework to potentially address the above drawbacks of RL.
In traditional IL, expert demonstrations are provided as supervised
training data (e.g., demonstrations of a human expert driving a car).
Then the learner tries to imitate the behavior of the expert in a
way that generalizes to similar tasks or situations. These charac-
teristics make IL an exponentially better framework than RL for
solving sequential decision-making problems. At a high-level, the
difference between IL and RL is same as the difference between
supervised learning and exploratory learning. The main caveat of IL
is that it assumes the availability of a good Oracle (expert) policy to
drive the learning process. Kim et al., [30] constructed an efficient
Oracle towards the goal of dynamic power management in voltage
frequency island (VFI) based homogeneous manycore systems. Sim-
ilarly, Mandal et al., [42] constructed efficient Oracle policies for
dynamic resource management in heterogeneous mobile platforms.
Subsequently, supervised learning is employed to replicate the de-
cisions made by the Oracle policy. Often the supervised learning
problem corresponds to learning a classifier or regressor to map
states to actions. To learn a robust policy, adavanced IL algorithms
such as DAgger can be employed. Due to the nature of sequential
decision-making problems, if the control policy makes a mistake,
it can cause error propagation and exhibit poor behavior. DAg-
ger mitigates this problem by generating additional training data
demonstrating how the Oracle recovers from potential mistakes.

7 CONCLUSIONS AND FUTURE WORK

To enable a paradigm shift in the edge, fig, and exascale computing,
we need to develop machine learning and artificial intelligence
based approaches to tackle the following challenges:

(1) Analyze the concurrency of algorithms (e.g., degree of paral-
lelization) in relation to the type, size, and dynamics of the data they
run on to compensate for hardware features (e.g., deeply-scaled
FinFET technologies, near threshold voltage (NTV) induced core
slowdown, NTV induced variability of core-to-core throughput).

(2) Evaluate the impact of emerging applications and algorithms
(graph analytics, approximate computing algorithms) on the design
of ATECS architectures. Communication avoiding linear algebra,
randomized numerical linear algebra, and multipole methods have
control and data flows that benefit from NoC-based manycore sys-
tems. Approximate computing algorithms can self-tune their pre-
cision to reduce energy based on mixed precision. Can we build
new models of computation for such approximate computing algo-
rithms that allow us to capture variable precision floating point and
identify trade-offs between precision and the degree of parallelism?

(3) It is common to update and patch buggy and potentially
malicious applications to improve user experience and security.
For example, we can view applications as interconnected graphs
that evolve over time in terms of structure and characteristics as
a function of both needs of end-users and system enhanced func-
tionality requirements. With more updates made on the software



running on autonomous manycore systems, how can we recon-
struct a time-varying graph from a partially observed sequence of
graphs corresponding to various interacting and evolving applica-
tion codes? We envision that even with some unknown components
hidden in the application graphs, their fractal properties may not
change [50, 60, 61] significantly such that we can construct complex
multi-layer graph based models.

(4) After reconstruction of the underlying graph based model
of dynamic applications, we need to predict the graph structures
that will potentially emerge in the future. For example, future work
should consider how several updates done in the software running
on the self-driving car or the unmanned aerial / underwater vehi-
cles can impact the models of computation and how they influence
the design of next-generation efficient hardware platforms. More
specifically, how can machine learning and artificial intelligence
methods infused in the manycore systems stack predict the up-
coming possible updates, patches, and changes in the time varying
graphical model of interacting applications in order to dynamically
reconfigure the hardware.
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