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Abstract—Traffic measurement provides fundamental statistics
for network management functions. To implement the measure-
ment modules on the data plane for real-time query response,
modern sketches are designed to work with limited on-die
memory allocation from network processors and collect traffic
statistics in epochs of a preset length. To handle real-time queries
at arbitrary times over traffic in a preceding period T (called
T -queries), the prior art sets the epoch length to T

n
and keeps the

measurement results in a window of n−1 past epochs to support
approximate T -queries. Such an approach however drastically
increases the memory cost or decreases the accuracy in the query
results if the memory allocation is fixed. In this paper, motivated
by the concept of offloading in today’s edge-cloud computing, we
propose a collaborative edge-center traffic measurement model,
where the traffic measurement modules at all network devices
form the edge, which offloads the traffic measurement results
to a measurement center possibly hosted in a datacenter. The
center synthesizes the measurements from the past epochs and
sends the aggregate results back to the measurement modules
to support T -queries. We conduct experiments using real traffic
traces to evaluate the performance of the proposed edge-center
measurement model. The experimental results demonstrate that
the proposed designs significantly outperform the prior art.

Index Terms—Traffic measurement, offloading model, T -query,
real-time

I. INTRODUCTION

Traffic measurement modules such as Netflow [1] and
sketch-based solutions [2]–[6] on routers and other network
devices provide critical information for traffic engineering,
anomaly detection and other network functions. There are
numerous applications that can benefit from detailed real-time
traffic statistics — for a few examples, identifying abnormal
increase in traffic volume to catch denial-of-service attacks
[7]–[11], detecting worm propagation or scanning attacks
[12]–[14], and profiling potential botnet activities [15], [16].

To support real-time responses, it is highly desired that
the traffic measurement modules are implemented on the data
plane, examining the packet stream directly on the network
processors. However, this means that they have to compete for
the on-die processing and memory (such as SRAM) resources
of network processors or other special-purpose chips that
operate at line rates for the key networking functions of
packet forwarding, queuing and scheduling, quality of service,
firewalling, and packet inspection/classifiction for performance
and security purposes. In this case, the design of a traffic
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measurement module must assume limited processing/memory
allocation and can only record packet information for a limited
time before its allocated memory space is saturated. At that
time, the existing information has to be purged in order
to free space for recording new packets that continuously
arrive. Much of the prior art [6], [17], [17]–[21] focuses on
highly compact data structures called sketches that measure a
packet stream for a preset period of time called epoch. The
measurements for each epoch are stored offline, and queries
can be made on flow statistics in each epoch.

This paper is interested in support real-time queries on the
data plane at an arbitrary time t for an arbitrary flow f about
its traffic statistics in a preceding period of T before time
t. This is called a T -query. One may argue that we may
simply use an existing sketch to measure traffic in an epoch
of (t− T, t]. However, because t can be arbitrary, there is no
way to determine the beginning time of each epoch before
queries happen. One naive solution is to support approximate
T -queries with preset epochs, each of length T . When a query
arrives in the middle of an epoch, we return the statistics of
the flow that have been recorded so far in the current epoch.
The query result will however vary greatly, covering traffic in
a preceding period between 0 (when the query arrives at the
beginning of the epoch) and T (when the query arrives at the
end of the epoch).

Most prior art [22]–[24] addresses the above problem by
using smaller epochs of length T

n . They require a measurement
module to keep all measurements from a window of the most
recent n − 1 completed epochs, in addition to the current
epoch. The answer to a query at time t on flow f combines
the statistics of the flow from the previous n−1 epoch and the
current epoch. The query result covers the traffic in a preceding
period of [t0− n−1

n T, t), where t0 is the beginning time of the
current period and t is the query time. The difference between
this period’s length and the length of (t−T, t] under query is
(t0 − n−1

n T ) − (t − T ) = T
n − (t − t0) ≤ T

n , which can be
made arbitrarily small when we increase n.

The problem of the above solution is that the measurement
module now has to keep the traffic statistics of the past n −
1 epochs, which is an undesired memory cost on the data
plane, which increases with n. One may argue that the memory
cost for each epoch will be smaller due to a smaller epoch
length. However, the impact of a smaller epoch on memory is
actually not significant. Consider using a counter to measure
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the number of packets in each flow. Suppose that we use a
32-bit counter for an epoch of length T . Let n = 32. It will
take a 27-bit counter for an epoch of length T

32 if we make
the counter range proportional to the epoch length. The total
memory for the flow will be 27 × 32 = 864 bits! Moreover,
it is questionable whether we should reduce the counter size
from 32 bits to 27 bits because network traffic is often bursty
and it could happen that most packets of a flow over a period
of T happens in one epoch of T

n .
The goal of this paper is to achieve the same approximation

in the query result as the window approach does, while
avoiding its pitfall of memory cost on the data plane. Our idea
is motivated by the concept of offloading in today’s edge-cloud
computing. We introduce a collaborative edge-center traffic
measurement model that consists of a measurement edge and
a measurement center. The edge consists of all devices in a
network that implement the measurement modules, and the
center may be hosted in a data center that provides virtually
unlimited resources for long-term storage/analysis of traffic
measurements and assistance in coordinating the measurement
activities across all devices in the network. Each measurement
module at the edge offloads its traffic measurements of the
prior n−1 epochs to the center, which in turn feeds aggregate
measurements back to assist the measurement module in an-
swering real-time queries. Timeliness and memory efficiency
require coordination and data exchange between the edge
and the center, representing a three-way tradeoff between
memory cost, communication cost and query accuracy. Our
main contributions are listed as follows.
• This is the first work that employs an offloading model to

relieve the increased memory cost in answering T -queries
in real time.

• We present two general designs that exploit offloading in
measuring flow size and flow spread, respectively.

• We conduct experiments using real traffic traces to evalu-
ate the performance of the proposed solutions. The exper-
imental results demonstrate that our solution significantly
outperforms the prior art, either reducing the memory cost
or equivalently improving the accuracy in query results
under the same memory allocation.

The rest of the paper is organized as follows. Section II
describes the system and flow models and then states the prob-
lem studied in this paper. Our solutions and the performance
analysis are given in Section III. The experimental evaluation
is presented in Section IV. Section V reviews related work.
Finally, we conclude the paper in Section VI.

II. PRELIMINARIES

A. System Model

We introduce a collaborative edge-center traffic measure-
ment model that consists of a logical measurement edge
and a measurement center. The logical measurement edge is
composed of all routers, switches, IDSes (introduction detec-
tion systems), firewalls, and other network devices that are
equipped with a traffic measurement module, which examines

the arrival packet stream and records the traffic statistics. The
measurement center may be hosted in a data center that has
computing/storage resources for long-term data storage and
short-term coordination with the numerous measuring devices
at the edge.

Time is divided into epochs, whose length is preset and
fixed. The measurement modules offload their measurement
data after each epoch to the center. The center records such
data, synthesize them over multiple epochs or over multiple
devices, and send aggregate data back to the measurement
modules of the devices at the edge, so that they do not
have to spend their limited on-die memory in keeping detail
information in order to support real-time queries from local
network security/performance functions such as identifying
large-sized flows (heavy hitters) for traffic shaping or identify-
ing large-spread flows (super spreaders) for anomaly detection.
As the edge does not keep detailed traffic measurements over
multiple epochs, each measurement module will answer real-
time queries based on both the local measurement data and
the aggregate data provided from the center.

B. Flow Model

The network traffic at a measurement module is a packet
stream which consists of a continuous sequence of packets,
where f is a flow label and e is an element identifier. The
flow label f is typically a combination of selected packet-
header fields, which may include source address, destination
address, protocol identifier, and/or other fields in the packet
headers, depending on the type of measurement functions and
application requirements. The element e can also be one or
multiple header fields or certain content in packet payload. All
packets with the same flow label form a flow. With different
flow labels, flows under measurement may be per-source flows,
per-destination flows, TCP flows, WWW flows, etc. Based on
the packet stream, there are various types of traffic statistics
that are crucial for network applications. This paper focuses
on two of them, i,e., flow size and flow spread, but our
collaborative edge-center measurement model solutions may
be extended for other types of measurement as well.

Flow size is defined as the number of elements in each
flow, where elements may be packets, bytes, or occurrences
of a certain header-field value. One may measure the number
of SYM packets from each source address, the number of
ACK packets sent to each address, the number of bytes that
each host downloads, or the number of bytes in each source-
destination flow. Such information is very useful to anomaly
detection, capacity planning, flow rerouting. For instance,
measuring the number of SYN/ACK packets provides a means
for detecting SYN attacks [25].

Flow spread is defined as the number of distinct elements
in each flow. Consider per-destination flows, where all packets
sent to a common destination constitute a flow. If the number
of distinct source addresses in a flow suddenly surges, it may
signal a DDoS attack. An institutional gateway may determine
the popularity of external web content for caching priority by
tracking the number of distinct source addresses in each flow
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(which consists of all outbound HTTP requests for the same
web content).

C. Problem Statement

The T -query can be made by a network function or a
user to a traffic measurement module at any time t for a
flow f ’s real-time statistic, e.g., flow size and flow spread,
in the period of (t − T, t], which is the period of length T
immediately preceding time t, where T is a preset parameter.
Exact implementation of T -query is very difficult because it
requires the measurement module to track the exact traffic in
(t − T, t]. As time goes from t to t + ∆t, not only do we
have to record new information from (t, t+ ∆t], but also we
have to remove the old information in (t−T, t−T + ∆t], for
any time increment ∆t, which is hard to implement efficiently
without storing each packet 〈f, e〉 with an arrival timestamp.

In practice, traffic measurement is done in each epoch.
If we let T be n epochs (where integer n(≥ 1) can be
arbitrarily chosen), then the length of each epoch is T

n . We
define approximate T -query at time t on flow f as estimating
the size or spread of f in the current epoch up to t plus the
previous n−1 epochs. The answer to the query is based on the
traffic measured in a period of length between (t− T + T

n , t]
and (t− T, t], depending on where t is in the current epoch.

Below we give a couple of application examples of real-time
T -queries. Consider the application of detecting SYN/ACK
attacks and DDoS attacks discussed earlier. It is critical to
detect them in real time, so that response can be made in real
time, which in turns requires answering T -queries about flows
of interest in real time. In another application of traffic shaping
to deal with a congestion condition, we want to identify large
flows in real time, so that the congestion can be resolved
quickly.

III. COLLABORATIVE EDGE-CENTER TRAFFIC
MEASUREMENT

We propose three sketch designs for collaborative edge-
center traffic measurement, which allows the measurement
modules at the edge to offload their measurement data to
the center (in the cloud), so as to reduce the on-die memory
requirement at the edge where each measurement module must
record the arrival packets at the line rates and answer T -queries
in real time. Sketch refers to a compact data structure that
records information from a large data stream, in our case,
a large packet stream arriving at a high rate. We discuss
the tradeoff between query approximation and communication
overhead that is enabled in our designs. Finally we formally
analyze query accuracy.

A. One-Sketch Design for Flow Size

We describe our one-sketch design that uses a CountMin
[26] sketch to measure per-flow size in each epoch of length
T
n . The same design can be easily modified to work with other
sketches that measure per-flow size in each epoch [4], [18],
[27], [28]. Our contribution is to build a solution with any of
these sketches to answer T -queries on flow size.

Algorithm 1: One-sketch design for flow size—edge
side
Input: CountMin sketches C, time t, T , n
Action: packet recording, data offloading and query
if packet x arrives then

record x to C using the recording operation in
CountMin;

end
if reach the end of current epoch then

send C to the measurement center;
reset all counters in C to zero;

end
if receive A then

for i = 0 to d− 1 do
for j = 0 to m− 1 do

C[i][j] = C[i][j] +A[i][j];
end

end
end
if query on flow f then

answer query on C in the way that CountMin does;
end

Algorithm 2: One-sketch design for flow size—center
side
Input: CountMin sketches B0, B1...Bk−1,
C0, C1...Ck−1, time t, T , n, k
Action: data combination
if receive Ck then

if k < n− 1 then
for i = 0 to d− 1 do

for j = 0 to m− 1 do
Bk[i][j] = Ck[i][j]− Ck−1[i][j];

end
end

end
else

for i = 0 to d− 1 do
for j = 0 to m− 1 do

Bk[i][j] =
C[i][j]−

∑
k−n+2≤l≤k−1Bl[i][j];

A[i][j] =
∑

k−n+2≤l≤k Bl[i][j];
end

end
send Ak to the measurement edge;

end
k = k + 1;

end
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We first review the CountMin sketch [26], which uses a
two-dimensional array of counters, denoted as C[i][j], 0 ≤
i < d and 0 ≤ j < m. It has d rows, each of m counters.
When receiving a packet from flow f , we record the packet
by hashing f to one counter in each row and increasing that
counter by one, i.e.,

C[i][Hi(f)] = C[i][Hi(f)] + 1,

where Hi, 0 ≤ i < d, are independent hash functions and
the modulo operation is assumed to keep the hash output in
the range [0,m). When we query the size of flow f recorded
in C, we take the minimum value of those d counters as the
estimate answer n̂f for the query, i.e.,

n̂f = min{C[i][Hi(f)], 0 ≤ i < d}.

It has been proved [26] that the estimate from CountMin is
bounded by

Prob(|n̂f − nf | ≥
eN

l
) ≤ m

ed
, (1)

where N is the total number of packets recorded by CountMin.
Next we present our design of using a single CountMin

sketch C per measurement module to support T -queries. The
module is configured to record packets epoch by epoch, each
of length T

n . The counters in C are initialized to zeros at the
beginning of the the 0th epoch. Starting from the (n − 1)th
epoch, their values will be reset to zeros at the beginning of
each epoch.

At the end of the kth epoch, for all k ≥ 0, the measurement
module sends the content of C to the measurement center. We
denoted the content of C as Ck after the kth epoch, where
k ≥ 0. The center stores the measurements from the kth epoch
in a new two-dimensional array Bk as follows:

B0[i][j] = C0[i][j], 0 ≤ i < d, 0 ≤ j < m

Bk[i][j] =


Ck[i][j]− Ck−1[i][j],

k < n− 1, 0 ≤ i < d, 0 ≤ j < m;

Ck[i][j]−
∑

k−n+2≤l≤k−1Bl[i][j],

k ≥ n− 1, 0 ≤ i < d, 0 ≤ j < m.

(2)

Clearly, Bk keeps the measurements of the kth epoch, ∀k ≥ 0.
When k ≥ n − 1, the center computes the aggregate

measurements Ak from the (k − n + 2)th epoch to the kth
epoch, i.e., ∀0 ≤ i < d, 0 ≤ j < m,

Ak[i][j] =
∑

k−n+2≤l≤k

Bl[i][j], (3)

and sends Ak back to the measurement module, which will
add Ak to its sketch array C as follows:

C[i][j] = C[i][j] +Ak[i][j], 0 ≤ i < d, 0 ≤ j < m.

T -queries are allowed starting from the (n − 1)th
epoch. When being queried on flow f , the module returns
min{C[i][Hi(f)], 0 ≤ i < d}. The pseudo codes for the one-
sketch design on the edge side and center side are given in
Algorithms 1 and 2.

In our edge-center module, we make the edge light-weighted
to save memory resource by only keeping the measurement
of the current epoch and relieving it from storing the detailed
information about earlier epochs, which is stored in the center.
The center will refresh the edge with the aggregate information
of the earlier n− 1 epochs, i.e., Ak. The problem of the one-
sketch design is that queries cannot be made right after the end
of the kth epoch and before the module receives Ak, which
is a round-trip delay between the module and the center. This
may not be a serious issue if the center collocates with the
measurement module and the delay is negligible. But if the
center is distant in a datacenter, serving for many measurement
modules scattered in a large network, the delay may become
non-negligible. To address this problem, we design a two-
sketch mechanism for flow-size below, which doubles the
memory requirement at each measurement module.

B. Two-Sketch Design for Flow Size

Algorithm 3: Two-sketch design for flow size—edge
side
Input: CountMin sketches C and C ′, time t, T , n
Action: packet recording, data offloading and query
if packet x arrives then

record x to C and C ′ using the recording
operation in CountMin;

end
if reach the end of current epoch then

send C to the measurement center;
C = C ′;
reset all counters in C ′ to zero;

end
if receive A then

for i = 0 to d− 1 do
for j = 0 to m− 1 do

C ′[i][j] = C ′[i][j] +A[i][j];
end

end
end
if query on flow f then

answer query on C in the way that CountMin does;
end

The new design uses two CountMin sketches, C and C ′ of
the same dimensions. Initially, all counters in C and C ′ are
set to zeros. In each epoch, all packets will be recorded in
both C and C ′ in the same way as the one-sketch design does
to C. At the end of the kth epoch, ∀k ≥ 0, still denoting the
content of C as Ck, the measurement module will send Ck to
the center, copy C ′ to C, and reset C ′ to zeros.

At the end of the kth epoch with k ≥ n − 1, our design
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Algorithm 4: Two-sketch design for flow size—center
side

Input: CountMin sketches B0, B1...Bk−1,
C0, C1...Ck−1, time t, T , n, k
Action: data combination
if receive Ck then

if k < n− 2 then
for i = 0 to d− 1 do

for j = 0 to m− 1 do
Bk[i][j] = Ck[i][j]− Ck−1[i][j];

end
end

end
else

for i = 0 to d− 1 do
for j = 0 to m− 1 do

Bk[i][j] =
Ck[i][j]−

∑
k−n+2≤l≤k−1Bl[i][j];

A[i][j] =
∑

k−n+3≤l≤k Bl[i][j];
end

end
send Ak to the measurement edge;

end
k = k + 1;

end

ensures that, ∀0 ≤ i < d, 0 ≤ j < m,

C[i][j] =
∑

k−n+1≤l≤k

Bl[i][j] (4)

C ′[i][j] =
∑

k−n+2≤l≤k

Bl[i][j], (5)

where Bl is the measurements for the lth epoch, as is defined
in Section III-A. Hence, C contains the measurements for n
epochs, from the (k − n + 1)th epoch to the kth epoch. C ′

contains the measurements for n − 1 epochs, from the (k −
n+ 2)th epoch to the kth epoch.

After sending the content of C to the center, copying C ′ to
C and setting C ′ to zeros, the measurement module will have

C[i][j] =
∑

k−n+2≤l≤k

Bl[i][j] (6)

C ′[i][j] = 0. (7)

C will contain the measurements for n− 1 epochs, from the
(k−n+2)th epoch to the kth epoch, ready to support T -queries
from the beginning of the (k+ 1)th epoch. The measurement
module will now start the (k + 1)th epoch by recording each
packet in both C and C ′.

When the center receives Ck, it first computes Bk and Ak

as follows: ∀0 ≤ i < d, 0 ≤ j < m,

B0[i][j] = C0[i][j], 0 ≤ i < d, 0 ≤ j < m

Bk[i][j] =


Ck[i][j]− Ck−1[i][j],

k < n− 1, 0 ≤ i < d, 0 ≤ j < m;

Ck[i][j]−
∑

k−n+2≤l≤k−1Bl[i][j],

k ≥ n− 1, 0 ≤ i < d, 0 ≤ j < m.

(8)

Starting from the (n− 2)th epoch, it will compute

Ak[i][j] =
∑

k−n+3≤l≤k

Bl[i][j], (9)

and send Ak to the measurement module, which will add Ak

to C ′k as follows:

C ′[i][j] = C ′[i][j] +Ak[i][j], 0 ≤ i < d, 0 ≤ j < m.

This will ensure that at the end of the (k+1)th epoch, C ′ will
contain the measurements of n−1 epochs, from the ((k+1)−
n + 2)th epoch to the (k + 1)th epoch, while C will contain
the measurements for n epochs, from the ((k+ 1)− n+ 2)th
epoch to the (k + 1)th epoch, which are both consistent with
(5).

When being queried on flow f , the module returns
min{C[i][Hi(f)], 0 ≤ i < d}. The pseudo codes for the two-
sketch design on the edge side and center side are given in
Algorithms 3 and 4.

C. Three-Sketch Design for Flow Spread

We describe our three-sketch design that uses vSkt(HLL)
[17] to measure per-flow spread in each epoch of length
T
n . The same design can be easily modified to work with
other sketches that measure per-flow spread [19], [29]. Our
contribution is to build a solution on top of vSkt to answer
T -queries on flow spread.

We first review the vSkt(HLL) [17]. Its data structure is
a two-dimensional array of HLL registers [30], denoted as
C[i][j], 0 ≤ i < d and 0 ≤ j < m. An HLL register is
a counter of r bits which can store a value in the range of
[0, 2r−1]. For example, if we assign each HLL register 5 bits,
then its range is is [0, 31]. When receiving a packet 〈f, e〉, we
record it by hashing 〈f, e〉 to one HLL register in the whole
sketch and update the register value as follows :

C[H ′(e)][HH′(e)(f)] = max{C[H ′(e)][HH′(e)(f)], G(e)}
(10)

where H ′ is a uniform hash function with an output in the
range of [0, d) ; Hi, 0 ≤ i < d, are independent hash functions
of range [0,m) ; G is a geometric hash function whose value
is v with probability 2−v for v ≥ 1. When querying, we first
estimate the total number of distinct elements recorded by
vSkt(HLL) as

N̂ = αdd
2/(

d−1∑
i=0

2−max{C[i][j],0≤j<m}),
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Algorithm 5: Three-sketch design for flow spread—
edge side

Input: vSkt(HLL) sketches B, C and C ′, time t, T , n
Action: packet recording, data offloading and query
if packet x arrives then

record x to B, C and C ′ using the recording
operation in vSkt(HLL);

end
if reach the end of current epoch then

C = C ′;
reset all registers in C ′ to zero;
send B to the measurement center;
reset all registers in B to zero;

end
if receive A then

for i = 0 to d− 1 do
for j = 0 to m− 1 do

C ′[i][j] = max{C ′[i][j], A[i][j]};
end

end
end
if query on flow f then

answer query on C in the way that vSkt(HLL)
does;

end

Algorithm 6: Three-sketch design for flow spread—
center side

Input: vSkt(HLL) sketches for different epochs
B0, B1...Bk, time t, T , n, k
Action: data combination
if receive Bk then

if k ≥ n− 2 then
for i = 0 to d− 1 do

for j = 0 to m− 1 do
A[i][j] = max{Bl[i][j], k − n+ 3 ≤ l ≤
k};

end
end
send A to the measurement edge;

end
k = k + 1;

end

and then we use the following function to estimate spread of
flow f as n̂f :

n̂f = αdd
2/(

d−1∑
i=0

2−C[i][Hi(f)])− N̂/m,

where αd = 0.7213/(1 + 1.078/d). It has been proved [17]
that the expectation and variance of estimate from vSkt(HLL)

satisfies

nf (1− ε− 1

m
) ≤ E(n̂f ) ≤ nf (1 + ε− 1

m
)

V ar(n̂f ) =
1.042

d
(k +

N

m
)2 +

1.042

dm2
X2

+ (
1.042

d
+ 1)

N

d
(1− 1

m
)

(11)

where ε = δ(1− 1
m + 2N

mnf
) with δ ≤ 5× 10−5 when d ≥ 16,

and N is the total number of distinct elements recorded by
vSkt(HLL).

Our design uses three vSkt(HLL) sketches, denoted as B,
C and C ′, respectively. Each of them is an array of d × m
HLL registers. At the end of each epoch, the registers in B
are sent to the center and then they are reset to zeros, whereas
C is replaced by C ′, and C ′ will wait for its new values
from the center. Then, the next epoch starts, and the packets
will be recorded in B, C and C ′, with B tracking the spread
measurements in this epoch, C used to answer T -queries, and
C ′ preparing for the next epoch. The reason for introducing a
third sketch B to record the measurements of the current epoch
and send it to the center is that the center cannot compute it
based on (8) because C is not a counter array but an HLL
register array with a max operation (10).

Let Bk be the flow-spread measurements in the kth epoch.
At the end of the kth epoch with k ≥ n−1, our design ensures
that, ∀0 ≤ i < d, 0 ≤ j < m,

C[i][j] = max{Bl[i][j], k − n+ 1 ≤ l ≤ k} (12)
C ′[i][j] = max{Bl[i][j], k − n+ 2 ≤ l ≤ k}, (13)

where Bl is the spread measurements of the lth epoch. Similar
to the two-sketch design, but here in terms of spread instead
of size, C contains the measurements from the (k − n+ 1)th
epoch to the kth epoch, and C ′ contains the measurements
from the (k − n+ 2)th epoch to the kth epoch.

Denote C and C ′ at the end of the kth epoch as Ck and
C ′k, respectively. The measurement module will send B (i.e.,
Bk) to the center, set it to zeros, copy C ′ to C, and set C ′ to
zeros, such that, ∀0 ≤ i < d, 0 ≤ j < m,

C[i][j] = max{Bl[i][j], k − n+ 2 ≤ l ≤ k} (14)
C ′[i][j] = 0. (15)

C will contain the measurements for n− 1 epochs, from the
(k−n+2)th epoch to the kth epoch, ready to support T -queries
from the beginning of the (k+ 1)th epoch. The measurement
module will now start the (k + 1)th epoch by recording each
packet in B, C and C ′.

When the center receives Bk, if k ≥ n−2, it first computes
Ak as follows: ∀0 ≤ i < d, 0 ≤ j < m,

Ak[i][j] = max{Bl[i][j], k − n+ 3 ≤ l ≤ k} (16)

and then sends Ak to the measurement module, which will
merge Ak to C ′k as follows: ∀0 ≤ i < d, 0 ≤ j < m,

C ′[i][j] = max{C ′[i][j], Ak[i][j]}.
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This will ensure that at the end of the (k + 1)th epoch, C
contains the measurements from the ((k+1)−n+1)th epoch
to the (k+1)th epoch, and C ′ contains the measurements from
the ((k + 1)− n + 2)th epoch to the (k + 1)th epoch, which
are consistent with (13).

Upon T -query, the measurement module will answer query
on C. The pseudo codes for the three-sketch design on the
edge side and center side are given in Algorithms 5 and 6,
respectively.

D. Tradeoff between Approximation and Communications

Built on top of the offloading model, our designs require
the measurement edge to periodically interact with the mea-
surement center. Specifically, at the end of each kth epoch, the
measurement edge will offload the measurement data (Ck for
flow size measurement and Bk for flow spread measurement)
and the measurement center will send the aggregate data
back to the measurement edge, i.e., Ak for either flow size
measurement or flow spread measurement. The epoch length
is T

n seconds and the memory for the sketch is denoted as
M bits. So the average bandwidth required when dividing the
time period T into n epochs is

2Mn

T
bps, (17)

where the coefficient is 2 because we combine the downlink
and uplink bandwidth together. As we can see, with n increas-
ing, the communication cost will increase as well.

While a smaller n is in favor for less communication cost,
a larger n enables [t0 − n−1

n T, t] to approximate [t − T, t]
more, where t0 is the start time of the current epoch with
t0 ≤ t ≤ t0 + T

n . For any T -query casted at time t, we
expect to collect the traffic statistics during the time period
of [t − T, t] exactly, which can only be done if we track
the time stamp of each packet, implying tremendous resource
consumption. Alternatively, our solutions actually collect the
traffic statistics during the time period of [t0 − n−1

n T, t], an
approximate substitute period to the period [t − T, t]. We
can conclude that the difference between these two periods
is within |t0 − n−1

n T − (t − T )| ≤ T
n which indicates that a

larger n is preferred for a closer approximation.

E. T -query Accuracy

Consider an arbitrary time t of T -query on a flow’s size
or spread over a period of [t0 − n−1

n T, t], where t0 is the
beginning time of the current epoch. Our two-sketch (or three-
sketch) design greatly reduces memory cost by measuring
in each epoch of length T

n , while not keeping the detailed
measurements of the earlier epochs locally. The question is
whether its query result is as accurate as what will be produced
from directly applying CountMin (or vSkt) to the period of
[t0 − n−1

n T, t] — this is the ideal case but not implementable
for all possible times t. The theorems below show that our
designs produce the same query results as the ideal case.

Theorem 1. For a T -query at an arbitrary time t on an
arbitrary flow, the two-sketch design produces the same result

as what CountMin with the same configuration of d, m and
hash functions will produce when it measures the traffic in
[t0 − n−1

n T, t].

Proof: C represents the CountMin sketch in our design
and let Cc be the CountMin sketch that records the packet
stream during time period [t0− n−1

n T, t]. Consider any pair of
counters that have the same location in C and Cc, i.e., C[i][j]
and Cc[i][j]. They will witness the same set of packets as
the hash functions and the number of columns are the same.
Since for the each packet arrival the counter will increase by
1, we can conclude that C[i][j] = Cc[i][j]. Since their query
operations are the same, C and Cc will produce the same flow
size estimate for any flow. The theorem stands.

Theorem 2. For a T -query at an arbitrary time t on an
arbitrary flow, the three-sketch design produces the same
result as what vSkt with the same configuration of d, m and
hash functions will produce when it measures the traffic in
[t0 − n−1

n T, t].

Proof: C represents the vSkt(HLL) sketch in our design
from which we answer the spread query for any flow and let
Cc be the vSkt(HLL) sketch that records the packet stream
during time period [t0 − n−1

n T, t]. Consider any pair of HLL
registers in the same location of C and Cc, i.e., C[i][j] and
Cc[i][j]. They will witness the same set of packets as the hash
functions and the number of columns are the same, and thus
produce the same geometric hash value. Since both registers
Cc[i][j] and C[i][j] store the maximum geometric hash value,
we have C[i][j] = Cc[i][j]. Given that C and Cc answer the
spread query in the same way, they will produce the same
spread estimate for any flow. The theorem stands.

IV. EXPERIMENT AND EVALUATION

A. Experiment Setup

Dataset: We use the real traffic traces downloaded from
CAIDA in 2018 [31]. The dataset we use lasts for 30 mins and
contains 328524761 packets, 27710 different source addresses
and 20791 different destination addresses.
Flow size measurement: We consider the destination address
as the flow label. That is, packets with the same destination
address form a flow. In the CAIDA dataset, there are 20791
destination flows. T is set as 1 min and each epoch lasts for
6s, meaning that answering T query requires collecting the
information of 10 consecutive epochs. We use CountMin to
measure the flow size in each epoch, with the recommended
setting of d = 4. We implement our two-sketch design in
comparison with the state of the art, i.e., Sliding Sketch [22].
Sliding Sketch is based on CountMin. Its main data structure
is a two-dimension array with its number of rows d equal to
the number of epochs that the sliding window (T ) contains.
We implement two types of Sliding Sketches, one with d = 10
for fair comparison and the other with d = 5 to enhance our
evaluation.
Flow spread measurement: The destination address is the
flow label, which has the application of detection of DDoS
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(c) 8Mb Memory

Fig. 1: Flow size measurement accuracy comparison of Sliding Sketch and the two-sketch design under memory allocations
of 1Mb, 2Mb and 8Mb.
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Fig. 2: Flow spread measurement accuracy comparison of VATE and the three-sketch design under memory allocations of
1Mb, 2Mb and 8Mb.

attacks [32]. T is set as 1 min and each epoch is 6s. vSkt(HLL)
is used for flow spread measurement in our three-sketch
design. Following the parameter setting in the original paper,
we set d = 128. We use the classical solution, i.e., VATE
[23], as the benchmark, which measures the spread of each
flow based on the bitmap algorithm [5], [33], [34]. The bitmap
length is the same as the original paper, i.e., 4096.

We use MacBook as the measurement edge, which has a
Quad-Core Intel Core i7 (2.7Ghz), 16GB memory. The cloud
center is HP Z840, which has an E5-2643v4 CPU (6-Core,
20M Cache, 3.4GHz), 256GB memory and disk space of total
9.6 TB.

In what follows, we present the experimental results using
the performance metric of absolute error, defined as |nf− n̂f |,
where nf is the real size/spread of f and n̂f is the estimated
size/spread of f .

B. Experimental Results

Flow size measurement: Each algorithms are allocated the
same amount of memory, which can be 1Mb, 2Mb, 4Mb and
8Mb. Fig. 3 shows the experimental results about the average
absolute error of all the flows. Our solution reduces the average
absolute error by up to 96.9% and 93.4% compared to Sliding
Sketches with d = 10 and d = 5, respectively. Thanks to

Fig. 3: Average absolute error of the two-sketch design in
comparison with Sliding Sketch under different memory allo-
cations for flow size measurement.

the offloading model, our solution only needs to store the
information of the current epoch and accumulative informa-
tion, while Sliding Sketch needs to store the information of
recent T period locally. We also illustrate the absolute error
distribution along flows with different sizes under the memory
allocations of 1Mb, 2Mb and 8Mb, as shown in Figs. 1a, 1b
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Fig. 4: Average absolute error of the three-sketch design in
comparison with VATE under different memory allocations
for flow spread measurement

and 1c, respectively. The figures demonstrate that our solution
consistently outperforms Sliding Sketch, regardless of the flow
size.
Flow spread measurement: Fig. 4 shows the absolute error
with memory sizes of 1Mb, 2Mb, 4Mb and 8Mb. Thanks to
the offloading model, our solution reduces the average absolute
error by up to 97.8% compared to VATE. We also illustrate
the absolute error distribution along flows with different sizes.
The results under 1Mb, 2Mb and 8Mb memory allocations are
shown in Figs. 2a, 2b and 2c, respectively. Although VATE
reduces the absolute error for flows with large spreads, it is
still consistently inferior to our solution, regardless of the flow
spread.

V. RELATED WORK

We review two categories of existing work on traffic mea-
surement, one for the fix window and the other for the sliding
window. For each categories, we separate them into flow size
measurement and flow spread measurement.

A. Traffic Measurement for a Fixed Window

Flow size measurement: Flow size measurement for a single
flow can be easily solved using counters. However, when
there are numerous flows, it can incur tremendous memory
overhead. Therefore, solution such as Netflow can only deal
with a small subset of flows/packets, resulting in unsatisfactory
quality of service. Most research has followed the path of
designing efficient data structures to perform approximate
estimation. Instead of using separate counters for individual
flows, counting Bloom filter [35], CountMin [5] and Counter
Braids [36], [37] and other solutions [2]–[6] share counters
among flows to reduce the memory overhead. Among them the
widely acknowledged one is CountMin, serving as a building
block for a number of sophisticated measurement solutions.

Flow spread measurement: Bitmap [5], [33], [34], FM
sketch [38], and HLL sketch [30], [39] can measure the
spread of a single flow, called spread estimator. Because of
the same reason as the solution for flow size measurement,
we need sketch-based solutions to save memory. To measure

the flow spread for each flow in the packet stream, CSE [20]
and vHLL [21] reduce memory consumption through space
sharing. bSketch [17] and vSketch [17] propose a family of
sketches using plug-ins like bitmaps [40], FM sketches [38]
and HLL sketches [30], [39]. Among all the solutions, vSketch
using HLL sketches, denoted as vSkt(HLL), and vHLL, are the
most accurate solutions.

B. Traffic Measurement for Sliding Window

Traffic measurement for sliding window cares about the
same packet stream as T -query does if the window size
is equal to T . However, T -query highlights the importance
of answering the query in real time while some traditional
solutions for sliding window cannot be implemented on online
network processors. The reason is that most existing solutions
based on sliding window divide the packet stream into multiple
epochs, which can turn the traffic measurement problem for
a sliding window to that for multiple fixed windows, but at
the cost of using multiple independent sketches. The idea is
directly applied by Zhou et al [24] for flow size measure-
ment and CountMin is used to measure packets stream in
one epoch. Gou et al. reduces the memory consumption by
using a CountMin with n rows for a sliding window with
n epochs. They propose a scanning operation to circularly
clear the counters in CountMin, ensuring that counters in
different rows store the traffic statistics of different numbers
of epochs and the minimum value among n hashed counters
can approximately estimate the size of the queried flow. Flow
spread measurement for a sliding window is studied. The state
of the art is VATE [23], which is based on CSE, a solution
for flow spread measurement for fixed epochs. VATE expands
every bit in CSE to a counter and the value of the counter
(except 0) is a time stamp. For T -query, VATE only needs
to collect the counters whose values locate in the latest time
period of T and perform similar query to what CSE does.

VI. CONCLUSION

Real-time obtaining the traffic statistics in the most recent
time period of T is crucial for many practical network ap-
plications. This paper proposed solutions to answering the
T -query on network traffic in real time. We employ the
offloading model to significantly reduce the on-die memory
resource consumption, making it possible to implement the
solutions on online network processors. Theoretical analysis
and experimental results show that our solutions outperform
existing work in terms of estimation accuracy and memory
efficiency.
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