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Abstract— There are many industrial robotic applications
which require a manipulator’s end-effector to fully cover a 3D
surface region in a constrained motion, such as painting, spray
coating, abrasive blasting, polishing, shotcreting, etc. The ma-
nipulator must satisfy surface task constraints imposed on the
end-effector while maintaining manipulator joint constraints.
Coverage path planning (CPP) in this context generally involves
placing commonly used coverage patterns (such as raster, spiral,
or dual-spiral) onto the surface. There is substantial research
for CPP on 2D surfaces, however, the problem of generating
surface task constraints and evenly spaced coverage paths
becomes particularly difficult when considering 3D freeform
surfaces. Previous research concerning CPP on 3D surfaces
consider parametric surfaces with limited surface curvature
or produce unevenly spaced coverage paths. In this paper,
we introduce a novel method to generate a uv grid on a
3D freeform surface (represented as a 3D polygon mesh) to
facilitate feasibility checking for constrained coverage motion
under task and manipulator constraints and to significantly ease
the creation of more evenly spaced coverage paths for optimal
application of task requirements. We applied our method to
example 3D freeform surfaces to demonstrate its effectiveness.

I. INTRODUCTION
Certain industrial manipulator applications (such as spray

coating, abrasive blasting, polishing, shotcrete, laser ablation,
etc.) require a manipulator’s end-effector to traverse the
surface once while satisfying task criteria in terms of spray
thickness, cycle time, and material waste [1]–[9]. Surface
coverage is often treated as an offline coverage path plan-
ning (CPP) problem on predefined surfaces with constraints.
Methods for CPP on 2D surfaces are commonly online
and intended for mobile robots [10]–[14]. Many previous
methods for CPP on 3D surfaces apply to sensor coverage
for aerial or submersible robots (i.e. view planning) [15]–
[17], others relate to agriculture [18], [19], while some
consider CPP for manipulator end-effector coverage [20]–
[22]. Additionally, there is substantial work on constrained
manipulator motion planning [23]–[27], which focuses on
finding a feasible path connecting two configurations while
the end-effector remains constrained, with the assumption
that such a path exists prior to planning.

A feasible coverage path over a surface may not exist given
certain manipulator and task constraints. Previous methods
for constrained coverage path planning do not consider such
feasibility issues. In [28], we introduced a general method to
inform on coverage path feasibility, which uses a uv grid de-
termined through parametric surface parameters to represent

1The authors are affiliated with the Robotics Engineering Depart-
ment, Worcester Polytechnic Institute. smmcgovern@wpi.edu,
jxiao2@wpi.edu. This work is funded by US Army Research Lab
Contract W911NF1920108.

task constraints on 3D parametric surfaces. However, it is
often difficult and not always possible to represent freeform
surfaces with parametric equations. Moreover, there is little
to no other work on uv grid generation on freeform surfaces
for constrained CPP.

For coverage path planning on a constrained surface,
some coverage path patterns (such as horizontal or vertical
raster scan patterns) are used to ensure complete and even
coverage. However, previous methods that place a coverage
path pattern on a spatial surface are either limited to certain
types of 3D surfaces (such as parametric, certain spline
surfaces) or produce unevenly spaced coverage path patterns
[2]–[5]. Whereas, evenly spaced coverage path patterns are
necessary for optimal application of task requirements (e.g.,
even layer thickness) [13].

In this paper, we introduce a novel method to generate an
evenly spaced 2D uv grid directly on 3D freeform surfaces
represented as 3D polygon meshes. The uv grid contains
cells to facilitate derivation of task constraint equations for
coverage feasibility checking and makes it possible to place
evenly spaced coverage path patterns on a 3D freeform sur-
face. We derive geometric task constraint equations directly
from 3D polygon meshes of freeform surfaces and convert
generated constrained coverage paths from the uv grid onto
3D freeform surfaces using polygon mesh topology. Surfaces
that are considered in this paper are found abundantly in
industrial applications.

The rest of the paper is as follows. In Section II, we
introduce notations and assumptions. We describe the method
in Section III. We present implementation, testing results and
discussions in Section IV and conclusions in Section V.

II. ASSUMPTIONS AND NOTATIONS

The physical surface of an object can be scanned using
modern 3D scanning technology and approximated with a 3D
polygon mesh, which is the most common way to represent
a general surface when there is no other more precise model.
We consider surfaces represented as 3D polygon meshes.

Let C be a planar, non self-intersecting, freeform curve. In
this paper, we consider three types of 3D freeform surfaces
created from C (see Fig. 1, which cover many surfaces in
real world):

• Surface of translation (SoT): translation of C, along
one axis.

• Surface of rotation (SoR): rotation of C, about one
axis.

• Surface of translation(s) and rotation(s) (SoTR):
combinations of SoTs and SoRs from a single C, such



Fig. 1: Illustrations of 3D freeform surfaces (embedded polygon meshes). Curve C0 for each definition is highlighted in
yellow. (a) Freeform surface of translation (green arrow is direction of translation). (b) Freeform surface of rotation. (c)
Freeform surface of rotation and translation.

that all rotation axes of C are parallel and all translation
axes of C are on a plane normal to the rotation axes.
The connecting curve between an SoT and an SoR sub-
surfaces remains C.

We assume that the axes for the above surfaces and curve
C can be known or approximated from the input of a
human operator. Note that the above surface types share an
important property that curve C remains the same along each
axis of translation or about each axis of rotation. For an
SoTR surface, the surface can be a continuous combination
of translations and rotations of curve C which may occur
simultaneously, as long as the rotation axis remains in the
same direction, and the translation axis is always orthogonal
to the rotation axis.

III. METHODOLOGY

We first describe our method to generate a 2D surface rep-
resentation (a uv grid) for each freeform surface type defined
above. We then discuss our method for deriving surface task
constraints using the polygon mesh in the Cartesian space,
which are used to inform on coverage feasibility checking.
If a coverage path is feasible for the surface, we generate
a commonly used coverage path pattern on the uv grid and
convert it to Cartesian space onto the 3D freeform surface.

A. Generating uv Grid for 3D Freeform Surfaces

A uv grid that is evenly spaced on the 2D uv space may
not result in an evenly spaced grid when it is projected to
a 3D freeform surface, as illustrated in Fig. 2(a), and it is
not trivial to find a uv grid that remains evenly spaced when
projected to the 3D freeform surface. For a 3D freeform
surface of one of the three types defined earlier, our idea is to
let one of the parameters, say v, be a curve length parameter
along the freeform curve C to achieve even spacing of the
freeform surface along C, as illustrated in Fig. 2(b). In the
following, we define and generate the uv space for each type
of the freeform surfaces in detail, utilizing this idea.

1) Surfaces of Translation (SoT): A coordinate frame is
attached to the SoT such that the z-axis is along the direction
of translation, see Fig. 1(a). Let C0 be the curve C on the
xy plane at the beginning of translation. Let (xi, yi, zi) be

(a) Discretization along an axis re-
sults in uneven spacing on curve C.

(b) Even discretization of curve C
with v as a length parameter.

Fig. 2: Illustration of uneven discretization along C (a) and
even discretization along C (b).

.

the local coordinates of the ith triangle vertex on the curve
C0 or intersection point of a triangle edge with C0, i =
0, ...,m. For the ith point, we can compute the corresponding
ui coordinate in uv:

ui = z0 = 0 (1)

Let ∆xi = xi−xi−1 and ∆yi = yi−yi−1. We can compute
vi by initializing v0 = 0 and:

vi = vi−1 +
√

∆x2
i +∆y2i , (2)

for i = 1, ...,m, thus:

vi =

i∑
j=1

√
∆x2

j +∆y2j (3)

Now, by incrementing z from z0 to z1, z2, ..., zn, we can
obtain corresponding C0, C1, ..., Cn, which are the same
curve as C but at different z coordinates.

2) Surfaces of Rotation (SoR): A coordinate frame is
attached to the SoR such that the z-axis is along the axis of
rotation, see Fig. 1(b). We denote the angle of rotation as ϕ
and radius (i.e. vertex distance from axis of rotation) as r(z),
which is an unknown function of z due to the freeform curve
C. Let C0 indicate the curve C on the plane of ϕ = ϕ0.



Let (xi, yi, zi) be the local coordinates of the ith triangle
vertex on the curve C0 or intersection point of the triangle
edge with C0, for i = 0, ...,m. For the ith point, we
compute ϕi and r(zi). Let u = r(z) · ϕ, where u is in
[ϕminrmin, ϕmaxrmax], with the range determined by the
size of the surface. We can compute:

ui = r(zi) · ϕi. (4)

Let ∆zi = zi − zi−1 and ∆ri = ri − ri−1. We can compute
vi by initializing v0 = 0 and:

vi = vi−1 +
√
∆z2i +∆r2i , (5)

for i = 1, . . . , m, thus:

vi =

i∑
j=1

√
∆z2j +∆r2j (6)

Now, by incrementing ϕ from ϕ0 to ϕ1, ϕ2, ..., ϕn, we can
obtain corresponding C0, C1, ..., Cn, which are the same
curve as C but correspond to different ϕ values.

3) Surfaces of Translation and Rotation (SoTR): Denote
the curve C at one edge of the SoTR as C0. A coordinate
frame is attached to the SoTR such that curve C0 lies on the
plane created by the yz-axes, all rotation axes are parallel
to the z-axis, and all translation axes are orthogonal to the
z-axis, see Fig. 1(c). We can create uv coordinates across
the surface using the following method.

The SoTR surface and the xy plane intersects at curve
U , which intersects C0 at point p0. Let (xi, yi, 0) be the
coordinates of the ith triangle vertex or edge intersection
point on U , i = 0, ..., n, starting from p0. Unlike in the case
of SoT, where the u axis is a straight-line axis, here the u
parameter is along the curve U , defined in the following way.
Let ∆xi = xi−xi−1 and ∆yi = yi−yi−1. We can compute
ui by initializing u0 = 0 (at p0) and:

ui = ui−1 +
√
∆x2

i +∆y2i , (7)

for i = 1, ..., n, thus:

ui =

i∑
k=1

√
∆x2

k +∆y2k (8)

Recall that curve C remains the same shape along the
curve U . Denote C corresponding to u1, u2, ... un and
perpendicular to U at those ui point as C0, C1, C2, ...,
Cn, such that: for the curve Ci, i = 0, ..., n. Let ∆xi,j =
xi,j − xi,j−1, ∆yi,j = yi,j − yi,j−1, ∆zj = zj − zj−1,
j = 0, ...,m. vi,j can be computed by initializing vi,0 = 0
and:

vi,j = vi,j−1 +
√
∆x2

i,j +∆y2i,j +∆z2j , (9)

for i = 1, ..., n, j = 1, ...m, thus:

vi,j =

j∑
k=1

√
∆x2

i,k +∆y2i,k +∆z2k (10)

4) Discretization of uv space: We now have (u1, v1),
(u2, v2), . . . , (um, vm), which are based on the order of
the triangle vertices or edge intersections with C, could
be sparsely distributed, and are NOT evenly distributed.
Next, let ∆u and ∆v be the desired interval between two
adjacent u values and v values respectively, such that ∆u ≤
min(ui−ui−1), and ∆v ≤ min(vi−vi−1), i = 1, ...,m. We
can interpolate between ui−1 and ui and between vi−1 and
vi to create new uv points for an even discretization of the
uv space. Note that our method used to obtain (ui−1, vi−1)
and (ui, vi) makes sure that the two points are on the same
triangle in the 3D surface mesh. Hence, linear interpolation
between the two points creates new uv points on the same
triangle too, and the 3D coordinates of the new uv points
can be determined in the Cartesian space easily.

We now achieve an evenly distributed uv grid, and each
(uj , vk) point (j = 1, ..., J and k = 1, ...,K) corresponds to
a 3D point in the surface Cartesian coordinate system.

B. Deriving Constraint Equations for 3D Freeform Surfaces

With the uv grid established, we can relate each uv cell in
the grid to a robot end-effector position and orientation cell,
called an E cell [28], taking into account the task constraints
on the end-effector position and orientation. Unlike in [28],
which maps a uv cell to 3D Cartesian coordinates using
parametric surface equations, here we need to map a uv
cell directly to the triangle mesh of the surface to obtain
its 3D Cartesian coordinates, which in turn can be used to
constrain the robot end-effector position in the corresponding
E cell. Next, the end-effector orientation in the E cell can
be determined and constrained by applying task constraints.

1) Position Constraint on the End-effector:
Let T denote the triangle a uv-cell is located on the 3D
polygon mesh, which is described by vertices with 3D
position vectors τ1, τ2, and τ3 in Cartesian space and
with 2D position vectors µ1, µ2, and µ3 in uv space. A
point inside the triangle can be checked through those vertex
positions [29].

We denote µc as the center position of the E-cell corre-
sponding to the uv-cell in uv space. Let µ12 = (µ2 −µ1),
µ23 = (µ3 − µ2), µ31 = (µ1 − µ3), µc1 = (µ1 − µc),
µc2 = (µ2 − µc), and µc3 = (µ3 − µc). The E-cell is
within the triangle face T in uv space if (illustrated in Fig.
3(a)):

0 <


µ12 × µc1

µ23 × µc2

µ31 × µc3

or 0 >


µ12 × µc1

µ23 × µc2

µ31 × µc3

(11)

Next, with the triangle face T and its corresponding vertex
positions τ1, τ2, and τ3 and A as the surface area of T , we
can compute:

A = ∥(τ2 − τ1)× (τ3 − τ1)∥/2 (12)

We denote the end-effector position in Cartesian space with
respect to the surface coordinate frame as ε. Let δε << 1



(a) Cross products (green), center
(red), and vertices µ1, µ2, and µ3

in uv space.

(b) Subtriangles β, γ, and λ created
by vertex position vectors τ1, τ2,
and τ3 and end-effector position ε
(red) in Cartesian space.

Fig. 3: Illustration for eq. 11, 12, and 13 on triangle T in
uv space and Cartesian space.

be the allowable error for ε by the positional task constraint,
cp. We now compute the area of the three subtriangles, λ,
β, and γ, created by the ε and the triangle face vertices τ1,
τ2, and τ3 (illustrated in Fig. 3(b)):

λ =
∥(τ2 − ε)× (τ3 − ε)∥

2 ·A
, β =

∥(τ3 − ε)× (τ1 − ε)∥
2 ·A

,

γ =
∥(τ1 − ε)× (τ2 − ε)∥

2 ·A
(13)

The position task constraint, cp, on the end-effector is:

1− δε ≤ λ+ β + γ ≤ 1 + δε. (14)

In some manipulator applications, the end-effector tip is not
placed directly on the surface but is offset from the surface
at a distance d, with unit normal b at each vertex position
defining the offset direction. Let bi, the unit normal of the
vertex with position τi, be the average of the normals of the
triangle faces that contain the vertex τi. Since the surface
application area of the end-effector is still constrained by
the plane created by T , we adjust eq. 13:

λ =
∥((τ2 + b2 · d)− ε)× ((τ3 + b3 · d)− ε)∥

2 ·A
,

β =
∥((τ3 + b3 · d)− ε)× ((τ1 + b1 · d)− ε)∥

2 ·A
,

γ =
∥((τ1 + b1 · d)− ε)× ((τ2 + b2 · d)− ε)∥

2 ·A

(15)

2) Orientation Constraint on the End-Effector: The
end-effector orientation is constrained by the triangle face
normal of T in Cartesian space. We denote the end-effector
approach vector as the unit approach vector a (along the z
axis of the end-effector) and the desired approach direction
to the surface as b, such that:

a = [r13, r23, r33]
T (16)

where r∗∗ is from the rotation matrix of the manipulator
transformation matrix, and b is the normal of triangle face
T created by τ1, τ2, and τ3. The orientation task constraint

(a) Vertical raster scan pattern can-
not cover the entire uv space.

(b) Horizontal raster scan pattern
can cover the entire uv space.

Fig. 4: Different coverage patterns on concave surface in uv
space.

allows a to deviate from b within a small angle α at
each position. Thus, we have the following orientation task
constraint, co:

−b · a ≤ cosα (17)

Now, with the position and orientation task constraints
cp and co on the robot end-effector expressed in terms of
3D coordinates of mesh vertices, they can be further related
to the robot manipulator constraints on link parameters and
joint variables via forward kinematics [28], which can then
be used by the method in [28] to check coverage motion
feasibility on the freeform surface.

C. Converting Coverage Pattern from uv space to Cartesian
space

Once a 3D freeform surface is checked feasible for con-
strained coverage motion given the task constraints and a
robot manipulator, a suitable coverage path pattern can be
put on the surface through the uv grid on the surface.

The 2D uv grid makes it easy to detect if a coverage
pattern is suitable. The convexity of a flattened (planar) uv
space can be used to decide whether a coverage pattern can
be applied, since for some concave planar region, certain
coverage patterns cannot provide entire surface coverage
(Fig. 4). Such a concave region can be decomposed into
convex regions [30] so that each convex region can be
covered by a desired coverage pattern.

Now, we denote H as a coverage path on the uv grid
with hi being the ith waypoint on the path such that H =
[h1,h2, ...,hm]. Every point in the uv grid that is within a
triangle face (use eq. 11) is a viable location for hi.

Algorithm 1 outlines how to create a horizontal raster
pattern H in the uv space. Let ω be the interval between two
discrete (u, v) points and ω

2 be the distance between viable
(u, v) points and polygon mesh edges. ω can be determined
based on the task constraint in an application, such as the
spray width in spray painting. We can rediscretize the uv
grid using ω. The algorithm begins setting variables u∗ and
v∗ to those of the top-left viable point coordinates in the
uv grid. The algorithm then iterates through each v to put
the coordinates of all viable points between the minimum
and maximum u values for each v into the H in the order of



Algorithm 1: Create horizontal raster H in uv space
Input uv grid; i = 0; direction = Right;
(u∗, v∗) = (umin(vmax), vmax) ∀ u, v ∈ uv grid;
while v∗ ≥ vmin do

H(i) = (u∗, v∗); i++;
if direction == Right then

direction = Left;
While u∗ < umax(v

∗) do:
u∗ = u∗ + ω ; H(i) = (u∗, v∗); i++;

else
direction = Right;
While u∗ < umin(v

∗) do:
u∗ = u∗ − ω ; H(i) = (u∗, v∗); i++;

end
H(i) = (u∗, v∗); i++;
v∗ = v∗ − ω;

end

alternating right and left scan directions. To generate vertical
raster scans, Algorithm 1 is altered by swapping u and v
coordinates values, and after the algorithm finishes, swap
the u and v coordinates for each waypoint in H.

We now have a pattern H covering a 3D freeform surface
in the uv space and need to convert the waypoints to Carte-
sian space. For each waypoint hi, we find the corresponding
triangle face T whose vertices enclose the waypoint (eq. 11).
Once a triangle face T is assigned to every waypoint hi, the
corresponding vertices µ1, µ2, and µ3 are used to compute
baycentric coordinates bu and bv:

bubv
1

=

µ2u − µ1u µ3u − µ1u µ1u

µ2v − µ1v µ3v − µ1v µ1v

0 0 1

−1

hu

hv

1

 (18)

We denote P as the coverage path in Cartesian space with
pi being the ith waypoint on the path such that P =
[p1,p2, ...,pm]. Finally, the baycentric coordinates with the
corresponding triangle face vertices in Cartesian space, τ1,
τ2, and τ3, are used to transform the waypoints hi into 3D
cartesian space, pi:.

px = τ1x + (τ2x − τ1x) · bu+ (τ3x − τ1x) · bv
py = τ1y + (τ2y − τ1y) · bu+ (τ3y − τ1y) · bv
pz = τ1z + (τ2z − τ1z) · bu+ (τ3z − τ1z) · bv

(19)

In applications where the robot end-effector position is not
located directly on the surface, an offset d needs to be applied
to each waypoint pi. The corresponding triangle face normal
b (unit vector) for each waypoint may be used to compute
new offset path P:

pi = pi + b · d (20)

IV. IMPLEMENTATION AND RESULTS

To test our method, we used Solidworks to generate
polygon meshes of a SoT, SoR, and SoTR, see Fig. 5,
containing 68, 3743, and 9200 triangle faces respectively.
The meshes were transformed into evenly spaced uv grids,
which were used for feasibility checking and generating
coverage patterns. The coverage patterns were then converted
from the uv space to Cartesian space.

(a) Polygon mesh of SoT. (b) Polygon mesh of SoR.

(c) Polygon mesh of SoTR.

Fig. 5: Polygon meshes of (a) SoT, (b) SoR, and (c) SoTR,
as shown in Fig. 1.

A. Results of uv Grid Generation and Constrained Motion
Feasibility Checking

The mesh vertices of each surface were transformed
into the uv space and corresponding triangle faces were
reconstructed in the uv space to give a 2D representation
of the polygon mesh. See Fig. 6 for resulting polygon
mesh in uv space. To check coverage feasibility, we used
a Franka Emika Panda manipulator which contains seven
revolute joints, with the joint vector q = [θ1, θ2, ..., θ7]

T and
link parameters l = [d1, d3, a4, a5, d5, a7] = [0.3, 0.3, 0.08,-
0.08, 0.3, 0.08](m). Values for the link parameters and value
ranges for the joint variables are expressed in the end-effector
positions and orientations via forward kinematics, which are
then related to the task constraints in the joint-space task
constraint equations. The end-effector orientation constraint
parameter α is set to 20◦. Equations 14 and 17 were used
as constraint equations in Alg. 2 in [28].

B. Coverage Pattern Results

We create coverage path patterns in the uv space using
an application parameter ω. Fig. 6 shows the uv grid re-
descretized using ω, the generated raster coverage pattern,



(a) uv gird on SoT with coverage pattern. (b) uv grid on SoR with coverage pattern. (c) uv grid on SoTR with coverage pattern.

Fig. 6: Generated uv grid (blue) with applied horizontal raster coverage patterns H (red) of the three freeform surfaces.

H, and surface uv polygon mesh. Fig. 7 shows the resulting
coverage patterns on the 3D freeform surfaces.

Fig. 8 shows an example result of a coverage pattern that
was generated on a cone surface using our method. This
pattern is not trivial to generate using other methods but is
easily generated and evenly spaced using our uv grid. The
vertical raster pattern is straight near the center yet spiral
on either side. This is a simple example to demonstrate
that using the uv grid generated by our method, non-trivial
coverage patterns may be produced on 3D freeform surfaces.

Recall that these patterns provide end-effector coverage
paths that are feasible to produce continuous manipulator
joint paths for successful execution of the coverage (see
Section III B and C).

C. Discussion

In the figures shown, we flattened the uv space and used
straight-line axes to represent u and v. This results in some
distortion of the polygon meshes, however, surface area
is approximately maintained using the topology of the 3D
polygon mesh.

Although we only showed the raster scan pattern in the
examples, other suitable coverage patterns can be applied
depending on the surface. For example, for the SoT example
surface, a raster scan pattern perpendicular to the one shown
can also be applied. The key point is that our generation
of the uv grid allows evenly spaced application of coverage
patterns.

Pattern waypoints can be further interpolated between uv
cells and at the turns of a raster pattern in H to produce a
coverage path P that follows the surface more smoothly.

V. CONCLUSIONS

This paper introduced a novel method for generating a uv
grid on a 3D freeform surface to facilitate coverage motion
feasibility checking and application of more evenly spaced
coverage path patterns. Our method converted polygon mesh
vertices from 3D Cartesian space to the uv space and
discretize the uv space evenly. The points in uv space

(a) Raster scan pattern on SoT. (b) Raster scan pattern on SoR.

(c) Raster scan pattern on SoTR.

Fig. 7: Raster scan coverage patterns on different surfaces.

were also mapped back to the 3D Cartesian space. Our
method further used the surface’s polygon mesh to derive
task constraint equations on a robot end-effector position and
orientation to be used during coverage feasibility checking.
Finally, coverage patterns were applied in the uv space and
converted to the Cartesian space onto the freeform surface.

The introduced methods have been implemented and tested
on example surfaces of three defined types: surface of
translation, surface of rotation, and surface of combined
translation and rotation.

Future research includes expanding the approach to more
types of complex freeform surfaces, those that do not fall
within the three categories described, and to include methods



(a) Polygon mesh of cone surface
(SoR) in Cartesian space.

(b) Spiral 3D raster scan coverage
pattern on cone surface (SoR).

(c) Polygon mesh of cone surface (SoR) with vertical raster
scan coverage pattern.

Fig. 8: Spiral coverage pattern results on cone surface (SoR).

of human interaction to divide an arbitrary freeform surface
into well-defined surface types.
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