PipeEdge: Pipeline Parallelism for Large-Scale
Model Inference on Heterogeneous Edge Devices

Yang Hu*, Connor Imes’, Xuanang Zhao!, Souvik Kundu*, Peter A. Beerel*, Stephen P. Cragof, John Paul Walters®

*Ming Hsieh Department of Viterbi School of Engineering, University of Southern California
Email: {yhu21003, souvikku, pabeerel} @usc.edu
TInformation Sciences Institute, University of Southern California
Email: {cimes, crago, jwalters} @isi.edu
j?Google
Email: xuanangz @ google.com

Abstract—Deep neural networks with large model sizes achieve
state-of-the-art results for tasks in computer vision and natural
language processing. However, such models are too compute- or
memory-intensive for resource-constrained edge devices. Prior
works on parallel and distributed execution primarily focus on
training—rather than inference—using homogeneous accelerators
in data centers. We propose PipeEdge, a distributed framework
for edge systems that uses pipeline parallelism to both speed up
inference and enable running larger, more accurate models that
otherwise cannot fit on single edge devices. PipeEdge uses an
optimal partition strategy that considers heterogeneity in compute,
memory, and network bandwidth. Our empirical evaluation
demonstrates that PipeEdge achieves 11.88x and 12.78 x speedup
using 16 edge devices for the ViT-Huge and BERT-Large models,
respectively, with no accuracy loss. Similarly, PipeEdge improves
throughput for ViT-Huge (which cannot fit in a single device)
by 3.93x over a 4-device baseline using 16 edge devices. Finally,
we show up to 4.16x throughput improvement over the state-
of-the-art PipeDream when using a heterogeneous set of devices.

Index Terms—deep learning, parallel execution, edge devices,
large model inference

I. INTRODUCTION

In recent years deep neural network (DNN) model sizes
have increased significantly to provide improved accuracy [1].
For example, large transformer-based models achieve state-of-
the-art accuracy in various computer vision (CV) [2], [3] and
natural language processing (NLP) tasks [4], [5], but pose
significant challenges for resource-constrained deployment,
especially at the edge where resource-constrained devices
exist in close proximity to data sources [6]—[9]. In particular,
the vision transformer model (ViT-Large) [2] has ~307M
parameters and requires about 478B FLOPs to perform in-
ference on one image [10]. More importantly, the super-linear
growth of the models of ~240x/2-years [11], coupled with the
slowdown of Moore’s law has created a significant memory
bottleneck for their resource-efficient deployment. Figure 1
depicts the limitations of ViT models’ deployment in terms of
limited throughput and out-of-memory on an RCC-VE [12]
and MinnowBoard edge device [13], respectively.

Various methods have been proposed to address large
model inference challenges on edge devices, including model
compression [14]-[19], adaptive inference [20], [21], and
neural architecture search [22]. These approaches reduce the
number of required computation operations, but at the cost of
reduced accuracy, and most are limited to running on a single
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Fig. 1. Transformer-based model performance on three edge devices.
Throughput is measured in images/second for ViT and sequences/second
for BERT. OOM indicates the model does not fit in memory.

device. In contrast, collaborative edge computing leverages
underutilized or idle distributed edge resources, enabling
multiple devices to collaborate and exceed the capability of
any single device for large-scale model inference [23], [24].
Pipeline parallelism has proven to be an effective technique
for accelerating large data center models [25]. This method
exploits model parallelism by partitioning models into multiple
stages, which can accelerate processing without accuracy
loss by utilizing additional distributed resources. Research on
pipeline parallelism has focused on data center scenarios with
high interconnect bandwidth and homogeneous accelerators
like graphics processing units (GPUs) and tensor processing
units (TPUs) [26]-[28]. Several frameworks consider pipeline
parallelism for limited heterogeneity in data centers, e.g.,
heterogeneous communication topologies with homogeneous
GPUs [29], [30] or heterogeneous GPU clusters with homo-
geneous networks [31]. Torchpipe [32] provides an automatic
balancing strategy for large models, but only for the single-node
scenario and does not claim optimality. Finding an optimal
partition strategy that accounts for heterogeneity in compute,
memory, and communication is critical for edge deployment
scenarios, yet remains a largely open problem.

We address these challenges with PipeEdge, a distributed
inference framework that exploits pipeline parallelism to
improve inference performance on heterogeneous edge devices
and networks. This paper makes the following contributions:

o A distributed pipeline parallelism framework to acceler-

ate large-scale model inference for heterogeneous edge
computing without accuracy loss.
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Fig. 2. PipeEdge system design overview. PipeEdge automatically partitions models between edge devices, subject to device, network, and model constraints.
Intermediate results then are transmitted between pipeline stages. (Figure best viewed in color.)

e A dynamic programming (DP) algorithm to determine the
optimal partition scheduling strategy for heterogeneous
devices and communication channels.

o A detailed experimental evaluation on a real edge testbed,
demonstrating throughput improvements up to 12.78x
in a 16-device homogeneous cluster and 4.16x over the
state-of-the-art PipeDream on a heterogeneous cluster!.

II. BACKGROUND AND MOTIVATION

High-accuracy machine learning models are traditionally
designed for use on server-class systems in cloud environments
and data centers. However, due to various reasons including
privacy [33], inference operations are moving closer to the
edge, where devices are closer to data sources, which can also
improve response times. Edge systems differ from their data
center counterparts due to size, weight, and power constraints
— they typically have considerably less memory (e.g., tens of
MB to several GB), slower compute (e.g., fewer and slower
CPUs, and less powerful—if any—accelerators like GPUs),
and rely on slower wireless communication (e.g., tens of Kbps
to hundreds of Mbps, using WiFi or 4G/5G radio) rather than
high-speed wired interconnects. Edge systems are also relatively
diverse and dispersed, and thus heterogeneous in their compute,
memory, and communication capabilities.

Achieving acceptable inference performance is challenging
for resource-limited edge devices. Classical model compression
techniques, including pruning [34], [35], quantization [16], low-
rank approximation [36], and knowledge distillation [14] can
shrink neural network model sizes to potentially accelerate
large models, but often require iterative retraining and a full-
precision pre-trained model to avoid significant accuracy loss.
Additionally, these methods generally consider only on a single
compute node. Distributed edge computing scenarios such as
vehicular edge computing (VEC) for internet of vehicles [37],
wireless-connected Al-enabled sensors [38], and smart home
systems [39], [40], in contrast, often include a large number
of resource-limited devices that can be utilized collaboratively.

ISource code is available at: https://github.com/usc-isi/PipeEdge

Pipeline parallelism partitions a neural network model into
multiple stages, where each stage consists of a consecutive
set of layers in the original model [26], [29]. Each stage
is then assigned to a worker, thus parallelizing the model
training or inference pipeline. Each worker sends its output
data only to the next worker, which avoids collective communi-
cation and synchronization between all workers. The pipeline
input minibatch is split into multiple chunks of equal size
called microbatches [25]. The microbatch size affects pipeline
performance, with the optimal size depending on multiple
factors including the model characteristics and the number of
pipeline stages [10]. Pipelining can also overlap computation
and communication to improve performance [29].

While pipeline parallelism has proven to be effective for
distributed training on accelerators in data centers [25], [26],
[28], the aforementioned edge computing characteristics present
challenges to using distributed pipeline parallelism for large-
model inference at the edge. Model partition methods developed
for homogeneous data center clusters tend to perform poorly in
heterogeneous edge environments. A new pipeline parallelism
framework is needed to overcome these challenges. In the next
section, we introduce a framework for distributed edge clusters
that uses heterogeneity-aware pipeline parallelism to improve
inference performance and enable running larger—and more
accurate—models than may otherwise be possible.

III. PARALLELISM FOR EDGE DEVICES
A. PipeEdge System Design

Figure 2 presents the PipeEdge system design. First, partition
constraints are provided to the partition algorithm which sched-
ules an optimal layer-to-device partitioning (Section III-B).
Partition constraints include the model properties and the
available edge devices with their computation, memory and
bandwidth capabilities. The PipeEdge runtime then deploys the
pipeline stages to selected devices, where each device is only
responsible for the inference of one part of the original model,
as specified by the schedule. Pipeline input data is split into
chunks called microbatches such that they fit into each edge
device’s memory and the size choice optimizes throughput
(evaluated in Section V-D). After processing each microbatch,



TABLE I
SYMBOL DEFINITIONS

Symbol | Description

T, L, P;, M; The model with L layers. Each layer j
has P; parameters for transmission and
requires M; memory for execution.

D, D, m, The list of D available devices. Each
device v has memory capacity m..

S, S The list of S selected devices. Every
device should participate in the inference.

B, by, The list of bandwidths, where each device
pair u, v have bandwidth b, .

R The optimal mapping strategy.

Teomp (1, 1) The computation time for layers [ on
device u.

Teomm(u, v, Pj) The communication time for transferring
P; parameters from device u to v.

Therioa (1, w, v, Pj) The maximum latency for executing layers
[ on device v and transferring P; param-
eters to device v.

Topt The optimal pipeline stage time for maxi-
mum throughput.

the edge device transmits intermediate outputs to the device in
the next pipeline stage. The device in the final stage produces
the final result, which might then be transmitted to another
host or used locally.

B. Fartition Scheduling

We define a model T with L layers, inter-layer transmission
data size P; for each layer j € L, and a list of heterogeneous
devices D (|D| = D) with different memory, computation, and
communication capabilities. In heterogeneous communication,
the bandwidth between a pair of devices v and v may be
different than the bandwidth between a different pair of devices
o’ and v': by, 7# by . The optimal strategy R partitions the
model T into S parts and allocates them to the selected devices
SCD(S| =85 < D) to achieve maximal throughput and
conform to device memory constraints.

We denote Tr.omp (1, u) as the execution time for layers { C T
on device u. Teomm (u, v, P;) is the time to communicate data
P; from u to v—the next device in the pipeline. Where b, ,
is the bandwidth between » and v, T,pmm 1S computed as:

p;
bU’U

s

Tcomm(ua v, PJ) =

6]

An efficient pipeline implementation supports asynchronous
communication, where computation and communication are
overlapped. Thus, the maximum latency for the single device
u can be calculated as:

Tcomp (la U)

Tcomm(uvva P]) (2)

Toeriod (L, u, v, Pj) = max{
Achieving the maximal throughput is equivalent to min-
imizing the execution time of the slowest stage, i.e., the
largest Tperioa (!, 4, v, P;), which we denote as Ti,. The pipeline
partitioning problem can itself be partitioned. The optimal
solution for partitioning the whole pipeline can be constructed
from the optimal partitioning result for the sub-problem, which
can be solved by dynamic programming (DP) methods.

To tackle this partition problem for heterogeneous clusters,
we design a three-dimensional DP algorithm which records
the state of processed layers, used devices, and the device in
the last pipeline stage. Let A(7, S, u) denote the minimum time
to process the first ¢ layers using the set of devices S C D,
where u is the next device to be used. h(7,S, ) is the optimal
solution of the subproblem for i layers and S devices. The
final optimal solution of this partition problem is the minimum
Tope = h(L,S, @).

The calculation of h(j,SU {u},v) needs to use the optimal
subproblem property, which is determined by the previous state
h(7,S,u),0 <i < j <L, or the calculation time Tperioa({¢ —
Jj},u,v, P;) from i-th layer to j-th layer on the current device
u. We further analyze these two situations:

o h(j,SU{u},v) < h(i,S,u), the slowest pipeline stage
for j units, is determined by the previous stage (7, S, u).
Since device v implements the current stage from the i-th
to the j-th layer in the current pipeline, the used devices
set for the next state h(j,S U {u},v) should include the
device u, i.e., SU{u}. Parameters ¢ and v € D\ S will be
enumerated to find the optimal solution of the subproblem.

o h(j,S U {u},v) < Tperia({i — Jj},u,v,P;), where
device u is the slowest stage of the current pipeline
candidate and limits the performance of the system.
Similarly, device w and first ¢ layers are enumerated to
obtain the minimum value.

Thus, the state transition equation can be formulated as:

h(j, S, v) = s .
Sgi’SU{’uU}) OSIiIEJI'lSL max { Tperiod({l — .7}7 u, v, P])
u,vED\S
h(i,S,u)
= 0<min<L max ¢ Teomm(u, v, Pj)
s Teomp({i — j}, u)

3)

The first term inside the max is the minimum time for the first
1 layers using device set S and the next device u. The second
term is communication time for transferring P; data from u
to v. The third term is the computation time for the last j — ¢
layers on device u. For initialization, h(0, ), @) is set to 0.

Equation 3 calculates the optimal pipeline execution time.
However, we need to obtain the selected devices and their order
in the pipeline for the optimal strategy. Algorithm 1 describes
the memoization technique pseudo-code to find the optimal
time 7,,; and the corresponding pipelining strategy.

The proposed algorithm’s computational complexity is
O(2P x L? x D?), where D is the number of available
devices and L is the number of layers. The 2P factor is
due to the assumption that all devices are distinct. For
com_parison, the naive brute force solution’s search space is
S JPL(M7]) > DU 2P, which has a much
higher compﬁexity. Moreover, in most scenarios, there should
exist identical devices with the same computation and commu-
nication capabilities. The number of devices D can then be
divided into N categories, where each category ¢ has n; devices
(Zi]\il n; = D). This reduces the DP search space such that the
computation complexity is then O(T], (n; 4+ 1) x L? x N?2).
Consider the case where there are three device types (N = 3)




Algorithm 1 DP-based Pipeline Partition Strategy

Require:
T: model with L layers, parameter set P, and memory requirements M ;
D: available devices with memory m,, for v € D;
B: bandwidth between devices;
Ensure:
Topt: optimal time for maximum throughput;
R: specific strategy for the optimal time;
1: procedure PARTITION(T, D, B)
2: Initial A (4, S, u) < +oo forall i € L,S C D,u € D;
3 Initial h(0, 0, &) < 0;
4: Initial answer < oo;
S: fori =0to L — 1 do
6.
7
8

for each subset S C D do
for each uw € D\ S do
for j =i+ 1to L do
if Y37 _, My > m,, then

10: Break;

11: end if

12: Calculate Eq.(3);

13: Assign the Eq.(3) value to C;

14: if j == L then

15: if C < answer then

16: answer = C;

17: index = (L, S, u);

18: end if

19: else

20: for each v € D\ S\ {u} do
21: if C < h(j,SU {u},v) then
22: h(j,SU{u},v) = C;
23: /I Record the precursor
2% p(j, 5 U {u}, v) = (i, u):
25: end if

26: end for

27: end if

28: end for

29: end for

30: end for

31: end for

32: // Find the optimal results

33: Initial Top «— +o0;

34 while enumerate each subset S C D do
35: Tope = min(h(L,S, @), Top);

36: end while

37: // Find the optimal strategy

38: (4, S, u) = index;

39: Add (i+1— L,u) to R;

40: while i > 0 do

41: (2, u) = p(index);
42: Add (i + 1 — indez[0], u) to R;
43: index = (i, S\ u, u);

44: end while
45: return Top, R
46: end procedure

TABLE I
PARTITIONING METHOD PERFORMANCE.

Algorithm | Time | Speedup
Brute force search 71 min —
Naive dynamic programming 18.6 sec 229%
Category dynamic programming | 0.01 sec | 426,000 x

and each type has the same number of devices, i.e., ny =
ng = ng = n. Then the actual computational complexity is
O((n+1)3x L2 x N?) = O(9x (n+1)3x L?). Given N = 3
device types, where each type has n = 3 devices, we measure
the execution time for these three methods for 48 partitionable
layers on a 1.6 GHz Intel Core i5 CPU and present the results
in Table II. The categorical approach’s significantly better
performance supports larger scale problems and can allow the
partition algorithm to run more frequently.

C. Fine-grained Partition for Transformer Blocks

While PipeEdge’s design is general enough to support
different variants of DNNs including CNNs and MLPs, our

Multi-Head Attention

P

Attention
Score
Calculation

Linear

Norm = Projection

Fig. 3. Four partitioning units for one transformer block.

evaluation focuses on transformer models, which we summarize
here. Transformers were proposed to improve the effectiveness
in learning dependencies between distant positions for sequence
modeling tasks [4]. They have been widely used for NLP
tasks [41] and recently extended to replace CNN models for
performing complex CV tasks [2], [17]. In particular, the ViT
models enjoy superior representation ability [42] and suffer
less from positional invariance issues which are prevalent in
conventional CNNs [43].

Transformer encoders include multiple transformer blocks
with identical structures. GPipe [25] first proposed inter-
layer pipeline parallelism and treats one layer as the smallest
partition unit. However, finer-grained partitioning enables better
workload balance for pipeline parallelism and can lead to
greater scalability. We carefully analyze the computational
complexity and structure of each layer and propose fine-grained
partitioning for transformer-based models without changing the
point-to-point communication pattern. The multi-head attention
and MLP layers have the largest execution time compared
to other layers. PipeEdge divides the multi-head attention
layer into two parts: (1) calculation of the softmax attention
scores and the multiplication of the attention score with the
corresponding values; and (2) the linear projection of the self-
attention output. Similarly, we divide the MLP layer into two
dense layers. Layer normalization and residual connection
operations are less computationally complex and require less
execution time than the multi-head attention and MLP layers.
Figure 3 visualizes partitioning transformer blocks into four
components: (1) layer normalization with the first operation in
the multi-head attention layer; (2) linear projection operation
in the multi-head attention layer with the residual connection;
(3) layer normalization with the first dense layer; and (4) the
second dense layer with residual connections. The PipeEdge
scheduling algorithm then simply treats these as distinct layers.

IV. EXPERIMENTAL SETUP

We conduct experiments on the Dispersed Computing Pro-
gram Testbed (DCompTB) for edge computing platforms [44].
DCompTB exposes the two edge device types described in
Table III. For evaluation, we first configure homogeneous
edge clusters using both MinnowBoards and RCC-VEs, where
each cluster is composed of identical devices and network
bandwidth. For heterogeneous experiments, we mix device
types and further increase heterogeneity by leveraging system
software tools. We use the cpulimit tool to limit the CPU
usage, the ulimit tool to limit the memory size on RCC-
VEs, and the tc tool to vary network bandwidth between edge
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Fig. 4. PipeEdge’s throughput performance for three transformer-based models on two homogeneous edge clusters. Models do not fit on a single MinnowBoard.

TABLE III

DCOMPTB DEVICE PROPERTIES.

Configuration

Value

Device name
Processors
Memory size
Max bandwidth

MinnowBoard

4x Intel Atom E3845 @ 1.91 GHz

2 GB
1 Gbps

Device name
Processors
Memory size
Max bandwidth

RCC-VE Network Board

4x Intel Atom C2558 @ 2.4 GHz

8 GB
1 Gbps

devices. In multiple edge computing scenarios, it is common
to have tens of milliseconds latency [45], so we impose a fixed
20 ms latency when varying the bandwidth.

Each node runs Debian GNU/Linux 10 with Linux kernel
4.19.0-11-amd64. We use PyTorch 1.9.0 as the deep learning
inference engine and the PyTorch RPC library with the
TensorPipe backend as the distributed framework [46].

The definition, configuration, and implementation of the ViT
and BERT models are from HuggingFace 4.10.0 [47]>. We
evaluate ViT models for the image classification task. Input
images are from ImageNet 2012 [48] and resized after the
embedding layer with a uniform input dimension to the models.
We evaluate the BERT model for text classification on the SST-
2 dataset from the General Language Understanding Evaluation
(GLUE) [49] with a maximum sequence length of 512.

We adopt baselines from the state-of-the-art pipelines devel-
oped for large-scale models. We re-implement GPipe [25] with
an even partitioning method for inference on the CPU as the
baseline. Although PipeDream targets asynchronous parallel
training, its partition method can be applied to inference by
considering only the forward pass. PipeDream also provides

2While we limit our evaluations to transformer-based models, our approach
is more general and can be easily extended to large convolution/MLP models,
as the these models also reply on large numbers of MAC operations that can
happen in parallel through partitioning of the GEMM-based operations.

open-source code for partitioning for inference [29]. PipeDream
considers a hierarchical interconnect that represents a data
center interconnect topology, but that does not model the ad
hoc networks of edge systems. To apply PipeDream to the edge,
we assume a one-level communication network and compare
with its pipeline partitioning scheme. We choose the optimal
microbatch size for GPipe and PipeDream and compare the
system performance.

V. EVALUATION
A. Runtime Performance Analysis

We first evaluate PipeEdge’s performance on the 2 GB
MinnowBoard and the 8§ GB RCC-VE Network Board devices
in homogeneous clusters. Figure 4 presents throughput on these
clusters for up to 16 stages (devices).

The ViT-Large, ViT-Huge, and BERT-Large models are too
big to fit in memory on a single MinnowBoard. We therefore
use 2-stage, 4-stage, and 2-stage throughput as the speedup
baselines for each model, respectively. With 16 MinnowBoards,
PipeEdge achieves 1.95 images per second throughput, which
is a 7.48x speedup over the 2-stage baseline for the ViT-Large
model (optimal speedup is 16/2=8). For the ViT-Huge model,
PipeEdge achieves 0.77 images per second throughput with 16
MinnowBoard devices, which is a 3.93x speedup over the 4-
stage baseline (optimal speedup is 16/4=4). For the BERT-Large
model, PipeEdge achieves 0.89 sequences per second, which
is a 7.64x speedup relative to the 2-stage baseline (optimal
speedup is 16/2=8).

We achieve similar scalability on the RCC-VE devices, where
the aforementioned models fit in memory, allowing for a single-
device baseline. With 16 RCC-VEs, PipeEdge achieves 2.43
and 1.01 images per second throughput for the ViT-Large and
ViT-Huge models, which are 10.59x and 11.88x speedups,
respectively. With the BERT-Large model, PipeEdge achieves
1.05 sequences per second throughput and 12.78 x speedup
with 16 devices.

PipeEdge achieves significant—in many cases, nearly linear—
performance improvements for the three transformer-based
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TABLE IV
HETEROGENEOUS CLUSTER CONFIGURATIONS.

Case Devices CPU Memory Bandwidth
1 8xXRCC-VE 100% 8 GB 1 Gbps
8xMinnowBoard  100% 2 GB 1 Gbps
4xRCC-VE 100% 8 GB 1 Gbps
2 4xRCC-VE 75% 4 GB 1 Gbps
4xRCC-VE 25% 4 GB 1 Gbps
4xMinnowBoard 100% 2 GB 1 Gbps
3 8xXRCC-VE 100% 8 GB 40 Mbps
8xMinnowBoard  100% 2 GB 10 Mbps
4xRCC-VE 100% 8 GB 30 Mbps
4 4xRCC-VE 100% 8 GB 20 Mbps
4xMinnowBoard  100% 2 GB 10 Mbps
4xMinnowBoard 100% 2 GB 5 Mbps
3xXRCC-VE 100% 8 GB 50 Mbps
5 8xXRCC-VE 10% 4 GB 20 Mbps
5xMinnowBoard 100% 2 GB 30 Mbps
2xRCC-VE 100% 8 GB 100 Mbps
3xRCC-VE 75% 4 GB 60 Mbps
6 4xRCC-VE 50% 4 GB 40 Mbps
3xRCC-VE 25% 4 GB 20 Mbps
2xRCC-VE 10% 4 GB 10 Mbps
2xMinnowBoard  100% 2 GB 80 Mbps

models on homogeneous clusters of both edge device types.
These results demonstrate PipeEdge’s effectiveness for large-
scale models, especially those that otherwise cannot fit on
single devices.

B. Heterogeneous Clusters

Compared to data centers, devices in edge environments are
more heterogeneous in computation, memory, and communi-
cation capabilities. To further increase heterogeneity in our
evaluation environment, we throttle RCC-VE CPUs to reduce
inference performance and cap available memory. We also
vary the maximum bandwidth for both device types to emulate
different network link capacities. Table IV presents six device
cluster configurations with increasing heterogeneity.

We compare PipeEdge with GPipe and PipeDream on these
clusters. GPipe and PipeDream do not specify device mapping
order, so we test them with 10 random device orders and
measure average performance and variance. Since the com-
putation is evenly distributed across transformer blocks [25],
The GPipe and PipeDream partitioning methods degenerate to
even partitioning for these clusters, due to lack of ability to

handle device heterogeneity. Figure 5 presents the experimental
results. PipeEdge outperforms GPipe and PipeDream in every
heterogeneous case.

Cases 1 and 2 exhibit compute and memory heterogeneity.
PipeEdge achieves 2.23 and 1.69 images per second with ViT-
Large and 0.88 and 0.67 images per second with ViT-Huge,
respectively. GPipe and PipeDream only achieve 1.99 and
0.76 images per second with ViT-Large and 0.81 and 0.31
images per second with ViT-Huge. PipeEdge also achieves the
best BERT-Large performance — 0.96 and 0.78 sequences per
second. GPipe and PipeDream show performance degradation
with BERT-Large for different device orders — 0.89 and
0.35 sequences per second, respectively. PipeEdge clearly
demonstrates better performance when compute and memory
capabilities are heterogeneous.

Case 3 has the same compute and memory resources as
Case 1, but with less communication bandwidth. Case 4
introduces further bandwidth heterogeneity with the same
compute and memory resources. In both cases, PipeEdge
achieves the best performance for ViT-Large and ViT-Huge, and
with fewer devices than GPipe and PipeDream. In Case 3 for
both ViT-Large and ViT-Huge, PipeEdge selects 8 devices with
40 Mbps bandwidth and one device with 10 Mbps bandwidth
as the last stage, achieving 1.37 and 0.53 images per second
throughput, respectively. In Case 3 for both ViT-Large and ViT-
Huge, GPipe and PipeDream both use 16 devices, achieving
only 1.02 and 0.44 images per second throughput. In Case 4,
PipeEdge selects 7 devices for ViT-Large and 9 devices for
ViT-Huge to achieve throughput of 1.05 and 0.51 images
per second, respectively; GPipe and PipeDream only achieve
0.55 and 0.31 throughput for ViT-Large and ViT-Huge. In
Case 4, PipeEdge shows 1.90x and 1.54x speedup compared
to PipeDream for ViT-Large and ViT-Huge, respectively. In
Cases 3 and 4 for BERT-Large, PipeEdge achieves the best
throughput of 0.58 and 0.49 images per second. GPipe and
PipeDream suffer significant performance degradation due
to the limited bandwidth, which they do not account for —
GPipe and PipeDream only achieve 0.35 and 0.29 sequences
per second for BERT-Large. For Case 3 and 4, PipeEdge
achieves 1.45x and 1.65x speedup compared with GPipe and
PipeDream. These two cases demonstrate the effectiveness of
PipeEdge’s partitioning strategy for heterogeneous networks.

Cases 5 and 6 mix the heterogeneity of devices and networks.
In Case 5, we add 8 extremely resource-constrained devices
with CPUs at 10% capacity and 20 Mbps bandwidth. PipeEdge
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Fig. 6. The relationship between bandwidth and system throughput.

achieves the best throughput with 0.99, 0.39 images per second,
and 0.47 sequences per second using 7 devices for ViT-Large,
ViT-Huge, and BERT-Large. In Case 5 for ViT-Large and ViT-
Huge, GPipe and PipeDream achieve 0.26 and 0.10 images per
second; for BERT-Large model, they achieve 0.15 sequences
per second. In Case 5, PipeEdge achieves 3.75x, 3.84 %, and
3.13 speedup relative to PipeDream’s average throughput for
ViT-Large, ViT-Huge, and BERT-Large, respectively. Case 6
shows a scenario with 6 devices types, weighted toward devices
with medium performance. In this case, PipeEdge uses 12,
14, and 12 devices to achieve 1.33, 0.57, and 0.59 items per
second for these three transformer-based models; GPipe and
PipeDream only achieve 0.33, 0.14, and 0.17 items per second,
respectively. PipeEdge achieves speedup of 3.98x, 4.16x and
3.47x for ViT-Large, ViT-Huge, and BERT-Large compared to
PipeDream’s average throughput. Cases 5 and 6 demonstrate
PipeEdge’s ability to schedule around low-performance devices
and map partitions to achieve the best throughput.

PipeEdge performs significantly better than the GPipe and
PipeDream partition methods on all six heterogeneous clusters.
Unlike GPipe and PipeDream, PipeEdge successfully avoids
the lowest-performing devices by considering multiple factors
when exploiting pipelining to improve performance.

C. Bandwidth Impact

To evaluate the relationship between system performance and
bandwidth, we vary the bandwidth between all devices from 120
Mbps to 5 Mbps. We test with 16 pipeline stages using the ViT-
Large, ViT-Huge, and BERT-Large models. Figure 6 shows that
performance does not decrease significantly until bandwidth
drops below 30 Mbps for these models, supporting PipeEdge’s
feasibility for practical edge applications. Reducing bandwidth
from 30 Mbps to 5 Mbps shows a roughly linear performance
decline, yet is still faster than the single-device baseline. At 5
Mbps with RCC-VE devices, PipeEdge still achieves 2.69x,
3.67x, and 3.14x speedups for ViT-Large, ViT-Huge, and
BERT-Large compared to the single device baseline. These
results demonstrate that PipeEdge is still effective for large-
scale models under limited network conditions.

D. Microbatch Size Impact

As in other pipeline frameworks, performance is affected
by the microbatch size. Figure 7 demonstrates the relationship
between microbatch size and throughput. For a 2-stage pipeline,
the maximum throughput of the even partitioning method in
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Fig. 7. Microbatch size vs. throughput for ViT-Base on MinnowBoards. The
model is partitioned into 2 stages.

GPipe is around 0.34 images per second with a microbatch
size 12. Increasing the microbatch size to about 14 results
in a significant throughput improvement over smaller sizes,
which is mainly due to the increasing CPU utilization as the
microbatch size increases. Beyond this size, the throughput
begins to decline because larger microbatch sizes reduce the
efficiency of the pipeline parallelism. PipeEdge exhibits a
similar pattern, achieving a maximum throughput of 0.48
images per second with a microbatch size of 12. The fine-
grained partitioning method in PipeEdge achieves more efficient
CPU utilization than GPipe’s even partitioning. To give a fair
comparison of throughput, we use the optimal microbatch sizes
for PipeEdge, GPipe, and PipeDream for all other experiments
in our evaluations.

Figure 8 compares PipeEdge’s performance with a micro-
batch size of 1 and its optimal microbatch size with ViT-Large
and varying RCC-VE device counts. PipeEdge still shows a
9.34x speedup on 16 devices with a small microbatch size,
compared to the 10.59x obtained with the larger microbatch
size. Smaller microbatches can reduce the output latency (and
hence the response time) for applications, but at a reduced
throughput. This experiment demonstrates that PipeEdge is
effective for different microbatch sizes, which is important for
latency-sensitive applications.

E. PipeEdge with Model Compression

Model compression shrinks model sizes to reduce compute
cost and potentially accelerate training [50] and inference [14],
[15], but often at the cost of reduced accuracy. These ap-
proaches are important complementary strategies to PipeEdge
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for improving performance on resource-constrained platforms.
For example, compared to the base ViT model, DeiT-Tiny
and DeiT-Small use distillation to achieve similar ImageNet
top-1 accuracy with compressed models of up to 17.2x and
3.9%, respectively [51]. To demonstrate the efficacy of using
compressed models with PipeEdge, we evaluate DeiT-Base,
Small, and Tiny on up to 4 RCC-VE devices. Figure 9 presents
throughput results and compares with ViT-Base as a baseline.

DeiT-Base, which has identical model structure as ViT-
Base, achieves 0.62 images per second throughput on a single
RCC-VE. With 4 devices, the DeiT-Base model achieves 0.95
images per second, outperforming ViT-Base’s 0.82 images
per second. DeiT-Small and DeiT-Tiny demonstrate more
significant improvements — up to 5.55 and 17.23 images
per second, respectively. As an orthogonal technique, model
compression can potentially further improve PipeEdge’s perfor-
mance, making the combined approach a promising solution
for large-scale model inference at the edge.

VI. RELATED WORK

Current techniques to enable the execution of large models
on edge devices mainly fall into two categories: single device
optimization and distributed processing on multiple devices
or servers. Aggressive model compression is an example of
single device optimization methods. EdgeBERT [20] combines
network pruning, entropy-based early exit, and adaptive atten-
tion span to reduce the model size and the inference latency
of Bidirectional Encoder Representations from Transformers
(BERT) for NLP tasks. Lite Transformer [52] adopts adaptive
inference to reduce inference computation cost. Another
promising solution includes neural architecture search (NAS),

that trains a flexible supernet model to yield various subnets
suitable for different targeted hardware platforms [22]. However,
most of the above methods are either not suitable for distributed
platforms or need redesigning and retraining of a pre-trained
models and can potentially incur non-negligible drop in
accuracy. In contrast, PipeEdge does not require retraining
and does not reduce accuracy.

Through the assistance of cloud servers or distributed edge
devices, the latency and computation for individual edge devices
can be reduced without sacrificing accuracy. This strategy
applies to both model training [53]-[55] and inference [56]—
[58]. EdgePipe [59] leverages model parallelism and pipeline
parallelism to accelerate model training over multiple edge
devices. This work focuses on volatile wireless connections
but only for homogeneous edge devices. Hermes [53] and
Fjord [55] tackle the heterogeneity of data and devices for
federated learning. They leverage data parallelism, so the model
needs to be fit in the memory of each device. EDDL [54],
an edge-based distributed deep learning system, addresses
multiple challenges of performing training in realistic edge
environments. Collaborative edge computing is also an effective
technique for large-scale model inference and can be divided
into two categories: cloud-based offloading and edge-based
assistance. In several works [57], [58], [60]-[62], the distributed
inference of DNN models on edge devices is partitioned and
offloaded to cloud servers to reduce latency and minimize on-
device computations. Considering the limited bandwidth and
uncertain delay between the edge and the cloud, MoDNN [63]
employs a MapReduce-like distributed inference paradigm and
only utilizes idle mobile devices to execute CNN models.
DeepThings [64] proposes a fine-grain partition method for
CNN models on edge clusters. DeepHome [56] distributes
machine learning inference tasks to multiple heterogeneous
devices in the home. In [65], the proposed adaptive parallel
inference method for CNN models is extended to heterogeneous
edge devices.

With the emergence of transformer-based models, the model
size continues to increase, making distributed execution more
important. Megatron-LM [66] implements intra-layer partition-
ing for transformer-based models. This kind of parallelism
has been applied in data centers with pipeline parallelism
to train large-scale models [10], but this approach requires
much higher bandwidth or devices with multiple accelerators,
neither of which which are typical in edge environments.
Pipeline parallelism has been proposed to address the problem
of communication overheads. GPipe [25] presents effective
pipeline parallelism for training large models on multiple TPU
accelerators. PipeDream [29] and its subsequent work [30]
target heterogeneous platforms and adopt pipeline parallelism to
accelerate training. PipeMare [26] proposes a memory-efficient
pipeline parallelism without sacrificing utilization. These works
target data centers, and are difficult to directly apply to edge
computing.

VII. DISCUSSION

PipeEdge’s main contribution is to accelerate large-scale
neural network model inference using intelligent pipelining
in heterogeneous distributed environments. The solution also
then enables running larger—and more accurate—models than



single systems might otherwise support. This section discusses
future research that is compatible with PipeEdge but beyond
the scope of this paper.

The PipeEdge design generalizes beyond just edge systems
and could also be suitable for cloud-only or edge-cloud collab-
orations. Heterogeneous cloud and data center-class systems
can simply be treated as devices with strong computation
capabilities by the partition scheduling algorithm. If there is a
high-quality network between edge devices and cloud resources,
the optimal partition schedule may lead to offloading some
or all computation to cloud systems. PipeEdge will identify
the optimal solution, regardless of whether work is run on
a single edge device, pipelined between edge devices and/or
cloud systems, or offloaded entirely to cloud systems.

Edge environments are typically more dynamic than data
centers, e.g., devices come and go, resources may be shared,
wireless network bandwidths and latencies vary, and devices are
subject to changing power and energy constraints. PipeEdge’s
design is independent of these dynamics — adaptive run-
time systems can respond to such dynamics by re-running
PipeEdge’s scheduling algorithm as their problem formulations
dictate, or they can fine-tune systems and software after a
schedule is deployed, e.g., to reduce power or energy in ways
that (ideally) do not affect pipeline performance. Orthogonal
machine learning techniques can also be applied to change
model behaviors, e.g., using model compression to reduce
computation (see Section V-E), or quantization to reduce data
transmission sizes, both at the cost of reduced model accuracy.
Finally, PipeEdge can be extended with other considerations,
e.g., for geo-distributed computation where latency can vary
and affect the system performance, Equation (1) could be
amended to include a latency factor. We are exploring adapting
to various runtime dynamics in future work.

VIII. CONCLUSION

This paper presents PipeEdge, a distributed inference ap-
proach for collaborative, heterogeneous, resource-constrained
edge devices using pipeline parallelism. PipeEdge both im-
proves throughput and enables larger models than individual
memory-constrained devices can support on their own, without
accuracy loss. We address the workload balance problem for
heterogeneous clusters with an optimal dynamic programming-
based partition method. We achieve 10.6x, 11.9x, and 12.78x
speedup with 16 devices for the ViT-Large, ViT-Huge, and
BERT-Large models. PipeEdge demonstrates effectiveness and
robustness for multiple heterogeneous cases, e.g., we show
up to 4.16x throughput speedup compared to GPipe and
PipeDream when using a heterogeneous set of devices. Finally,
we demonstrate that PipeEdge’s throughput improvements are
complementary to model compression by showing additional
speedup with DeiT models.
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