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Abstract
Graph convolutional networks (GCNs) have re-
cently achieved great empirical success in learn-
ing graph-structured data. To address its scala-
bility issue due to the recursive embedding of
neighboring features, graph topology sampling
has been proposed to reduce the memory and
computational cost of training GCNs, and it has
achieved comparable test performance to those
without topology sampling in many empirical
studies. To the best of our knowledge, this pa-
per provides the first theoretical justification of
graph topology sampling in training (up to) three-
layer GCNs for semi-supervised node classifica-
tion. We formally characterize some sufficient
conditions on graph topology sampling such that
GCN training leads to a diminishing generaliza-
tion error. Moreover, our method tackles the non-
convex interaction of weights across layers, which
is under-explored in the existing theoretical analy-
ses of GCNs. This paper characterizes the impact
of graph structures and topology sampling on the
generalization performance and sample complex-
ity explicitly, and the theoretical findings are also
justified through numerical experiments.

1. Introduction
Graph convolutional neural networks (GCNs) aggregate the
embedding of each node with the embedding of its neighbor-
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ing nodes in each layer. GCNs can model graph-structured
data more accurately and compactly than conventional neu-
ral networks and have demonstrated great empirical advan-
tage in text analysis (Hamilton et al., 2017; Kipf & Welling,
2017; Veličković et al., 2018; Peng et al., 2017), computer
vision (Satorras & Estrach, 2018; Wang et al., 2018; Hu
et al., 2018), recommendation systems (Ying et al., 2018;
Van den Berg et al., 2018), physical reasoning (Battaglia
et al., 2016; Sanchez-Gonzalez et al., 2018), and biological
science (Duvenaud et al., 2015). Such empirical success is
often achieved at a cost of higher computational and memory
costs, especially for large graphs, because the embedding of
one node depends recursively on the neighbors. To alleviate
the exponential increase of computational cost in training
deep GCNs, various graph topology sampling methods have
been proposed to only aggregate the embeddings of a se-
lected subset of neighbors in training GCNs. Node-wise
neighbor-sampling methods such as GraphSAGE (Hamilton
et al., 2017), VRGCN (Chen et al., 2018b), and Cluster-
GCN (Chiang et al., 2019) sample a subset of neighbors for
each node. Layer-wise importance sampling methods such
as FastGCN (Chen et al., 2018a) and LADIES (Zou et al.,
2019) sample a fixed number of nodes for each layer based
on the estimate of node importance. Another line of works
such as (Zheng et al., 2020; Li et al., 2020; Chen et al.,
2021) employ graph sparsification or pruning to reduce the
computational and memory cost. Surprisingly, these sam-
pling methods often have comparable or even better testing
performance compared to training with the original graph
in many empirical studies (Chen et al., 2018a; 2021).

In contrast to the empirical success, the theoretical foun-
dation of training GCNs with graph sampling is much less
investigated. Only Cong et al. (2021) analyzes the conver-
gence rate of graph sampling, but no generalization analysis
is provided. One fundamental question about training GCNs
is still vastly open, which is:

Under what conditions does a GCN learned with graph
topology sampling achieve satisfactory generalization?

Our contributions: To the best of our knowledge, this
paper provides the first generalization analysis of training
GCNs with graph topology sampling. We focus on semi-
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supervised node classification problems where, with all node
features and partial node labels, the objective is to predict
unknown node labels. We summarize our contributions
from the following dimensions.

First, this paper proposes a training framework that imple-
ments both stochastic gradient descent (SGD) and graph
topology sampling, and the learned GCN model with Recti-
fied Linear Unit (ReLU) activation is guaranteed to approach
the best generalization performance of a large class of target
functions. Moreover, as the number of labeled nodes and
the number of neurons increase, the class of target function
enlarges, indicating improved generalization.

Second, this paper explicitly characterizes the impact of
graph topology sampling on the generalization performance
through the proposed effective adjacency matrix A∗ of a
directed graph that models the node correlations. A∗ de-
pends on both the given normalized graph adjacency matrix
in GCNs and the graph sampling strategy. We provide the
general insights that (1) if a node is sampled with a low
frequency, its impact on other nodes is reduced inA∗ com-
pared withA; (2) graph sampling on a highly-unbalancedA,
where some nodes have a dominating impact in the graph, re-
sults in a more balancedA∗. Moreover, these insights apply
to other graph sampling methods such as FastGCN (Chen
et al., 2018a).

We show that learning with topology sampling has the same
generalization performance as training GCNs using A∗.
Therefore, a satisfactory generalization can still be achieved
even when the number of sampled nodes is small, provided
that the resultingA∗ still characterizes the data correlations
properly. This is the first theoretical explanation of the
empirical success of graph topology sampling.

Third, this paper shows that the required number of labeled
nodes, referred to as the sample complexity, is a polynomial
of ‖A∗‖∞ and the maximum node degree, where ‖·‖∞ mea-
sures the maximum absolute row sum. Moreover, our sam-
ple complexity is only logarithmic in the number of neurons
m and consistent with the practical over-parameterization of
GCNs, in contrast to the loose bound of poly(m) in (Zhang
et al., 2020) in the restrictive setting of two-layer (one-
hidden-layer) GCNs without graph topology sampling.

1.1. Related Works

Generalization analyses of GCNs without graph sam-
pling. Some recent works analyze GCNs trained on the
original graph. Xu et al. (2019); Cong et al. (2021) char-
acterize the expressive power of GCNs. Xu et al. (2021)
analyzes the convergence of gradient descent in training lin-
ear GCNs. Lv (2021); Liao et al. (2021); Garg et al. (2020);
Oono & Suzuki (2020) characterize the generalization gap,
which is the difference between the training error and test-

ing error, through Rademacher complexity. Verma & Zhang
(2019); Cong et al. (2021); Zhou & Wang (2021) analyze
the generalization gap of training GCNs using SGD via the
notation of algorithmic stability.

To analyze the training error and generalization performance
simultaneously, Du et al. (2019) uses the neural tangent
kernel (NTK) approach, where the neural network width
is infinite and the step size is infinitesimal, shows that the
training error is zero, and characterizes the generalization
bound. Zhang et al. (2020) proves that gradient descent can
learn a model with zero population risk, provided that all
data are generated by an unknown target model. The result
in (Zhang et al., 2020) is limited to two-layer GCNs and
requires a proper initialization in the local convex region of
the optimal solution.

Generalization analyses of feed-forward neural net-
works. The NTK approach was first developed to analyze
fully connected neural networks (FCNNs), see, e.g., (Jacot
et al., 2018). The works of Zhong et al. (2017); Fu et al.
(2020); Li et al. (2022) analyze one-hidden-layer neural net-
works with Gaussian input data. Daniely (2017) analyzes
multi-layer FCNNs but focuses on training the last layer
only, while the changes in the hidden layers are negligible.
Allen-Zhu et al. (2019) provides the optimization and gen-
eralization of three-layer FCNNs. Our proof framework is
built upon (Allen-Zhu et al., 2019) but makes two important
technical contributions. First, this paper provides the first
generalization analysis of graph topology sampling in train-
ing GCNs, while Allen-Zhu et al. (2019) considers FCNNs
with neither graph topology nor graph sampling. Second,
Allen-Zhu et al. (2019) considers i.i.d. training samples,
while this paper considers semi-supervised GCNs where the
training data are correlated through graph convolution.

1.2. Notations

Vectors are in bold lowercase, matrices and tensors in are
bold uppercase. Scalars are in normal fonts. For instance,
Z is a matrix, and z is a vector. zi denotes the i-th entry of
z, and Zi,j denotes the (i, j)-th entry of Z. [K] (K > 0)
denotes the set including integers from 1 to K. Id ∈ Rd×d

and ei represent the identity matrix in Rd×d and the i-th
standard basis vector, respectively. We denote the column
`p norm forW ∈ Rd×N (for p ≥ 1) as

‖W ‖2,p = (
∑
i∈[m]

‖wi‖p2)
1
p (1)

Hence, ‖W ‖2,2 = ‖W ‖F is the Frobenius norm ofW . We
use wi (w̃i) to denote the i-th column (row) vector of W .
We follow the convention that f(x) = O(g(x)) (or Ω(g(x)),
Θ(g(x))) means that f(x) increases at most (or at least, or in
the same, respectively,) order of g(x). With high probability
(w.h.p.) means with probability 1 − e−c log2(m1,m2) for a
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sufficient large constant c where m1 and m2 are the number
of neurons in the two hidden layers.

Function complexity. For any smooth function φ(z) with
its power series representation as φ(z) =

∑∞
i=0 ciz

i, define
two useful parameters as follows,

Cε(φ,R) =

∞∑
i=0

(
(C∗R)i + (

√
log(1/ε)√

i
C∗R)i

)
|ci| (2)

Cs(φ,R) = C∗
∞∑
i=0

(i+ 1)1.75Ri|ci| (3)

where R ≥ 0 and C∗ is a sufficiently large constant. These
two quantities are used in the model complexity and sample
complexity, which represent the required number of model
parameters and training samples to learn φ up to ε error,
respectively. Many population functions have bounded com-
plexity. For instance, if φ(z) is exp(z), sin(z), cos(z) or
polynomials of z, then Cε(φ,O(1)) ≤ O(poly(1/ε)) and
Cs(φ,O(1)) ≤ O(1).

The main notations are summarized in Table 2 in Appendix.

2. Training GCNs with Topology Sampling:
Formulation and Main Components

GCN setup. Let G = {V, E} denote an un-directed graph,
where V is the set of nodes with size |V| = N and E is
the set of edges. Let Ã ∈ {0, 1}N×N be the adjacency
matrix of G with added self-connections. Let D be the
degree matrix with diagonal elements Di,i =

∑
j Ãi,j and

zero entries otherwise. A denotes the normalized adjacency
matrix withA = D−

1
2 ÃD−

1
2 . LetX ∈ RN×d denote the

matrix of the features of N nodes, where the n-th row of
X , denoted by x̃n ∈ R1×d, represents the feature of node
n. Assume ‖x̃n‖ = 1 for all n without loss of generality.
yn ∈ Y represents the label of node n, where Y is a set of
all labels. yn depends on not only xn but the neighbors. Let
Ω ⊂ V denote the set of labeled nodes. GivenX and labels
in Ω, the objective of semi-supervised node-classification is
to predict the unknown labels in V/Ω.

Learner network We consider the setting of training a
three-layer GCN F : RN × RN×d → R1×K with

FA(eg,X;W ,V ) = e>gAσ(r +B2)C and

r = Aσ(AXW +B1)V
(4)

where σ(x) = max(x, 0) is the ReLU activation function,
W ∈ Rd×m1 and V ∈ Rm1×m2 represent the weights
of m1 and m2 hidden nodes in the first and second layer,
respectively. B1 ∈ RN×m1 and B2 ∈ Rm1×m2 represent
the bias matrices. C ∈ Rm×K is the output weight vector.
eg ∈ RN belongs to {ei}Ni=1 and selects the index of the
node label. We write F as FA(eg,X;W ,V ), because we

only update W and V in training, and A represents the
graph topology. Note that in conventional GCNs such as
(Kipf & Welling, 2017),C is a learnable parameter, andB1

and B2 can be zero. Here for the analytical purpose, we
consider a slightly different model where C, B1 and B2

are fixed as randomly selected values.

Consider a loss function L : R1×k × Y → R such that for
every y ∈ Y , the function L(·, y) is nonnegative, convex, 1-
Lipschitz continuous and 1-Lipschitz smooth and L(0, y) ∈
[0, 1]. This includes both the cross-entropy loss and the
`2-regression loss (for bounded Y). The learning problem
solves the following empirical risk minimization problem:

min
W ,V

LΩ(W ,V ) =
1

|Ω|
∑
i∈Ω

L(FA(ei,X;W ,V ), yi)

(5)
where LΩ is the empirical risk of the labeled nodes in Ω.
The trained weights are used to estimate the unknown labels
on V/Ω. Note that the results in this paper are distribution-
free, and no assumption is made on the distributions of x̃n
and yn.

Training with SGD. In practice, (5) is often solved by gra-
dient type of methods, where in iteration t, the currently
estimations are updated by subtracting the product of a posi-
tive step size and the gradient of LΩ evaluated at the current
estimate. To reduce the computational complexity in es-
timating the gradient, an SGD method is often employed
to compute the gradient of the risk of a randomly selected
subset of Ω rather than using the whole set Ω.

However, due to the recursive embedding of neighboring
features in GCNs, see the concatenations of A in (4), the
computation and memory cost of computing the gradient
can be high. Thus, graph topology sampling methods have
been proposed to further reduce the computational cost.

Graph topology sampling. A node sampling method ran-
domly removes a subset of nodes and the incident edges
from G in each iteration independently, and the embedding
aggregation is based on the reduced graph. Mathematically,
in iteration s, replaceA in (4) with1 As = AP s, where P s

is a diagonal matrix, and the ith diagonal entry is 0, if node
i is removed in iteration s. The non-zero diagonal entries
of P s are selected differently based on different sampling
methods. Because As is much more sparse than A, the
computation and memory cost of embedding neighboring
features is significantly reduced.

1Here we use the same sampled matrix As in all three layers in
(4) to simplify the representation. Our analysis applies to the more
general setting that each layer uses a different sampled adjacency
matrix, i.e., the three A matrices in (4) are replaced with As(1) =

AP s(1), As(2) = AP s(2), As(3) = AP s(3), respectively, as in
(Zou et al., 2019; Ramezani et al., 2020), where P s(1), P s(2), and
P s(3) are independently sampled following the same sampling
strategy.
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This paper will analyze the generalization performance, i.e.,
the prediction accuracy of unknown labels, of our algorithm
framework that implements both SGD and graph topology
sampling to solve (5). The details of our algorithm are
discussed in Section 3.2-3.3, and the generalization perfor-
mance is presented in Section 3.4.

3. Main Algorithmic and Theoretical Results
3.1. Informal Key Theoretical Findings

We first summarize the main insights of our results before
presenting them formally.

1. A provable generalization guarantee of GCNs be-
yond two layers and with graph topology sampling. The
learned GCN by our Algorithm 1 can approach the best
performance of label prediction using a large class of target
functions. Moreover, the prediction performance improves
when the number of labeled nodes and the number of neu-
rons m1 and m2 increase. This is the first generalization
performance guarantee of training GCNs with graph topol-
ogy sampling.

2. The explicit characterization of the impact of graph
sampling through the effective adjacency matrix A∗.
We show that training with graph sampling returns a model
that has the same label prediction performance as that of
a model trained by replacingA withA∗ in (4), whereA∗

depends on both A and the graph sampling strategy. As
long as A∗ can characterize the correlation among nodes
properly, the learned GCN maintains a desirable prediction
performance. This explains the empirical success of graph
topology sampling in many datasets.

3. The explicit sample complexity bound on graph prop-
erties. We provide explicit bounds on the sample complex-
ity and the required number of neurons, both of which grow
as the node correlation increase. Moreover, the sample
complexity depends on the number of neurons only log-
arithmically, which is consistent with the practical over-
parameterization. To the best of our knowledge, (Zhang
et al., 2020) is the only existing work that provides a sam-
ple complexity bound based on the graph topology, but in
the non-practical and restrictive setting of two-layer GCNs.
Moreover, the sample complexity bound by (Zhang et al.,
2020) is polynomial in the number of neurons.

4. Tackling the non-convex interaction of weights be-
tween different layers. The convexity plays a critical role
in many exiting analyses of GCNs. For instance, the anal-
yses in (Zhang et al., 2020) require a special initialization
in the local convex region of the global minimum, and the
results only apply to two-layer GCNs. The NTK approach
in (Du et al., 2019) considers the limiting case that the in-
teractions across layers are negligible. Here, we directly

address the non-convex interaction of weights W and V in
both algorithmic design and theoretical analyses.

3.2. Graph Topology Sampling Strategy

Here we describe our graph topology sampling strategy
using As, which we randomly generate to replace A in
the sth SGD iteration. Although our method is motivated
for analysis and different from the existing graph sampling
strategies, our insights generalize to other sampling methods
like FastGCN (Chen et al., 2018a). The outline of our algo-
rithmic framework of training GCNs with graph sampling
is deferred to Section 3.3.

Suppose the node degrees in G can be divided into L groups
with L ≥ 1, where the degrees of nodes in group l are in the
order of dl, i.e., between cdl and Cdl for some constants
c ≤ C, and dl is order-wise smaller than dl+1, i.e., dl =
o(dl+1). Let Nl denote the number of nodes in group l.

Graph sampling strategy2.. We consider a group-wise
uniform sampling strategy, where Sl out of Nl nodes are
sampled uniformly from each group l. For all unsampled
nodes, we set the corresponding diagonal entries of a di-
agonal matrix P s to be zero. If node i is sampled in this
iteration and belongs to group l for any i and l, the ith diag-
onal entry of P s is set as p∗lNl/Sl for some non-negative
constant p∗l . Then As = AP s. Nl/Sl can be viewed as
the scaling to compensate for the unsampled nodes in group
l. p∗l can be viewed as the scaling to reflect the impact of
sampling on nodes with different importance that will be
discussed in detail soon.

Effective adjacency matrix A∗ by graph sampling. To
analyze the impact of graph topology sampling on the learn-
ing performance, we define the effective adjacency matrix
as follows:

A∗ = AP ∗ (6)

where P ∗ is a diagonal matrix defined as

P ∗ii = p∗l if node i belongs to degree group l (7)

Therefore, compared withA, all the columns with indices
corresponding to group l are scaled by a factor of p∗l . We
will formally analyze the impact of graph topology sampling
on the generalization performance in Section 3.4, but an
intuitive understanding is that our graph sampling strategy
effectively changes the normalized adjacency matrixA in
the GCN network model (4) toA∗.

A∗ can be viewed as an adjacency matrix of a weighted
directed graph G′ that reflects the node correlations, where
each un-directed edge in G corresponds to two directed
edges in G′ with possibly different weights. A∗ji measures

2Here we discuss asymmetric sampling as a general case. The
special case of symmetric sampling is introduced in Section A.1
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the impact of the feature of node i on the label of node j.
If p∗l is in the range of (0, 1), the corresponding entries of
columns with indices in group l inA∗ are smaller than those
inA. That means the impact of a node in group l on all other
nodes is reduced from those in A. Conversely, if p∗l > 1,
then the impact of nodes in group l inA∗ is enhanced from
that inA.

Parameter selection and insights

(1) The scaling factor p∗l should satisfy

0 ≤ p∗l ≤
c1
Lψl

, ∀l (8)

for a positive constant c1 that can be sufficiently large. ψl is
defined as follows,

ψl :=

√
dLdlN l∑L
i=1 diN i

∀l ∈ [L] (9)

Note that (8) is a minor requirement for most graphs. To see
this, suppose L is a constant, and every Nl is in the order
of N . Then ψl is less than O(1) for all l. Thus, all constant
values of p∗

l̂
satisfy (8) with ψl from (9). A special example

is that p∗l are all equal, i.e., A∗ = c2A for some constant
c2. Because one can scaleW and V by 1/c2 in (4) without
changing the results,A∗ is equivalent toA in this case.

The upper bound in (9) only becomes active in highly un-
balanced graphs where there exists a dominating group l̂
such that

√
dl̂Nl̂ �

√
dlNl for all other l. Then the up-

per bound of p∗
l̂

is much smaller than those for other p∗l .
Therefore, the columns of A∗ that correspond to group
l̂ are scaled down more significantly than other columns,
indicating that the impact of group l̂ is reduced more signif-
icantly than other groups in A∗. Therefore, the takeaway
is that graph topology sampling reduces the impact of
dominating nodes more than other nodes, resulting in a
more balancedA∗ compared withA.

(2) The number of sampled nodes shall satisfy

Sl
Nl
≥ (1 +

c1poly(ε)

Lp∗l ψl
)−1 ∀l ∈ [L] (10)

where ε is a small positive value. The sampling require-
ment in (10) has two takeaways. First, the higher-degree
groups shall be sampled more frequently than lower-
degree groups. To see this, consider a special case that
p∗l = 1, and Nl = N/L for all l. Then (10) indicates that
Sl is larger in a group l with a larger dl. This intuition is the
same as FastGCN (Chen et al., 2018a), which also samples
high-degree nodes with a higher probability in many cases.
Therefore, the insights from our graph sampling method
also apply to other sampling methods such as FastGCN. We
will show the connection to FastGCN empirically in Section

Algorithm 1 Training with SGD and graph topology sam-
pling

1: Input: Normalized adjacency matrixA, node features
X , known node labels in Ω, the step size η, the number
of inner iterations Tw, the number of outer iterations T ,
σw, σv , λw, λv .

2: InitializeW (0), V (0),B1,B2, C.
3: W 0 = 0, V 0 = 0.
4: for t = 0, 1, · · · , T − 1 do
5: Apply noisy SGD with step size η on the stochastic

objective L̂Ω(λt;W ,V ) in (11) for Tw steps. To
generate the stochastic objective in each step s, ran-
domly sample a batch of labeled nodes Ωs from Ω;
generateAs using graph sampling; randomly gener-
ateW ρ, V ρ and Σ.
Let the starting point be W = W t, V = V t and
suppose it reachesW t+1 and V t+1.

6: λt+1 = λt · (1− η).
7: end for
8: Output:
W (out) =

√
λT−1(W (0) +W ρ +W TΣ)

V (out) =
√
λT−1(V (0) + V ρ + ΣV T ).

4.2. Second, reducing the number of samples in group l
corresponds to reducing the impact of group l inA∗. To
see this, note that decreasing p∗l reduces the right-hand side
of (10).

3.3. The Algorithmic Framework of Training GCNs

Because (5) is non-convex, solving it directly using SGD
can get stuck at a bad local minimum in theory. The main
idea in the theoretical analysis to address this non-convexity
is to add weight decay and regularization in the objective of
(5) such that with a proper regularization, any second-order
critical point is almost a global minimum.

Specifically, for initialization, entries ofW (0) are i.i.d. from
N (0, 1

m1
), and entries of V (0) are i.i.d. from N (0, 1

m2
).

B1 (or B2) is initialized to be an all-one vector multiply-
ing a row vector with i.i.d. samples from N (0, 1

m1
) (or

N (0, 1
m2

)). Entries of C are drawn i.i.d. from N (0, 1).

In each outer loop t = 0, ..., T − 1, we use noisy SGD3

with step size η for Tw iterations to minimize the stochastic
objective function L̂Ω in (11) with some fixed λt−1, where

3Noisy SGD is vanilla SGD plus Gaussian perturbation. It is a
common trick in the theoretical analyses of non-convex optimiza-
tion (Ge et al., 2015) and is not needed in practice.
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λ0 = 1, and the weight decays with λt+1 = (1− η)λt.

L̂Ω(λt;W ,V )

=LΩ(
√
λt(W

(0) + W ρ + WΣ),
√
λt(V

(0) + V ρ + ΣV ))

+ λw‖
√
λtW ‖4

2,4 + λv‖
√
λtV ‖2

F

(11)
L̂Ω(λt;W ,V ) is stochastic because in each inner iteration
s, (1) we randomly sample a subset Ωs of labeled nodes; (2)
we randomly sampleAs from the graph topology sampling
method in Section 3.2; (3)W ρ and V ρ are small perturba-
tion matrices with entries i.i.d. drawn from N (0, σ2

w) and
N (0, σ2

v), respectively; and (4) Σ ∈ Rm1×m1 is a random
diagonal matrix with diagonal entries uniformly drawn from
{1,−1}. W ρ and V ρ are standard Gaussian smoothing
in the literature of theoretical analyses of non-convex opti-
mization, see, e.g. (Ge et al., 2015), and are not needed in
practice. Σ is similar to the practical Dropout (Srivastava
et al., 2014) technique that randomly masks out neurons and
is also introduced for the theoretical analysis only.

The last two terms in (11) are additional regularization terms
for some positive λw and λv . As shown in (Allen-Zhu et al.,
2019), ‖ · ‖2,4 is used for the analysis to drive the weights
to be evenly distributed among neurons. The practical reg-
ularization ‖ · ‖F has the same effect in empirical results,
while the theoretical justification is open.

Algorithm 1 summarizes the algorithm with the parame-
ter selections in Table 1. Let W out and V out denote the
returned weights. We use FA∗(ei,X;W out,V out) to pre-
dict the label of node i. This might sound different from the
conventional practice which usesA in predicting unknown
labels. However, note that A∗ only differs from A by a
column-wise scaling as from (6). Moreover,A∗ can be set
asA in many practical datasets based on our discussion af-
ter (9). Here we use the general form ofA∗ for the purpose
of analysis.

We remark that our framework of algorithm and analysis
can be easily applied to the simplified setup of two-layer
GCNs. The resulting algorithm is much simplified to a
vanilla SGD plus graph topology sampling. All the ad-
ditional components above are introduced to address the
non-convex interaction ofW and V theoretically and may
not be needed for practical implementation. We skip the
discussion of two-layer GCNs in this paper.

Table 1. Parameter choices for Algorithm 1
λv 2ε0m2/m

1−0.01
1 σv 1/m

1/2+0.01
2

λw 2ε0m
3−0.002
1 /C4

0 σw 1/m1−0.01
1

C Cε(φ,‖A∗‖∞)
√
‖A∗‖2∞+1 C ′ 10C

√
p2

C ′′ Cε(Φ,C′)
√
‖A∗‖2∞+1 C0 Õ(p2

1p2K
2CC′′)

3.4. Generalization Guarantee

Our formal generalization analysis shows that our learning
method returns a GCN model that approaches the minimum
prediction error that can be achieved by the best function
in a large concept class of target functions, which have two
important properties: (1) the prediction error decreases as
size of the function class increases; and (2) the concept
class uses A∗ in (6) as the adjacency matrix of the graph
topology. Therefore, the result implies that ifA∗ accurately
captures the correlations among node features and labels,
the learned GCN model can achieve a small prediction error
of unknown labels. Moreover, no other functions in a large
concept class can perform better than the learned GCN
model. To formalize the results, we first define the target
functions as follows.

Concept class and target function F ∗. Consider a concept
class consisting of target functions F ∗ : RN × RN×d →
R1×K :

F ∗A∗(eg,X) = e>g A
∗(Φ(r1)� r2

)
C∗

r1 = A∗φ1(A∗XW ∗
1)V ∗1

r2 = A∗φ2(A∗XW ∗
2)V ∗2

(12)

where φ1, φ2, Φ: R → R all infinite-order smooth4. The
parameters W ∗

1,W
∗
2 ∈ Rd×p2 , V ∗1,V

∗
2 ∈ Rp2×p1 , C∗ ∈

Rp1×k satisfy that every column of W ∗
1, W ∗

2, V ∗1, V ∗2 is
unit norm, and the maximum absolute value of C∗ is at
most 1. The effective adjacency matrixA∗ is defined in (6).
Define

Cε(φ,R) = max
(
Cε(φ1, R), Cε(φ2, R)

)
, (13)

Cs(φ,R) = max
(
Cs(φ1, R), C2(φ1, R)

)
. (14)

We focus on target functions where the function complexity
Cε(Φ, R), Cs(Φ, R), Cε(φ,R), Cs(φ,R), defined in (2)-(3),
(13)-(14), as well as p1 and p2, are all bounded.

(12) is more general than GCNs. If r2 is a constant matrix,
(12) models a GCN, whereW ∗

1 and V ∗1 are weight matrices
in the first and second layer, respectively, and φ1 and Φ are
the activation functions in each layer.

Modeling the prediction error of unknown labels. We
will show that the learned GCN by our method performs
almost the same as the best function in the concept class in
(12) in predicting unknown labels. Because the practical
datasets usually contain noise in features and labels, we em-
ploy a probabilistic model to model the data. Note that our

4When Φ is operated on a matrix r1, Φ(r1) means applying
Φ on each entry of r1. In fact, our results still hold for a more
general case that a different function Φj is applied to every entry
of the jth column of r1, j ∈ [p2]. We keep the simpler model to
have a more compact representation. The similar arguments hold
for φ1, φ2.
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result is distribution-free , and the following distributions
are introduced for the presentation of the results.

Specifically, let Dx̃n denote the distribution from which
the feature x̃n of node n is drawn. For example, when
the noise level is low, Dx̃n can be a distribution centered
at the observed feature of node n with a small variance.
Similarly, let Dyn denote the distribution from which the
label yn at node n is drawn. Let eg be uniformly selected
from {ei}Ni=1 ∈ RN . Let D denote the concatenation of
these distributions of a data point

z = (eg,X, y) ∈ RN × RN×d × Y. (15)

Then the given feature matrix X and partial labels in Ω
can be viewed as |Ω| identically distributed but correlated
samples from D. The correlation results from the fact that
the label of node i depends on not only the feature of node
i but also neighboring features. This model of correlated
samples is different from the conventional assumption of
i.i.d. samples in supervised learning and makes our analyses
more involved.

Let

OPTA∗ = min
W∗1 , W∗2 ,

V ∗1 , V ∗2 , C∗

E(eg,X,y)∼DL(F ∗A∗(eg,X), y)

(16)
be the smallest population risk achieved by the best target
function (over the choices ofW ∗

1,W ∗
2, V ∗1, V ∗2,C∗) in the

concept class F ∗A∗ in (12). OPTA∗ measures the average
loss of predicting the unknown labels if the estimates are
computed using the best target function in (12). Clearly,
OPTA∗ decreases as the size of the concept increases, i.e.,
when p1 and p2 increase. Moreover, if A∗ indeed models
the node correlations accurately, OPTA∗ can be very small,
indicating a desired generalization performance. We next
show that the population risk of the learned GCN model by
our method can be arbitrarily close to OPTA∗ .
Theorem 3.1. For every γ ∈ (0, 1

4 ], every ε0 ∈ (0, 1
100 ],

every ε ∈ (0, (Kp1p
2
2Cs(Φ, p2Cs(φ,O(1)))Cs(φ,O(1))

· ‖A∗‖2∞)−1ε0), as long as

m1 = m2 = m

≥poly
(
Cε
(
Φ, Cε(φ,O(1))

)
, p2, ‖A∗‖∞,

1

ε

) (17)

|Ω| ≥Θ(ε−2
0 ‖A

∗‖8∞K6(1 + p4
1p

5
2Cε(Φ,

√
p2Cε(φ,O(1)))

· Cε(φ,O(1))(‖A∗‖∞ + 1)4)(1 + δ)4 logN logm),
(18)

(8) and (10) hold, there is a choice η =
1/poly(‖A∗‖∞,K,m) and T = poly(‖A∗‖∞,K,m)
such that with probability at least 0.99 ,

E(eg,X,y)∈DL(FA∗(eg,X;W (out),V (out)), y)

≤(1 + γ)OPTA∗ + ε0,
(19)

whereA∗ is the effective adjacency matrix in (12).

Theorem 3.1 shows that the required sample complexity
is polynomial in ‖A∗‖ and δ, where δ is the maximum
node degree without self-connections inA. Note that con-
dition (8) implies that ‖A∗‖∞ is O(1). Then as long as δ is
O(Nα) for some small α in (0, 1), say α = 1/5, then one
can accurately infer the unknown labels from a small per-
centage of labeled nodes. Moreover, our sample complexity
is sufficient but not necessary. It is possible to achieve a de-
sirable generalization performance if the number of labeled
nodes is less than the bound in (18).

Graph topology sampling affects the generalization perfor-
mance through A∗. From the discussion in Section 3.2,
graph sampling reduces the node correlation in A∗, espe-
cially for dominating nodes. The generalization perfor-
mance does not degrade when OPTA∗ is small, i.e., the
resulting A∗ is sufficient to characterize the node correla-
tion in a given dataset. That explains the empirical success
of graph sampling in many datasets.

4. Numerical Results
To unveil how our theoretical results are aligned with GCN’s
generalization performance in experiments, we will focus
on numerical evaluations on synthetic data where we can
control target functions and compare withA∗ explicitly. We
also evaluate both our graph sampling method and FastGCN
(Chen et al., 2018a) to validate that insights for our graph
sampling method also apply to FastGCN.

We generate a graph G with N = 2000 nodes. G has two
degree groups. Group 1 has N1 nodes, and every node
degree approximately equals d1. Group 2 has N2 nodes,
and every node degree approximately equals d2. The edges
between nodes are randomly selected. A is the normalized
adjacency matrix of G.

The node labels are generated by the target function

y = (sin(ÂXW ∗)� tanh(ÂXW ∗))C∗, (20)

where Â ∈ RN×N , X ∈ RN×d, W ∗ ∈ Rd×p and C∗ ∈
Rp×K . The feature dimension d = 10. p = 10, and K = 2.
X ,W ∗ and C∗ are all randomly generated with each entry
i.i.d. from N (0, 1).

We consider a regression task with the `2-regression loss
function. A three-layer GCN as defined in (4) with m neu-
rons in each hidden layer is trained on a randomly selected
set Ω of labeled nodes. The rest N − |Ω| labels are used
for testing. The learning rate η = 10−3. The mini-batch
size is 5, and the dropout rate as 0.4. The total number of
iterations is TTw = 4|Ω|. Our graph topology sampling
method samples S1 = 0.9N1 and S2 = 0.9N2 nodes for
both groups in each iteration.
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4.1. Sample Complexity and Neural Network Width
with respect to ‖A∗‖∞

We fix N1 = 100, N2 = 1900 and vary A by changing
node degrees d1 and d2. In the graph topology sampling
method, p∗1 = 0.7 and p∗2 = 0.3. For every fixed A, the
effective adjacency matrix A∗ is computed based on (6)
using p∗1 and p∗2. Synthetic labels are generated based on
(20) usingA∗ as Â.

Figure 1 shows the testing error decreases as the number of
labeled nodes |Ω| increases, when the number of neurons
per layer m is fixed as 500. Moreover, as ‖A∗‖∞ increases,
the required number of labeled nodes increases to achieve
the same level of testing error. This verifies our sample
complexity bound in (18).

Figure 2 shows the testing error decreases as m increases
when |Ω| is fixed as 1500. Moreover, as ‖A∗‖∞ increases,
a larger m is needed to achieve the same level of testing
error. This verifies our bound on the number of neurons in
(17).

Figure 1. The testing error when |Ω| and ‖A∗‖∞ change. m =
500

Figure 2. The testing error when m and ‖A∗‖∞ change. |Ω| =
1500.

4.2. Graph Sampling AffectsA∗

Here we fixA and the graph sampling strategy, and evaluate
the prediction performance on datasets generated by (20)
using different Â. We generate Â from Â = AP̂ , where
P̂ is a diagonal matrix with P̂ ii = p̂1 for nodes i in group 1
and P̂ ii = p̂2 for nodes i in group 2. We vary p̂1 and p̂2 to

generate three different datasets from (20). We consider both
our graph sampling method in Section 3.2 and FastGCN
(Chen et al., 2018a).

In Figure 3, N1 = 100 and N2 = 1900. d1 = 10 and
d2 = 1. Figure 3(a) shows the testing performance of a
learned GCN by Algorithm 1, where p∗1 = 0.9 and p∗2 = 0.1.
the method indeed performs the best on Dataset 1 when Â
is generated using p̂1 = 0.9 and p̂2 = 0.1, in which case
A∗ = Â. This verifies our theoretical result that graph
sampling affectsA∗ in the target functions, i.e., it achieves
the best performance if A∗ is the same as Â in the target
function.

(a) (b)

Figure 3. Generalization performance of learned GCNs on datasets
generated from different Â by (a) our graph sampling strategy and
(b) FastGCN. A is very unbalanced.

Fig. 3 (b) shows the performance on the same three datasets
where in each iteration of Algorithm 1, the graph sampling
strategy is replaced with FastGCN (Chen et al., 2018a). The
method also performs the best in Dataset 1 when A∗ is
generated using p̂1 = 0.9 and p̂2 = 0.1. The reason is
that the graph topology is highly unbalanced in the sense
that
√
d2N2 �

√
d1N1, which means group 2 has a much

higher impact on other nodes in group 1 in A. The graph
sampling reduces the impact of group 2 nodes more signifi-
cantly than group 1 nodes, as discussed in Section 3.2.

To further illustrate this, in Figure 4 we change the graph
topology by setting N1 = 1000 and N2 = 1000, and all the
other settings remain the same. In this case, the graph is
balanced because

√
d2N2 and

√
d1N1 are in the same order.

We generate different datasets using the new A following
the same method and evaluate the performance of both
our graph sampling method and FastGCN. Both methods
perform the best in Dataset 3 when Â is generated using
p̂1 = 0.5 and p̂2 = 0.5. That is because on a balanced
graph, graph sampling reduces the impact of both groups
equally.
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(a) (b)

Figure 4. Generalization performance of learned GCNs on datasets
generated from different A∗ by (a) our graph sampling strategy
and (b) FastGCN. A is balanced.

5. Conclusion
This paper provides a new theoretical framework for ex-
plaining the empirical success of graph sampling in training
GCNs. It quantifies the impact of graph sampling explic-
itly through the effective adjacency matrix and provides
generalization and sample complexity analyses. One fu-
ture direction is to develop active graph sampling strategies
based on the presented insights and analyze its generaliza-
tion performance. Other potential extension includes the
construction of statistical-model-based characterization of
A∗ and fitness to real-world data, and the generalization
analysis of deep GCNs, graph auto-encoders, and jumping
knowledge networks.
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A. Preliminaries
Lemma A.1. ‖ãnX‖ ≤ ‖A‖∞.

Proof:

‖ãnX‖ = ‖
N∑
k=1

an,kx̃k‖

= ‖
N∑
k=1

an,k∑N
k=1 an,k

x̃k‖ ·
N∑
k=1

an,k

≤
N∑
k=1

an,k∑N
k=1 an,k

‖x̃k‖ · ‖A‖∞

= ‖A‖∞

(21)

where the second to last step is by the convexity of ‖ · ‖.
Lemma A.2. Given a graph G with L(≥ 1) groups of nodes, where the group i with node degree di is denoted as Ni.
Suppose that in iteration t,At (or any ofAt(1),At(2),At(3) in the general setting) is generated from the sampling strategy
in Section 3.2, if the number of sampled nodes satisfies li ≥ |Ni|/(1 + c1poly(ε)

Lp∗iΨi
), we have

‖At −A∗‖∞ ≤ poly(ε) (22)

Proof:
From Section 3.2, we can rewrite that

ãtn =

{
|Nk|
lk
p∗kAn,j , if the nodes n, j are connected and j is selected and j ∈ Nk

0, else
(23)

ã∗n =

{
p∗kAn,j , if the nodes n, j are connected and j ∈ Nk
0, else

(24)

LetA∗ = (ã∗
>
1 , ã

∗>
2 , · · · , ã∗n)>. Since that we need that

∑N
j=1A

∗
n,j ≤ O(1), we require

p∗i
∑
j∈Ni

An,j ≤ O(1/L), holds for any i ∈ [L], n ∈ [N ] (25)

We first roughly compute the ratio of edges that one node is connected to the nodes in another group. For the node
with degree deg(i), it has deg(i) − 1 open edges except the self-connection. Hence, the group with degree deg(j) has
(deg(j)− 1)|Nj | open edges except self-connections in total. Therefore, the ratio of the edges connected to the group j to
all groups is

(deg(j)− 1)|Nj |∑L
l=1(deg(l)− 1)|Nl|

≈ dj |Nj |∑L
l=1 dl|Nl|

(26)

Define

Ψ(n, i) =

√
dn
di
· di|Ni|∑L

l=1 dl|Nl|
(27)

Then, as long as

p∗i
∑
j∈|Ni|

An,j ≈ p∗i
1√
didn

· di|Ni|∑L
l=1 dl|Nl|

dn . p∗iΨ(n, i) ≤ O(1/L) (28)

i.e.,

p∗i ≤
c1

L ·maxn∈[L]{Ψ(n, i)}
=

c1
L ·Ψ(L, i)

=
c1
L

√
di
dL

∑L
l=1 dl|Nl|
di|Ni|

(29)
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for some constant c1 > 0, we can obtain that ‖A∗‖∞ ≤ O(1). Since that∑
j∈Sk

An,j ≈
1√
didn

· di|Ni|∑L
l=1 dl|Nl|

dn
lk
|Nk|

≈
∑
j∈Nk

An,j
lk
|Nk|

(30)

∑
j /∈Sk

An,j ≈
1√
didn

· di|Ni|∑L
l=1 dl|Nl|

dn(1− lk
|Nk|

) ≈
∑
j∈Nk

An,j(1−
lk
|Nk|

), (31)

the difference between ãtn and ã∗n can then be derived as

‖ãtn − ã∗n‖1

=
∣∣∣ L∑
k=1

∑
j∈Sk

An,jp
∗
k(
|Nk|
lk
− 1) +

L∑
k=1

∑
j /∈Sk

An,jp
∗
k

∣∣∣
.

L∑
k=1

(p∗k(
|Nk|
lk
− 1)

lk
|Nk|

∑
j∈Nk

An,j + (1− lk
|Nk|

)p∗k
∑
j∈Nk

An,j)

.poly(ε)

L∑
k=1

1

LΨ(L, k)

∑
j∈Nk

An,j

:=poly(ε)Γ(A∗)

(32)

where the first inequality is by (30, 31) and the second inequality holds as long as li ≥ |Ni|/(1 + c1poly(ε)
Lp∗iΨ(L,i) ). Combining

(41), we have
L∑
i=1

p∗i
∑
j∈Ni

An,j .
L∑
i=1

1

LΨ(L, i)

∑
j∈Ni

An,j = Γ(A∗) ≤ O(1) (33)

Hence, (32) can be bounded by poly(ε).

A.1. Symmetric graph sampling method

We provide and discuss a symmetric graph sampling method in this section. The insights behind this version of sampling
strategy is the same as in Section 3.2.

Similar to the asymmetric construction in Section 3.2, we consider a group-wise uniform sampling strategy, where Sl nodes
are sampled uniformly from Nl nodes. For all unsampled nodes, we set the corresponding diagonal entries of a diagonal
matrix P s to be zero. If node i is sampled in this iteration and belongs to group l for any i and l, the ith diagonal entry of
P s is set as

√
p∗lNl/Sl for some non-negative constant p∗l . ThenAs = P sAP s.

Based on this symmetric graph sampling method, we define the effective adjacency matrix as

A∗ = P ∗AP ∗, (34)

where P ∗ is a diagonal matrix defined as

P ∗ii =
√
p∗l if node i belongs to degree group l (35)

The scaling factor p∗l should satisfy
0 ≤ p∗l ≤

c2
L2ψ2

l

, ∀l (36)

for a positive constant c2 that can be sufficiently large. ψl is defined in (9). The number of sampled nodes shall satisfy

Sl
Nl
≥ (1 +

c2poly(ε)

L
√
p∗l ψl

)−2 ∀l ∈ [L] (37)

where ε is a small positive value.
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Lemma A.3. Given a graph G with L(≥ 1) groups of nodes, where the group i with node degree di is denoted as Ni.
SupposeAt (or any ofAt(1),At(2),At(3) in the general setting) is generated from the sampling strategy in Section A.1, if
the number of sampled nodes satisfies li ≥ |Ni|/(1 + c2poly(ε)

Lp∗iΨi
), then we have

‖At −A∗‖∞ ≤ poly(ε) (38)

Proof:

From Section A.1, we can rewrite that

ãtn =

{√
|Nk||Nu|
lklu

p∗kp
∗
uAn,j , if the nodes n, j are connected and j is selected and n ∈ Nu, j ∈ Nk

0, else
(39)

ã∗n =

{√
p∗kp
∗
uAn,j , if the nodes n, j are connected and n ∈ Nu, j ∈ Nk

0, else
(40)

ThenA∗ = (ã∗
>
1 , ã

∗>
2 , · · · , ã∗n)>. Then, for n ∈ Nu, as long as

∑
j∈|Ni|

√
p∗i p
∗
uAn,j ≈

√
p∗up
∗
i

1√
didn

· di|Ni|∑L
l=1 dl|Nl|

dn .
√
p∗up
∗
iΨ(n, i) ≤

√
p∗iΨ(n, i) ≤ O(1/L) (41)

i.e., √
p∗i ≤

c2
L ·maxn∈[L]{Ψ(n, i)}

=
c1

L ·Ψ(L, i)
=
c2
L

√
di
dL

∑L
l=1 dl|Nl|
di|Ni|

(42)

for some constant c2 > 0, we can obtain that ‖A∗‖∞ ≤ O(1).

The difference between ãtn and ã∗n can then be derived as

‖ãtn − ã∗n‖1

=
∣∣∣ L∑
k=1

∑
j∈Sk

An,j
√
p∗up
∗
k(

√
|Nk||Nu|
lklu

− 1) +

L∑
k=1

∑
j /∈Sk

An,j
√
p∗up
∗
k

∣∣∣
≈
∣∣∣ L∑
k=1

∑
j∈Nk

An,j
√
p∗up
∗
k(

√
|Nk||Nu|
lklu

− 1)
lk
|Nk|

+

L∑
k=1

∑
j∈Nk

An,j
√
p∗up
∗
k(1− lk

|Nk|
)
∣∣∣

.poly(ε)

(43)

as long as li ≥ |Ni|/(1 + c2poly(ε)

L
√
p∗iΨ(L,i)

)2.

B. Node classification for three layers
In the whole proof, we consider a more general target function compared to (12). We write F ∗ : RN × RN×d → RK :

F ∗A∗ = (f∗1 , f
∗
2 , · · · , f∗K),

f∗r (eg,X) = e>g
∑
k∈[p1]

c∗k,rΦ
(
A∗

∑
j∈[p2]

v∗1,k,jφ1,j(A
∗Xw∗1,j)

)
�
(
A∗

∑
l∈[p2]

v∗2,k,lφ2,l(A
∗Xw∗2,l)

)
, ∀r ∈ [K], (44)

where each φ1,j , φ2,j , Φi: R→ R is infinite-order smooth.
Table 2 shows some important notations used in our theorem and algorithm. Table 3 gives the full parameter choices for the
three-layer GCN. ploy(log(m1m2)) in the following analysis.
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Table 2. Summary of notations
G = {V, E} G is an un-directed graph consisting of a set of nodes V and a set of edges E .
N The total number of nodes in a graph.
A = D−

1
2 ÃD−

1
2 A ∈ RN×N is the normalized adjacency matrix computed by the degree matrixD and the

initial adjacency matrix Ã.
A∗ The effective adjacency matrix.
At The sampled adjacency matrix using our sampling strategy in Section 3.2 at the t-th iteration.
eg ,X yn eg belongs to {ei}Ni=1 and selects the index of the node label. X ∈ RN×d is the feature matrix. yn

is the label of the n-th node.
m1, m2 m1, m2 are the number of neurons in the first and second hidden layer, respectively.
W , V ,B1,B2 X ∈ RN×d is the data matrix. W , V are the weight matrices of the first and second hidden layer,

respectively. B1,B2 are the corresponding bias matrices.
W (0), V (0) W (0) and V (0) are random initializations ofW and V , respectively.
W ρ, V ρ W ρ and V ρ are two random matrices used for Gaussian smoothing.
Σ The Dropout technique.
Ω, Ωt Ω is the set of labeled nodes and Ωt is the batch of labeled nodes at the t-th iteration.
T , Tw, η, λt In Algorithm 1, T is the number of outer iterations for the weight decay step, while Tw is the

number of inner iterations for the SGD steps. η is the step size and λt is the weight decay coefficient
at the t-th iteration.

L, dl, Sl, Nl L is the number of node groups in a graph. dl is the order-wise degree in the l-th group. Nl is the
number of nodes in group l.

Sl The number of nodes we sample in group l.

Table 3. Full parameter choices for three-layer GCN

τ ′v m
1/2−0.005
1 /(

√
ε0m

1/2
2 )

τ ′w C0/(ε
1/4
0 m

3/4−0.005
1 )

τv m
1/2−0.001
1 /m

1/2
2 � τ ′v

τw 1/m
3/4−0.01
1 � τ ′w

λv 2/(τ ′v)
2

λw 2/(τ ′w)4

σv 1/m
1/2+0.01
2

σw σw = 1/m1−0.01
1

C Cε(φ, ‖A‖∞)
√
‖A‖2∞ + 1

C ′ 10C
√
p2

C ′′ Cε(Φ, C ′)
√
‖A‖2∞ + 1

C0 Õ(p2
1p2K

2CC ′′)
εc 1

B.1. Lemmas

B.1.1. FUNCTION APPROXIMATION

To show that the target function can be learnt by the learner network with the Relu function, a good approach is to firstly
find a function h(·) such that the φ functions in the target function can be approximated by h(·) with an indicator function.
In this section, Lemma B.1 provides the existence of such h(·) function. Lemma B.2 and B.3 are two supporting lemmas to
prove Lemma B.1.

Lemma B.1. For every smooth function φ, every ε ∈ (0, 1
C(φ,a)

√
a2+1

), there exists a function h : R2 →
[−Cε(φ, a)

√
a2 + 1, Cε(φ, a)

√
a2 + 1] that is also Cε(φ, a)

√
a2 + 1-Lipschitz continuous on its first coordinate with the

following two (equivalent) properties:
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(a) For every x1 ∈ [−a, a] where a > 0:∣∣∣E[1
α1x1+β1

√
a2−x2

1+b0≥0
h(α1, b0)

]
− φ(x1)

∣∣∣ ≤ ε
where α1, β1, b0 ∼ N (0, 1) are independent random variables.
(b) For every w∗,x ∈ Rd with ‖w∗‖2 = 1 and ‖x‖ ≤ a:∣∣∣E[1wX+b0≥0h(w>w∗, b0)

]
− φ(w∗>x)

∣∣∣ ≤ ε
where w ∼ N (0, I) is an d-dimensional Gaussian, b0 ∼ N (0, 1).
Furthermore, we have Eα1,b0∼N (0,1)[h(α1, b0)2] ≤ (Cs(φ, a))2(a2 + 1).
(c) For every w∗,x ∈ Rd with ‖w∗‖2 = 1, let w̃ = (w, b0) ∈ Rd+1, x̃ = (x, 1) ∈ Rd+1 with ‖x̃‖ ≤

√
a2 + 1, then we

have ∣∣∣E[1w̃>x̃≥0h(w̃[1 : d]
>
w∗, w̃[d+ 1])

]
− φ(w∗>x̃[1 : d])

∣∣∣ ≤ ε
where w̃ ∼ N (0, Id+1) is an d-dimensional Gaussian.
We also have Ew̃∈N (0,Id+1)[h(w̃[1 : d]

>
w∗, w̃[d+ 1])2] ≤ (Cs(φ, a))2(a2 + 1).

Proof:
Firstly, since we can assume w∗ = (1, 0, · · · , 0) without loss of generality by rotating x and w, it can be derived that x, w,
w∗ are equivalent to that they are two-dimensional. Therefore, proving Lemma B.1b suffices in showing Lemma B.1a.
Letw0 = (α, β), x = (x1,

√
t2 − x2

1) where α and β are independent. Following the idea of Lemma 6.3 in (Allen-Zhu et al.,
2019), we use another randomness as an alternative, i.e., we write x⊥ = (

√
t2 − x2

1,−x1), w0 = αx
t + β x⊥

t ∼ N (0, I).

Then w0X = tα. Let α1 = w01 = αx1

t + β

√
1− x2

1

t2 , where α, β ∼ N (0, 1). Hence, α1 ∼ N (0, 1).
We first use Lemma B.2 to fit φ(x1). By Taylor expansion, we have

φ(x1) = c0 +

∞∑
i=1, odd i

cix
i
1 +

∞∑
i=2, even i

cix
i
1

= c0 +

∞∑
i=1

c′iEα,β∼N (0,1)[hi(α1)1[qi(b0)]1[w0X + b0 ≥ 0]]

(45)

where hi(·) is the Hermite polynomial defined in Definition A.5 in (Allen-Zhu et al., 2019), and

c′i =
ci
p′i
, |c′i| ≤

200i2|ci|
(i− 1)!!

√
t2 + 1

t1−i
and qi(b0) =

{
|b0| ≤ t/(2i), i is odd
0 < −b0 ≤ t/(2i), i is even

(46)

Let Bi = 100i
1
2 + 10

√
log( 1

ε

√
t2+1
t1−i ). Define ĥi(α1) = hi(α1) · 1[|α1| ≤ Bi] + hi(sign(α1)Bi) · 1[|α1| > Bi] as the

truncated version of the Hermite polynomial. Then we have

φ(x1) = c0 +R(x1) +

∞∑
i=1

c′iEα,β∼N (0,1)[ĥi(α1)1[qi(b0)]1[w0X + b0 ≥ 0]],

where

R(x1) =

∞∑
i=1

c′iEα,β∼N (0,1)

[(
hi(α1) · 1[|α1| > Bi]− hi(sign(α1)Bi · 1[|α| > Bi])

)
1[qi(b0)]1[w0X + b0 ≥ 0]

]
Define

h(α1, b0) = c0 +

∞∑
i=1

c′i · ĥi(α1) · 1[qi(b0)]
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Then by Lemma B.3, we have

|Eα,β,b0∼N (0,1)[1[w0X + b0 ≥ 0] · h(α1, b0)− φ(x1)| ≤ |R(x1)| ≤ ε

4

We also have

Eα1,b0∼N (0,1)[h(α1, b0)2] ≤ (ε2 + c20) +O(1) ·
∞∑
i=1

i! · |ci|2i3

((i− 1)!!)2
· (
√
t2 + 1

t1−i
)2

≤ (ε2 + c20) +

∞∑
i=1

i3.5 · |ci|2 · (
√
t2 + 1

t1−i
)2

≤ (ε2 + c20) +
( ∞∑
i=0

(i+ 1)1.75 · |ci| · ti
√
t2 + 1

)2

≤ Cs(φ, t)2(t2 + 1)

(47)

Lemma B.2. Denote hi(x) as the degree-i Hermite polynomial as in Definition A.5 in (Allen-Zhu et al., 2019). For every
integer i ≥ 1, there exists constant p′i with |p′i| ≥ t1−i√

t2+1

(i−1)!!
100i2 such that

for even i : xi1 =
1

p′i
Ew0∼N (0,I),b0∼N (0,1)[hi(α1)1[α ≥ −b0

t
]1[0 < −b0 ≤

t

2i
]] (48)

for odd i : xi1 =
1

p′i
Ew0∼N (0,I),b0∼N (0,1)[h(α1)1[α ≥ −b0

t
]1[|b0| ≤

t

2i
]] (49)

for ‖x‖ ≤ t.

Proof:
For even i, by Lemma A.6 in (Allen-Zhu et al., 2019), we have

Ew0∼N (0,I),b0∼N (0,1)[hi(α1)1[α ≥ −b0
t

]1[0 < −b0 ≤
t

2i
]] = Eb0∼N (0,1)[pi · 1[0 < −b0 ≤

t

2i
]] · x

i
1

ti

, where

pi = (i− 1)!!
exp(−b20/(2t2))√

2π

i−1∑
r=1,r odd

(−1)
i−1−r

2

r!!

(
i/2− 1

(r − 1)/2

)
(−b0/t)r

Define cr = (−1)
i−1−r

2

r!!

(
i/2−1

(r−1)/2

)
. Then sign(cr) = −sign(cr+2). We can derive∣∣∣ cr(−b0/t)r

cr−2(−b0/t)r−2

∣∣∣ =
∣∣∣(b0
t

)2 i+ 1− r
r(r − 1)

∣∣∣ ≤ 1

4i
≤ 1

4

Therefore, ∣∣∣ i−1∑
r=1,r odd

cr(−b0/t)r
∣∣∣ ≥ 3

4
|b0/t|

|Eb0∼N (0,1)[pi · 1[0 ≤ −b0/t ≤ 1/(2i)]]| · t−i

≥|Eb0∼N (0,1)[(i− 1)!!
exp(−b20/2t2)√

2π
· 3

4
|b0/t| · 1[0 ≤ −b0/t ≤ 1/(2i)]]| · t−i

=t−i ·
∫ 0

− t
2i

(i− 1)!!
exp(− b

2
0

2 (1 + 1
t2 ))

2π
· 3

4
(−b0

t
)db0

=t−i · t

t2 + 1
exp(−b

2
0

2
(1 +

1

t2
))(i− 1)!!

3

8π

∣∣∣0
− t

2i

=t−i
t

t2 + 1
(i− 1)!!

3

8π

(
1− exp(− t

2 + 1

8i2
)
)

≥t1−i (i− 1)!!

100i2

(50)
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For odd i, similarly by Lemma A.6 in (Allen-Zhu et al., 2019), we can obtain

Ew0∼N (0,I),b0∼N (0,1)[h(α1)1[α ≥ −b0
t

]1[|b0| ≤
t

2i
]] = Eb0∼N (0,1)[pi · 1[|b0| ≤

t

2i
]] · x

i
1

ti

, where

pi = (i− 1)!!
exp(−b20/(2t2))√

2π

i−1∑
r=1,r even

(−1)
i−1−r

2

r!!

(
i/2− 1

(r − 1)/2

)
(−b0/t)r

Then we also have ∣∣∣ cr(−b0/t)r

cr−2(−b0/t)r−2

∣∣∣ =
∣∣∣(b0
t

)2 i+ 1− r
r(r − 1)

∣∣∣ ≤ 1

4i
≤ 1

4

Therefore, ∣∣∣ i−1∑
r=1,r odd

cr(−b0/t)r
∣∣∣ ≥ 3

4
|c0| =

3

4

( i2 − 1)!

π( 1
2 ·

3
2 · · ·

i−1
2 )
≥ 3

4

1

π i−1
2

≥ 3

2πi

|Eb0∼N (0,1)[pi · 1[|b0|/t ≤ 1/(2i)]]| · t−i

≥t−i · |Eb0∼N (0,1)[(i− 1)!!
exp(−b20/2t2)√

2π
· 3

2πi
· 1[|b0|/t ≤ 1/(2i)]]|

=t−i ·
∫ t

2i

− t
2i

(i− 1)!!
exp(− b

2
0

2 (1 + 1
t2 ))

2π
· 3

2πi
db0

=t−i · (i− 1)!!
3

4π2i
· t√

t2 + 1
·
√

2π ·
(

2Φ(

√
t2 + 1

2i
)− 1

)
=t−i · (i− 1)!!

3

4π2i
· t√

t2 + 1
·
√

2π ·
2Φ(

√
t2+1
2 )− 1

i

≥ t1−i√
t2 + 1

(i− 1)!!

100i2

(51)

Lemma B.3. For Bi = 100i1/2 + 10
√

log(ti−1
√
t2 + 1/ε2i ) where ε2i = ti−1

√
t2 + 1ε2, we have

1.
∑∞
i=1 |c′i| · |Ex∼N (0,1)[|hi(x)| · 1[|x| ≥ b]]| ≤ ε

8

√
t2 + 1

2.
∑∞
i=1 |c′i| · |Ex∼N (0,1)[|hi(b)| · 1[|x| ≥ b]]| ≤ ε

8

√
t2 + 1

3.
∑∞
i=1 |c′i|Ez∈N (0,1)[|hi(z)|1[|z| ≤ Bi]] ≤ Cε(φ, t)

√
t2 + 1

4.
∑∞
i=1 |c′i|Ez∈N (0,1)[| ddzhi(z)|1[|z| ≤ Bi]] ≤ Cε(φ, t)

√
t2 + 1

Proof:
By the definition of Hermite polynomial in Definition A.5 in (Allen-Zhu et al., 2019), we have

hi(x) ≤
bi/2c∑
j=1

|x|i−2ji2j

j!

Combining (46), we can obtain

|c′ihi(x)| ≤ O(1)|ci|
√
t2 + 1

t1−i
i4

i!!

bi/2c∑
j=1

|x|i−2ji2j

j!
(52)
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(1) Let b = 100i
1
2 θi and θi = 1 +

√
log( 1

ε2
i

√
t2+1

t1−i
)

10
√
i

for ε2i =
√
t2+1
t1−i ε

2 where i ≥ 1, then we have

(θi · e−102θ2
i )i =

((
1 +

√
log( 1

ε2i

√
t2+1
t1−i )

10
√
i

)
· e−102

e
−2·102

√√√√log( 1
ε2
i

√
t2+1

t2−i
)

10
√
i · e−102

log( 1
ε2
i

√
t2+1

t2−i
)

100i

)i

=ε2i
t1−i√
t2 + 1

· e−102i · (1 +

√
log( 1

ε2i

√
t2+1
t1−i )

10
√
i

)e
−2·102

√√√√log( 1
ε2
i

√
t2+1

t1−i
)

10
√
i

≤ ε2i
100000i

t1−i√
t2 + 1

(53)

where the second step comes from that (1 + s) · e−2·104·s ≤ 1 for any s > 0. Combining the equation C.6, C.7 in (Allen-Zhu
et al., 2019) and (53), we can derive

∞∑
i=1

|c′i| · Ex∼N (0,1)[|hi(z)| · 1[|x| ≥ b]]

≤
∞∑
i=1

O(1)|ci|
√
t2 + 1

t1−i
i4

i!!
· i i2 · 1200i · (θi · e−102θ2

i )i

≤ ε
8

√
t2 + 1

(54)

for any ε > 0 and t ≤ O(1).
(b) Similarly, following (53) and (54), we have

∞∑
i=1

|c′i| · |Ex∼N (0,1)[|hi(b)| · 1[|x| ≥ b]]| ≤
∞∑
i=1

O(1)

√
t2 + 1

t1−i
|ci|

i4

i!!
· e− b

2

2 (3b)i ≤ ε

8

√
t2 + 1

(c) Similar to (52),

∞∑
i=1

|c′i|Ez∈N (0,1)[|hi(z)|1[|z| ≤ Bi]] ≤ O(1)

∞∑
i=1

|ci|
i4

i!!

bi/2c∑
j=0

Bi−2j
i i2j

j!
ti−1

√
t2 + 1

≤
∞∑
i=1

|ci|(O(1)θi)
iti−1

√
t2 + 1

≤ Cε(φ, t)
√
t2 + 1,

(55)

where the step follows from Claim C.2 (c) in (Allen-Zhu et al., 2019).
(d) Since we have

| d
dx
hi(x)| ≤

bi/2c∑
j=0

|x|i−2ji2j (56)

by Definition A.5 in (Allen-Zhu et al., 2019), we can derive
∞∑
i=1

|c′i|Ez∈N (0,1)[|
d

dz
hi(z)|1[|z| ≤ Bi]] ≤ Cε(φ, t)

√
t2 + 1 (57)

B.1.2. EXISTENCE OF A GOOD PSEUDO NETWORK

We hope to find some good pseudo network that can approximate the target network. In such a pseudo network, the activation
1x≥0 is replaced by 1x(0)≥0 where x(0) is the value at the random initialization. We can define a pseudo network without
bias as

g(0)
r (q,A,W ,V ,B) =

N∑
n=1

q>an
∑
i∈[m2]

ci,r1rn,i+B2(n,i)≥0

N∑
j=1

an,j
∑
l∈[m1]

vi,l1ajXwl+B1(j,l)
ajXwl (58)
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Lemma B.4 shows the target function can be approximated by the pseudo network with some parameters. Lemma B.5 to
B.8 provides how the existence of such a pseudo network is developed step by step.
Lemma B.4. For every ε ∈ (0, 1

K‖q‖1p1p2
2Cs(Φ,p2Cs(φ,‖A‖∞))Cs(φ,‖A‖∞)

√
‖A‖2∞+1

), there exists

M = poly(Cε(Φ,
√
p2Cε(φ, ‖A‖∞)

√
‖A‖2∞ + 1), 1/ε)

C = Cε(φ, ‖A‖∞)
√
‖A‖2∞ + 1 (59)

C ′ = 10C
√
p2 (60)

C ′′ = Cε(Φ, C ′)
√
‖A‖2∞ + 1 (61)

C0 = Õ(p2
1p2K

2CC ′′) (62)

such that with high probability, there exists Ŵ , V̂ with m1,m2 ≥M ,

‖Ŵ ‖2,∞ ≤
C0

m1
, ‖V̂ ‖2,∞ ≤

√
m1

m2

such that

E(X,y)∈D

[ K∑
r=1

|f∗r (q,A,X)− g(0)
r (q,A,X, Ŵ .V̂ )|

]
≤ ε

E(X,y)∈D[|L(G(0)(q,A,X, Ŵ , V̂ ))|] ≤ OPT + ε

Proof:
For each φ2,j , we can construct hφ,j : R2 → [−C,C] where C = Cε(φ, ‖A‖∞)

√
‖A‖2∞ + 1 using Lemma B.1 satisfying

E[hφ,j(w
∗
2,j
>w

(0)
i , B

(0)
1(n,i))1ãnXw

(0)
i +B1(n,i)≥0

] = φ2,j(ãnXw2,j)± ε (63)

for i ∈ [m1]. Consider any arbitrary b ∈ Rm1 with vi ∈ {−1, 1}. Define

Ŵ =
(C0C

′′/C)
1
2

ε2cm1
(vi

∑
j∈[p2]

v∗2,jhφ,j(w
∗
2,j
>w

(0)
i , B

(0)
1(i))ed)i∈[m1] (64)

V̂ = (C0C
′′/C)−

1
2

∑
k∈[p1]

c∗k
m2

(vh(
√
m2

∑
j∈[p2]

v∗1,jαi,j , B
(0)
2(i))

K∑
r=1

ci,r)i∈[m2] (65)

Then,

g(0)
r (q,A, Ŵ , V̂ ,B)

=

N∑
n=1

q>an
∑
i∈[m1]

ci,r1rn,i+B2(n,i)≥0

∑
i′∈[m2]

N∑
j=1

an,j1ajXw
(0)
i +B1(j,i)≥0

ajXŴ iV̂i,i′

=
∑
k∈[p1]

c∗k
m2ε2c

N∑
n=1

q>an
∑
i∈[m1]

c2i,r1rn,i+B2(n,i)≥0h(
√
m2

∑
j∈[p2]

v∗1,jαi,j , B
(0)
2(i))

N∑
j=1

an,j
∑
l∈[p2]

v∗2,lφ2,l(ajXw
∗
2,l)

=
∑
k∈[p1]

N∑
n=1

q>anc
∗
kΦ(

∑
j∈[p2]

v∗1,j

N∑
m=1

am,nφ1,j(amXw
∗
1,j))

N∑
j=1

an,j
∑
l∈[p2]

v∗2,lφ2,l(ajXw
∗
2,l)

±O(p1p
2
2Cs(Φ, p2Cs(φ, ‖A‖∞))Cs(φ, ‖A‖∞)

√
‖A‖2∞ + 1ε)

=

N∑
n=1

q>an
∑
k∈[p1]

c∗kΦ(ãn
∑
j∈[p2]

v∗1,jφ1,j(AXw
∗
1,j))ãn

∑
l∈[p2]

v∗2,lφ2,l(AXw
∗
2,l)

±O(‖q‖1p1p
2
2Cs(Φ, p2Cs(φ, ‖A‖∞))Cs(φ, ‖A‖∞)

√
‖A‖2∞ + 1ε)

(66)
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where the first step comes from definition of g(0), the second step is derived from (64) and (65) and the second to last step is
by Lemma B.8.

Lemma B.5. For every smooth function φ, every w∗ ∈ Rd with ‖w∗‖ = 1, for every ε ∈ (0, 1

Cs(φ,‖A‖∞)
√
‖A‖2∞+1

),

there exists real-valued functions ρ(v
(0)
1 ,W (0),B

(0)
1(n)), J(ãnX,v

(0)
1 ,W (0),B

(0)
1(n)), R(ãnX,v

(0)
1 ,W (0),B

(0)
1(n)) and

φε(ãnX) such that for everyX

rn,1(X) = ρ(v
(0)
1 ,W (0),B

(0)
1(n))

N∑
j=1

aj,nφε(ajXw
∗) + J(X,v

(0)
1 ,W (0),B

(0)
1(n)) +R(X,v

(0)
1 ,W (0),B

(0)
1(n))

Moreover, letting C = Cε(φ, ‖A‖∞)
√
‖A‖2∞ + 1 be the complexity of φ, and if v1,i ∼ N (0, 1

m2
) and w(0)

i,j ,B
(0)
1(n) ∼

N (0, 1
m1

) are at random initialization, then we have

1. for every fixed ãnX , ρ(v
(0)
1 ,W (0),B

(0)
1(n)) is independent of J(ãnX,v

(0)
1 ,W (0),B

(0)
1(n)).

2. ρ(v
(0)
1 ,W (0),B

(0)
1(n)) ∼ N (0, 1

100C2m2
).

3. |φε(ãnXw∗i )− φ(ãnXw
∗
i )| ≤ ε

4. with high probability, |R(X,v
(0)
1 ,W (0),B

(0)
1(n))| ≤ Õ( ‖A‖∞√

m1m2
), |J(X,v

(0)
1 ,W (0),B

(0)
1(n))| ≤ Õ(‖A‖∞(1+‖A‖∞)√

m2
) and

E[J(X,v
(0)
1 ,W (0),B

(0)
1(n))] = 0.

With high probability, we also have
ρ̃(v

(0)
1 ) ∼ N (0,

τ

C2m2
)

W2(ρ|
W (0),B

(0)

1(n)

, ρ̃) ≤ Õ(
1

C
√
m2

)

Proof:
By Lemma B.1, we have

E
w

(0)
i ∼N (0, I

m1
),b1(n,i)∼N (0, 1

m1
)
[h(
√
m1w

(0)
i

>
w∗, b1(n,i))1[ãnXw

(0)
i + b1(n,i) ≥ 0]] =

φε(ãnXw
∗
i )

C

with
|φε(ãnXw∗)− φ(ãnXw

∗)| ≤ ε

and |h(
√
m1w

(0)
i

>
w∗, b1(n,i))| ∈ [0, 1]. Note that here the h function is rescaled by 1/C.

Then, applying Lemma A.4 of (Allen-Zhu et al., 2019), we define

Ii = I(h(
√
m1w

(0)
i

>
w∗, B1(n,i))) ⊂ [−2, 2]

S = {i ∈ [m1] :
√
m2v

(0)
1,i ∈ Ii}

si = s(h(
√
m1w

(0)
i

>
w∗, B1(n,i))),

√
m2v

(0)
1,i )

ui =

{
si√
|S|
, if i ∈ S

0, if s /∈ S

where ui, i ∈ [m1] is independent ofW (0). We can write

W (0) = αedu
> + β,

where α = u>e>dW
(0) ∼ N (0, 1/m1) and β ∈ Rd×m1 are two independent random variables given u. We know α is

independent of u. Since each i ∈ S with probability τ , we know with high probability,

|S| = Θ̃(τm1) (67)
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Since α =
∑
i∈S ui[e

>
dW

(0)]i and |ui[e>dW
(0)]i| ≤ Õ(1/

√
m1|S|), by (67) and the Wasserstein distance bound of central

limit theorem we know there exists g ∼ N (0, 1
m1

) such that

W2(α|
W (0),B

(0)

1(n)

, g) ≤ Õ(
1√
τm1

)

Then,

rn,1(X) =

N∑
j=1

aj,n

m1∑
i=1

v
(0)
i,1 σ(ajXw

(0)
1 +B

(0)
1(n,i))

=

N∑
j=1

aj,n
∑
i/∈S

v
(0)
i,1 σ(ajXw

(0)
1 +B

(0)
1(n,i)) +

N∑
j=1

aj,n
∑
i∈S

v
(0)
i,1 σ(ajXw

(0)
1 +B

(0)
1(n,i))

= J1 +

N∑
j=1

aj,n
∑
i∈S

v
(0)
i,1 σ(ajXw

(0)
1 +B

(0)
1(n,i))

(68)

rn,1(X)− J1

=

N∑
j=1

aj,n
∑
i∈S

v
(0)
i,1 1[ajXw

(0)
1 +B

(0)
1(n,i)]

si

2
√
|S|

α+

N∑
j=1

aj,n
∑
i∈S

v
(0)
i,1 1[ajXw

(0)
1 +B

(0)
1(n,i)](ajXβi +B

(0)
1(n,i))

=P1 + P2

(69)

Here, we know that since

E[v
(0)
i,1 σ(ajXw

(0)
1 +B

(0)
1(n,i))] = E[v

(0)
i,1 ] · E[σ(ajXw

(0)
1 +B

(0)
1(n,i))] = 0 (70)

Hence,

E[J1] = E[

N∑
j=1

aj,n
∑
i/∈S

v
(0)
i,1 σ(ajXw

(0)
1 +B

(0)
1(n,i))] = 0 (71)

Then we can derive

P1 =

N∑
j=1

aj,n
∑
i∈S

1[ajXw
(0)
1 +B

(0)
1(n,j)]

α

2
√
|S|m2

h(
√
m1w

(0)
i

>
w∗, B1(n,i)) +R1 (72)

where |R1| ≤ Õ(
√

|S|
m1m2

). We write P3 = P1−R1

α . Then,

|P3 −
√
|S|

√
m2C

N∑
j=1

aj,nφε(ajXw
∗)| ≤ Õ(‖A‖∞

1
√
m2

)

|
C
√
m2√

τm1
P1 −

N∑
j=1

aj,nφε(ajXw
∗)| ≤ Õ(‖A‖∞

C
√
τm1

)

Define

ρ(v
(0)
1 ,W (0),B

(0)
1(n)) =

√
τm1

C
√
m2

α ∼ N (0,
τ

C2m2
)

Then,

P1 = ρ(v
(0)
1 ,W (0),B

(0)
1(n)) ·

N∑
j=1

aj,nφε(ajXw
∗) +R1 +R2(X,v

(0)
1 ,W (0),B

(0)
1(n))

where |R2| ≤ Õ( 1√
m1m2

).
We can also define

ρ̃(v
(0)
1 ) =

√
τm1

C
√
m2

g ∼ N (0,
τ

C2m2
)
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Therefore,

W2(ρ|
W (0),B

(0)

1(n)

, ρ̃) ≤ Õ(
1

C
√
m2

)

Meanwhile,

ajXw
(0)
i = α

si√
|S|
ajXed + ajXβi +B

(0)
1(n,i) = ajXβi +B

(0)
1(n,i) ± Õ(

1√
|S|m1

)

we have

P2 =

N∑
j=1

aj,n
∑
i∈S

v
(0)
i,1 1[ajXβi + b

(0)
1(n,j)](ajXβi + b

(0)
1(n,i)) +R3 = J2 +R3

E[J2] = 0 (73)

with |R3| ≤ Õ( ‖A‖∞√
m1m2

).

Let J = J1 + J2, R = R1 +R2 +R3. Then, w.h.p., E[J ] = 0, |J | ≤ Õ(‖A‖∞(1+‖A‖∞)√
m2

), |R| ≤ Õ( ‖A‖∞√
m1m2

).

Lemma B.6. For every ε ∈ (0, 1

Cs(φ,‖A‖∞)
√
‖A‖2∞+1

), there exists real-valued functions φ1,j.ε(·) such that

|φ1,j,ε(ãnXw
∗
1,j)− φ1,j(ãnXw

∗
1,j)| ≤ ε

for j ∈ [p2]. Denote by

C = Cε(φ, ‖A‖∞)
√
‖A‖2∞ + 1, C ′ = 10C

√
p2, φ1,j,ε(ajXw

∗
1,i) =

1

C ′
φ1,j,ε(ajXw

∗
1,i)

For every i ∈ [m2], there exist independent Gaussians

αi,j ∼ N (0,
1

m2
), βi(X) ∼ N (0,

1

m2
),

satisfying

W2(rn,i(X),
∑
j∈[p2]

αi,j

N∑
m=1

am,nφ1,j,ε(amXw
∗
1,i) + Ciβi(X)) ≤ Õ(

p
2
3
2

m
1
6
1

√
m2

)

Proof:
Define p2S many chunks of the first layer with each chunk corresponding to a set Sj,l, where |Sj,l| = m1/(p2S) for j ∈ [p2]
and l ∈ [S], such that

Sj,l = {(j − 1)
m1

p2
+ (l − 1)

m1

p2
S + k|k ∈ [

m1

p2S]
} ⊂ [m1]

By Lemma B.5, we have

rn,i(X) =
∑

j∈[p2],l∈[S]

ρ(v
(0)
i [j, l],W (0)[j, l],B

(0)
1(n)[j, l])

N∑
m=1

am,nφε(amXw
∗
1,j)

+
∑

j∈[p2],l∈[S]

Jj(X,v
(0)
i [j, l],W (0)[j, l],B

(0)
1(n)[j, l]) +Rj(X,v

(0)
i [j, l],W (0)[j, l],B

(0)
1(n)[j, l]),

(74)

where ρ(v
(0)
i [j, l],W (0)[j, l],B

(0)
1(n)[j, l]) ∼ N (0, 1

100C2m2p2S
). Then ρj =

∑
l∈[S] ρj,l ∼ N (0, 1

C′2m2
) for C ′ =

10C
√
p2. Define

JSj (X) =
∑
l∈[S]

Jj(X,v
(0)
i [j, l],W (0)[j, l],B

(0)
1(n)[j, l])

RSj (X) =
∑
l∈[S]

Rj(X,v
(0)
i [j, l],W (0)[j, l],B

(0)
1(n)[j, l])
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Then there exists Gaussian random variables βj(X) and β′(X) =
∑
i∈[p2] βj(X) such that

W2(JSj (X), βj(X)) ≤ ‖A‖∞(1 + ‖A‖∞)√
m2pS

W2(rn,i(X),
∑
j∈[p2]

ρj

N∑
m=1

am,nφ1,j,ε(amXw
∗
1,j) + β′(X)) ≤ Õ(

Sp2√
m1m2

+

√
p2‖A‖∞(1 + ‖A‖∞)

m2S
)

We know there exists a positive constant Ci such that β′/Ci ∼ N (0, 1
m2

). Let αi,j = C ′ρj , β′i = β′/Ci. Notice that

E
[∑

l∈[S],i∈[p2][J
2
j (X,v

(0)
i [j, l],W (0)[j, l], b

(0)
1 [j, l])]

]
= Õ(‖A‖2∞(1 + ‖A‖∞)2/m2). Hence, we have

Ci ≤ Õ(‖A‖∞(1 + ‖A‖∞)

Let S = (m1/p2)
1
3 , we can obtain

W2(rn,i(X),
∑
j∈[p2]

αi,j

N∑
m=1

am,nφ1,j,ε(amXw
∗
1,i) + Ciβi(X)) ≤ Õ(

p
2
3
2

m
1
6
1

√
m2

)

Lemma B.7. There exists function h : R2 → [−C ′′, C ′′] for C ′′ = Cε(Φ, C ′)
√
‖A‖2∞ + 1 such that

E[1
rn,i(X)+b

(0)

2(n,i)
≥0
h(
√
m2

∑
j∈[p2]

v∗1,jαi,j , b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

=Φ(
∑
j∈[p2]

v∗1,j

N∑
m=1

am,nφ1,j)
∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))± Õ(p2

2Cs(Φ, p2Cs(φ, ‖A‖∞))Cs(φ, ‖A‖∞)
√
‖A‖2∞ + 1ε)

(75)

Proof:
Choose w = (αi,1, · · · , αi,p2 , βi), x = (

∑N
m=1 am,nφ1,1,ε, · · · ,

∑N
m=1 am,nφ1,p2,ε, Ci) and w∗ = (v∗1,1, · · · , v∗1,p2

, 0).
Then, ‖x‖ ≤ O(‖A‖2∞ + ‖A‖∞). By Lemma B.1, there exists h : R2 → [−C ′′, C ′′] for C ′′ = Cs(Φ, C ′)

√
‖A‖2∞ + 1

such that

E[1
wX+b

(0)

2(n,i)
≥0
h(
√
m2w

>w∗, b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

=Eαi,βi [1∑
j∈[p2] αi,j

∑N
m=1 am,nφ1,j,ε(ãnXw∗1,i)+Ciβ

′
i+b

(0)

2(n,i)
≥0
h(
√
m2w

>w∗, b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

=Φ(C ′
∑
j∈[p2]

v∗1,j

N∑
m=1

am,nφ1,j,ε)
∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))± εC ′′′

(76)

where
C ′′′ = sup |

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j)| ≤ p2Cs(φ, ‖A‖∞)

√
‖A‖2∞ + 1

By Lemma B.6, we know

W2(rn,i(X),
∑
j∈[p2]

αi,j

N∑
m=1

am,nφ1,j,ε(amXw
∗
1,i) + Ciβi(X)) ≤ Õ(

p
2
3
2

m
1
6
1

√
m2

)

Denote H = {i ∈ [m1] : |
∑
j∈[p2] αi,j

∑N
m=1 am,nφ1,j,ε(ãnXw

∗
1,i) + Ciβ

′
i| ≥ Õ(

2p
2
3
2

m
1
6
1

√
m2

)}. Then, for every i ∈ [H],

we have that
1
rn,i(X)+b

(0)

2(n,i)
≥0

= 1∑
j∈[p2] αi,j

∑N
m=1 am,nφ1,j,ε(ãnXw∗1,i)+Ciβ

′
i+b

(0)

2(n,i)
≥0

(77)
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Pr
(∣∣ ∑

j∈[p2]

αi,j

N∑
m=1

am,nφ1,j,ε(ãnXw
∗
1,i) + Ciβ

′
i

∣∣ ≤ Õ(
2p

2
3
2

m
1
6
1

√
m2

)
)
≤ Õ(

2p
2
3
2

m
1
6
1

√
m2

) ·
√
m2 = Õ(

2p
2
3
2

m
1
6
1

), (78)

which implies with probability at least 1− 2p
2/3
2 /m

1/6
1 , (77) holds. Therefore,

E[1
rn,i(X)+b

(0)

2(n,i)
≥0
h(
√
m2

∑
j∈[p2]

v∗1,jαi,j , b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

=E[1∑
j∈[p2] αi,j

∑N
m=1 am,nφ1,j,ε(ãnXw∗1,i)+Ciβ

′
i+b

(0)

2(n,i)
≥0
h(
√
m2

∑
j∈[p2]

v∗1,jαi,j , b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

± E[1
rn,i(X)+b

(0)

2(n,i)
≥0
6= 1∑

j∈[p2] αi,j
∑N
m=1 am,nφ1,j,ε(ãnXw∗1,i)+Ciβ

′
i+b

(0)

2(n,i)
≥0

]O(C ′′′C ′′)

=E[1∑
j∈[p2] αi,j

∑N
m=1 am,nφ1,j,ε(ãnXw∗1,i)+Ciβ

′
i+b

(0)

2(n,i)
≥0
h(
√
m2

∑
j∈[p2]

v∗1,jαi,j , b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

± Õ(
2p

2/3
2

m
1/6
1

C ′′′C ′′)

=Φ(
∑
j∈[p2]

v∗1,j

N∑
m=1

am,nφ1,j)
∑
j∈[p2]

v∗2,jφ2,j(x))± Õ(p2
2Cs(Φ, p2Cs(φ, ‖A‖∞))Cs(φ, ‖A‖∞)

√
‖A‖2∞ + 1 · ε),

(79)
where the first step is by Lemma B.6, the second step is by (77) and (78) and the last step comes from (76) and m1 ≥M .

Lemma B.8.

1

m2
E[

m2∑
i=1

c2i,l
ε2c

1
rn,i(X)+b

(0)

2(n,i)
≥0
h(
√
m2

∑
j∈[p2]

v∗1,jαi,j , b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

=Φ(
∑
j∈[p2]

v∗1,j

N∑
m=1

am,namXδφ1,j)
∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))

± Õ(p2
2Cs(Φ, p2Cs(φ, ‖A‖∞))Cs(φ, ‖A‖∞)

√
‖A‖2∞ + 1 · ε)

(80)

Proof:
Recall ρ̃(v

(0)
1 ) ∼ N (0, τ

C2m2
). Define ρ̃j,l = ρ̃(v

(0)
1 [j, l]). Therefore,

W2(ρj,l|W (0),B
(0)

1(n)

, ρ̃j,l) ≤ Õ(
1

C ′
√
m2S

) (81)

W2(ρj |W (0),B
(0)

1(n)

, ρ̃j) ≤ Õ(
1

C ′
√
m2

) (82)

where ρ̃j =
∑
l∈[S] ρj,l. We then define α̃i,j = C ′ρ̃j

Next modify rn,i(X). Define

r̃n,i(X) =

∑N
m=1 am,n

∑
j∈[m1] v

(0)
j,i σ(amXw

(0)
i + b

(0)
1(n,i))

‖u‖
E[‖u‖]

where u = (σ(ãnXw
(0)
j + b

(0)
1(n,j)))j∈[m1]. By definition, we know

r̃n,i ∼ N (0,
‖ãn‖2∞
m2

E[‖u‖]2)

Then we have

W2(rn,i(X), r̃n,i(X)) ≤ Õ(
‖A‖∞

√
‖A‖2∞ + 1
√
m2

) (83)
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Combining (81), (82), (83) and Lemma B.7, we have

1

m2
E[

m2∑
i=1

c2i,l
ε2c

1
rn,i(X)+b

(0)

2(n,i)
≥0
h(
√
m2

∑
j∈[p2]

v∗1,jαi,j , b
(0)
2(n,i))(

∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))]

=Φ(
∑
j∈[p2]

v∗1,j

N∑
m=1

am,nφ1,j)
∑
j∈[p2]

v∗2,jφ2,j(ãnXw
∗
2,j))± Õ(p2

2Cs(Φ, p2Cs(φ, ‖A‖∞))Cs(φ, ‖A‖∞)(
√
‖A‖2∞ + 1 · ε)

(84)

B.1.3. COUPLING

This section illustrates the coupling between the real and pseudo networks. We first define diagonal matrices Dn,w,
Dn,w + D′′n,w, Dn,w + D′n,w for node n as the sign of Relu’s in the first layer at weights W (0), W (0) + W ρ and
W (0) +W ρ+W ′, respectively. We also define diagonal matricesDn,v ,Dn,v +D′′n,v ,Dn,v +D′n,v for node n as the sign
of Relu’s in the second layer at weights {W (0),V (0)}, {W (0)+W ρ,V (0)+V ρ} and {W (0)+W ρ+W ′,V (0)+V ρ+V ′},
respectively. For every l ∈ [K], we then introduce the pseudo network and its semi-bias, bias-free version as

gl(q,A,X,W ,V ) = q>A((A(AXW +B1)� (Dw +D′w)V +B2)� (Dv +D′v))cl (85)

g
(b)
l (q,A,X,W ,V ) = q>A((A(AXW +B1)� (Dw +D′w)V )� (Dv +D′v))cl (86)

g
(b,b)
l (q,A,X,W ,V ) = q>A((A(AXW )� (Dw +D′w)V )� (Dv +D′v))cl (87)

Lemma B.9 gives the final result of coupling with added Drop-out noise. Lemma B.10 states the sparse sign change in Relu
and the function value changes of pseudo network by some update. To be more specific, Lemma B.11 shows that the sign
pattern can be viewed as fixed for the smoothed objective when a small update is introduced to the current weights. Lemma
B.12 proves the bias-free pseudo network can also approximate the target function.

Lemma B.9. Let FA = (f1, f2, · · · , fK). With high probability, we have for any ‖W ′‖2,4 ≤ τw, ‖V ′‖F ≤ τv , such that

fl(q,A,X,W (0) +W ′Σ,V (0) + ΣV ′)

=q>A(A((AXW (0) +B
(0)
1 )�D(0)

w,xV
(0) +B

(0)
2 )�D(0)

v,x)c+ q>A(A((AXW ′)�D(0)
w,xV

′)�D(0)
v,x)cl

± Õ(τv

√
m2√
m1

+m
9
5
1 τ

16
5
w
√
m2 + τ

8
5
wm

9
10
1 ) · ‖q>A‖1‖A‖2∞,

(88)

where we useD(0)
w,x andD(0)

v,x to denote the sign matrices at random initializationW (0), V (0) and we letD(0)
w,x +D′w,x,

D(0)
v,x +D′v,x be the sign matrices atW +W ′Σ, V + ΣV ′.

Proof:
Since ãnXw

(0)
i + B

(0)
1(n,i) = ãnX̃w̃

(0)
i where w̃(0)

i = (w
(0)
i , B

(0)
1(n,i)) ∈ Rd+1 and X̃ = (X,1) ∈ RN×(d+1), we can

ignore the bias term for simplicity. Define

Z = A(AXW (0))�D(0)
w,x

Z1 = A(AXW ′Σ)�D(0)
w,x

Z2 = A(AX(W (0) +W ′)Σ)�D′w,x
Then by Fact C.9 in (Allen-Zhu et al., 2019) we have

‖ZnΣV ′‖22 ≤
m2∑
i=1

(ZnΣV ′i)
2 ≤

m2∑
i=1

Õ(‖Zn‖2∞ · ‖V
′
i‖22)

≤ Õ(‖A‖2∞m−1
1 τ2

v )

(89)
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Therefore, we have ‖ZnΣV ′‖2 ≤ Õ(‖A‖∞m
− 1

2
1 τv).

Let s be the total number of sign changes in the first layer caused by addingW ′. Note that the total number of coordinated
i such that |ãnXw(0)

i | ≤ s′′ = 2τw

s
1
4

is at most s′′m
3
2
1 with high probability. Since ‖W ′‖2,4 ≤ τw, we must have

s ≤ Õ(s′′m
3
2 ) = Õ( τw

s
1
4
m

3
2
1 ). Therefore, ‖Z2,n‖0 ≤ s = Õ(τ

4
5
wm

6
5
1 ). Then,

‖Z2,n‖2 =‖(A(AX(W (0) +W ′Σ))�D′w,x)n‖

≤
(
s ·

∑
(D′w,x)n 6=0

(AAXW (0) +AAXW ′Σ)4
n,i

) 1
4

≤
(
s ·

∑
(D′w,x)n 6=0

(AAXW ′Σ)4
n,i

) 1
4

≤s 1
4 ‖A‖∞τw

≤Õ(τ
6
5
wm

3
10
1 ‖A‖∞)

(90)

Then we have
‖Z2,nΣV ′‖2 ≤ Õ(τvτ

6
5
wm

3
10
1 ‖A‖∞)

With high probability, we have

N∑
n=1

q>an

m2∑
i=1

ci,l(σ(rn,i + r′n,i)− σ(rn,i)) ≤ Õ(‖q‖
√
m2)‖r′n,i‖

fl(q,A,X,W (0) +W ′Σ,V (0) + ΣV ′)

=

N∑
n=1

q>an

m2∑
i=1

ci,lσ
(

(Z +Z1 +Z2)>n (V i + (Σ)iV
′)
)

=

N∑
n=1

q>an

m2∑
i=1

ci,lσ
(

(Zn +Z1,n +Z2,n)>V i +Z>1,n(ΣV ′)i

)
± Õ(‖q‖‖A‖∞

√
m2√
m1

τv +
√
m2‖q‖‖A‖∞τ

6
5
wm

3
10
1 )

(91)
We consider the difference between

A1 = q>A(((Z +Z1 +Z2)V (0) +Z1ΣV
′)� (D(0)

v,x +D′′v,x))cl

A2 = q>A(((Z +Z1 +Z2)V (0) +Z1ΣV
′)�D(0)

v,x)cl

whereD′′v,x is the diagonal sign change matrix from ZV (0) to (Z +Z1 +Z2)V (0) +Z1ΣV
′. The difference includes

three terms.
‖Z1,nV

(0)‖∞ ≤ Õ(‖A‖∞m
1
4
1 τwm

− 1
2

2 ) (92)

‖Z2,nV
(0)‖∞ ≤ Õ(‖Z2,n‖m

− 1
2

2

√
s) ≤ Õ(‖A‖∞m

9
10
1 τ

8
5
wm

− 1
2

2 ) (93)

‖Z1,nΣV ′‖ ≤ Õ(τv‖A‖∞τwm
1
4
1 ) (94)

where (92) is by Fact C.9 in (Allen-Zhu et al., 2019). Then we have

|A1 −A2| ≤ ‖q>A‖1 · Õ(m
3
2
2 ‖A‖2∞(m

1
4
1 τwm

− 1
2

2 +m
9
10
1 τ

8
5
wm

− 1
2

2 )2 +m
1
2
2 τ

4
3
v ‖A‖

4
3∞τ

4
3
wm

1
3
1 )

From A2 to our goal

A3 = q>A(ZV (0) �D(0)
v,x)cl + q>A(A(AXW ′ �D(0)

w,xV
′)�D(0)

v,x)cl



Generalization Guarantee of Training Graph Convolutional Networks with Graph Topology Sampling

There are two more terms.

|q>A(Z2V
(0) �D(0)

v,x)cl| ≤ Õ(‖q>A‖1‖Z2,n‖
√
s) ≤ Õ(‖q‖1‖A‖∞τ

8
5
wm

9
10
1 )

|q>A(Z1V
(0) �D(0)

v,x)cl| ≤ Õ(‖q>A‖1‖A‖∞τwm
1
4
1 )

Therefore, we have

|A2 −A3| ≤ Õ(‖q>A‖1‖A‖∞τ
8
5
wm

9
10
1 + ‖q‖1‖A‖∞τwm

1
4
1 + ‖q‖1τv‖A‖∞τwm

1
4
1 )

Finally, we have
fl(q,A,X,W (0) +W ′Σ,V (0) + ΣV ′)

=q>A(ZV (0) �D(0)
v,x)cl + q>A(A(AXW ′ �D(0)

w,xV
′)�D(0)

v,x)cl

± Õ(τv

√
m2√
m1

+m
9
5
1 τ

16
5
w
√
m2 + τ

8
5
wm

9
10
1 ) · ‖q‖1‖A‖∞

(95)

Lemma B.10. Suppose τv ∈ (0, 1], τw ∈ [ 1

m
3
2
1

, 1

m
1
2
1

], σw ∈ [ 1

m
3
2
1

, τw
m

1
4
1

], σv ∈ (0, 1

m
1
2
2

)]. The perturbation matrices satisfies

‖W ′‖2,4 ≤ τw, ‖V ′‖F ≤ τv , ‖W ′′‖2,4 ≤ τw, ‖V ′′‖F ≤ τv and random diagonal matrix Σ has each diagonal entry i.i.d.
drawn from {±1}. Then with high probability, we have
(1) Sparse sign change

‖D′n,w‖0 ≤ Õ(τ
4
5
wm

6
5
1 )

‖D′n,v‖0 ≤ Õ(m
3
2
2 σv(‖A‖∞ + ‖A‖∞τwm

1
4
1 ) +m2‖A‖

2
3∞(‖A‖∞τv + ‖A‖∞τwm

1
4
1 (1 + τv))

2
3 )

(2) Cross term vanish

gr(q,A,X,W (0) +W ρ +W ′ + ηW ′′Σ,V (0) + V ρ + V ′ + ηΣV ′′)

=gr(q,A,X,W (0) +W ρ +W ′,V (0) + V ρ + V ′) + g(b,b)
r (q,A,X, ηW ′′Σ, ηΣV ′′) + g′r

(96)

for every r ∈ [K], where EΣ[g′r] = 0 and |g′r| ≤ η‖q>A‖1‖A‖2∞τv .

Proof:
(1) We first consider the sign changes by W ρ. Since ãnXw

(0)
i + B

(0)
1(n,i) = ãnX̃w̃

(0)
i where w̃(0)

i = (w
(0)
i , B

(0)
1(n,i)) ∈

Rd+1 and X̃ = (X,1) ∈ RN×(d+1), we can ignore the bias term for simplicity. We have

ãnX̃w̃
(0)
i ∼ N (0,

‖ãnX̃‖2

m1
)

ãnX̃w̃
ρ
i ∼ N (0, ‖ãnX̃‖2σ2

w)

Therefore,
ãnX̃w̃

(0)
i

ãnX̃w̃
ρ
i

∼ p(z) =
1

π(σw
√
m1z2 + 1

σw
√
m1

)

Pr[|ãnX̃w̃(0)
i | ≤ |ãnX̃w̃

ρ
i |] = Pr[|z| ≤ 1]

=

∫ 1

−1

1

π(σw
√
m1z2 + 1

σw
√
m1

)
dz

=

∫ (σ2
wm1)

1
2

−(σ2
wm1)

1
2

1

π(t2 + 1)
dt

=
2

π
arctanσw

√
m1

≤ Õ(σw
√
m1)

(97)
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Then, we have
‖D′′n,w‖0 ≤ Õ(σwm

3
2
1 )

‖ãnX̃W̃
(0)
D′′n,w‖2 ≤ Õ(‖ãnX̃‖σ

3
2
wm

3
4
1 )

We then consider the sign changes byW ′. Let s = ‖D′n,w −D
′′
n,w‖0 be the total number of sign changes in the first layer

caused by addingW ′. Note that the total number of coordinated i such that |ãnX̃(W̃
(0)

+ W̃
ρ
)i| ≤ s′′ = 2τw

s
1
4

is at most

s′′m
3
2
1 with high probability. Since ‖W ′‖2,4 ≤ τw, we must have

s ≤ Õ(s′′m
3
2 ) = Õ(

τw

s
1
4

m
3
2
1 )

‖D′n,w −D
′′
n,w‖0 = s ≤ Õ(τ

4
5
wm

6
5
1 )

‖ãnX̃(W̃
(0)

+ W̃
ρ
)(D′n,w −D

′′
n,w)‖2 ≤ Õ(s

1
4 τw) ≤ Õ(τ

6
5
wm

3
10
1 )

To sum up, we have
‖D′n,w‖0 ≤ Õ(σwm

3
2
1 + τ

4
5
wm

6
5
1 ) ≤ Õ(τ

4
5
wm

6
5
1 )

Denote zn,0 = ãnX̃W̃
(0)
Dn,w and zn,2 = ãnX̃(W̃

(0)
+ W̃

ρ
+W ′)(Dn,w +D′n,w)− ãnX̃W̃

(0)
Dn,w. With high

probability, we know
‖zn,2‖ ≤‖ãnX̃W ′‖+ ‖ãnX̃W̃

ρ‖

≤Õ(m
1
4
1 τw‖A‖∞ + ‖A‖∞σwm

1
2
1 )

≤Õ(‖A‖∞τwm
1
4
1 )

(98)

Denote Z0 = (z>1,0, · · · , z>N,0)> ∈ RN×m1 , Z2 = (z>1,2, · · · , z>N,2)> ∈ RN×m1 . The sign change in the second layer is
from ãnZ0V

(0) to ãn(Z0 +Z2)(V (0) + V ρ + V ′). We have

‖ãn(Z0 +Z2)V ρ‖∞ ≤ Õ(σv‖A‖∞(‖z1,0‖+ ‖z1,2‖))

‖ãn(Z0 +Z2)V ′ + ãnZ2V
(0)‖2 ≤ Õ(‖A‖∞((‖z1,0‖+ ‖z1,2‖)τv + ‖z1,2‖))

Combining ‖z1,0‖ ≤ Õ(‖A‖∞), by Claim C.8 in (Allen-Zhu et al., 2019) we have

‖D′n,v‖0 ≤ Õ(m
3
2
2 σv(‖A‖2∞ + ‖A‖2∞τwm

1
4
1 ) +m2‖A‖

2
3∞(‖A‖∞τv + ‖A‖∞τwm

1
4
1 (1 + τv))

2
3 )

(2) Diagonal Cross terms.
DenoteDw = (diag(D1,w)>, · · · , diag(DN,m1

)>)> ∈ RN×m1 and defineD′w,D′′w,Dv ,D′v ,D′′v accordingly.
Recall

gr(q,A,X,W ,V ) = q>A((A(AXW +B1)� (Dw +D′w)V +B2)� (Dv +D′v))cr

g(b)
r (q,A,X,W ,V ) = q>A((A(AXW +B1)� (Dw +D′w)V )� (Dv +D′v))cr

g(b,b)
r (q,A,X,W ,V ) = q>A((A(AXW )� (Dw +D′w)V )� (Dv +D′v))cr

Then
gr(q,A,X,W (0) +W ρ +W ′ + ηW ′′Σ,V (0) + V ρ + V ′ + ηΣV ′′)

=gr(q,A,X,W (0) +W ρ +W ′,V (0) + V ρ + V ′) + g(b,b)
r (q,A,X, ηW ′′Σ, ηΣV ′′)

+ g(b)
r (q,A,X,W (0) +W ρ +W ′, ηΣV ′′) + g(b,b)

r (q,A,X, ηW ′′Σ,V (0) + V ρ + V ′)

(99)

where the last two terms are the error terms. We know that

‖W (0)‖ ≤ max
‖a‖=1

‖a>W (0)‖ ≤ max
‖a‖=1

√√√√m1∑
i=1

(a>w
(0)
i )2 ≤ max

‖a‖=1

√√√√m1∑
i=1

(
1
√
m1

)2 = 1
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Therefore,

|g(b)
r (q,A,X,W (0) +W ρ +W ′, ηΣV ′′)|

=η

N∑
n=1

m2∑
i=1

q>anci,rDn,vi

N∑
k=1

an,k

m1∑
l=1

(ΣV )
′′
l,iDk,wl(akX(W (0) +W ρ +W ′)l +B1(k,l))

=η

N∑
n=1

q>an

N∑
k=1

an,k((akX(W (0) +W ρ +W ′) +B1k)�Dk,w)ΣV ′′ �Dn,vcr

≤η‖q>A‖1‖A‖∞(‖A‖∞(m−
1
2 + σw + τw) +m−

1
2 )τvm

1
2
2

≤Õ(η‖q>A‖1‖A‖2∞τvm
1
2
2 m
− 1

2
1 ),

(100)

where the last step is by the value selection of σw, τw and τv .

|g(b,b)
r (q,A, ηW ′′Σ,X,V (0) + V ρ + V ′)|

=|η
N∑
n=1

q>an

N∑
k=1

an,k(akXW
′′Σ� (Dk,w +Dk,w

′))(V (0) + V ρ + V ′′)� (Dn,v +Dn,v
′)cr|

≤|η
N∑
n=1

q>an

N∑
k=1

an,k(akXW
′′Σ� (Dk,w +Dk,w

′))V ′ � (Dn,v +Dn,v
′)cr|

+ |η
N∑
n=1

q>an

N∑
k=1

an,k(akXW
′′Σ� (Dk,w +Dk,w

′))(V (0) + V ρ)�Dn,vcr|

+ |η
N∑
n=1

q>an

N∑
k=1

an,k(akXW
′′Σ� (Dk,w +Dk,w

′))(V (0) + V ρ)�Dn,v
′cr|

≤|η‖q>A‖1‖A‖2∞τwτvm
1
2
2 |+ 2|η‖q>A‖1‖A‖2∞τwm

1
2
1 |

≤Õ(|η‖q>A‖1‖A‖2∞τwm
1
2
1 |)

(101)

Lemma B.11. Denote

Pρ,η =FA(q,X,W +W ρ + ηW ′′Σ,V + V ρ + ηΣV ′′)

=q>A(A(AX(W +W ρ + ηW ′′Σ) +B1)�Dw,ρ,η(V + V ρ + ηΣV ′′)�Dv,ρ,η)cr
(102)

P ′ρ,η =G(q,A,X,W +W ρ + ηW ′′Σ,V + V ρ + ηΣV ′′)

=q>A(A(AX(W +W ρ + ηW ′′Σ) +B1)�Dw,ρ(V + V ρ + ηΣV ′′)�Dv,ρ)cr
(103)

There exists η0 = 1
poly(m1,m2) such that for every η ≤ η0, for everyW ′′, V ′′ that satisfies ‖W ′′‖2,∞ ≤ τw,∞, ‖V ′′‖2,∞ ≤

τv,∞, we have

EW ρ,V ρ [
|Pρ,η − P ′ρ,η|

η2
] = Õ(q>A1‖A‖4(

τ2
w,∞

σw
m1 +

(τ2
w,∞ + τ2

v,∞m
−1
1 )

σv
m2)) +Op(η),

where Op hides polynomial factor of m1 and m2.

Proof:

Pρ,η − P ′ρ,η = q>A(A(AX(W +W ρ + ηW ′′Σ) +B1)� (Dw,ρ,η −Dw,ρ)(V + V ρ + ηΣV ′′)�Dv,ρ)cr

+ q>A(A(AX(W +W ρ + ηW ′′Σ) +B1)�Dw,ρ,η(V + V ρ + ηΣV ′′)� (Dv,ρ,η −Dv,ρ))cr
(104)

We write
Z = A(AX(W +W ρ + ηW ′′Σ) +B1)�Dw,ρ
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Z +Z ′ = A(AX(W +W ρ + ηW ′′Σ) +B1)�Dw,ρ,η

Since for all n ∈ [N ], ‖η(AAXW ′′Σ)n‖∞ ≤ η‖A‖∞τw,∞, we have

‖Z ′n‖∞ ≤ η‖A‖∞τw,∞

Pr
W ρ

[Z ′n,i 6= 0] ≤ Õ(
η‖A‖∞τw,∞

σw
), i ∈ [m1]

Then we have
Pr[‖Z ′n‖0 ≥ 2] ≤ Op(η2)

Then we only need to consider the case ‖Z ′n‖0 = 1. Let Z ′n,ni 6= 0. Then the first term in (104), q>A(Z ′(V + V ρ +

ηΣV ′′)�Dv,ρ)cr should be dealt with separately.
The term q>A(Z ′ηΣV ′′ �Dv,ρ)cr) contributes to Op(η3) to the whole term.
Then we have

‖q>A(Z ′η(V + V ρ)�Dv,ρ)cr‖ ≤ Õ(η‖‖q>A‖1‖‖A‖∞τw,∞)

We also have that

Õ((
η‖A‖∞τw,∞

σw
m1)N ) ≤ Õ(

η‖A‖∞τw,∞
σw

m1) ≤ 1

Therefore, the contribution to the first term is Õ(η2‖q>A‖1‖A‖2∞
τ2
w,∞
σw

m1) +Op(η
3).

Denote
δ =A(AX(W +W ρ + ηW ′′Σ) +B1)�Dw,ρ,η(V + V ρ + ηΣV ′′)

−A(AX(W +W ρ) +B1)�Dw,ρ(V + V ρ)
(105)

δ ∈ Rm2 has the following terms:
1. Z ′(V + V ρ + ηΣV ′′). We have its n-th row norm bounded by Op(η).

2. ZηΣV ′′. We have its n-th row infinity norm bounded by Õ(‖A‖∞ητv,∞m
− 1

2
1 ).

3. A(AXηW ′′Σ�Dw,ρ)(V + V ρ), of which the n-th row infinity is bounded by Õ(‖A‖∞ητw,∞).
4. A(AXη2W ′′Σ�Dw,ρ,ηΣV

′′). Bounded by Op(η2).
Therefore,

‖δn‖∞ ≤ Õ(‖A‖∞η(τv,∞m
− 1

2
1 + τw,∞)) +Op(η

2)

Similarly, we can derive that the contribution to the second term is Õ(η2‖q>A‖1‖A‖2∞
(τ2

w,∞+τ2
v,∞m

−1
1 )

σv
m2) +Op(η

3).

Lemma B.12. Let F ∗A = (f∗1 , · · · , f∗K). Perturbation matricesW ′, V ′ satisfy

‖W ′‖2,4 ≤ τw, ‖V ′‖F ≤ τv

There exists Ŵ and V̂ such that

‖Ŵ ‖2,∞ ≤
C0

m1
, ‖V̂ ‖2,∞ ≤

K
√
m1

m2

E[

K∑
r=1

|f∗r (q,A,X, Ŵ , V̂ )− g(b,b)
r (q,A,X, Ŵ , V̂ )|] ≤ ε

E[G(b,b)(q,A,X, Ŵ , V̂ )] ≤ OPT + ε

Proof:
By Lemma B.10, we have

‖D′n,w‖0 ≤ Õ(τ
4
5
wm

6
5
1 )� Õ(m1)

‖D′n,v‖0 ≤ Õ(m
3
2
2 σv(‖A‖2∞+‖A‖2∞τwm

1
4
1 )+m2‖A‖

2
3∞(‖A‖∞τv+‖A‖∞τwm

1
4
1 (1+τv))

2
3 ) ≤ Õ(m2‖A‖2∞(ε/C0)Θ(1))
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Applying Lemma B.9, we know

q>A((A(AXŴ )� (D′w)V̂ )� (Dv))cr

=

N∑
n=1

q>an

N∑
k=1

an,k((akXŴ )�Dk,w
′)V̂ �Dn,vcr

≤‖q>A‖1‖A‖2∞m
3
10
1

C0

m1

K
√
m1

m2
·m2

≤ε

(106)

q>A((A(AXŴ )� (Dw)V̂ )� (D′v))cr

=

N∑
n=1

q>an

N∑
k=1

an,k((akXŴ )�Dk,w)V̂ �D′n,vcr

≤‖q>A‖1‖A‖2∞m
1
2
1

C0

m1

K
√
m1

m2
·m2 · ‖A‖2∞(

ε

C0
)Θ(1)

≤ε

(107)

Then, the conclusion can be derived.

B.1.4. OPTIMIZATION

This section states the optimization process and convergence performance of the algorithm. Lemma B.13 shows that
during the optimization, either there exists an updating direction that decreases the objective, or weight decay decreases the
objective. Lemma B.14 provides the convergence result of the algorithm.
Define

L′(A∗,A∗,A∗, λt,W t,V t)

=
1

Ωt

|Ωt|∑
i=1

EW ρ,V ρ,Σ′ [L(λtFA∗(eg,X;W (0) +W ρ +W tΣ
′,V (0) + V ρ + Σ′V t), yi)] +R(

√
λtW t,

√
λtV t)

(108)
where

R(
√
λW t,

√
λV t) = λv‖

√
λV t‖2F + λw‖

√
λW t‖22,4

Lemma B.13. For every ε0 ∈ (0, 1) and ε ∈ (0, ε0
K‖A‖∞p1p2

2Cs(Φ,p2Cs(φ,‖A‖∞))Cs(φ,‖A‖∞)
√
‖A‖2∞+1

) and γ ∈ (0, 1
4 ],

consider anyW t,V t with

L′(A∗,A∗,A∗, λt,W t,V t) ∈ [(1 + γ)OPT + Ω(q>A∗1‖A∗‖4∞ε0/γ), Õ(1)]

With high probability on random initialization, there exists Ŵ , V̂ with ‖Ŵ ‖F ≤ 1, ‖V̂ ‖F ≤ 1 such that for every
η ∈ (0, 1

poly(m1,m2) ],

min{EΣ[L′(A∗,A∗,A∗, λt,W t +
√
ηŴΣ,V t +

√
ηΣV̂ )], L′(A∗,A∗,A∗, (1− η)λt,W t,V t)}

≤(1− ηγ/4)L′(A∗,A∗,A∗, λt,W t,V t)
(109)

Proof:
Recall the pseudo network and the real network for every r ∈ [K] as

gr(q,A
∗,X,W ′,V ′) = q>A∗(A∗(A∗X(W (0) +W ρ +W ′) +B1)�Dw,ρ,t(V

(0) + V ρ + V ′)�Dv,ρ,t)cr

fr(q,A
∗,X,W ′,V ′) = q>A∗(A∗(A∗X(W (0) +W ρ +W ′) +B1)�Dw,ρ,W ′(V (0) + V ρ + V ′)�Dv,ρ,V ′)cr

whereDw,ρ,t andDv,ρ,t are the diagonal matrices at weightsW (0) +W ρ +W t and V (0) + V ρ + V t. Dw,ρ,W ′ and
Dv,ρ,V ′ are the diagonal matrices at weightsW (0) +W ρ +W ′ and V (0) + V ρ + V ′.
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Denote G(q,A∗,X,W ′,V ′) = (g1, · · · , gK), FA∗(q,X,W ′,V ′) = (f1, · · · , fK).
As long as L′(A∗,A∗,A∗, λt,W t,V t) ≤ Õ(1), according to C.32 to C.34 in (Allen-Zhu et al., 2019), we have

λw‖
√
λtŴ ‖42,4 ≤ ε0

λv‖
√
λtV̂ ‖2F ≤ ε0

‖Ŵ ‖F � 1

‖V̂ ‖F � 1

The we need to study an update direction
W̃ = W t +

√
ηŴΣ

Ṽ = V t +
√
ηΣV̂

Changes in Regularizer. Note that hereW t ∈ Rd×m1 , V t ∈ Rm1×m2 , Σ ∈ Rm1×m1 . We know that

EΣ[‖V t +
√
ηΣV̂ ‖2F ] = ‖V t‖2F + η‖V̂ ‖2F

EΣ[‖W t +
√
ηŴΣ‖42,4] =

∑
i∈[m1]

E[‖wt,i +
√
ηŴΣi‖42]

For each term i ∈ [m1], we can bound

‖wt,i +
√
ηŴΣi‖22 = ‖wt,i‖22 + η‖ŴΣi‖22 + 2

√
ηwt,i

>ŴΣi

‖wt,i +
√
ηŴΣi‖42 = ‖wt,i‖42 + η2‖ŴΣi‖42 + 4η‖wt,i

>ŴΣi‖2 + 2η‖wt,i‖22‖ŴΣi‖22
≤ ‖wt,i‖42 + 6η‖wt,i‖22‖ŴΣi‖22 +Op(η

2)
(110)

Therefore, by Cauchy-Schwarz inequality, we have

EΣ[‖W t +
√
ηŴΣ‖42,4] ≤ ‖W t‖42,4 + 6η‖W t‖22,4‖Ŵ ‖22,4 +Op(η

2)

Therefore, by λw‖
√
λtW t‖42,4 ≤ R(

√
λtW t,

√
λtV t), we have

E[R(
√
λtW̃ ,

√
λtṼ )] ≤R(

√
λtW t,

√
λtV t) + 6η

√
ε0

√
R(
√
λtW t,

√
λtV t) + ηε0

≤R(
√
λtW t,

√
λtV t) +

1

4
ηR(

√
λtW t,

√
λtV t) + 143ηε0

(111)

Changes in Objective. Recall that here Ŵ and V̂ satisfy τw,∞ ≤ 1

m
999
1000
1

and τv,∞ ≤ 1

m
999
2000
2

. By Lemma B.11, we have

for every r ∈ [K]

EW ρ,V ρ [|fr(q,A∗,X,W +W ρ + W̃Σ,V + V ρ + Σ′Ṽ )− gr(q,A∗,X,W +W ρ + W̃Σ,V + V ρ + ΣṼ )|]
≤ Õ(‖q>A∗‖1‖A∗‖2∞ε0η) +Op(η

1.5)
(112)

By Lemma B.10, we have

G(q,A∗,X, W̃ , Ṽ ) = G(q,A∗,X,W t,V t) + ηG(b,b)(q,A∗,X, ŴΣ,ΣV̂ ) +
√
ηG′

= FA∗(q,X,W t,V t) + ηG(b,b)(q,A∗,X, ŴΣ,ΣV̂ ) +
√
ηG′

= FA∗(q,X,W t,V t) + ηG(b,b)(q,A∗,X, Ŵ , V̂ ) +
√
ηG′

(113)

where EΣ[G′] = 0 and |G′| ≤ ε with high probability. By C.38 in (Allen-Zhu et al., 2019), we have

EW ρ,V ρ,Σ[L(λtFA∗(q,X, W̃ , Ṽ ), y)]

≤EW ρ,V ρ [L(λtFA∗(q,X, W̃ , Ṽ ) + ηF ∗A∗(q,A
∗,X, W̃ , Ṽ ), y)] +O(‖q>A∗‖1‖A∗‖2∞ε0η) +Op(η

1.5)
(114)
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Following C.40 in (Allen-Zhu et al., 2019), we have

EW ρ,V ρ [L(λtFA∗(q,X,W t,V t) + ηF ∗A∗(q,A
∗,X,W t,V t), y)]

≤(1− η)(2L(λtFA∗(q,X,W t,V t), y)− L((1− η)λtFA∗(q,X,W t,V t), y)) + ηL(F ∗A∗ , y) +Op(η
2)

(115)

Putting all of them together. Denote

c1 =
1

|Ωt|

|Ω|∑
i=1

EW ρ,V ρ,Σ,Σ′ [L(λtFA∗(eg,X,W (0) +W ρ + W̃Σ′,V (0) + V ρ + Σ′Ṽ ), yi)] (116)

c′1 = EΣ[L′(A∗,A∗,A∗, λt, W̃ ,+Ṽ )] = c1 + EΣ[R(
√
λtW̃ ,

√
λṼ )] (117)

c2 =
1

|Ωt|

|Ω|∑
i=1

EW ρ,V ρ [L((1− η)λtFA∗(eg,X,W (0) +W ρ +W tΣ
′,V (0) + V ρ + Σ′V t), yi)] (118)

c′2 = L′(A∗,A∗,A∗, (1− η)λt,W t,V t) = c2 +R(
√

(1− η)λtW t,
√

(1− η)λtV t) (119)

c3 =
1

|Ωt|

|Ω|∑
i=1

EW ρ,V ρ [L(λtFA∗(eg,X,W (0) +W ρ +W tΣ
′,V (0) + V ρ + Σ′V t), yi)] (120)

c′3 = L′(A∗,A∗,A∗, λt,W t,V t) = c3 +R(
√
λtW t,

√
λV t) (121)

Then following from C.38 to C.42 in (Allen-Zhu et al., 2019), we have

c′1 ≤ (1− η)(2c′3 − c′2) +
ηγ

4
c′3 + η(OPT +O(‖q>A∗‖1‖A∗‖4∞ε0/γ)) +Op(η

1.5), (122)

which implies

min{c′1, c′2} ≤ (1− η 1

2
+
ηγ

8
)c′3 + η

1

2
OPT +O(‖q>A∗‖1‖A∗‖2∞ε0η/γ) +Op(η

1.5)

As long as c′3 ≥ (1 + γ)OPT + Ω(‖q>A∗‖1‖A∗‖2∞ε0/γ) and γ ∈ [0, 1], we have

min{c′1, c′2} ≤ (1− η γ
4

)c′3

Lemma B.14. Note that the three sampled aggregation matrices in a three-layer learner network can be be different. We
denote them asAt(1),At(2) andAt(3). LetW t, V t be the updated weights trained usingA∗ and letW ′

t, V
′
t be the updated

weights trained using At(i), i ∈ [3]. With probability at least 99/100, the algorithm converges in TTw = poly(m1,m2)
iterations to a point with η ∈ (0, 1

poly(m1,m2,‖A∗‖∞,K) )

L′(A∗,A∗,A∗, λt,W t,V t) ≤ (1 + γ)OPT + ε0

If
L′(At(1),At(2),At(3), λt,W

′
t,V

′
t)

=
1

|Ωt|

|Ωt|∑
i=1

EW ρ,V ρ,Σ[L(λtFA(1),A(2),A(3)(q,Xi,W
(0) +W ρ +W ′

tΣ
′,V (0) + V ρ + Σ′V ′t), yi)]

+R(
√
λtW

′
t,
√
λtV

′
t),

(123)

where
FAt(1),At(2),At(3)(q,X,W ,V ) = q>At(3)σ(At(2)σ(At(1)XW +B1)V +B2)C, (124)

we also have

L′(At(1),At(2),At(3), λT−1,W
′
T ,V

′
T ) ≤ L′(A∗,A∗,A∗, λT ,W T ,V T ) + λT−1 ·O(poly(ε)) ≤ (1 + γ)OPT + ε0

(125)
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Proof:
By Lemma B.13, we know that as long as L′(A∗,A∗,A∗, λt,W t,V t) ∈ [(1 + γ)OPT + Ω(q>A∗1‖A∗‖4∞ε0/γ), Õ(1)],
then there exists ‖Ŵ ‖F ≤ 1, ‖V̂ ‖F ≤ 1 such that either

EΣ,Σ′ [L′(A∗,A∗,A∗, λt,W tΣ
′ +
√
ηŴΣΣ′,Σ′V t+

√
ηΣ′ΣV̂ )] ≤ (1−ηγ/4)L′(A∗,A∗,A∗, λt,W t,V t) (126)

or
L′(A∗,A∗,A∗, (1− η)λt,W t,V t) ≤ (1− ηγ/4)L′(A∗,A∗,A∗, λt,W t,V t) (127)

DenoteW = W (0) +W ρ +W tΣ
′ +
√
ηŴΣΣ′, V = V (0) + V ρ + Σ′V t +

√
ηΣ′ΣV̂ . Note that

∂L

∂wj
=

K∑
i=1

∂L

∂fi

∂fi
∂wj

(128)

∂

∂wj
fr(q,A

∗,X,W (0) +W ρ +W tΣ
′ +
√
ηŴΣΣ′,V (0) + V ρ + Σ′V t +

√
ηΣ′ΣV̂ )

=

N∑
n=1

q>an

m2∑
i=1

ci,r1rn,i+B2(n,i)≥0

N∑
k=1

an,kvj,i1ã∗nXwk+B1(n,k)≥0(ã∗nX)>,

(129)

which implies ∂F
∂wt

, ∂2F
∂w2

t
, ∂3F
∂w3

t
are summations of 1, δ, δ′ functions and their multiplications. It can be found that no

δ(x)δ′(x), δ(x)2 or δ′2(x) exist in these terms. Therefore, by
∫∞
−∞ δ(t)f(t)dt = f(0) and

∫∞
−∞ δ′(t)f(t)dt = −f ′(0),

we can obtain that the value of the third-order derivative w.r.t. W ρ of EW ρ,V ρ,Σ[L(λtFA∗(eg,X,W (0) + W ρ +

W tΣ,V
(0) + V ρ + ΣV t), y)] is proportional to poly(‖A∗‖∞,K), some certain value of the probability density

function of W ρ and its derivative, i.e., poly(σ−1
w ). Similarly, the value of the third-order derivative w.r.t. W ρ of

EW ρ,V ρ,Σ[L(λtFA∗(eg,X,W (0) +W ρ +W tΣ,V
(0) + V ρ + ΣV t), y)] is polynomially depend on σ−1

v and ‖A∗‖∞.
By the value selection of σw and σv , we can conclude that L′ is B = poly(m1,m2, ‖A∗‖∞,K) second-order smooth.
By Fact A.8 in (Allen-Zhu et al., 2019), it satisfies with η ∈ (0, 1

poly(m1,m2,‖A∗‖∞,K) )

λmin(∇2L′(A∗,A∗,A∗, λt−1,W t,V t)) < −
1

(m1m2)8
(130)

Meanwhile, for t ≥ 1, by the escape saddle point theorem of Lemma A.9 in (Allen-Zhu et al., 2019), we know with
probability at least 1 − p, λmin(∇2L′(A∗,A∗,A∗, λt−1,W t,V t)) > − 1

(m1m2)8 holds. Choosing p = 1
100T , then this

holds for t = 1, 2, · · · , T with probability at least 0.999.Therefore, for t = 1, 2, · · · , T , the first case cannot happen, i.e., as
long as L′(A∗,A∗,A∗, λt,W t,V t) ≥ (1 + γ)OPT + Ω(q>A∗1‖A∗‖4∞ε0/γ),

L′(A∗,A∗,A∗, (1− η)λt,W t,V t) ≤ (1− ηγ/4)L′(A∗,A∗,A∗, λt,W t,V t) (131)

On the other hand, for t = 1, 2, · · · , T − 1, as long as L′ ≤ Õ(1), by Lemma A.9 in (Allen-Zhu et al., 2019), we have

L′(A∗,A∗,A∗, λt,W t+1,V t+1) ≤ L′(A∗,A∗,A∗, λt,W t,V t) + (m1m2)−1 (132)

By L′(A∗,A∗,A∗, λ1,W 0,V 0) ≤ Õ(1) with high probability, we have L′(A∗,A∗,A∗, λt,W t, ,V t) ≤ Õ(1) with
high probability for t = 1, 2, · · · , T . Therefore, after T = Θ̃(η−1 log logm

ε0
) rounds of weight decay, we have

L′(A∗,A∗,A∗, λt,W t,V t) ≤ (1 + γ)OPT + Ω(q>A∗1‖A∗‖4∞ε0/γ). Rescale down ε0 and we can obtain our fi-
nal result.
Consider L′(At(1),At(2),At(3), λt,W

′
t,V

′
t). Let wi, vi be the output weights updated with all the aggregation matrices

equal toA∗, and let w′i, v
′
i be the output weights updated with our sampling strategy in Section 3.2. We know that

‖wi −wi
′‖ .

T−1∑
t=0

‖η
Tw−1∑
l=0

N∑
n=1

q>an
∗
m2∑
i=1

ci,r1[a∗nσ(A∗XW )vi ≥ 0]
N∑
k=1

an,k
∗vj,i1[a∗kXwj ≥ 0](a∗k − akt(1))X‖

≤ 1

poly(m1,m2)
· 1

poly(ε)
poly(m1,m2)εc‖A∗‖∞ · poly(ε) = O(ε)

(133)
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‖vi − v′i‖ .
T−1∑
t=0

‖η
Tw−1∑
l=0

N∑
n=1

q>a∗n

m2∑
i=1

ci,r1[a∗nσ(A∗XW )vi ≥ 0](a∗nσ(A∗XW )− at(2)
n σ(At(1)XW ′))‖

≤ 1

poly(m1,m2)
· 1

poly(ε)
poly(m1,m2)εc‖A∗‖∞ · poly(ε) = O(ε)

(134)
With a slight abuse of notation, for r ∈ [K], we denote

fr(q,A
t(1),At(2),At(3),X,W ′

t,V
′
t) = q>At(3)σ(At(2)σ(At(1)XW +B1)V +B2)cr (135)

The difference between fr(q,A∗,X,W t,V t) and fr(q,At(1),At(2),At(3),X,W ′
t,V

′
t) is caused by ‖A∗ −At(1)‖∞,

‖A∗ −At(2)‖∞, ‖A∗ −At(3)‖∞,w(t)
i −w

(t)
i

′
and v(t)

i − v
(t)
i

′
. Following the proof in Lemma A.2, we can easily obtain

that if |pl − p∗l | ≤ p∗l · O(poly(ε)) and li ≥ |Ni|/(1 + c1·poly(ε)
p∗l LΦ(L,i) ), it can be derived that ‖A∗ −A(1)‖∞ ≤ O(poly(ε)),

‖A∗ −A(2)‖∞ ≤ O(poly(ε)) and ‖A∗ −A(3)‖∞ ≤ O(poly(ε)). Then, by (133) and (134), we have

|q>A∗σ(A∗σ(A∗XW )V )cr − q>A∗σ(A(2)σ(A(1)XW ′)V ′)cr|

≤
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|σ(a∗nσ(A∗XW )vi)− σ(a(2)
n σ(A(1)XW ′)v′i)|

∣∣∣
≤
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|a∗nσ(A∗XW )vi − a(2)
n σ(A(1)XW ′)v′i|

∣∣∣
≤
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|(a∗n − a(2)
n )σ(A∗XW )vi|

∣∣∣+
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|a(2)
n (σ(A∗XW )vi − σ(A(1)XW ′)v′i|)

∣∣∣
≤
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|(a∗n − a(2)
n )σ(A∗XW )vi|

∣∣∣
+
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|a(2)
n ((σ(A∗XW )− σ(A(1)XW ′))vi + σ(A(1)XW ′)(vi − v′i))|

∣∣∣
≤
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|(a∗n − a(2)
n )σ(A∗XW )vi|

∣∣∣+
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r|a(2)
n σ(A(1)XW ′)(vi − v′i)|

∣∣∣
+
∣∣∣ N∑
n=1

q>a∗n

m2∑
i=1

ci,r
∣∣ N∑
k=1

a′′n,k

m1∑
l=1

vi,l|(a∗k − a′k)Xwl + a′kX(wl −w′l)|
∣∣∣∣∣

≤O(poly(ε)).
(136)

Hence,

|e>g A
∗σ(A∗σ(A∗XW )V )cr − e>g A

(3)σ(A(2)σ(A(1)XW ′)V ′)cr|

≤|e>g A
∗σ(A∗σ(A∗XW )V )cr − e>g A

∗σ(A(2)σ(A(1)XW ′)V ′)cr|+ |e>g (A∗ −A(3))σ(A(2)σ(A(1)XW )V )cr|
≤O(poly(ε)).

(137)
which implies

L′(At(1),At(2),At(3), λT−1,W
′
T ,V

′
T ) ≤ L′(A∗,A∗,A∗, λT ,W T ,V T ) + λT−1 ·O(poly(ε)) ≤ (1 + γ)OPT + ε0

(138)

Proof of Theorem 3.1:
By Lemma B.14, we have that the algorithm converges in TTw iterations to a point

L′(At(1),At(2),At(3), λt,W t,V t) ≤ (1 + γ)OPT + ε0
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We know w.h.p., among Õ(1/ε20) choices of j,

min
j
{EW ρ,V ρ,Σ, z∈ΩL(λT−1FA∗(eg,X,W (0) +W ρ,j +W TΣ,V (0) + V ρ,j + ΣV T )} ≤ (1 + γ)OPT + ε0 (139)

Then we have
‖W T ‖2,4 ≤ ε

1
4
0 τ
′
w (140)

‖V T ‖F ≤ ε
1
2
0 τ
′
v (141)

By Lemma B.9, we know that

fr(eg,A
∗,Xi,W

(0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ,B)

=fr(eg,A
∗,Xi,W

(0) +W ρ,V (0) + V ρ,B) + g(b,b)
r (eg,A

∗,Xi,W T ,V T ,B)± ε

K

(142)

Denote r′ = A∗σ(A∗X(W (0) +W ρ) +B1)(V (0) + V ρ). Then,

‖r′‖ ≤ ‖A∗‖(‖A∗‖∞ · Õ(1)) · Õ(1) ≤ ‖A∗‖∞ (143)

Therefore,
|fr(eg,A∗,Xi,W

(0) +W ρ,V (0) + V ρ,B)|
=|e>g A

∗σ(r′ +B2)cr|
≤Õ(‖A∗‖∞(‖A∗‖∞ + 1)εc)

(144)

We also have
|g(b,b)
r (eg,A

∗,Xi,W T ,V T ,B)|

≤|e>g A
∗A∗(A∗XW T �D(0)

w,xV T )�D(0)
v,xcr|

≤‖A∗‖2∞τ ′vτ ′wm
1
4
1

√
m2εc

≤C0‖A∗‖2∞

(145)

Hence,
fr(eg,A

∗,Xi,W
(0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ,B) ≤ Õ(‖A∗‖2∞(εc + C0)) (146)

Combining (135, 137), we can obtain

fr(eg,A
t(1)

,At(2)
,At(3)

,Xi,W
(0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ,B) ≤ Õ(‖A∗‖2∞(εc + C0)) (147)

as long as ‖A∗ −At(1)‖∞ ≤ poly(ε), ‖A∗ −At(2)‖∞ ≤ poly(ε) and ‖A∗ −At(3)‖∞ ≤ poly(ε).
For any given {Xi, yi}|Ω|i=1, the dependency between yi, yj , where i, j ∈ |Ω| can be considered in two steps. Figure 5(a)
shows aiX is dependent with at most (1 + δ)2 ajX

′s. This is because each aiX is determined by at most (1 + δ) row
vector x̃′ls, while each x̃l is contained by at most (1 + δ) apX

′s. Similarly, yi is determined by at most (1 + δ) apX
′s and

by Figure 5(b) we can find yi is dependent with at most (1 + δ)4 yj (including yi). Since the matrixA∗ shares the same
non-zero entries withA, the output withA∗ indicates the same dependence.
Denote ui = 1/|Ωt|

∑|Ωt|
i=1 |L(λT−1FA∗(eg,X,W (0) + W ρ + W TΣ,V (0) + V ρ + ΣV T ), yi) −

E(eg,X,y)∈D[L(λT−1FA∗(eg,X,W (0) + W ρ + W TΣ,V (0) + V ρ + ΣV T ), yi)]. Then, E[ui] = 0. Since that
L is 1-lipschitz smooth and L(0K , y) ∈ [0, 1], we have

|L(λT−1FA∗(eg,X,W (0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ), yi)− L(0K , yi)|

≤‖(λT−1FA∗(eg,X,W (0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ), yi)− (0K , yi)‖

≤Õ(
√
K‖A∗‖2∞(εc + C0))

(148)

Then,
|ui| ≤ 2

√
K‖A∗‖2∞(εc + C0)
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Figure 5. (a) Dependency between asX and apX (b) Dependency between yi and yj

P(|ui| ≥ t) ≤ 1 ≤ exp(1− t2

4K‖A∗‖4∞(εc + C0)2
) (149)

Then, ui is a sub-Gaussian random variable. We have Eesui ≤ e‖A∗‖4∞(εc+C0)2s2 . By Lemma 7 in (Zhang et al., 2020), we
have

Ees
∑|Ω|
i=1 ui ≤ e(1+δ)4K‖A∗‖4∞(εc+C0)2|Ω|s2

Therefore,

P
(∣∣∣ |Ω|∑

i=1

1

|Ω|
ui

∣∣∣ ≥ k) ≤ exp(‖A∗‖4∞(εc + C0)2K(1 + δ)4|Ω|s2 − |Ω|ks) (150)

for any s > 0. Let s = k
2‖A∗‖4∞(εc+C0)2K(1+δ)4 , k = ‖A∗‖4∞(εc + C0)2K

√
(1+δ)4 logN

|Ω| , we can obtain

P
(∣∣∣ |Ω|∑

i=1

1

|Ω|
ui

∣∣∣ ≥ k) ≤ exp(−‖A∗‖4∞(εc + C0)2K logN) ≤ N−K (151)

Therefore, with probability at least 1−N−K , we have∣∣∣E(eg,X,y)∼D[L(λT−1FA∗(eg,X,W (0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ), yi)]

− 1

|Ωt|

|Ωt|∑
i=1

L(λT−1FA∗(eg,X,W (0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ), yi)
∣∣∣

≤ε0

(152)

as long as |Ω| ≥ Θ̃(ε−2
0 ‖A

∗‖8∞(1 + p4
1p

5
2Cε(φ, ‖A

∗‖∞)Cε(Φ,
√
p2Cε(φ, ‖A∗‖∞))(‖A∗‖∞ + 1)4K6(1 + δ)4 logN), i.e.,

E(eg,X,y)∼D[L(λT−1FA∗(eg,X,W (0) +W ρ +W TΣ,V (0) + V ρ + ΣV T ), yi)] ≤ OPT + ε (153)


