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Abstract

Recent works show that adversarial examples exist for random neural net-
works [Daniely and Shacham, 2020] and that these examples can be found using a
single step of gradient ascent [Bubeck et al., 2021]. In this work, we extend this
line of work to “lazy training” of neural networks — a dominant model in deep
learning theory in which neural networks are provably efficiently learnable. We
show that over-parametrized neural networks that are guaranteed to generalize well
and enjoy strong computational guarantees remain vulnerable to attacks generated
using a single step of gradient ascent.

1 Introduction

Despite the tremendous success of deep learning, recent works have demonstrated that neural networks
are extremely susceptible to attacks. One such vulnerability is due to arbitrary adversarial corruption
of data at the time of prediction, commonly referred to as inference-time attacks [Biggio et al.,
2013, Szegedy et al., 2014]. Such attacks are catastrophically powerful, especially in settings where
adversaries can directly access the model parameters. By adding crafted imperceptible perturbations
on the natural input, such attacks are easily realized across various domains, including in computer
vision where an autonomous driving car may misclassify traffic signs [Sitawarin et al., 2018], in
natural language processing where automatic speech recognition misinterprets the meaning of a
sentence [Schonherr et al., 2019], among many others.

The potential threat of adversarial examples has led to serious concerns regarding the security and
trustworthiness of neural network-based models that are increasingly being deployed in real-world
systems. It is crucial, therefore, to understand why trained neural networks classify clean data with
high accuracy yet remain extraordinarily fragile due to strategically induced perturbations.

One of the earliest works to describe adversarial examples was that of Szegedy et al. [2014], motivated
by the need for networks that not only generalize well but are also robust to small perturbations
of its input. This was followed by a body of works that finds adversarial examples using various
methods [Goodfellow et al., 2015, Papernot et al., 2016, Madry et al., 2018, Carlini and Wagner,
2017a,b]. Although lots of defense algorithms have been designed, most of them are quickly defeated
by stronger attacks [Carlini and Wagner, 2017a, Carlini et al., 2019, Tramer et al., 2020]. Much of
the prior work has focused on this empirical “arms race” between adversarial defenses and attacks;
yet, a deep theoretical understanding of why adversarial examples exist has been somewhat limited.
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Recently, a line of work theoretically constructs adversarial attacks for random neural networks.
Inspired by the work of Shamir et al. [2019], Daniely and Shacham [2020] prove that small £3-norm
adversarial perturbations can be found by multi-step gradient ascent method for random ReLU
networks with small width — each layer has vanishingly small width compared to the previous layer.
Bubeck et al. [2021] generalize this result to two-layer randomly initialized networks with relatively
large network width and show that a single step of gradient ascent suffices to find adversarial examples.
Bartlett et al. [2021] further generalize this result to random multilayer ReLU networks. However, all
of the works above focus on random neural networks and fail to explain why adversarial examples
exist for neural networks trained using stochastic gradient descent. In other words, why do neural
networks that are guaranteed to generalize well remain vulnerable to adversarial attacks?

In this paper, we make progress toward addressing that question. In particular, we show that
adversarial examples can be found easily using a single step of gradient ascent for neural networks
trained using first-order methods. Specifically, we focus on over-parametrized two layer ReLLU
networks which have been studied extensively in recent years due to their favorable computational
aspects. Several works have shown that under mild over-parametrization (size of the network is
polynomial in the size of the training sample), the weights of two-layer ReLU networks stay close to
initialization throughout the training of the network using gradient descent-based methods [Allen-Zhu
et al., 2019, Ji and Telgarsky, 2020, Arora et al., 2019]. In such a “lazy regime” of training, the
networks are locally linear which allows us to give computational guarantees for minimizing the
training loss (aka, optimization) as well as bound the test loss (aka, generalization). The purpose of
our work is to show the deficiency of the lazy regime even though it is the dominant framework in the
theory of deep learning.

Our key contributions are as follows. We investigate the robustness of over-parametrized neural
networks, trained using lazy training, against inference-time attacks. Building on the ideas of Bubeck
et al. [2021], we show that such trained neural networks still suffer from adversarial examples which
can be found using a single step of gradient ascent.

In particular, we show that an adversarial perturbation of size O(%) in the direction of the gradient
suffices to flip the prediction of two-layer ReLU networks trained in the lazy regime — these are
networks with all weights at a distance of O(ﬁ) from their initialization, where m is the width of

the network. To the best of our knowledge, this is the first work which shows that networks with
small generalization error are still vulnerable to adversarial attacks.

Further, we validate our theory empirically. We confirm that a perturbation of size O(1/+/d) suffices
to generate a strong adversarial example for a trained two-layer ReLU networks.

The rest of the paper is organized as follows. In Section 2, we introduce the preliminaries, give the
problem setup, and discuss the related work. We present our main result in Section 3, and give a
proof sketch in Section 4. In Section 5 we provide empirical support for our theory, and conclude
with a discussion in Section 6.

2 Preliminaries

Notation Throughout the paper, we denote scalars, vectors and matrices, respectively, with low-
ercase italics, lowercase bold and uppercase bold Roman letters, e.g. u, u, and U. We use [m]
to denote the set {1,2,...,m}. Weuse || - || or || - |2 exchangeably for ¢5-norm. Given a matrix
U =[ug,...,up] € R>™, we define ||U|2,00 = maxgem |[us|. We use B2(u, R) to denote the
{5 ball centered at u of radius R. For any U € R™™, we use By (U, R) = {U' € R¥>*™ |
U’ — Ul|2.00 < R} to denote the /5 ., ball centered at U of radius R. For any function f : R — R,
V f denotes the gradient vector. We define the standard normal distribution as A'(0, 1), and the
standard multivariate normal distribution as NV(0,1;). We use S?~! to denote the unit sphere in d
dimensions. We use the standard O-notation (O and €2).

2.1 Problem Setup

Let X C R? and Y denote the input space and the label space, respectively. In this paper, we focus
on the binary classification setting where ) = {—1,41}. We assume that the data (x,y) is drawn
from an unknown joint distribution D on X x ). For a function f,, : X — ) parameterized by w in



some parameter space W, the generalization error captures the probability that f,, makes a mistake
on a sample drawn from D:

generalization error := P ,)~p(yfw(x) < 0).

For a fixed x € X, we consider norm-bounded adversarial perturbations given by Bz (x, R), for some
fixed perturbation budget R. The robust loss on x is defined as
l X, Y) = 1(yfu(x') <0).
r(W;X,y) oopax (yfu(x’) <0)
The robust error then captures the probability that there exists an adversarial perturbation on samples
drawn from D such that f,, makes a mistake on the perturbed point

LR(W; D) = IE(x7y)~'D [ER(Wv X, y)]

In this work, we focus on two-layer neural networks with ReLU activation, parameterized by a pair
of weight matrices (a, W), computing the following function:

f(x;a, W) = ﬁ iasa(w;—x).
s=1

Here, m corresponds to the number of hidden nodes, i.e., the width of the network; o(z) = max{0, z}
is the ReLLU activation function, and W = [wy, ..., w,,] € R*™anda = [ay, ..., a,,] € R™ denote
the top and the bottom layer weight matrices, respectively.

In this work, we study the robustness of neural networks which are close to their initialization. In
particular, we are interested in the lazy regime, defined as follows.

Definition 2.1 (Lazy Regime). Initialize the top and bottom layer weights as as ~ unif ({—1,+1})
and wg o ~ N(0,14),Vs € [m]. Let Wo = [Wg.1,. .., Ws ] € R¥™. The lazy regime is the set of
all networks parametrized by (a, W), such that W € By o (Wo, Co/+/m), for some constant Cj.

2.2 Related Work

Adversarial Examples. The field of adversarially robust machine learning has received significant
attention starting with the seminal work of Szegedy et al. [2014]. Most existing works focus on
proposing methods to generate adversarial examples, for example, the fast gradient sign method
(FGSM) [Goodfellow et al., 2015], the projected gradient descent (PGD) method [Madry et al., 2018],
the Carlini & Wagner attack [Carlini and Wagner, 2017b], to name a few.

Most related to our work are those on proving the existence of adversarial examples on random neural
networks. This line of work initiated with the work of Shamir et al. [2019], where authors propose an
algorithm to generate bounded /p-norm adversarial perturbation with guarantees for arbitrary deep
networks. Shortly afterwards, Daniely and Shacham [2020] showed that multi-step gradient descent
can find adversarial examples for random ReLU networks with small width (i.e. m = o(d)). More
recently, work of Bubeck et al. [2021] shows that a single gradient ascent update finds adversarial
examples for sufficiently wide randomly initialized ReLU networks. This was later extended to
multi-layer networks with the work of Bartlett et al. [2021]. A very recent work of Vardi et al. [2022]
shows that gradient flow induces a bias towards non-robust networks. Our focus and techniques here
are different — we show that independent of the choice of the training algorithm, all neural networks
trained in the lazy regime remain vulnerable to adversarial attacks.

Over-parametrized Neural Networks. Our investigation into the existence of adversarial examples
in the lazy regime is motivated by recent advances in deep learning theory. In particular, a series
of recent works establish generalization error bounds for first-order optimization methods under
the assumption that the weights of the network do not move much from their initialization [Jacot
et al., 2018, Allen-Zhu et al., 2019, Arora et al., 2019, Chen et al., 2021, Ji and Telgarsky, 2020,
Cao and Gu, 2020]. In particular, Chizat et al. [2019] recognize that “lazy training” phenomenon is
due to a choice of scaling that makes the model behave as its linearization around the initialization.
Interestingly, linearity has been hypothesized as key reason for existence of adversarial examples
in neural networks [Goodfellow et al., 2015]. Furthermore, this was used to prove existence of
adversarial attacks for random neural networks [Bubeck et al., 2021, Bartlett et al., 2021] and also
provide the basis of our analysis in this work.



3 Main Results

In this section, we present our main result. We assume that the data is normalized so that ||x||2 = 1.
We show that under the lazy regime assumption, a single gradient step on f suffices to find an
adversarial example to flip the prediction, given the network width is sufficiently wide but not
excessively wide.
Theorem 3.1 (Main Result). Let ws o ~ N(0,1), a ~ unif({1,41}) and v € (0,1). For any
given x € S, with probability at least 1 — +, the following holds simultaneously for all W &
B2,oc(Wo, Co//m)

sign(f(x;a, W)) # sign(f(x + d;a, W))
where § = nVi f(x;a, W), provided that the following conditions are satisfied:

Cy
5

b Step Stz Wl = 9 s W

1
2. Width requirement: max {d“, Cslog (7)} < m < Cyexp(d®?),

where Cy, Co, C5, Cy are constants independent of width m and dimension d.

Several remarks are in order.

We note that the setting in Theorem 3.1 is motivated by the popular gradient ascent based attack model
which has been shown to be fairly effective in practice. While in practice, we perform multiple steps
of projected gradient ascent to generate an adversarial perturbation, here we show that a single step of
gradient suffices with a small step size of O(1/d). This attests to the claim that over-parameterized
neural networks trained in the lazy regime remain quite vulnerable to adversarial examples. We
confirm our findings empirically in Section 5.

Our analysis suggests that an attack size of O(1/+/d) suffices, i.e., for any x a perturbation § of

size ||0]| = O(1/+/d) can flip the sign of f(x). This is a relatively small budget for adversarial
perturbations, especially for for high-dimensional data. Indeed, in practice, we find that a noise
budget of this size allows for adversarial attacks on neural networks trained on real datasets such as
MNIST and CIFAR-10 [Madry et al., 2018]. Interestingly, we find in our experiments, that O(1/+/d)
is the “right” perturbation budget in the sense that there is a sharp drop in robust accuracy. More
details are provided in Section 5.

Our investigation focuses on the settings wherein the weights of the trained neural network stay close
to the initialization. Further, given the initialization scheme we consider, the O(1/1/m) deviation
of the incoming weight vector at any neuron of the trained network from its initialization precisely
captures the neural tangent kernel (NTK) regime studied in several prior works [Ji and Telgarsky,
2020, Du et al., 2018]. This O(1//m) deviation bound is also the largest radius that we can allow
in our analysis; see Section 4 for further details. In fact, our results would also hold for adversarial
training given the same initialization and the bound on the deviation of weights is met. Curiously, our
empirical results exhibit a phase transition around the perturbation budget of O(1/+/m) — we see in
Section 5 that robust accuracy increases as we allow the network weights to deviate more.

There is an interesting interplay between the network width and the input dimensionality. Our results
require that the network is sufficiently wide (i.e., polynomially large in d), but not excessively wide
(is sub-exponential in d). The upper bound is large enough to allow for the over-parameterization
required in the NTK setting, as long as the input dimensionality is sufficiently large.

To get an intuition about how the result follows, we first paraphrase the arguments from Bubeck et al.
[2021], Bartlett et al. [2021] for random neural networks with weights W,. We consider a linear
model f(w;x) = %i Zgzl W5 0Xs. Since the initial weights are independent (sampled i.i.d. from
N(0,1)), using standard concentration arguments, we have that for large d, with high probability

|f(wo;x)| < O(1). In contrast, Vi f(wo;x) = w, so ||Vxf(wo;x)|| = ||wl||, which is roughly
©(v/d). Hence, for large enough d, a step of gradient ascent suffices to change the sign of f.
The above reasoning can be extended to weights that are close to random weights. In particular, for

arbitrary weights W close to the initialization, consider the linear model: f(w;x) = % Zgzl WsXg.



Since ||ws — W5 0]| = O (1), thus even in the worst case, the function still behaves as a constant
translation of the initial prediction model f(wo;x), and thus is constant. Similarly, ||V f(w,x)|| =

Q(Vd).

The work of Bubeck et al. [2021] extends the above observation to ReLU activation exploiting the
fact that the function, even though non-linear, is still locally linear. Note that, in a different context,
this local linearity property is central to the Neural Tangent Kernel regime. In particular, the key
underlying idea there is based on the linear approximation to the prediction function. Furthermore,
with appropriate initialization, a linear approximation is not only good enough model close to the
initialization, but also enables tractable analysis. We collapse this “good” linearization property under
the lazy training assumption since that suffices for our purposes.

Beyond Lazy regime. Our result can be easily extended to
a broader class of neural networks. In particular, consider the (
cone C = {W :3r > 0,7W € By o(Wo, \%—;)} see Fig-

ure 1. Note that for binary classification, scaling the network
weights with a positive factor does not change the prediction.
As aresult, Theorem 3.1 still holds for network weights which
belong to the cone C but may not be in the lazy regime.

Figure 1: Cone containing the lazy-
regime ball around initialization Wy.

Robust Test Error. As a corollary to Theorem 3.1, we have that none of the networks in the lazy
regime are robust, i.e., for all networks in the lazy regime, the robust test error is bounded from below
by a constant with high probability.

Corollary 3.2. Let w, o ~ N(0,14), a ~ unif({—1,+1}), R = O(1/V/d) and v € (0,1). In the
parameter settings of Theorem 3.1, for any data distribution D supported on the sphere SY~1, with
probability at least 1 — 10 (over the draw of Wy and a), for all W s.t. W € By o(Wo, Co/v/m), the
robust error Lr(W;D) > 0.9.

We note that our result above is not a contradiction to the prior result of Gao et al. [2019], which
claims that adversarial training finds robust classifiers in overparameterized models. Firstly, our
result shows that there is no robust classifier in the lazy regime (Definition 2.1). In contrast, Gao
et al. [2019] simply assume the existence of robust classifier in an NTK setting; see [Gao et al., 2019,
Assumption 5.2]. Indeed, ignoring some of the (potentially unimportant) differences between our
setting and that of Gao et al. [2019], (e.g., smooth vs. non-smooth activations and tied vs. non-tied
weights in the last layer), then our result may suggest that the assumption in Gao et al. [2019] is
incorrect. Secondly, the main result of Gao et al. [2019] is to show that the excess robust training
error of the output of adversarial training is small. However, this only implies a small robust training
error if the best-in-class robust training error is also small, which, again, as we discussed above, does
not hold. Finally, despite the validity of the key assumption in Gao et al. [2019], the authors only
provide a bound on robust training error. In contrast, our result shows that robustness may not hold in
the sense of robust test error.

4 Proof Sketch

In this section, we provide an outline of the proof of Theorem 3.1. Recall that our goal is to
show that for any given x € S?~1, the vector § = nVf(x;a, W) is such that ||§| < |||, and
sign(f(x;a, W)) # sign(f(x+09;a, W)). Assume without loss of generality that f(x;a, W) > 0, then

sign(n) = —1. From the fundamental theorem of calculus, we have f(x+0) = f(x)+f01 f(x+td)dt.
Using simple algebraic manipulations (see full proof in Appendix B), we have the following,

o) (v/d)
—— e N
fx+nVI(xa,W)a, W) < f(xa,W)—n[[[Vf(x;a, W)
o(\V/d)
+(n| sup IVf(x+d;a,W) = Vf(x;a, W
SER:
1SN <nlIV f (x;2, W)l

The goal now is to control each of the three terms on the right hand side. Note that the suggested
bounds on each of the terms will suffice to flip the label, thereby establishing the main result.




Given any x and W € B2 o (WO, %) , we need to control:

1. The function value of neural network f(x;a, W)
2. The size of the gradient of neural network ||V f(x;a, W)|| with respect to the input x

3. The size of the difference of gradients ||V f(x;a, W) — V f(x + &;a, W)|| for ||§]| < O(1/V/d)
4.1 Bounding the function value
Lemma 4.1. (Informal) For any x, with probability at least 1 — v, | f(x; a, W)| < 24/log(2/v) + Cy
holds for all W € B3 (WO, %) , provided that m > Q(log(2/7)).

Proof Sketch: From triangle inequality,
[f(x;a, W) < |f(x;a, Wo)| + | f(x;2, W) — f(x;a, Wo)].

For the first term, we have from Bubeck et al. [2021] that | f(x; a, Wo)| = O(1). For the second term
|f(x;a,W) — f(x;a,Wq)| < O (1) owing to the Lipschitzness of ReLU. Note that O(1/1/m) is the
largest deviation on ||ws — W, || that we can allow to get the constant bound here.

We next move to the second and third terms. We note that while bounding the first term simply
follows from the Lipschitzness of the network, as we show in the following sections, the second and
third terms require a finer analysis, due to the non-smoothness of ReLU.

4.2 Bounding the gradient

Lemma 4.2. (Informal) For any x, with probability at least 1 — v, ||V f(x; 2, W)|| > V/d holds for

all W € Bs o (Wo, 5—%), provided that m > Q(log(1/7)) and d > Q(%)

Proof Sketch: LetP:=1; — xx' be the projection matrix onto the orthogonal complement of x.
Using triangle inequality,

IVF(x;a, W)|| = [PV f(x;a, W)[| = [PV f(x;a, Wo)[| — [PV f(x;a, W) = PV f(x; 2, Wo)]].
The first term ||PV f(x;a, Wo)|| > ©(+v/d), which follows from Bubeck et al. [2021] with minor
changes arising from different scaling of the initialization.

We further decompose the second term,

The first term is O(1) simply from the fact that ||ws — wgl| < % To bound the second term, the key

arguments are as follows: by definition of P, the term Pw, o is independent of ¢’ (w, x) — o’ (w ] (x),

therefore, as in Bubeck et al. [2021], we can bound both of these terms independently. Note that
asPwg o ~ N(0,14_1). Therefore, the second term is equal in distribution to the following random
variable:

1 m
I[PV f(x;a, W) — PV f(x;a, Wo)|| < H\/» Z asP(weo' (w]x) — ws,oa’(w:x))H
m
s=1
1 m
+ H sup — Z asPwy (0’ (w]x) — o’ (w/ gx))
WEB2, 00 (Wo 5—%) Vm s=1

SUPwes, (Wo, S2) \”/Z%\/Z;nﬂ(al(wjx) — 0/ (w] ox))?
where z ~ N(0,14-1).

The term |0’ (w/] x) — o’ (WIOX)| = 1 only when the s-th neuron has different signs for incoming
weights w, o and wg. So, at a high-level, we want to bound the number of neurons changing sign
between weights wy and w. To do this, we draw insights from results in the lazy training regime that



bound the number of such neurons in terms of deviations in weights. In particular, the following
lemma shows that with high probability, for all W € By »(Wo, %), at most O(y/m) neurons can
have a sign different from their initialization.

Lemma 4.3. Let S, := {s|IW, W € B; (Wo, \%%) ,[(wg,x) > 0] # 1[(wg0,x) > 0]}. Then,
with probability at least 1 — , we have that |.S,,| < Cov/m + 4/ %M.

The key idea is that we can absorb the union bound in the definition of the set above without
compromising any increase in the size of the set. Putting all of these pieces together yields the bound
claimed in Lemma 4.2.

4.3 Bounding the difference of gradients

Lemma 4.4. For any x, with probability at least 1 — v, for all W € B3 (WO, %) , we have that

SUP,.cga-1 serd | VF(x8,W) — V f(x + 658, W)|| < o(V/d), provided that ||§] < O(1/+/d), and
d** <m < O(exp(d®?%)).

Proof Sketch: It follows from the definition of norm that

IVf(x;a,W) =V f(x+d;a,W)|| = sup Lz:aSW;—r (a’(w;rx) —a’(w;—(x+5))) .
Tesd71766Rd \/ﬁ s—1

The strategy, then, is to bound the right-hand side for fixed r and 0, and then use an e-net argument to
bound the supremum. To that end, define the following quantities:

Xso0 = asw, gr(0"(wiox) = o' (Wio(x +0))), Xy = aswlr(o’(w]x) — o' (W] (x +9))).

Then, the norm of the difference of the gradients is upper bounded by

ﬁ Z::nzl Xs,(] + ﬁ Z:;l(Xs - Xs,())~

The first term \/—% S X0 = O((Ry/log(d))'/*) which follows from Bubeck et al. [2021] with

minor changes due to the different scale of the initialization. However, the second term requires a
more careful analysis. In particular, the difference X, — X ¢ includes deviations of both variables x
and W. Therefore, we need to expand the difference in terms of each variable and carefully bound the
resulting terms. Similar to the ideas presented in the previous section, here we need to bound the size
of the set of neurons that can change sign under perturbations on both x and W. It turns out that the
size of this set is in the same order as the one in Lemma 4.3, as long as the perturbation in x is O(1).

S Experiments

The primary goal of this section is to provide empirical support for our theoretical findings. In
particular, we want to verify how tight our theoretical bounds are in practice, in terms of the size of
the perturbation needed and the interplay of robustness with training in the lazy regime. For instance,
are the trained models indeed vulnerable to small perturbations of size O(1/+/d) as suggested in
Theorem 3.1? Is the assumption of training in the lazy regime merely for analytical convenience or
do we see a markedly different behavior if we allow the iterates to deviate more than O(1/+/m) from
initialization?

Datasets & Model specification. = We utilize the MNIST dataset for our empirical study. MNIST
is a dataset of 28 x 28 greyscale handwritten digits [LeCun et al., 1998]. We extract examples
corresponding to images of the digits ‘0’ and ‘1’, resulting in 12665 training examples and 2115
test examples. To study the behaviour of different quantities as a function of the input feature
dimensionality, we downsample the images by different factors to simulate data with d ranging
between 25 and 784 (the original dimension). We use two-layer ReLLU networks with a fixed top
layer to match our theory and use the initialization described in Section 2.
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Figure 2: Minimal size of the perturbation vector needed to flip the predicted label (left), the norm
of the gradient V f (x;a, W) for W trained in the lazy regime (middle), and the corresponding step
size (right), as a function of the input dimension d for a fixed value of Cy = 10 and different values
of network widths (m).
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Figure 3: Minimal size of the perturbation vector needed to flip the predicted label (left), the norm
of the gradient V f(x; a, W) for W trained in the lazy regime (middle), and the corresponding step
size (right), as a function of the input dimension d for a fixed value of network width of m = 10°
and different values of Cj.

5.1 Lazy regime for standard SGD

Setting. For each d € {52,72,10%,142, 202,252 282}, we set the width of the network m €
{1e3, 1e4, 1e5}. We train the network using standard SGD on the logistic loss using a learning rate
of 0.1. We denote the weight matrix at the ¢ iterate of SGD as W, and the incoming weight vector
into the s™ hidden node at iteration ¢ as ws ;. The training terminates if the iterates exit the lazy

training regime, i.e., if SUPy < <, [[Ws,r — % We experiment with Cy € {10, 20, 30,40}.
We note that regardless of the above stopping criterion, each of the trained models achieves a test
error of less than 1%. In other words, the models that our training algorithm returns are guaranteed to

satisfy the lazy regime assumption and generalize well.

Given a trained neural network with parameters (W, a), for each test example x, we find the smallest
step size 7 such that the perturbation § = 1V f(x) flips the sign of the prediction, i.e., fw(x) fw(x +
0) < 0. For each experimental setting (i.e, for each value of d, Cy, and m), we report results averaged
over 5 independent random runs.

Results. The key quantities in our analysis are the step size 7, the norm of the gradient
||V f(x;a,W)||, and the size of the perturbation vector which is given as the product of the step
size and the norm of the gradlent In Figure 2, we plot these quantities as a function of input dimen-
sion d, for a fixed Cy, for various values of width m € {1e3, 1e4, 1e5} (corresponding to the curves
in red, orange, and blue, respectively). The green curves represent the corresponding theoretical
bound. As predicted by Theorem 3.1, the gradient norm behaves roughly as (v/d). Furthermore,
the minimum step-size required to flip the label, and the minimum size of the perturbation vector

(normalized by the input norm) behave as O(1/d) and O(1/+/d), respectively.

In Figure 3, we explore the behaviour of the key quantities as we allow for larger deviations in the
lazy regime, by allowing for larger values of Cy, for a fixed network width of m = 10°. We see
that as Cy increases, both the size of the gradient and the minimum step size required to flip the
label increase, thereby increasing the size of the perturbation vector needed to change the sign of the
prediction. This suggests that allowing the trained networks to deviate more from the initialization
potentially leads to models that are more robust (against the attack model based on a single step of
gradient ascent).
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Figure 4: (Left):Robust test accuracy as a function of perturbation size ||4|| and dimension d, for
a fixed network width of m = 1000 and a fixed value of maximal deviation of weight vectors of
V = % with Cy = 10. (Right):Robust test accuracy as a function of width m and maximal

deviation of weight vectors, V/, for a fixed dimension of d = 784 and fixed perturbation size
I6]| = 0.2.

Remarkably, the minimum perturbation size, closely follows the O(1/+/d) behaviour predicted by
the theorem. This begets further investigation into the required perturbation size, which is the focus
of the next subsection.

5.2 Lazy regime for adversarial training

We begin by noting that our theoretical results are not limited to any particular learning algorithm. In
fact, the results hold simultaneously for all networks in the lazy regime. In this section, we further
verify our theoretical results for networks that are adversarially trained in the lazy regime.

Setting. We downsample images as in the previous section to simulate data with d €
{5%,62,72,...,282}. For this set of experiments, we also normalize the data, so that ||x| = 1,
to closely match the setting of our theorem. We use projected gradient descent (PGD) [Madry
et al., 2018] for adversarial training. To ensure that the updates remain in the lazy regime, after
each gradient step, we project the weights onto Bz o.(Wo, V); see Algo. | in the appendix for
details. We experiment with values of V' and the size of ||J|| in the intervals 0.05 < V' < 1 and
0.05 < ||§]| < 1, respectively. These ranges are wide enough to include the O(1/+/d) and O(1//m)
theoretical bounds that we aim to verify here. We note that the projection step is not commonly
used in adversarial training; however, in our experiments, it does not hurt the test accuracy of the
trained models, perhaps due to the simplicity of the classification task. At test time, we generate the
adversarial examples using the PGD attack instead of a single gradient attack as in Section 5.1. We
report the robust test accuracy averaged over 5 independent random runs of the experiment.

Results. For the experiments reported in Figure 4, left panel, we fix the network width to m = 1000

and set V = % = \/% = 0.316, to check how the dimension d and the perturbation budget

affect the robust accuracy. We observe a sharp drop in robust accuracy about the 5/ V/d threshold
for the perturbation budget ||0|| as predicted by Theorem 3.1. We can see that for perturbation sizes
slightly larger than 5/ V/d, the robust accuracy drops to 0, while the trained networks are robust
against smaller perturbations.

For the experiments reported in the right panel of Figure 4, we fix the input dimensionality to d = 282,
and the perturbation size to ||¢|| = 0.2, to check how the network width 1 and the maximal deviation
in weights, given by V, affect the robust test accuracy. We observe a phase transition in the robust
test accuracy at value of V around O(1/+/m), as required by Theorem 3.1. In particular, for any
fixed width m, even a slight deviation from the 25/+/m radius allows for training networks that are
completely robust against the PGD attacks. With a smaller radius, however, the robust test accuracy
quickly drops to 0. This experiment suggests that adversarial robustness may require going beyond
the lazy regime.

Why MNIST? We remark that our empirical demonstration on a simple dataset makes a stronger
case for our theoretical result. This is because the perturbation size of O(1/+/d) prescribed by our



theoretical result is worst-case, regardless of the dataset. So, in an easy setting like binary-MNIST,
we would expect our bound to be pessimistic and a smaller perturbation to be sufficient. On the
contrary, we see that even MNIST exhibits a perturbation-dimension relationship that closely follows
our theory. This can be regarded as an empirical evidence of the tightness of our bounds.

6 Conclusion

In this paper, we study the robustness of two-layer neural networks trained in the lazy regime against
inference-time attacks. In particular, we show that the class of networks for which the weights are
close to the initialization after training, are still vulnerable to adversarial attacks based on a single

step of gradient ascent with a perturbation of size O(%).

Our works suggests several research directions for future work. First, the focus here is on two-layer
networks, so a natural question is to ask whether the same holds for multi-layer networks. Second,
while we show that a single step of gradient ascent-based attack is sufficient for our purposes, we
expect to get stronger results if we consider stronger attacks, for instance, with gradient ascent based
attack that is run to convergence. Third, our experiments highlight an intriguing relationship between
the width, the input dimension, and the robust accuracy. So, a natural avenue is to understand these
dependencies more carefully. These include, figuring out the dependence on the input dimensionality
of the minimal perturbation required to generate an adversarial example. Similarly, how does the
robust error behave as a function of the maximal distance of the weight vectors from the initialization.
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A Additional experiments

Figure 5 and 6 plot the same phenomena as Figure 2 and 3. The only difference is that they strictly
follows the setting described in Section 2 where the training data and test data has been normalized to
|Ix]| = 1, and there’s no bias term when initializing the neural network linear layer to consist of our
problem setup. For each experimental setting (i.e, for each value of d, Cy, and m), we report results
averaged over 5 independent random runs.
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Figure 5: Normalize data ||x|| = 1. Smallest size of perturbation to switch the prediction (left), norm
of the gradient after training the neural networks (middle), smallest step size (right), as a function of
input dimension d for fix Cy = 10 with different width m.
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Figure 6: Normalize data ||x|| = 1. Smallest size of perturbation to switch the prediction (left), norm
of the gradient after training the neural networks (middle), smallest step size (right), as a function of
input dimension d for fix m = 10° with different Cj.

Figure 7 is the histogram of smallest size of perturbation to switch the prediction, the norm of the
gradient after training the neural networks, and the step size when d = 784, m = 10°,Cy = 10.
The histogram exhibits a Gaussian distribution, and the step size to flip the prediction is small. (n
concentrates around 0.045.)
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Figure 7: Histogram of smallest size of perturbation to switch the prediction, the norm of the gradient
after training the neural networks, and the step size when d = 784, m = 10°, C; = 10.

In Algorithm 1, we describe our projected adversarial training algorithm in details. For generating
adversarial example with budget R at each round, we choose learning rate « = 2.5 x R/100 with
T5 = 100. This is a common choice, which is first introduced in [Madry et al., 2018]. For updating
the weight matrix, we choose learning rate 8 = 0.01. We stop when the robust training accuracy is
not increasing.
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Algorithm 1 Projected Adversarial Training

1: Training samples (X,y) = {x;, y;}7,. Initialize ws o ~ N(0,14),as ~ unif{£1},Vs € [m]
with fixed a. Epochs 77, T5. Learmng rate «, 3, perturbatlon budget per sample R. Logistic loss
{. Batch size bs. Pa is the projection operator onto the set A.

2: fort=1,...,7T; do

3 for k = 1 , T do

4 X = X+azt 1VX7€(ylf(xi;a,Wt_1))

5: X = Ps, .. (x,r)(X) {generate adversarial examples}

6: end for

7. for || rounds do

8: Sample a mini-batch of size bs from (X,y) as (X;;, ¥ )?5:1
9: Wi =W, 1 - 8Vw,_, Zsil Oy, f(Xi;32,Wi_1))

10:  end for

1: W, = PBQ_QO(WO <o) (W) {Project the weight matrix to satisfy lazy regime. }
12: end for

13: return: Wy

B Proof of theorems

Proof of Theorem 3.1. From Lemma B.5, B.7, B.9, we have that
IV f(x;a, W)[| > C1Vd,
|f(x;a,W)| < Cy,
=)
Vd

We simplify the notation as f(x) = f(x;a, W). Define 77 = n||V f(x)||2. Without loss of generality,
assume f(x) > 0, let

IV f(x:a, W) = V f(x + 832, W)[| < C5/d for [|5]] < o

e 2f(x)
x+38)||— x)|| ?
L= supjsyc o “W(ﬁv}é’x)\\'“ )
we have for the point x + ﬁ%,
. Vfx)
f(””uw e
/ fx+tn N7 (( ))|2) dt (Fundamental theorem of calculus)
Vix)" Vi)
_ d
f<")+/ e RN e el
- _VFx)T (Vf(Xthnva(x Hz) Vf(x))
— d
f<")+”+/ MV IV t
1|V el ) — v
< fix +n+ln|/ IV7tx+ nlllé;(X))) fx )”dt (Cauchy—Schwarz)
_ [VF(x+6) = VI
< +7+
Fx)+17 |77|5ew:n:|1\lsp”vﬁ(x>u IV F )]
=—f(x)<0

Note [f]| = ©(1) and thus 7 < O(3), [V /()| = |z < O(L).
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In order to proof the main theorem, we start by giving some standard theorems, which will be used in
later proof.

Theorem B.1 (Berstein’s inequality). Let 21, ..., 2, be independent real-valued random variables.
Assume that there exist positive numbers v and ¢ such that

ZE[zl ] <wvand ZE |2:]7] —ch 2 for all integers ¢ > 3.

If S =3"" (2 — Ez), then forall ¢ > 0,
P(S > V2ut +ct) <e?

We will also use repeatly that
|

q:
E..nvonlf] < (@-DI< X €]
as well as the following concentration of y? random variables: let z1,. .., z,, be ii.d. standard

Gaussians, then with probability at least 1 — -y, one has

m

> m‘ < 4y/mlog(2/7) )
s=1
Theorem B.2. (Chernoff’s inequality) If 21, 22, . .., 2y are independent Bernoulli random variables

with parameters p;. Let Sy = >, z; and p = ESn = ), ;, then for t > p,

P(Sy > 1) < exp(—p) <ef)t

Theorem B.3. (Theorem 2.26 in Wainwright [2019]) Let z = (21, 22, . . ., 25, ) be a vector of i.i.d
standard Gaussian variables, and let f : R™ — R be L-Lipschitz w.r.t. the Euclidean norm. Then we
have

P(If(z) ~Ef(z)| > t) < 2¢~377 forall ¢ > 0

In Lemma B.4, we let S, denote the set of neurons that change sign between weights wq and w for
the x, S) as the set of neurons that change sign between weights wo and w for the x 4+ 0. We show
that the size of S, and S} is small as long as the weights stay close to initialization.

Lemma B.4. Define the following
So={s[IW, W € Ba,oc (Wo, V), L[(Ws,x) > 0]#L[{Ws,0,%) > 0]}
Sy:={s|30,|6]| < R < 0.5,3W, W € Bz oo (Wo, V), 1[{ws,x + 8) > 0] #L[(ws0,x + §) > 0]}

Then with probability at least 1 — ~, the following hold:

mlog(1/7)
2

x+5<V}‘ Z]l (W0, X+ 0)| < V] < (Vm+ mlog2(1/7)>(1+R)

S0l < x>|<V}|=Zﬂ[|<ws,o7x>|<v] < Vm+

15, <

Proof of Lemma B.4. Define vy = wy — W, . Note that s € .S, implies V1 < s < m,

[(Ws0,%)| < sup [([ws = waoll,x)| < sup[[vs]l2f[x[la <V

llvslI<V/ vslI<V

Thus we have

— )

S\H

d

m 2V
D 1[(weo,x)| < V]| = P(|(ws0,x)| S V) < -5
2 Ix[13
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where the expectation is with respect to the randomness in initialization, and the inequality holds
since (W, o, X) is a Gaussian r.v. with variance 1. By Hoeffding inequality, with probability at least

1—n,
1 i]l“(wg 0, X)| < V]
m s=1 o B
1 & log(1
{ Z (Ws,0,%)| < Vﬂ log(1/7) (Hoeftding inequality)
m “— 2m

<V+ \/Lg?(:n/’y)

As aresult, with probability at least 1 — , we arrive at the following upperbound on the size of S,;:

m

log(1
1S,] < <V =D 1[[(we0,x)| V] <V + %(/7)
s=1
Same way we can bound the size of S). s € S implies V1 < s < m,
(w0, x+0)| < sup (v, x+8)[ < sup  [[vill2flx + 6] < V(1 + R)

lvs ISViIISII<R vsI<SVillSll<R

Thus we have
1 m
| Y (w4 0 < V4 B = P(wa0x-+ 8] S V4 R) < V4R
s=1

where the expectation is with respect to the randomness in initialization, and the inequality holds
since (W, o, X) is a Gaussian r.v. with variance 1. By Hoeffding inequality, with probability at least
1—7,

%ZWWS,O,XMM <V(1+R)]

s=1

{1 S 1 [[(weo,x +8) < V(L + R)]] 1OgQ(M(l +R)  (Hoeffding inequality)
m m
s=1

<V(+R)+ 71°g2(if”)

(1+R)
As aresult, with probability at least 1 — -, we arrive at the following upperbound on the size of S,;:

S| <

s||<ws,0,x+(5)|§V}' = §1[|<W570,X+5>|§V] < (Vm+ mlog2(1/'y)>(1 + R)

O

Now we begin our proof. Essentially we want to lower bound ||V f(x;a, W)||, upper bound
|f(x;a, W)| and upper bound ||V f(x;a, W) — Vf(x + §;a,W)|. Lemma B.5 gives the upper
bound of | f(x;a, W)| as O(1).

Lemma B.5. For any x, with probability at least 1 — ~, the following holds for all W &
B2 ,00 (W07 \/*)

xia, W) < V227 + B s ¢

Particularly, there exists C' > 0 such that for m > C'log(2/7), we have

|f(x;a, W)] < 24/log(2/7) + Co
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Proof of Lemma B.5. From Bubeck et al. [2021] we know that |f(x;a, Wo)| < +/2log(2/7) +
%\/%/“’). Now we consider bound | f(x;a, W) — f(x;a, Wo)|,

1 m
|f(x;2,W) — f(x:a, Wo)| < [ = Y as(o(w]x) = a(wox))|
s=1

1 m
< — lo(w]x) —a(w]x)| (Triangle Inequality)
< Vmlw]x —w/ x| (o(-) is 1-Lipschitz.)
< Vmfws = wiolllIx]| (lws —wsoll < T2
< Co

Thus,
2log(2
i, W] = 1o, Wo) +1xia, W) = flxia Wa) < vZTog2/) + 2520 o

O

In Lemma B.6, we want to calculate the upper bound of the probability that the neuron flips sign due
to (1) perturbation J; (2) different perturbation §, ¢’ on the data x at weight w.
Lemma B.6. For any § such that ||6]| < R < 1,
1
P(sign(w;r)ox) # sign(w, o(x + 6))) < R+/2log(d) + 3 3)

P(H(S’, 6" € By(d,¢), and IW, W € By o (Wo, V), sign(w, (x + §)) # sign(w/ (x + (5’)))
< 25(\/g+2\/dlog(2/5)> +(1+R+e)V 4)

Proof of Lemma B.6. Equation (3) directly follows from Bubeck et al. [2021]. For equation (4), we
have

P(EI(S’, 8" € By(d,¢), and IW, W € By o (Wo, V), sign(w, (x + §)) # sign(w,] (x + 5’)))
< P(Elél,él € By(6,¢), and IW, W € By oo (W, V), |w] (8 — )| > t)
+P <EIW, W € Byoo (Wo, V), W] (x4 6)| < t) (Holds for any threshold ¢.)

< P(HW,W S 62700 (Wo, V) s HWSH > t/E) + P(HW,W S BQ)OO (Wo,V) s ‘WST(X + (S)l < t)

< p(aw,w € Baoo (Wo, V), [[Weoll > t/e — |lws — ws,o|>
+ P<HW,W € Baoo (Wo, V), [Wlg(+0)| <t 4 [(ws — weo) (x+ )]

(Triangle Inequality, pick t = € <\/d + 44/dlog(2/¢) + V))
< P(||ws,o| > \/d+4\/d log(Q/S)) +P<|w;fo(x +6)|<ey/d+4 dlog(2/e)+(1+R+5)V>

(W o(x +0) ~N(0,0?) with 0 > § since ||6]| < 3)

<e+ e\/d +44/dlog(2/e) + (1 + R+¢)V (Using equation (2).)
= 2(Vd +2v/dlog(2/e)) + (1 + R+¢)V
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Lemma B.7 gives lower bound on ||V f(x;a, W)|| > Q(/d).
Lemma B.7. For any x, with probability at least 1 — ~, the following holds for all W &

B2,00 <W07 %),

5 o 1/2 1/2
||Vf<xaw>||>(1 (/22 1g(“”))) (d—5 dlog@/w)

m

o 1/2
_CO_\/\F 1g4/7 (d—|—4\/dlog8m/v>

Particularly, there exists C' > 0 such that for m > C'log(4/~) andd > C M , we have

IV f(x;2, W) > im

Proof of Lemma B.7. Follow the process of Bubeck et al. [2021],let P = I; — xx " be the projection
on the orthogonal complement of the span of x. We have ||V f(x;a, W)|| > |[PV f(x;a, W)]|. Thus
we have,

IVf(x;a,W)[| > [PV f(x;a, W)
= [PV f(x;a,Wo) + PV f(x;a, W) — PV f(x;2, Wo)|| (5)
> [PV f(x;a, Wo)|| — [PV f(x;a, W) — PV f(x;a, Wo)||

Since asPwy g is distributed as N(0,I;_1), denote z := asPw, o, we have

1 m
PV f(x;a,Wq) = Za Pw, 00’ (W, oX) @ < mZo”(wlox)?)z where z ~ N(0,1;—1)
s=1

d e
where @ means equal in distribution.

Using (2), we have with probability at least 1 — ~

12]* > d — 1 — 4y/dlog(2/7) > d — 5\/dlog(2/7) d>1,7y<2/e)

Apply Bernstein’s inequality with v = m, ¢ = 1, we have with probability at least 1 — ~,

= Zo' 2> Ex~nvo, 1)[|0 (X )|2] - ( 21ogm1/7) T 10g§711/7)>
1 ([ [2log(1/y) | log(1/v)
9 ( m * m )

Thus we can get

1/2

o o 1/2
1PV £(x; 2, Wo)|| > (1 (g e | g(2/7))) <d—5\/dlog(4/7)>

2 m m
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Now we start upper bound ||[PV f(x;a, W) — PV f(x;a, Wy)||. Note that

HPVf(X'a W) — PV f(x;a,Wo)
=== \f Z asP(Ws0' (W x) = W00 (W, ox))|
=1

T

<||\/lr—n§:lasp(wsa'(ws x) — Ws,00" (W, x)) ||+||\ansPWso (o' (W x) — o' (w] ox))ll

<)

1 m
< ﬁ ; as(wso' (wg x

— Wa00' (Wx))]

m

+ sup || ZG’SPWSO WsO + Vs )T )_OJ(WST,OX))”
Vs€[m],vs ER f
llvs ll< 52
< Vmllws —ws ol + sup Za Pw, (0 ((Ws0 + vs) ' X) — 0’ (w/ ox)) ||
Vse€[m],vs E]Rd
llvell< 52
SCot s (o= Y aPwao(o! (Weo +v)Tx) — o (W) (6)
Vse[m],vs€RY, \/m s:zl K
lvsll<S2

Now we start bounding the second term of equation (6). We have that with probability at least 1 — -,

sup Z asPw,0(0' (Ws0 4 vs) TX) — 0’ (W] x))
Vs€[m],vs GRd

C,
HVSHSﬁ

1 m
@ sup ( = 370" ((Weo +v4) Tx) —a’(w;iox»?)z (z = a,Pwy0 ~ N(0,14-1))
Vse[m],vs€RY, m s=1

C
vall< e

= ( L Z sup  (0/((Ws,0 +vs) Tx) — U/(WIOX))Q)Z

m s—1 Vs€[m],vs€R?,

=4/ i|S1,| - Z (By the definition of S,, in Lemma B.4 with V' = %)
log(1
\/ =(c 8 /7)) . ™

Using equation (2), we see that with probability at least 1 — , one has forall 1 < s < m,

2] = [lasPws,ol < \/d+4 dlog(2m/~)

Thus follow from equation (6), we have

[PV (x:2, W) — PV f(x:, Wo)| < G + \/ =Gt [ EED) a4 Ao )
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And as a result, with probability at least 1 — ~y

o o 1/2 1/2
v stxa Wl = (5 21g4/’”+1g<“”)>) (a-5vatons) )

m m

1 1
—CO—\/\/E(CO—F\/ og(4 \/d+4\/d10g (8m/v) >Q

O

Now we start bounding ||V f(x;a, W) — V f(x + J;a, W)||. In order to prove Lemma B.9, we will
leverage the fact that for any h € R%, we have ||h|| = sup, cga—1 7 - h. We first start a lemma with
fixed r, § to prove Lemma B.8, then use the ¢-net argument to prove Lemma B.9.

Lemma B.8. Fix 7 € S¢~1, and § € R? such that ||§]] < R < <L C’1 is a constant. For any x, with

probability at least 1 — +, the following holds for all W € B; (Wo, \F)

% S aq(ws - 1) (o (WIx) — o' (w] (x4 9)))

< 2\/log(4/7)((4R\/log(d))1/4 n bg(:/”) Lo

log(4
+3\/f B, o s Jogtam ) +5(Co - oma) - ol

Proof of Lemma B.8. Let Xy0 = as(wso - 7)(0"(W]ox) — o/ (Wlo(x 4+ 0))), Xs = as(w, -

) (o' (w]x)—o’(w] (x+0))). We have E[X, o] = 0, and equation (1) gives us E[jw, o-r[29] < 22,
Thus, we have

E[| X007 < Elws,o - 7|7]0" (Wi x) — o' (W o(x + )]

< \/IEHWS@ -r[24] - P(sign(w] ox) # sign(w](x +9))) (Using equation (3))

< \/(22q)' . \/R 2log(d) + =
%!2q-\/2R\/210g(d)

IN

E[|Xs,0/%] \/IE [(Ws,0-7)4] - P(sign(w] ox) # sign(w](x +9)))

< 24/ R+/2log(d) Exnvonl| XY <31 <4
< 44/ R+/log(d)
Using Theorem B.1 with v = 4m/ Ry/log(d), ¢ = 2, we have
- / 21og(1/7)
Tz:: 0 < \/8 Ry/log(d)log(1/7) + —Jm

log(1/7) ((4R\/10g )1/4 log(l/’y))

m

Now we start bounding \ﬁ > (Xs — Xs,0)|- In fact, here we no longer fix r, § and directly
bound | SUP,.ega-1 ek, 5] < <4 ﬁ S (X — X))l
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1
sup 75 (Xs — Xs0)
‘ rESdil, V1

d <1
5eRY6]|< S

swp =Y a(wro <w?x>a’<w2<x+5>>>wlorw'(w;ox)o'<w10<x+6>>>)\

rGSdil, m
d o
seR? |6 < L

1 Y as(wlr(o'(w]x)— X r(o’(w]x)—o'(w] (x
<| s g DI (T (T () T (T (T () )|
seR?, 5] < S
£ >~ (WL T~ (8T 4 80) ~ L (o (v gx) o (T x+90)|
rESd b \/>S:1 ’ ’ ’
ser, 6]l <L

(Triangle Inequality)

<jﬁénws—wspno’<w2x>—a’<w2<x+6>>|+|] fzaswso (0=

o e Y et T ) Tt )
SERE ||5||< 71 \/7 s=1
(Cauchy-Schwarz, triangle Inequality)
<Co+ H 7 2 Za Ws0(0 (W x) — (WST,OX))H (8)
+ sup \FZaSWS 0 (x+6)) —o’(w;':o(x-q-é)))H 9)

dERY, \|6||<

Define P = I; — xx " as the projection on the orthogonal complement of the span of x. For the second
term of equation (9), we have

Hfzaswso "(wix) =o' (w ;r,ox))H

H\FZaSPWSO (0’ (W) x) — o’ (w] ox) H H\Fz%xx wo0(0 (wa)—o(w;rox»H

<

sup Za PW30 WSO+Vs) X) _U/(W;rfox))H
Vse[m],vs€R?,

Co

—Vvm

e §m xx w0l - [0 (W x) = o' (w]oX)]
Vm & , : g

<

1
P Te)_ ~/ T S T
Lo fZas w044 X~ (T 0) [+ 1511 e [
lIvsll< 7= L

NG

(By the definition of S,, in Lemma B.4, Holder’s inequality)

< \/\/1%(00 +1/ M \/d+4 dlog(8m/v) + (Co + /log(4/7)) - /log(4m/7)

(Equation (7), x " wso ~ N(0,1))
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where the last line holds because with probability at least 1 — 7, one has for all 1 < s < m,
xTws 0] < \/log(m/7).

Define P’ = I; — Get8)(xt6) T as the projection on the orthogonal complement of the span of x + 4.

lIx+412
We bound the third term of equation (9) the same way as follows.
1 & 1T 1T
sup ﬁzasws,o(a (Wg (x+6)) =0’ (wyo(x +0)))
6€Rd,|\6|\§713 s=1
1 m
< sup —ZQSP’W&O(U’(W:(Xer)) a'(wgo(xw)))H
sERY,||5]|<TL
- (x+8)(x+0)T
o s Z DD (e ] (x+6) = o (Tl 6)|
SER, \|5||<71, = [[x + 4]
1 % / / T I, T
< sup 3 P w0 (Weo 4+ v) T (x4 8)) — o' (wlg(x + 8))
sert o< VS
Vse[m],vs€RY, [lvs < 52
1 & (x+8)(x+0)T
+ sup — lo' (W) (x 4+6)) — o' (W o (x + )| ———<5"—Ws.0
B S : -+ 3P
1 m
< sup — > (0'(We0+vs)T(x+0)) =o' (Wo(x+3)))  sup [z()]|
vselm]v.er?, T {5 sekd||s]|< 5L
Co
=T
(Define z(d) := asP'ws g ~ N(0,I5-1))
1 ) 5T
+ sup —S WW&O (By definition of .S, in Lemma B.4)
seR4,||5) <L vm [[x + ol
1 !
<A\/=ISl- sup o lz(8)]
M sera5)< St
1 l T T
+T|S ul 2lr<néa<x X W0 +0 Wso (Iz(d)[ < [[ws,oll)
1+ R log(4/7) \/
</ —(C ———\/d+ 4+/dlog(8
< \/m(oﬂ/ 5 )\ d+4ydlog(8m/7)

d + 4+/dlog(8m
+ (Co + /log(4/))(1 + R) -2< log(4m/~) + \/ W)
(R< & f d > log(m/v)log(1/%))

\/f log 4/7 \/d+4\/m+4 Co+/log(4/7)) (x/log 4m/7) +3)

As aresult, we get

TZ \/fZXsO+|\/fZX X50)|

< 2¢/log(4/7) ((4R\/Iog(d))1/4 4 \/@) LGy
*3Wa<00 B, s eaton )
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5(Co -+ el (Viogtam /7 +3)
O
Lemma B.9. Let ||§]| < R < &L C max{1,Co},m > d*>*. Then, for any x, with probability at
least 1 — +, the following holds for all W e B3 oo (Wo, \ﬁ)

wT T 2 log(d) e
sup E as(ws - 1) (0’ (wg x) — o' (wg (x+6))) < 9<Cld2 log”(md) )
resiTt d
56Rdm5HgR
15d 1 _
- 15d108(nd) | 076025

vm
provided that d > log(4/)2. Particularly, for any ¢ > 0, there exists C,C’ such that if
1og2(md)\/ logd(d) <C, dlo%d) < C'+/d, then we have,

sup  [|[Vf(x;a, W) — Vf(x +d;a,W)|| < cVd
resd—1,
SeRY|ISI<R

The above can realize when m < O(exp(d®??))

Proof. Define ®(r,d) = ﬁ Y7 as(ws - 1) (o' (Wl x) — o'(w] (x + 6))), and N an e-net for
Q = {(r,0),|lr|| = 1,19]] £ R}. In Lemma B.8 we bound ®(r, §) for a fixed r and J, here we
bounded it uniformly over 2. We know that |N.| < (10/¢)??. Using Lemma B.8, we obtain with
probability at least 1 — «

sup ®(r,8) < sup &(r,d) + sup |®(r,6) — ®(r', &)
(r,0)€Q (r,6)EN. (r,8),(r",8")eQ:||r—r||+]|6—06"||<e

< 24/2dlog(10/¢)+log(4/7) ((43\/@)1/4 \/2d10g(10/8)+10g(4/7)>

+Co + 3\/\/1%(00 +14/ W)\/d—&- 44/ dlog(8m/~)

+5(CoVouT) (Vg1 43) + sup [00.6)- (")
(r,8),(r",8")€Q:
lr—=r | +]16—6"||<e

(10)
For r, 7/, one has

||7“ 7“|| IIT Co
|®(r,0) — @(r',0)] < ZH sl < > \/ﬁ)

Using (2), we know with probability at least 1 — ~, one has for all s € [m],

[wsoll? < d+ 4y/dlog(m/v),

so that in this event we have,

|®(r,8) — (r',8)| < ||r — || <\/md + 4dm+/dlog(m/v) + C0>

On the other hand, for §, §’, we write
|D(r, 5) — &(r,d")]

m

Z]l{mgn (x +9)) > sign(w] (x + &) }asws - 7
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+ % i I{sign(w, (x +0)) < sign(w, (x+0"))}asws -7
sup Z 1{sign((Ws,0 + vs) " (x +8)) > sign((ws 0 + ve) T (X + ) }asw,

vselm],
VseRd*,HVs I<v

1
<
<7

1
+ —

T sup Z 1{sign((Ws,0 + vs) (x +6)) < sign((ws0 + ve) " (x + ) }asws

Vs€lm],
VSE]RJ,HVS (I<V

Letting X(6) = 1{3¢" : ||6 — &'|| < e and Fvg € RY, ||v,|| < V,sign((wso + vs) " (x + §)) #
sign((ws,0 + vs) T (x + &'))}, we now control with exponentially high probability """ | X(6).
By (4) in Lemma B.6, we know that X,(§) is a Bernoulli of parameter at most p = 2&(v/d +
2y/dlog(2/¢)) + (1 + R + ¢)V. Using Theorem B.2 and apply a union bound, we have

P(H(r, J) € N : iXs(é) > k) < (?)M exp(—pm)(e]?)k =9(p)

s=1

We would like g(p) < 7. Since /£(1 4 2+/log(2/¢)) < 4¢3/% holds for € € (0, 1), we keep upper
bound p < 8v/de™/® + 3V. Note that p < % to make sure g(p) increases as p increases. Choose
e=m 44TV = % C = max{Cy, 1}, k = 44C\/m, with m > 58, m > d**, we have

3C 10 ) oo

1 a5 20 g 2dlog () 4 4Gy mlog |~
g g(8VAT 4T = —pm - 2dlog ( - ) + 4CVimlog { 5 ]
Horep = Va7 + 5 < 58
= _(8\/g€7/8+f/%)ﬂH-Qdlog(10m4/7d4/7)+44c_’\/ﬁ10g(1160\/ﬁ>

44Cv/m
< —8y/m + 2.3dlog(md) (m > 58)
< =8y/m+Tvm (m > d** = /m > 0.33dlog(md))
< —vm
< log(7)

The last line holds for m > d*% and d > log(4m/v)? > log(4/7)?.

By the concentration of Lipschitz functions of Gaussians (Theorem B.3) and a union bound, we have

m

1
ﬁ g asWs 0
ses

By setting t = \/886_'\/ﬁlog(m) +2 log(%), we get that with probability at least 1 — ~/8,

<4/ Zf;lﬂg\/880\/Hlog(m)+2 1og(%)+ 4\4/%61

- 1
VS C [m)],|S| < 44Cv/m HWL > aswao
seS
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VS C [m],|S] < 44C/m -

sup o \FZQ W

voeRd ||v,[|< G2 VT g
1
g asWs,0 sup — g asVs
vim = vo€RY v [|< G2 VM g

440\/ 8 44Cd  44CCy
<4/ 88C'\/mlog(m) + 2 log( )+ —— +
A/ m A/ m

_ 2 8
<11 1 — log(—
< 300# o(m) + ——log (")

Note that for all (r,0) € N, ||6 = ¢'|| < e,

sup 1{sign((ws,0 + VS)T(X +0)) < sign((ws 0 + ve) T (x + N} < Xs(0)
VsERd’HVsHS%

sup 1{sign((ws0 + vs) | (x +8)) > sign((ws o+ vs)  (x + "))} < X(6)

With probability at least 1 —y, we have for all §, ', r, 7/ with ||§ —&'|| < m~*7d=*/7 and || —+'|| <
AT g4/

|®(r,0) — ®(r',5)| < m4/7d4/7<\/md+ 4m~/dlog(m/v) + CO)

|®(r,8) — ®(r,d")] < QQGCCO\/log(m) + % log(%)

Combining this with (10) we obtain with probability at least 1 — ~,

sup ®(r,0)
(r,6)eQ

2dlog(10m*/7d*/7)+log (4
<2\/2dlog 10m4/7d4/7) +log(4/) ((4Rm)1/4 \/ og(10m ) +log( /v))

G +3\/\/1%(co R W)
5(Co+/log(4/7)) (x/log 4m/7) +3> +m~Td" 4/7<\/md+4m\/m+co)

_ 2 8
226CCy4 /1 — log(—
¥ 0\/og<m> b lox()

< 6\/dlog(md)((4R\/log(d))1/4+ W) +50d0'25—|—227(700\/10g(m)+\/2m log(%)

log(d) 1/4 15dlog(md) ~ 0.95 o
; > + B | 3270 Chd (R < )

= o(Vd) (holds when log?(md) /%69 — (1), ‘“L\/%”d) =o(Vd) = m < O(exp(d®?*)))

<9 (Cldz log?(md)

O
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Proof of Corollary 3.2. From Theorem 3.1, we have that for any point x € S¢~!, with probability at
least 1 —, there exists an adversarial example for the neural network, with parameters (W, a), at x for
perturbation size R. Thus, with probability at least 1 — -y, the robust error of W at x with perturbation

Risone: {r(W;x,y) = 1. This gives us that Ew|

Markov’s inequality,

P inf

LR(W) < 0.9
WGBZ,OO(W(M%)

infweB“Q (Wo,%) lr(W;x,y)] > 1 —~. From

=P|1- inf

LR(W) > 0.1
WeB2, oo (Wm%>

<10Ew |1— inf

Lr(W)
WeB2, oo (Wo,%) "

= 10EsEw |1 — inf

ZR(W7 X, y)
WeB2, o0 (W

<10supEw |1 — inf
X

‘€R(W7 X, y)
WeBs, oo (w

Co
0V

< 10y

where in the second equality we swap the expectations using Fubini’s theorem. O
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