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ABSTRACT

Cognitive Apprenticeship (CA) is an instructional model that out-
lines how experts can transfer their skills and knowledge to a
learner for reasoning-based tasks, such as reading comprehension
or mathematical problem solving. Specifically, CA includes 6 teach-
ing methods—modeling, scaffolding, coaching, reflection, articula-
tion, and exploration—that facilitate learners’ observation, acquisi-
tion, and externalization of implicit processes and techniques for
completing a task. In this paper, we present a systematic literature
review of 143 conference papers across ACM and IEEE venues about
CA in computer science education literature. Specifically, we aim
to understand which teaching methods are typically referenced,
the theory level (i.e., depth of CA theory discussion) present in the
literature, and the key findings related to CA-based teaching ap-
proaches. Our review reveals that CA has been cited in computing
education research as a guiding theory for various course designs,
though there is a clear emphasis on papers related to modeling,
scaffolding, and coaching whereas reflection, articulation, and ex-
ploration are under-explored. We found that CA methods have been
effective in improving students’ enthusiasm towards computing,
improving pass-rates in courses, and improving instructors’ capac-
ity to accommodate more students by reducing instructor workload.
However, a key challenge of CA approaches that emerged from our
review is the difficulty in scaling the approach in settings with a
high student to instructor ratio. Through this literature review, we
aim to highlight effective CA approaches and how future initiatives
can leverage CA to improve student learning.
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1 INTRODUCTION

Apprenticeship is one of the oldest forms of knowledge transfer in
human history. Dating back thousands of years, experts in certain
domains, such as metallurgy and blacksmithing, would teach their
craft to an apprentice through observation and guided practice.
This approach was and is an effective way for learners to develop
vocational skills. Today, however, this apprenticeship model has
largely been replaced by the modern schooling system that aims to
prepare students for a number of potential careers. As a result, the
Cognitive Apprenticeship (CA) model was proposed in an effort
to bring the traditional apprenticeship model into the classroom
[7]. Introduced in 1991, CA provides a model for how experts in
a complex craft can impart their expertise to learners, such as
their domain knowledge, problem-solving techniques, and learning
strategies, by making their thinking visible to the learner [7].

Though CA was introduced in the context of K-12 reading, writ-
ing, and math education, CA approaches have been applied in a
range of disciplines and at varying education levels [11]. Decades of
research suggests that the CA model is an accurate representation
of how learning generally occurs [11]. Therefore, the goal of this
paper is to understand the current state of research surrounding CA
teaching methods as it relates to teaching and learning computing.
Specifically, we aim to understand the extent to which CA methods
are used in computing education research literature and the empir-
ical impacts of CA approaches. Given previous recommendations
to employ theory as a guide for educational initiatives [2, 11], this
systematic literature review sheds light on how CA has been used
in computing education literature and reveals avenues for future
work to explore and implement effective CA approaches.

2 BACKGROUND AND RELATED WORK

Cognitive Apprenticeship is an educational theory proposed by
Collins et al. in 1991 that encompasses four dimensions—Content,
Methods, Sequencing, and Sociology [7]. These dimensions are in-
terconnected and vital for a learning environment that facilitates
the transfer of expertise from expert to learner [7]. The framework
directs instructors to create well-designed tasks (i.e., Sequencing)
and to use effective teaching strategies (i.e., Methods) to help learn-
ers gain control of heuristic, learning, and control strategies (i.e.,
Content). By allowing students to collaborate with peers in a com-
munity of practice (i.e., Sociology), experts can situate students’
learning in an authentic environment [7].

CA is a broad theory. Each dimension alone can be the subject of
dozens of research studies (e.g. “community of practice”—part of the
Sociology dimension—has almost 7,000 results in the ACM Digital
Library after filtering for SIGCSE-sponsored venues). Therefore,
we limit the scope of this literature review to the ways that CA
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methods have been used in computing education literature. Each of
the following teaching methods accomplishes a specific phase in
the transfer of expertise from expert to learner:

(1) Modeling involves an instructor demonstrating the process
of completing a task while verbalizing their approach.

(2) Scaffolding involves an instructor providing tasks of appro-
priate difficulty and scope for learners to practice their skills.
Part of the scaffolding method involves fading, in which
an instructor slowly reduces the scaffolds for learners to
complete tasks independently.

(3) Coaching involves an instructor providing feedback as learn-
ers complete tasks.

(4) Reflection involves the learner thinking about the effective-
ness of their techniques, comparing their process to the
instructor, or using other self-evaluation practices.

(5) Articulation involves the learners verbalizing their reasoning,
justifying their approach, or explaining their knowledge as
they complete tasks.

(6) Explorationinvolves the learner conducting open-ended tasks
with minimal to no involvement from the instructor. The
exploration method can be achieved through the fading of
instructor scaffolds.

Modeling, scaffolding, and coaching are described as the “core”
of CA, as they also exist in traditional apprenticeship [7]. These
three methods are essential for a learner to acquire skills via obser-
vation and guided practice [7]. By contrast, the next three methods
are added to the traditional apprenticeship model to facilitate the
transfer of expertise for reasoning-based tasks—the key difference
between a traditional and a cognitive apprenticeship. In fact, Collins
et al. note that the reflection and articulation methods are neces-
sary for students to “gain conscious access to and control of” their
problem solving process while exploration helps develop learner au-
tonomy in applying the expert skills and processes they’ve learned
[7]. Therefore, all six CA methods are vital for facilitating the trans-
fer of domain knowledge, heuristic strategies, learning strategies,
and control strategies to learners.

As a result, a guiding motivation in our work is to synthesize
the research surrounding the CA methods in computing education.
To do this, we adopt a similar motivation and approach as Minshew
et al., who conducted a literature review of CA in graduate STEM
education to understand which CA dimensions (methods, content,
sequencing, sociology) were emphasized in graduate STEM educa-
tion and common ways CA is implemented in graduate programs
[25]. In their review, Minshew et al. found that the literature sur-
rounding graduate STEM education focused far more on scaffolding
and coaching rather than articulation and reflection [25]. The find-
ings also revealed a lack of work on the Sequencing dimension
compared to the Methods and Content dimensions [25]. Though
we have a more narrow focus in this paper (we focus only on the
CA methods while Minshew et al. focus on all 4 dimensions), we
employ a similar search and analysis approach to Minshew et al..

In 2008, Dennen and Burner conducted an extensive review of
CA in educational practice. The review showed that CA approaches
have been used in fields such as teacher education, doctoral pro-
grams, nursing, and engineering with empirical success [11, 25].
The review identified approaches such as mentoring, scaffolding,
and situated learning across disciplines at various educational levels
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and concluded that CA is an accurate representation of the learning
process [11]. However, one of the final recommendations by Den-
nen and Burner was for a more systematic program of studies aimed
at developing guidelines for effective implementations of CA in
teaching and learning [11]. To our knowledge, no work has aimed
to synthesize the studies regarding CA in computing education.
Therefore, a contribution of our present work is to synthesize the
literature surrounding CA methods specifically within computing
education so that our community can understand the impacts of
these methods and design effective CA approaches.

3 RESEARCH QUESTIONS

(1) Which Cognitive Apprenticeship Methods are emphasized
in peer-reviewed studies in computing education research?

(2) To what degree (i.e., theory level) is Cognitive Apprentice-
ship discussed in such studies?

(3) What benefits and challenges are present in literature that
tests a Cognitive Apprenticeship approach to teaching pro-
gramming?

4 METHODS
4.1 Search Methods

We followed an extremely similar search method as previous theory-
related literature reviews, such as a prior review of research related
to metacognition by Loksa et al. [23] and a review of CA in STEM
education by Minshew et al. [25]. Because our literature review
aims to understand the use of CA within computing education, we
searched the ACM Digital Library (DL) and the IEEE Xplore archive
for papers that related to CA.

4.1.1 ACM Digital Library Search. Within the ACM DL, we con-
ducted an advanced search for the phrase “cognitive apprenticeship”
within the full paper text. We chose to search the full paper text
rather than only the abstract or title because we wanted to under-
stand the theory level (i.e., depth of theory discussion) of the papers
that refer to Cognitive Apprenticeship. Therefore, we did not want
to limit our corpus to papers that only mention CA in the title or
abstract since this criteria would exclude papers that mention CA
in the related work or discussion sections.

Unlike searching for a topic with multiple variations (such as
“metacognitive”, “metacognition”, “self-regulatory”, “self-regulation”,
etc.), we felt that cognitive apprenticeship is a straight-forward term
and theory to include without needing other variations. From a
quick manual inspection, broadening the search to only “apprentice”
or “apprenticeship” included many papers that mention the terms
colloquially rather than as a reference to the Cognitive Appren-
ticeship theory. Therefore, we proceeded with only searching for
“cognitive apprenticeship”.

We then applied a filter for SIGCSE-sponsored venues, which
returned all papers at the SIGCSE Technical Symposia, ITiCSE, ACE,
and ICER. In total, 63 papers were returned from this search criteria.
However, we noted that the Koli Calling and TOCE venues were
not included in the SIGCSE-sponsored venues, so we altered the
filters to include the Koli Colling conference under “Proceedings
Series” and the TOCE under “Journal/Magazine Names.” With these
additional filters, we found 9 papers from Koli Calling and 13 from
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TOCE, bringing our total papers from the ACM DL search to 85.
The most recent time this ACM DL Search was run and confirmed
was on August 16, 2023.

4.1.2 IEEE Xplore Search. Similar to the ACM DL search, we con-
ducted an advanced search on the IEEE Xplore Archive for the
phrase “cognitive apprenticeship” within the full paper text. We
applied the following three filters to our advanced search: “com-
puter science education”, “Journals”, and “Conferences”. Notably,
the “computer science education” filter was necessary because of
the prevalence of papers that mention CA outside of a computing
education context. This filter does not eliminate papers based on
whether the venue is within the “computer science education” do-
main but rather if the content of the paper is related to “computer
science education.” In total, we found 76 papers from this search
on IEEE Xplore. The most recent time this IEEE Xplore Search was
run and confirmed was on August 16, 2023.

4.2 Analysis Methods

In total, we had 161 papers to analyze—85 from the ACM DL search
and 76 from the IEEE Xplore search. The first author checked each
paper against our exclusion criteria and reviewed the content ac-
cording to our data collection categories. Given our limitation that
only one author analyzed the corpus, we designed our exclusion
and categorization criteria to be sufficiently clear and well-defined
such that subjectivity in the analysis was minimized. Therefore,
the theory level and CA methods of the papers are based on the ex-
plicit mention of specific keywords located in the paper. To further
mitigate this concern, the first author independently reviewed the
corpus twice without referring to the first round of categorizations.

4.2.1 Exclusion Criteria. We removed papers that:

(1) did not mention “Cognitive Apprenticeship” or any similar
variant (“cognitively apprenticed”, “apprenticeship”, “appren-
tice”, etc.).

(2) were not conference or journal papers.

(3) were deemed outside the realm of computing education.

We removed 18 papers based on this criteria. Of the 18 papers

we removed, 12 did not mention “Cognitive Apprenticeship” (all
from IEEE Xplore), 5 were not conference or journal papers (all
from the ACM DL), and 1 was about simulation apprenticeships in
industry. We were left with 143 total papers in our corpus.

4.2.2  Data Collection Categories. We categorized the papers in our
corpus on two factors based on how each paper referenced CA.

e Theory level: Adapted from Kumasi et al. [21], the theory
level represents the extent to which authors mention a theory
in a paper. We categorize a paper as one of theory dropping,
theory relating, theory application, theory testing, and theory
generating, which are each described in Table 1.

o CA methods: We note down any of the CA methods—
modeling, scaffolding, coaching, reflection, articulation, and
exploration—that are explicitly mentioned in the paper.

5 RESULTS

We analyzed and classified 143 total papers. The list of all 143
papers and their categorizations can be found at: https://bit.ly/ca-
literature. As seen in Figure 1, the number of papers mentioning
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Table 1: Theory levels considered during literature review,
from Kumasi et al. [21] and Minshew et al. [25].

Label Description
Theory Building upon or revising the Cognitive
Generating | Apprenticeship theory to create a new theory.
Theory Describing an approach based on Cognitive
Testing Apprenticeship and evaluating student outcomes.
Designing an approach based on Cognitive
Theory . o .
T Apprenticeship without evaluating the approach,
Application .
employing theory throughout the paper.
Theory Mentioning Cognitive Apprenticeship in the
Relating discussion to connect the study to theory.
Theory Mentioning Cognitive Apprenticeship only in the
Dropping related work or background and not revisited later.

Figure 1: Publication years in our corpus (n = 143).
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CA in computing education was relatively low in the 1990s and
early 2000s. Though Collins et al. initially proposed the Cognitive
Apprenticeship theory in 1991 [7], we suspect that references to CA
theory increased after 2005 when the Cambridge Handbook of the
Learning Sciences, which includes a chapter on CA, was released

[1].

5.1 RQ1: Frequency of CA Methods

Of the 143 papers, 70 (49%) did not explicitly mention any CA
methods. In these 70 papers, we often found references to other
key tenets of CA, such as the emphasis on process-oriented skills
[24, 32, 36] or the importance of situated learning and cognition
[6, 10, 33]. Typically, these papers that did not mention any methods
also did not refer to theory much. In fact, 55 of the 70 papers (78.6%)
were theory dropping papers, meaning that CA was mentioned
briefly in the related work or background section.

On the other hand, 73 of the 143 papers (51%) explicitly men-
tioned at least one method. Table 2 shows the frequency of ex-
plicit references to each method in our corpus. Each paper can
cite multiple methods; therefore, the frequencies do not sum to
143. Scaffolding was the most commonly-mentioned method we en-
countered, followed by modeling and coaching. We noticed a clear
dichotomy between the first three methods—modeling, scaffolding,
and coaching—receiving many more references than the last three
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Table 2: CA Methods mentioned in our corpus (n=143). A sin-
gle paper can mention as few as 0 methods or all 6 methods.

Label Frequency
Modeling 42 (29.4%)
Scaffolding 61 (42.7%)
Coaching 38 (26.6%)
Reflection 22 (15.4%)
Articulation | 17 (11.9%)
Exploration 10 (7%)

Table 3: Theory levels present in corpus (n=143).

Theory Level Frequency
Theory Generating 0 (0%)
Theory Testing 17 (11.9%)
Theory Application | 21 (14.7%)
Theory Relating 30 (20.1%)
Theory Dropping 77 (53.8%)

methods—reflection, articulation, and exploration. In fact, of the 73
papers that mention any CA methods 70 (95.9%) papers refer to at
least one of the first three methods whereas only 23 (31.5%) refer
to one of the last three methods.

5.2 RQ2: Theory Levels in CA Literature

Table 3 shows the frequency of each theory level in our corpus.
Only 17 papers (11.9%) fell into the theory testing category, which
means it evaluates a pedagogical technique, course design, or tool
that was design using a CA approach on students learning, attitudes,
or some other outcome factor.

Overall, a strong majority of the papers in our corpus were theory
dropping or theory relating, which are considered minimal levels of
theory [21, 25]. In fact, over half (53.8%) of the papers were theory
dropping, meaning that CA was very briefly mentioned in an early
section of the paper without being revisited later in the methods
or discussion sections. We also found 21 papers that were theory
application, meaning that the authors presented an approach based
on CA without a meaningful evaluation of the approach. Notably,
we did not discover any theory generating papers that cited CA.

5.3 RQ3: Key Benefits and Challenges of CA
Approaches

In this section, we identify the key benefits and challenges found
in the 17 theory testing papers, as listed in Table 4. While each
of these studies was motivated by a CA approach, the specific
approaches vary greatly among the papers. For example, only three
papers covered all 6 methods in their course design [4, 16, 22].
Conversely, the papers that discuss Xtreme Apprenticeship—a CS1
course designed by researchers in Finland where students complete
programming activities during lecture while getting help from
instructors—only makes references to modeling, scaffolding, and
coaching [19, 37-39]. Table 5 displays only the frequencies of the
Methods mentioned in the 17 theory testing papers. Again, we notice

Anshul Shah and Adalbert Gerald Soosai Raj

Table 4: Benefits and challenges identified in theory testing
papers in our corpus.

Label Description

(12], [18], [19], [22], [34],
(35, [39]

(4], [9], [13], [19], [20],
(22], [27], [37], [38]
Benefit: Managing Enrollment | [3], [14], [27], [35], [37],
Growth [39]

Challenge: Scalability [4], [20], [37]

Benefit: Student Enthusiasm

Benefit: Pass Rates and
Performance

Table 5: CA methods among theory testing papers (n = 17).

Label Frequency
Modeling 14 (82.4%)
Scaffolding 16 (94.1%)
Coaching 13 (76.5%)
Reflection 5(29.4%)
Articulation | 4 (23.5%)
Exploration 3(17.6%)

the same trend that was present in the overall corpus—a prevalence
of papers related to modeling, scaffolding, and coaching and a lack
of papers about reflection, articulation, and exploration.

5.3.1 Benefit: Enthusiasm. One benefit that emerged from the the-
ory testing literature was improved student enthusiasm for comput-
ing after completing courses designed with CA methods [18, 19, 27,
39]. These courses typically included a “hands-on,” active learning
component, such as coding exercises completed in Xtreme Appren-
ticeship [37] or tangible robotics projects [22]. Outcomes we found
included an increase in student interest in science [22] and program-
ming [34], greater commitment to a software engineering career
[35], an increase in programming courses taken by students within
the next year [19], and an increase in “eager” teaching assistants
following an Xtreme Apprenticeship course [39].

5.3.2 Benefit: Pass-Rates and Performance. Though a relationship
likely exists between greater student enthusiasm and improved per-
formance, we identified a set of studies that demonstrate specific
improvements in course pass rates and student abilities after a CA
teaching approach. A wealth of data shows the significant impact of
Xtreme Apprenticeship on pass rates in both introductory and ad-
vanced programming courses [19, 37, 38]. Specifically, Keijonen et al.
found that even 7 to 13 months after students completed an Xtreme
Apprenticeship course, “grade distribution, pass-rate, overall credit
accumulation, and student success in staying on the desired study
path have all improved” [19]. Knobelsdorf et al. saw similar im-
provements in pass-rates in a theoretical computer science course
after including specific CA methods of modeling, scaffolding, and
coaching [20]. Finally, Jin and Corbett showed that a CA curriculum
that emphasized the problem-solving process and provided coach-
ing to students led to a 48% gain on student post-tests compared to
a non-CA approach that involved little to no coaching [18].
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5.3.3 Benefit: Managing Enrollment Growth. CA approaches also
helped instructors manage larger classes by reducing students’ help
requests. For example, Murray et al. developed an online tool to
provide students with prompts and hints that faded over time and
noticed a 65% reduction in scaffold requests, which the authors
attribute to “increas[ed] self-reliance” [27]. Similarly, Upchurch
and Sims-Knight noted that students’ spent significantly more time
reviewing their own code and reported a greater tendency to create
improvement plans after being introduced to a peer code review
activity [35]. The impact of a reduction in help requests was most
clearly demonstrated by Feldgen et al., who introduced scaffolds
such as demonstration videos, peer reviews, and self-reflection
questions in their distributed systems course [14]. The authors note
that despite the class size increasing from 6 students to 20 students,
the increased enrollment “did not represent an increase in the extra
support time” due to the scaffolds that were introduced [14]. In a
similar vein, one study about Xtreme Apprenticeship showed that
the CA approach can increase the number of “eager” and capable
teaching assistants (perhaps due to improved student enthusiasm)
to help administer the course they just completed [39].

5.3.4  Challenge: Difficulty in Scaling CA Approaches. Conversely,
several studies acknowledged the difficulty in scaling a CA ap-
proach. For example, Knobelsdorf et al., who taught a CA-motivated
theoretical computer science class, share that they could not cover
all aspects of CA because of the high teacher-learner-ratio and lim-
ited number of study sessions [20]. Similarly, Armarego share their
experience of attempting to scaffold and fade instructor support
but encountered a group of students that were unhappy with the
fading and demanded more assistance [3]. Finally, though Bareiss
and Radley were able to provide an effective software engineer-
ing course covering all 6 CA methods, the authors acknowledge
the high time commitment for faculty time (some faculty reported
spending over one and a half hours for each student in the course
per week to provide effective coaching) [4].

6 DISCUSSION

6.1 Emphasis on Modeling, Scaffolding, and
Coaching

We hypothesize several reasons for the emphasis on modeling, scaf-
folding, and coaching over reflection, articulation, and exploration—
a trend that was also present in Minshew et al.’s review of CA in
graduate STEM education [25]. First, Collins et al. mention that
modeling, scaffolding, and coaching make up the “core” of CA,
which may have led to other authors disregarding the other meth-
ods as less-important, peripheral methods. In fact, we discovered
some papers that aimed to implement a CA model but only made
reference to modeling, scaffolding, and coaching without even ac-
knowledging the remaining three phases [3, 13, 18, 34], including
the line of work on Xtreme Apprenticeship [19, 37, 38]. Based on
the text of the papers, it is unclear if these interventions decided
against using these methods or were unaware of them. A second
potential reason for the lack of emphasis on reflection, articulation,
and exploration is the difficulty in using such methods for a large
class size. After their CA-motivated course redesign, Knobelsdorf
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et al. acknowledged that while it is important for students to artic-
ulate and reflect, they could only use the modeling and scaffolding
methods because of the large class size and limited meeting times
[20]. We reason that reviewing and assessing student reflections,
open-ended articulations, or exploratory assignments can be a time-
consuming process for the instructional staff, thereby limiting the
number of papers that evaluate these methods.

The lack of evaluative work on the reflection, articulation, and
exploration methods may be problematic from a pedagogical per-
spective. Collins et al. point out that the last three methods are
necessary steps for learners to gain control of the strategies they
learned in the first three methods and to apply these strategies
in an open-ended setting [7]. Therefore, future work may investi-
gate lightweight interventions that engage reflection, articulation,
and exploration methods. Specifically, we hypothesize that CA ap-
proaches that focus on the last three methods may help address
the academia-industry gap, since some papers have pointed to stu-
dent struggles with communication [29] (which may be addressed
through an emphasis on articulation) and working independently
on pre-existing code bases [5] (which may be addressed through
an emphasis on exploration).

Although we discovered an under-utilization of reflection, artic-
ulation, and exploration in the CA literature, we caution that these
findings do not indicate an under-emphasis of these approaches
within the broader computing education literature. For example,
plenty of work has been conducted on reflection through a metacog-
nition lens [23], such as work on exam wrappers [8]. Nonetheless,
we encourage future work to target reflection, articulation, and
exploration through a CA lens in order to adequately evaluate the
learning theory in a computing context.

6.2 Authenticity and Active Learning in CA
Approaches

Providing an authentic learning environment to real-world situa-
tions is a core tenet of CA [7] and was a consistent theme among
theory testing papers [4, 22, 35]. Many of the CA approaches in-
cluded hands-on activities (scaffolding) and frequent feedback from
instructors (coaching), which typically involved a form of active
learning to provide an “authentic” programming or engineering
experience for students [4, 13, 20, 22, 34, 35, 38]. Examples include
students programming tasks for robots to complete [22], using
a hands-on prototyping platform to work with tangible devices
[34], and participating in the lab-centered, Xtreme Apprenticeship
approach [19, 39].

Authenticity and active learning may contribute to the benefits
that we observed in the literature. For example, we found that ap-
proaches that used an authentic learning environment in which
students collaborated and applied their knowledge generated stu-
dent enthusiasm for the course content and a increased students’
self-reported interest in pursuing a computing career [4, 22, 35].
Of course, these findings are not new for the computing education
field. For example, prior work has pointed to numerous learning
benefits of active learning techniques, including greater retention
[28]. However, our findings demonstrate how these instructional
techniques can effectively be part of a CA-motivated course design.
Therefore, we encourage future CA interventions to apply the CA
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methods in authentic, “learning-by-doing” environments to realize
benefits such as improved pass-rates and student performance.

6.3 Using CA to Manage Enrollment Growth

The competing themes of managing enrollment growth and dif-
ficulty in scaling a CA approach were apparent in our findings.
Since a CA approach, specifically through scaffolding and fading,
aims to deliberately reduce student dependence on the instructor
by removing scaffolds over time, a successful CA approach could
reduce student help requests of the instructor. Indeed, research
from Murray et al. and Feldgen et al. empirically demonstrated
this reduction in student help requests and improvement in stu-
dents’ self-reliance [14, 27]. However, despite these benefits, we
note that there certainly exists an initial “start-up” cost to designing,
developing, and implementing such scaffolds. Fortunately, these
papers demonstrated a long-term, improved capacity for managing
more students over several years of offering the same course [14],
especially in the case of Xtreme Apprenticeship [19, 39].

On the other hand, some papers outlined the significant time
and resources needed to provide an effective coaching experience
to students, especially in upper-division courses [4, 20]. We suspect
that topics such as advanced software engineering [4] or theo-
retical computer science [20] require students to develop more
complex heuristic and control strategies, thereby relying on more
instructor guidance and feedback than in introductory courses. In-
deed, the original CA work by Collins et al. was aimed at K-12
education for skills such as reading comprehension, mathematical
problem-solving, and writing [7]. The differences between a K-12
environment and a university setting may explain the difficulty in
scaling a CA approach, as universities typically have a higher ratio
of students to instructors with less meeting times.

Our findings indicate that when scaffolding and fading are done
effectively, instructors have reported a long-term, improved capac-
ity to teach more students. The challenge for instructors seems to
be with striking a balance between sufficient help for students early
in a course and deliberately reducing the assistance they provide to
facilitate students’ independence. For example, designing an open-
ended, slightly-ambiguous task for students to complete would
leverage the exploration method, but may open the door to student
confusion and an uptick in help requests due to the ambiguity of
the assignment. Therefore, we note that targeted interventions with
the goal of improving students’ self-reliance so that less instructor
support is needed may be a viable approach to use CA to manage
enrollment growth.

Notably, a sub-theme we detected in our analysis was the use of
online tools and learning platforms to provide personalized scaf-
folding and coaching. Though we only saw two theory testing work
that presented an online tool that leveraged CA methods [18, 27],
we envision an avenue of future work that aims to scale a CA ap-
proach through intelligent tutoring systems and other personalized
tools. Though the recommendation of using computer-mediated
environments for CA is not new [11], programming in IDEs pro-
vides unique opportunities to facilitate personalized feedback for
students. For example, the idea presented by Hundhausen et al. to
integrate features in IDEs that use CA methods may be a promis-
ing way to provide programming feedback to students at scale
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while also encouraging reflection and articulation [17]. We encour-
age future computer-mediated interventions to consider ways to
incorporate CA methods—especially reflection, articulation, and
exploration—into the design.

7 LIMITATIONS

First, our inclusion and categorization criteria were applied by a sin-
gle reviewer. We note that several other literature reviews included
two reviewers categorizing papers and reporting an inter-rater reli-
ability score for the agreement [23, 25] or have an initial round of
deliberation between multiple reviewers and then divide the work
[15]. While we did discover reviews that included a single reviewer
only [30, 31], we were concerned that only one author applied
the criteria to all 143 papers. However, we took steps to limit this
concern by aiming to categorize the papers according to relatively
objective factors, such as the location of specific keywords. For
example, the review by Minshew et al. reported a 100% agreement
between two reviewers for deciding the theory level using the same
labelling criteria we used in our process [25].

Second, we did not include papers from sources such as Springer-
Link, Taylor & Francis, and Google Scholar. We intentionally chose
ACM DL and IEEE Xplore as the past literature reviews in comput-
ing education that only relied on these venues [26, 30]. Nonetheless,
there certainly exist papers that refer to CA in a computing educa-
tion context outside of ACM and IEEE venues.

Finally, our aims of understanding the benefits and challenges of
CA approaches is limited by the explicit connections papers make to
CA. Though some studies may have utilized approaches that align
with CA methods, the authors may not have included a discussion
of CA in the paper. For example, we believe that approaches such as
pair programming could be framed as a CA approach that leverages
the reflection method (similar to how peer code review has been
connected to reflection) and articulation (since students have to
explicate their thought process). Nonetheless, a large body of pair
programming typically does not refer to CA. As a result, readers
should note that our work only represents the course designs and
interventions that were explicitly motivated by a CA approach.

8 CONCLUSION

This work demonstrated the prevalence of papers that evaluated
modeling, scaffolding, and coaching methods but a lack of papers
that evaluated reflection, articulation, and exploration methods.
Despite this imbalance of coverage in the CA literature, we identi-
fied three benefits of CA approaches from the set of theory testing
papers: 1) improved student enthusiasm and intention to pursue a
computing career, 2) improved pass-rates and student performance,
and 3) improved capacity for managing enrollment growth. Con-
versely, an emerging challenge in implementing CA methods is
scaling the approach to accommodate more students while limiting
instructor workload. We have identified avenues of future work,
such as investigating into the latter-half of the CA methods and
approaches for scaling a CA course design to accommodate a higher
student-to-instructor ratio.
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