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Abstract

Deep neural networks (DNNs) are the de facto standard for
essential use cases, such as image classification, computer vi-
sion, and natural language processing. As DNNs and datasets
get larger, they require distributed training on increasingly
larger clusters. A main bottleneck is the resulting commu-
nication overhead where workers exchange model updates
(i.e., gradients) on a per-round basis. To address this bottle-
neck and accelerate training, a widely-deployed approach is
compression. However, previous deployments often apply
bi-directional compression schemes by simply using a uni-
directional gradient compression scheme in each direction.
This results in significant computational overheads at the pa-
rameter server and increased compression error, leading to
longer training and lower accuracy.

We introduce Tensor Homomorphic Compression (THC), a
novel bi-directional compression framework that enables the
direct aggregation of compressed values and thus eliminat-
ing the aforementioned computational overheads. Moreover,
THC is compatible with in-network aggregation (INA), which
allows for further acceleration. Our evaluation shows that
training representative vision and language models with THC
reaches target accuracy by 1.40× to 1.47× faster using INA
and 1.28× to 1.33× faster using a software PS compared
with state-of-the-art systems.

1 Introduction

In the past decade, the scale of machine learning training and
data volume has increased dramatically due to the growing de-
mand for various ML applications [11,13,23,54,62,70,72,76].
Alibaba’s general-purpose ML platforms also reported a rapid
increase in ML training data, from hundreds of gigabytes
to tens or even hundreds of terabytes, at an internet scale,
within a few years [75]. This trend is expected to continue
in the future [59] with the rapid advancements of giant mod-
els [11, 13, 44, 52, 60]. To support these large-scale models,
we need large-scale distributed training [19, 30, 51, 71].

However, distributed training incurs high communication
overhead. Recent research [73] has shown that the synchro-
nization cost of GPT2 [50] and BERT-base [14] in a 8-worker
setting can be as high as 42% and 49% of the total time during
training, even with state-of-the-art frameworks. As the num-
ber of workers increases, the communication overhead rises
substantially [59]. Meanwhile, computing devices are push-
ing more data into the network with specialized ML accelera-
tors [18, 42, 47, 77] and more advanced GPU/TPU hardware,
which further increases the communication overhead [65, 80].

To reduce the communication overhead, many compres-
sion schemes have been conceived [6, 10, 15, 64, 73, 74]. One
common problem of these solutions is that they apply bi-
directional compression. For example, in the Parameter Server
(PS) architecture, the PS nodes first decompress all gradients,
aggregate them, and then compress the aggregated gradients
again. Such compression and decompression operations result
in significant computational overheads and affect the training
convergence time and attainable accuracy (see Section §2.1).

To address these problems, we introduce Tensor Homomor-
phic Compression (THC), a novel bi-directional compression
framework enabling the direct aggregation of compressed
tensors (e.g., gradients) without first decompressing them,
eliminating much of the aforementioned computational over-
head. Additionally, direct aggregation can also run on pro-
grammable switches for further acceleration.

This paper focuses on developing a THC framework to
reduce the communication overhead of data parallelism for the
parameter server architecture. Importantly, PS is effective in
GPU/CPU hybrid clusters [28, 39,46, 73], which are common
in clouds [27]. Furthermore, when we colocate a PS with each
worker, it essentially functions as an AllReduce [28].

From an algorithmic standpoint, the technical challenge
is designing an algorithm that enables workers to accurately
compress their gradients in a way that allows aggregating
their results without decompressing each worker’s message.
We propose Homomorphic Compression – a property that
enables this and develops efficient schemes that satisfy it
while optimizing the accuracy.
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Figure 1: End-to-end workflow when using typical compression algorithms.
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Figure 2: Communication time and error.

A key idea behind THC’s ability to satisfy this property
is an initial communication stage with minimal information
exchange between the workers at the beginning of each round
that allows them to coordinate and ensure that their com-
pressed gradients are directly aggregable. To ensure high
accuracy, THC does not directly encode the gradients but
rather pre- and post-processes them with the GPU-friendly
Randomized Hadamard Transform (RHT) to transform the
gradients to a different representation that is amenable to ac-
curate quantization. Since RHT preserves the tensor sizes (i.e.,
norms), by merely exchanging these norms during a prelimi-
nary light communication stage (a single float per client), the
clients can align their quantization values such that they can
be averaged without decompression. Furthermore, this com-
munication step overlaps with applying the RHT transform
and thus does not increase the compression time. THC also
employs an advanced non-uniform quantization technique
we developed and an error-feedback mechanism to further
improve the bandwidth to accuracy tradeoff.

We built THC on top of the BytePS [28] PyTorch extension.
Our PS can run on either software or programmable switches.
We perform extensive evaluation over seven representative
DNN models on a local testbed and AWS EC2. Testbed results
show that THC achieves the target accuracy 1.42× to 1.47×
faster with aggregation on a programmable switch and 1.28×
to 1.33× with a software PS, compared to the state-of-the-
art distributed training framework (Horovod RDMA). THC
with the programmable switch also improves the training
throughput by up to 54% over Horovod RDMA. 1

1THC is available at https://github.com/SophiaLi06/BytePS_THC.

2 Background and Motivation

In this section, we give the background on compression and
in-network aggregation and motivate the need for direct ag-
gregation on compressed data. Gradient compression, a well-
studied approach to lower the network communication of dis-
tributed training, reduces the volume of gradients transmitted
in synchronization steps at the expense of convergence speed
and accuracy. There are two key techniques: sparsification
and quantization. Sparsification may filter out coordinates of
small magnitude in the gradient tensor. TopK [64] is a straight-
forward sparsification algorithm that only sends the top k
percent (by magnitude) of coordinates and their indices. Spar-
sification becomes lossy when many coordinates are nonzero.
Quantization reduces the size of each element by reducing
the precision of gradients. For example, TernGrad [74] re-
duces the bit length of the gradient coordinates to two bits
by converting each float into a value x ∈ {−1,0,1}. Different
compression techniques offer various accuracy, bandwidth,
and time complexity tradeoffs.

2.1 Compression Cost and Tradeoffs
Figure 1 shows the bi-directional compression process in ex-
isting PS systems [6,73]. Workers send compressed gradients
to the PS. The PS decompresses and aggregates gradients.
Then, to reduce the traffic back to workers, the PS compresses
the aggregated results again before transmission. In such a
design, while compression reduces the communication cost,
decompressing and compressing data on PS nodes introduce
high compute overhead and additional compression errors.

To quantize the computational overhead and estimation er-
ror of compression schemes, we run a microbenchmark trans-
mitting a single 4MB partition (the recommended partition
size that balances pipelining efficiency and system overheads
as specified in BytePS repository [12]) on our local testbed.
Training frameworks usually batch gradients and chunk them
into same size partitions before communication [35,46]. Since
communication time grows linearly with the number of parti-
tions, we simply measure the times for a single partition in
our microbechmark. We measure the worker-side compres-
sion and decompression time ("worker compr."), the PS side
compression and decompression time ("PS compr."), the PS
aggregation time ("PS agg.") and the worker-PS communica-
tion time ("comm.") as shown in Figure 2a.

https://github.com/SophiaLi06/BytePS_THC
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Figure 3: An illustration of THC, with the section numbers of each component.

With one PS and four workers, two sparsification schemes
TopK 10% and DGC 10% [38] that communicate the top 10%
coordinates by magnitude slow down the end-to-end time by
19.3% and 27.1% of the no-compression round time. This is
due to the high PS computational overhead of compression
and decompression that contributes up to 56.9% of the round
time even when the communication time is reduced. Note
that the computational overhead of TopK and DGC grow as
the PS aggregates more coordinates, making it a poor choice
when the worker-to-parameter server ratio is imbalanced.

When we use colocated PS (i.e., have four PS in total),
TopK 10% reduces the communication time by 60.4% of that
of no compression but takes an extra 0.54 ms (34.0% of the
round time) to run compression/decompression on the PS.
The end-to-end round time reduction is therefore diluted to
20.6% of that of no compression.

One can use other compression schemes (e.g., TernGrad)
that take less time for decompression/compression at the PS
side. However, these schemes have larger quantization errors.
Figure 2b shows the NMSE (Normalized Mean Squared Er-

ror, NMSE(x, x̂) = ||x−x̂||22
||x||22

), which quantifies the difference

between the actual vector x and the vector restored after com-
pression x̂. TernGrad results in an NMSE that is by an order
of magnitude larger than that of TopK 10% (i.e., 6.95 vs. 0.46
with four workers). This large gap in NMSE means that Tern-
Grad requires more iterations to reach the target accuracy or
might fail to reach the target accuracy at all. In fact, provable
convergence rates for distributed SGD have a linear depen-
dence on NMSE (e.g., [29]), rendering quantization schemes
with large NMSE less appealing for distributed training.

To address these limitations, THC allows direct aggregation
of compressed gradients, which eliminates decompression and
compression operations at PSes while ensuring high accuracy.
A detailed comparison between THC and other compression
schemes under different bit budgets is in Section §8.4.

2.2 In-network Aggregation
In-network aggregation [45] is another option to reduce com-
munication overhead. Recent research [33, 57] has demon-
strated that programmable switches can aggregate gradients
from multiple workers, reducing the switch-to-PS traffic and
resulting in a substantial training performance improvement.
However, using switches does not reduce the traffic volume
generated by the workers as gradient compression does.

Most existing compression solutions are incompatible with
in-network aggregation solutions because switches can not
easily decompress and compress the data due to their pro-
grammability and resource limitations [33, 49]. Since THC
supports direct aggregation over compressed data, it only re-
quires the PS to do summation, which programmable switches
can readily perform with their ALUs. This also offers new
opportunities for incorporating compression with in-network
aggregation to further improve training performance.

3 THC Overview
We propose the Tensor Homomorphic Compression (THC)
framework, which allows the PS to merely aggregate the in-
coming compressed gradients and transmit the (still com-
pressed!) aggregated values back to the workers. THC hence
enables us to avoid the computational overhead of compres-
sion and decompression at PS while still having accurate
estimation of the gradients’ average. We first introduce the
homomorphic compression property to model such system
constraints. Consider n workers and let ∇i be the i-th worker’s
gradient. We define the Uniform Homomorphic Compression
(UHC) property as follows:

Definition 1 (Uniform Homomorphic Compression)

∇̂avg =
1
n
·∑

i
Decompress(Compress(∇i))

= Decompress

(
1
n
·∑

i
Compress(∇i)

)
.

That is, with the Uniform Homomorphic Compression prop-
erty, the average of the decompressed gradients is mathemat-
ically equivalent to decompressing the average compressed
gradient. Leveraging this property, the PS simply sums the
compressed gradients and sends the result back (still in com-
pressed form). Finally, each worker averages the result and
applies the decompression to derive the update ∇̂avg.

The key challenge for THC is to design compression algo-
rithms that retain the UHC property while ensuring high accu-
racy. Non-homomorphic compression techniques require the
PS to decompress the gradients before aggregation because
they rely only on worker-local information. When workers
use different quantization ranges (e.g., [4, 53]), the PS must
decompress each gradient separately, sum them up, and com-
press again, increasing processing delay at the PS side and



the errors caused by compression. We know of one previous
compression scheme, SignSGD [10], that is homomorphic as
it simply counts, for each coordinate, the number of workers
which had a positive value for it. However, this scheme is bi-
ased, and thus its error does not decrease with the number of
workers, making it yield large errors in practice. In THC, we
retain an accuracy that is similar to that of the uncompressed
baseline and achieve the UHC property.

We present the THC framework, illustrated in Figure 3.
The THC workflow starts by having workers compress their
gradients, which commonly consist of 32-bit floats. Each co-
ordinate is quantized and then encoded into a table index
(formally introduced in Section §4.2) that requires a small
number of bits. The table indices are then packed and sent
to the PS. The PS looks the table indices up in a lookup ta-
ble to restore the corresponding table values and sums up
the looked-up table values coordinate-wise. After summing
values from all workers, PS packs the result and broadcasts it.
Finally, each worker decompresses and normalizes the result
to obtain the average gradient’s estimate.

The table here serves two purposes: first, it allows an ef-
ficient expansion of the indices to wider values that allow
summation without overflows. Second, we can use the table to
minimize the quantization error, as we later show, by picking
the table values in correspondence to the underlying data dis-
tribution. Since the table is small (of size 2b, where b is a small
constant) and hardcoded (does not depend on the gradients
or number of workers), and lookups do not require arithmetic
operations, we consider it as part of the direct aggregation.

Figure 4 visualizes the THC implementation we adopt
in our system prototype. Namely, each 32-bit coordinate is
encoded into a 4-bit table index, which then gets converted
into a 8-bit table value on the PS. The broadcast summation
result also uses 8 bits per coordinate. Therefore, our system
prototype provides a ×8 bandwidth reduction from workers
to the PS and a ×4 bandwidth reduction in the other direction.

The THC algorithm is described in detail in Section §4; in
Section §5, we introduce further optimizations for THC and
the end-to-end training procedure; then, Section §6 shows how
THC can be seamlessly used in conjunction with in-network
aggregation to further accelerate the training.

4 Tensor Homomorphic Compression
In this section, we explain how to achieve the UHC property
effectively. We start by giving background on stochastic quan-
tization, a core building block of our THC approach. We then
show (Section §4.2) that stochastic quantization with uniform
intervals, a technique that has been used previously in com-
pression, has the UHC property. However, its performance
in terms of the accuracy per bit is relatively poor, because
it is unoptimized. This poor compression performance can
lead to worse training time and/or model accuracy than an
uncompressed baseline. We, therefore, introduce further op-
timizations that improve the compression performance. Our
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Figure 4: THC’s workflow illustration.

main conceptual advance is to use non-uniform quantization
intervals while maintaining the UHC property; that is, we
show how to optimize the choice of quantization values in
Section §4.3. Finally, Section §5 provides important technical
optimizations for speed and accuracy.

4.1 Background on Stochastic Quantization
A main building block that is used for gradient compression is
quantization, a technique that allows representing gradient en-
tries (e.g., 32-bit floats) using a small (e.g., 4) number of bits
while bounding the error. At a high level, our Tensor Homo-
morphic Compression (THC) framework leverages Stochastic
Quantization (SQ) that rounds a given real-value a to one
of two quantization values q0,q1 such that q0 ≤ a ≤ q1. SQ
quantizes a to q0 with probability (q1−a)/(q1−q0) and to q1
otherwise. An appealing property of SQ is that the expected
value of the quantization is exactly a, i.e., it is unbiased. This
is especially useful in distributed scenarios where using SQ
results in a decrease in the error of estimating the average
as the number of workers increases [68]. Our focus in what
follows is minimizing the error introduced by quantization
while maintaining the UHC property.

4.2 The Uniform THC Algorithm
As we now show, it turns out that using a variation of SQ
with uniform intervals where all workers use the same set of
intervals already yields a solution that is both unbiased and
homomorphic. However, the accuracy per-bit of this solution
leaves much to be desired, which is where we focus our efforts
in the following sections.

The most popular form of SQ is Uniform SQ (USQ), in
which the quantization values are uniformly spaced. For
example, given the range [m,M] and using 2b quantization
values, their locations are q0 = m,q1 = m+(M −m)/(2b −
1), . . . ,q2b = M. USQ quantizes a value a ∈ [m,M] to one of
its nearest quantization values. We first show that USQ, when
all workers globally use the same range [m,M] and b, satisfies
the UHC property. Note that for implementation this requires
all workers to first obtain the global minimum and maximum
to perform quantization, which is different than the standard
use of USQ (where each worker quantizes based on their own
local minimum and maximum value). For convenience, we
henceforth denote ⟨i⟩= {0, . . . , i−1} for any i ∈ N.



Algorithm 1 Uniform THC
Input: bit budget b

Preliminary stage

Worker i:
1: Compute mi = min{∇i} and Mi = max{∇i}
2: Send (mi,Mi) to the PS
PS:
3: Compute m = mini {mi} and M = maxi {Mi}
4: Send (m,M) to workers

Main stage

Worker i:
5: Compute Xi = USQ(∇i,m,M,b)
6: Send Xi to PS
PS:
7: Compute X = ∑i∈⟨n⟩ Xi
8: Send X to workers
Worker i:
9: Estimate ∇̂avg = m+ 1

n ·X · M−m
2b−1

Definition 2 (Homomorphic USQ) Let ∇0,∇1, . . . ,∇n−1 ∈
Rd be the input gradients, and let mi = min{∇i} and Mi =
max{∇i} be the i’th gradient’s minimum and maximum. Let
m = mini {mi} and M = maxi {Mi} and consider a set of uni-

formly spaced quantization values
{

m+ k · M−m
2b−1 | k ∈

〈
2b
〉}

.
The workers perform stochastic quantization using these
quantization values on all input gradients.

This approach is homomorphic (Definition 1) since (C and D
stand for Compress and Decompress):

1
n
· ∑

i∈⟨n⟩
D(C(∇i)) =

1
n
· ∑

i∈⟨n⟩

(
m+C(∇i) ·

M−m
2b −1

)

= m+

(
1
n
· ∑

i∈⟨n⟩
C(∇i)

)
· M−m

2b −1
= D

(
1
n
· ∑

i∈⟨n⟩
C(∇i)

)
.

With this primitive at hand, we introduce a simplified (uni-
form) variant of the THC framework, which we generalize to
a non-uniform setting to obtain better performance.

The pseudo-code of Uniform THC is given by Algorithm
1. It begins with a preliminary communication round where
each worker computes and sends the smallest and largest
gradient entry to the PS (lines 1-2). In turn, the PS computes
the extreme global values and distributes them back to the
workers (lines 3-4). This communication round is light and
requires each worker to transmit and receive only two floats.
Next, each worker quantizes its gradient using the global
extremes (i.e., perform Homomorphic USQ) and sends the
result to the PS (lines 5-6). Then, the PS sums all the quantized
vectors and sends their sum to the worker (lines 7-8). Finally,
each worker divides the sum by the number of workers to
obtain the estimate of the average (line 9).

As detailed in Section 5, we can reduce the quantization
error by pre-processing the input gradient prior to its quanti-
zation and post-processing the average’s estimate at the end.

4.3 The Non-uniform THC Algorithm
In many cases, it is possible to choose the quantization values
in a non-uniform manner to optimize the accuracy-bandwidth
tradeoff. However, it is unclear how to leverage existing
non-uniform quantization methods (e.g., [8, 9, 53, 66, 67])
to improve our homomorphic compression. Namely, in non-
uniform methods, the sender transmits a table index z that is
then converted to the table value T [z] by the receiver. Here,
T is a lookup table that converts indices to values that may
not be uniformly spaced, i.e., T [z+1]−T [z] may not equal
T [z′+1]−T [z′] for different indices z,z′.

For example, consider quantizing values in the range
[−1,1] using four quantization values. Using USQ, the lookup
table is T0[0] = −1,T0[1] = −1/3,T0[2] = 1/3,T0[3] = 1. In
this case, any sum of table indices corresponds to a single
sum of quantization values. For example, suppose two senders
send indices z,z′ and consider two cases: (1) z = 0,z′ = 3 and
(2) z = 1,z′ = 2. In both cases, T0[z] + T0[z′] = 0. That is,
z+ z′ = 3 implies that T0[z] +T0[z′] = 0. Intuitively, the re-
ceiver can sum the indices and deduce the sum of sent values
instead of performing two table lookups.

In contrast, consider non-uniform quantization that uses
the table T1[0] = −1,T1[1] = −1/2,T1[2] = 1/2,T1[3] = 1.
Consider the two cases in which z+ z′ = 4: (1) z = 1,z′ = 3
and (2) z = z′ = 2. In the first case, T1[z]+T1[z′] = 1/2 while
in the second T1[z] + T1[z′] = 1. That is, the sum of table
indices does not determine the sum of table values.

Our insight is that we can overcome this by using a subset
of the uniformly spaced quantization values. To that end,
for a bit-budget of b bits per coordinate, we define a hy-
perparameter g ≥ 2b − 1 called granularity. We then use
a table T :

〈
2b
〉
→ ⟨g+1⟩ that maps table indices to val-

ues that are integers in the larger range. Intuitively, one can
think about this as running USQ with g+1 quantization val-
ues, but where all senders are only allowed the same 2b in-
dices. A table value T [z] then corresponds to the quantiza-
tion value m + T [z] · M−m

g+1 , same as in USQ. For instance,
in the above example of quantizing values in the range
[−1,1], the PS can use a table T2[0] = 0,T2[1] = 1,T2[2] =
3,T2[3] = 4 to map each table index into (the larger) range
⟨5⟩. The benefit is that the table values are now directly ag-
gregable; for example, consider three senders with the two
cases (1) z = z′ = z′′ = 1 and thus T2[z] = T2[z′] = T2[z′′] =
1, i.e., all quantization values are −1 + 1−(−1)

4 = − 1
2 ; (2)

z = z′ = 0,z′′ = 2 and thus T2[z] = T2[z′] = 0,T2[z′′] = 3,
i.e., the first two quantization values are −1 and the third
is −1+3× 1−(−1)

4 = 1
2 . Notice that the sum of table values

is the same in both cases, and so is the sum of quantization
values; in contrast, the sum of table indices differ.

Intuitively, g introduces a tradeoff where larger g results
in more fine-grained quantization values and lower error but
also requires more bits to represent the summation and higher
bandwidth requirement from the PS or switch to the workers.



The pseudocode for the non-uniform variant of THC ap-
pears in Algorithm 2 (the Preliminary stage is the same as
in Algorithm 1). Notice that the lookup table Tb,g depends on
bit-budget b and the granularity g. When clear from context,
we omit the subscripts and write T .

Each worker i then calculates the set of quantization val-
ues Q ⊂ [m,M] given the (global) m,M and the granular-
ity g (Line 1). Next, it stochastically quantizes each coor-
dinate to a value in Q, giving the result Xi ∈ Qd (Line 2).
The worker then transforms each quantized coordinate into
its uniform-HC value in ⟨g+1⟩ using the linear transforma-
tion (Line 3). The next stage involves computing which b-
bit table indices (in

〈
2b
〉
) would map to the uniformly par-

titioned values by applying the inverse mapping (Line 4).
Finally, it sends the result Zi to the PS (Line 5).

The PS then gets the set of vectors {Zi}i∈⟨n⟩. It looks up
each vector (coordinate-wise) and sums them up, correspond-
ing to the sum of the Yi’s (Line 6). Then, the PS sends the
result, Y , to the workers, still in compressed form (Line 7). Ob-
serve that the PS only performs table lookups and summation
without decompressing the vectors and without additional
processing and re-compression that increases the error.

The final part takes place in parallel, where each worker
i first computes the average of ∑i∈⟨n⟩Yi by dividing Y by n
(Line 8). It then applies the inverse transformation to Line 3
to obtain an estimate ∇̂avg of the average gradient (Line 9).

To show that our algorithm is homomorphic, we general-
ize Definition 1 to account for the lookup table (C,D and T
stand for Compress, Decompress and table lookup)
Definition 3 ( Non-uniform homomorphic compression)

∇̂avg =
1
n
· ∑

i∈⟨n⟩
D(T (C(∇i))) = D

(
1
n
· ∑

i∈⟨n⟩
T (C(∇i))

)
.

That is, a non-uniform HC (NUHC) scheme generalizes UHC
by allowing the PS to apply a lookup table T to the com-
pressed gradients before aggregating them.

Notice that if g = 2b − 1 and T is the identity mapping,
NUHC is identical to UHC (in that case, the lookup table is
redundant). As shown above, for T that is the identity map-
ping, the compression is uniform homomorphic. We now
show that if 0 = T (0) < T (1) < .. . < T (2b − 1) = g then
Algorithm 2 is homomorphic. 2 This is because

1
n
· ∑

i∈⟨n⟩
D(T (C(∇i))) =

1
n
· ∑

i∈⟨n⟩
D(T (Zi)) =

1
n
· ∑

i∈⟨n⟩
D(Yi) =

1
n
·

(
∑

i∈⟨n⟩
m+Yi ·

M−m
g

)
=

m+

(
1
n
· ∑

i∈⟨n⟩
Yi

)
· M−m

g
= D

(
1
n
· ∑

i∈⟨n⟩
T (C(∇i))

)
,

where we used (i) C(∇i) = Zi, (ii) T (C(∇i)) = Tb,g[Zi] = Yi,
and (iii) D(Yi) = m+Yi · M−m

g .

2In fact, it is sufficient that T is injective and satisfies 0,g ∈ Im(T ); the
above definition is without loss of generality.

Algorithm 2 Non-uniform THC
Input: bit budget b, granularity g, and their lookup-table Tb,g

Main stage ▷ Preliminary stage same as in Algorithm 1

Worker i:
1: Compute Q = CalcQuantizationValues(m,M,Tb,g)
2: Compute Xi = SQ(∇i,Q)
3: Compute Yi = (Xi −m) · g

M−m ▷ Yi ∈ ⟨g+1⟩d

4: Compute Zi = T−1
b,g [Yi] ▷ Zi ∈

〈
2b〉d

5: Send Zi to PS
PS:
6: Compute Y = ∑i∈⟨n⟩ Tb,g[Zi] ▷ Y ∈ ⟨g ·n+1⟩d

7: Send Y to workers
Worker i:
8: Compute Yavg =

1
n ·Y ▷ Yavg ∈ [0,g]d

9: Estimate ∇̂avg = m+Yavg · M−m
g

The above result shows that Algorithm 2 is homomorphic
for many choices of lookup tables. As we later demonstrate,
very small lookup tables (e.g., for b= 4 we can usually use g∈
{16, . . . ,51}) are sufficient to obtain accurate quantization.

5 Optimizing THC

We next describe optimizations that improve THC’s
bandwidth-accuracy tradeoff (§5.1-§5.2) and speed (§5.3).

5.1 Pre- and Post-processing Using the Ran-
domized Hadamard Transform

For pre-processing, we utilize the Randomized Hadamard
Transform (RHT) that improves quantization accuracy by
reducing the expected range and transforming coordinates
to approach a normal distribution. The RHT of a vec-
tor x ∈ Rd is defined as 1√

d
· H · D · x, where H is the

Hadamard matrix [25] and D is a diagonal matrix with
i.i.d. Radamacher variables (taking ±1 with equal proba-
bilities) on its diagonal. An important property RHT is
that the special recursive structure of H allows a fast GPU-
friendly O(d logd) time implementation, significantly faster
than general matrix multiplication. The post-processing is
then the inverse transform, i.e., RHT−1(x) = 1√

d
·D ·H · x,

which has identical complexity to RHT.
RHT has two key benefits: First, RHT reduces the range of

coordinate values, improving accuracy. More concretely, a key
quantity that determines the error of a quantization scheme
is its range (the difference between the largest and smallest
quantization values), M − m (see Appendix A.2 for more
details). Intuitively, when the range is large, one is forced to
quantize to values that are further away from the encoded
quantity, thus increasing the error. As proven by [3], and
using M′,m′ to denote the maximal and minimal value after
the RHT transform, E[M′−m′] = O

(
(M−m) ·

√
logd / d

)
.

This decrease in the expected range significantly improves
the quantization accuracy.



To further decrease the range, and thus the quantization
error, we leverage known results about the distribution of the
transformed coordinates to derive a threshold tp, for an appro-
priate p ∈ (0,1), such that approximately a p fraction of the
transformed coordinates are expected to fall outside [−tp, tp].
Namely, it is known that each coordinate in the RHT of a vec-
tor x ∈ Rd follows a distribution that approaches (for a large
enough d) the normal distribution N (0,1/∥x∥2) [68]. In par-
ticular, this means that the probability of a coordinate landing
outside the range diminishes exponentially in tp, giving an
opportunity to significantly reduce the range at the expense
of a small bias and allowing us to pick an appropriate p, as
we describe below in § 5.3. Our algorithm then optimizes the
quantization values to minimize the error of the coordinates
in [−tp, tp], and truncates the rest by rounding those larger
than tp to tp and those smaller than −tp to −tp.

To address this small bias, we compensate for it using a
technique called error-feedback (EF) [29], which includes
sending the vector x = ∇+ e that adds the previous error e
to the current gradient ∇, and later updating e to account for
the quantization error. It is known that when the bias is not
too large, EF guarantees the convergence of the training [36].
The effect of rotation and error feedback is evaluated in detail
in Appendix D.3, along with comparison to uniform THC.

The second key benefit of RHT is that, since the distribution
of the coordinates after applying RHT is known, we can com-
pute the optimal lookup table T offline, as we explain next.

5.2 Constructing the Optimal Lookup Table

As explained, after applying RHT and truncating, our goal is
to design a lookup table that minimizes the quantization error
of the resulting vector. This vector has two types of coordi-
nates: (1) the truncated coordinates have no error (beyond
the truncation) since, by design, there are always quantization
values at {−tp, tp}; (2) the non-truncated coordinates have a
distribution that approaches the truncated normal distribution.
Intuitively, this allows us to design the lookup table T to min-
imize the quantization error of a truncated normal random
variable and thereby minimize the NMSE.

Formally, the optimal lookup table needs to minimize the
error in quantizing a truncated normal random variable (A ∼
N (0,1) | A ∈ [−tp, tp]), where tp = Φ−1(1− p/2) and Φ is
the CDF of the normal distribution. As we later show, we
can use this pre-computed table for a normal random variable
with any variance by scaling the quantization values.

Formally, denoting by P(a,z) the probability of sending the
index z ∈

〈
2b
〉

given a value a ∈ [−tp, tp], the optimization
problem aims to find the table T and probabilities P. Let us
further denote by φ the pdf of the normal distribution. Then,
the following optimization problem gives the optimal lookup
table as Tb,g,p[z] = T [z]:

minimize
P,T

∫ tp

−tp
∑

z∈⟨2b⟩
P(a,z) · (a−T [z])2 ·φ(a) ·da

subject to

(Unbiasedness) ∑
z∈⟨2b⟩

P(a,z) ·T [z] = a ∀a ∈ [−tp, tp]

(Probability) ∑
z∈⟨2b⟩

P(a,z) = 1 ∀a ∈ [−tp, tp]

P(a,z)≥ 0 ∀a ∈ [−tp, tp], z ∈
〈
2b
〉

(Granularity) T [z] ∈
{

2tp
g · i− tp | i ∈ ⟨g+1⟩

}
∀z ∈

〈
2b
〉

As we elaborate in Appendix B, we optimally solve the
above problem. To that end, we wrote a specialized ILP solver
that leverages various properties of the above optimization
problem to reduce the search space and speed up the computa-
tion of T . Recall that for any b,g, p, we compute the optimal
Tb,g,p table only once offline and thus the solver’s runtime
does not affect THC’s performance.

5.3 Accelerating the Preliminary Stage

Heretofore, we discussed a preliminary stage in which the
workers exchange information that depends on the trans-
formed vectors to determine the quantization range. A natural
implementation would, therefore, include transforming the
vectors using RHT and then exchanging the information re-
quired for setting M and m.

Instead, we leverage special properties of RHT, namely that
(i) it preserves the norm of the transformed vector and (ii) that
there is a tight connection between the maximal norm and the
values M,m we are seeking. Accordingly, each client i first
computes the norm of its vectors xi and then parallelizes the
following operations: performing the RHT and obtaining the
maximum norm among the workers’ gradients using the PS.
Then it can set M =(tp/

√
d) ·ℓ,m=−M where ℓ=max∥xi∥2

and proceed to the quantization.

5.4 Putting It All Together

We are now ready to describe our complete THC training pro-
cess, whose pseudocode is given Algorithm 3, color coding
the different steps. In the first learning step, each worker
computes its local gradient and adds the error-feedback.
Next, the preliminary stage, in which the clients exchange
their norms, is parallelized with the RHT part of the pre-
processing; later, the transformed vector is normalized and
clamped. Next, during main stage, the workers and PS fol-
low our Non-uniform THC algorithm (see Algorithm 2)
to obtain an estimate of the average of the pre-processed
vectors. Then, each worker post-processes the estimate us-
ing the inverse transform. Finally, in the second learning
step, the workers update the error-feedback and model.



Algorithm 3 Training with THC

1: Input: Support parameter p and its threshold tp. Bit bud-
get b, granularity g, and lookup-table Tb,g,p.

2: for r = 0,1, . . . do
3: for worker i ∈ ⟨n⟩ in parallel do
4: Compute local gradient, ∇i
5: xi = ∇i + er

i ▷ Error-feedback for round r

6: in parallel
7: (i) Send ∥xi∥ to PS
8: Receive ℓ= maxi ∥xi∥ from PS
9: (ii) Ri = RHT(xi) ▷ R = HDrxi

10: end in parallel
11: M = (tp/

√
d) · ℓ ; m =−M

12: x′i = clamp(Ri,min = m,max = M) ▷ Truncation
13: Q = CalcQuantizationValues(m,M,Tb,g,p)
14: Xi = SQ(x′i,Q) ▷ Stochastic Quantization
15: Yi = (Xi −m) · g

M−m ▷ Yi ∈ ⟨g+1⟩d

16: Zi = T−1
b,g,p[Yi] ▷ Zi ∈

〈
2b〉d

17: Send Zi to PS
18: Receive Y = ∑i∈⟨n⟩Yi = ∑i∈⟨n⟩ Tb,g,p[Zi] from PS
19: Compute Yavg =

1
n ·Y ▷ Yavg ∈ [0,g]d

20: Estimate x̂′avg = m+Yavg · M−m
g

21: Compute ∇̂avg = RHT−1(x̂′avg) ▷ Global update

22: er+1
i = xi −RHT−1(Xi) ▷ Quantization error

23: Update model using ∇̂avg
24: end for
25: end for

6 THC with Other System Opportunities

In this section, we discuss how THC leverages the opportuni-
ties of in-network aggregation and explore potential optimiza-
tions to address issues such as packet loss and stragglers.

Aggregation at Programmable Switches In our THC
framework, we can offload PS completely to programmable
switches for further hardware acceleration. Our THC de-
sign simplifies the PS by removing the compression and
decompression operations. Since THC already compresses
floating-point gradients to integer table indices, it fits pro-
grammable switches well. We do not need additional conver-
sions from floating points to integers at workers as used in
previous work [33, 57, 79].

Packet Loss and Stragglers THC is a compression algo-
rithm that tolerates data loss, allowing it to ignore the tail out-
liers that can negatively impact performance during training
introduced by packet loss [69] or straggler problems [22, 78].

Packet losses and stragglers may occur between workers
and the PS. For each gradient, if a worker doesn’t receive the
corresponding aggregation result packet within a specified
time threshold, the worker could fill in the missing data with
zeros and continue with the received aggregation results. This
practice may lead to some workers updating their models
with different information. To mitigate the impact, we can

implement a synchronization scheme, where workers coordi-
nate their model parameters after every epoch by choosing
to copy the parameters of another worker when encountering
severe packet loss. Our simulation results shows that there is
no significant impact on THC model accuracy or convergence
within the reasonable data center packet loss rate range (less
than 1% [21, 37]) (see Section §8.4). This result aligns with
the observations in [69].

To handle packet losses from workers to the PS, we can
perform partial aggregation: the PS broadcasts partial aggre-
gation results once it hears from the majority (e.g., 90%) of
workers. We evaluate the impact of stragglers and partial ag-
gregation in Section §8.4 and show that THC with partial
aggregation over 90% of workers reach the baseline accuracy.

7 Implementation

THC Worker. We develop THC prototype of workers atop
BytePS’s PyTorch extension [28]. During each iteration, the
BytePS worker receives the calculated gradient from the front-
end PyTorch and passes it to our compression module. Our
compression module runs the THC algorithm on GPUs and
employs a GPU-friendly implementation of RHT. It also
keeps the error-feedback records to compensate for the biased
quantization as mentioned in Section 5.

The communication module is a C++ module developed
based on Data Plane Development Kit (DPDK), which pro-
vides kernel bypassing so that applications can directly re-
ceive data from the NIC using busy polling. The communica-
tion module assembles packets based on compression results
and communicates with the PS.

Another approach is to adopt the RDMA protocol, such
as RoCEv2 [5]. However, adopting the RDMA protocol re-
quires additional header parsing functions on the switch side.
SwitchML [57] has demonstrated that the RoCEv2 protocol
can be used with in-network aggregation by carefully parsing
the header. For THC, we consider this as future work.

THC Parameter Servers. We implement two versions of
parameter servers: the software version written in C++ and
the programmable switch version implemented on the Intel
Tofino switch [26]. In the programmable switch version, the
PS performs table lookup using the “Table” control block.
After the table lookup, the switch sends packets carrying table
values through recirculation ports. The "Register" extern then
takes care of value aggregation. Please see Appendix C.2 for
the resource usage of the programmable switch PS.

8 Evaluation

We evaluate our THC prototype by training popular computer
vision and language models on a local four-worker testbed
and AWS EC2. Experiments show that employing THC
gives shorter time-to-accuracy ( 1.40× to 1.47× speedup)
and higher throughput (25% to 54% increase) on our local
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Figure 5: Time to accuracy (TTA) comparison over one image processing task (i.e., VGG16) and two NLP tasks (i.e., GPT-2 and
RoBERTa-base). The second row zooms in on the competitive results.

testbed with a programmable switch, compared to state-of-the-
art training frameworks. THC also outperforms DGC-10%,
TopK-10%, and TernGrad in time-to-accuracy as it has little
impact on accuracy and eliminates the overhead at the PS.

Testbed Setup. Our local testbed has four GPU machines
as workers, each with one NVIDIA A100 GPU and one
NVIDIA MCX516A-CCAT ConnectX-5 100G dual-port NIC
connecting to a Tofino2 switch. For large-scale experiments,
we use eight AWS EC2 p3.16xlarge instances, each with eight
NVIDIA V100 GPUs and 25 Gbps network bandwidth.

Systems for Comparison. We run three versions of THC:
(1) with a programmable switch as the PS (labeled as THC-
Tofino), (2) with the software PS process running on a single
stand-alone CPU machine (connected to the Tofino2 with a
ConnectX-5 100G dual-port NIC) (THC-CPU PS), and (3)
with colocated PSes for each worker (THC-colocated), which
build on BytePS’s PS architecture and uses BytePS’s RDMA
module for a fair comparison. We compare THC with two
state-of-the-art systems: (1) Horovod which uses RDMA for
communication (Horovod-RDMA) and (2) BytePS with colo-
cated PSes for each worker (BytePS). We also compare THC
against three popular compression algorithms: DGC [38] and
TopK [64] are sparsification algorithms that only communi-
cate the top k% of coordinates by magnitude (here we set
k = 10 and refer to them as DGC 10% and TopK 10%); and
TernGrad [74], a quantization algorithm that converts each
coordinate into a value x ∈ {−1,0,1} (we refer to it as Tern-
Grad). TernGrad represents a stream of quantization algo-
rithms [4, 10] with small differences in design. BytePS, DGC
10%, TopK 10%, and TernGrad all use BytePS’s colocated
PSes and RDMA module. We also tried Espresso [73] but
faced convergence issues.3

On AWS EC2, we deploy THC with software PS built on
top of BytePS [28] servers. We compare THC against BytePS
with colocated PS (BytePS) and Horovod [58]. All systems
use the TCP protocol to communicate. Unless noted other-

3We followed the instructions in Espresso’s git repository and installed
all desired versions of software. Unfortunately, we couldn’t get models to
converge (training loss became "nan" within three iterations and the accuracy
stalled around 0.1%). We contacted the authors but they do not have time to
fix it. See https://github.com/zhuangwang93/Espresso/issues/3.

wise, we use the following THC configuration: granularity 30,
p-fraction 1/32, and 16 quantization levels. This configuration
avoids overflow for up to eight workers, saturates the worker
to PS bandwidth of our system prototype, and consistently
achieves high accuracy across various models.

Workloads. We evaluate THC with network-intensive [33,
57] computer vision models (VGG16 and VGG19 [62]) and
language models (RoBERTa-base, RoBERTa-large [40], Bart-
large [34], BERT-base [14], and OpenAI GPT-2 [50]). We
train the vision models with the ImageNet1K dataset [55] and
train the language models with the GLUE (General Language
Understanding Evaluation benchmark) SST2 (The Stanford
Sentiment Treebank) task [63]. Unless noted otherwise, we
set the per-GPU batch size as 32. We include results for
computation-intensive models that don’t benefit much from
accelerated inter-machine communication in Appendix D.

Metrics. We first measure time-to-accuracy (TTA) as the
training time needed to reach a target validation accuracy. We
set the target accuracy based on the convergence of our no-
compression baseline. We then present the training throughput
(images per second or tokens per second referred to as samples
per second) for all training tasks. We also show the break-
down of computation and communication time to highlight
the factors that contribute to THC’s improvements.

8.1 End-to-End Training Performance
Time-to-accuracy. Figure 5 shows that for GPT-2, THC-
Tofino reaches the 81% target accuracy 1.47× faster than
the Horovod-RDMA baseline, and THC-Software PS reaches
the target accuracy 1.33× faster. For RoBERTa-base, THC-
Tofino achieves the 83% target accuracy 1.43× faster than the
Horovod-RDMA baseline; and THC-Tofino also achieves a
1.40× speedup to reach the 90% target accuracy for VGG16.
Note that even though our system prototype uses DPDK,
which has similiar performance with RDMA, we still notably
outperform Horovod-RDMA. THC-software PS reduces net-
work communication with minimal impact on model conver-
gence, thanks to the optimizations explained in Section 5.
Using the programmable switch (THC-Tofino) further accel-
erates the training by reducing the volume of transmitted data
through in-network aggregation.

https://github.com/zhuangwang93/Espresso/issues/3
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Although training with DGC 10% and TopK 10% also
approach the target accuracy, they suffer from the high PS
compression overhead that leads to longer training epoch time
and TTA. TernGrad stalls at low accuracy for all three models
despite its high training throughput (Figure 6). This is because
TernGrad loses information during its compression and thus
cannot improve end-to-end TTA with more training epochs.

Training throughput. To examine the synchronization
round time reduction we achieve with THC, we measure the
throughput in Figure 6. THC-Tofino provides higher through-
put than all alternatives (except TernGrad). For example, THC-
Tofino achieves 54% improvement over Horovod-RDMA for
GPT-2. THC-colocated has 11% to 37% higher throughput
than TopK because THC eliminates the PS-side compression
operations. TernGrad provides the highest throughput because
it uses fewer bits per coordinate and has shorter PS time and
compression overhead. However, TernGrad does not improve
TTA as Figure 5 shows due to its low accuracy (Section 8.2).

Effectiveness with different bandwidth. We train the
VGG16 architecture under different network bandwidth set-
tings (25, 40, and 100Gbps) in Figure 7. THC-Tofino achieves
1.85×, 1.45×, and 1.43× training throughput over Horovod-
RDMA at 25Gbps, 40Gbps, and 100Gbps respectively. When
the bandwidth decreases from 40Gbps to 25Gbps, the through-
put of Horovod-RDMA drops significantly because it faces
more network bottlenecks. Meanwhile, the performance of
THC-Tofino and THC-CPU PS downgrades gracefully as the
bandwidth decreases, leading to higher training speedups at
low bandwidths. We expect THC to offer more benefits un-
der slower networks (e.g., 10Gbps, 1Gbps) which we might
encounter in federated learning settings.
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Figure 9: Training throughput across eight AWS EC2
p3.16xlarge instances.

8.2 Breakdown of Network and Compute Time
In Figure 8, we break down the time per iteration into the
time spent at the PS, workers, and the communication, when
training VGG16 at 100Gbps with THC-Tofino, THC-CPU
PS, TopK 10%, and TernGrad. At the PS, we measure the
compression time and aggregation time. At the workers, we
measure the training time and compression time.

THC-CPU PS reduces the gradient communication time
(comm.) to 32.5% of that of the no-compression baseline. As
a tradeoff, we introduce compress and decompress operations
on the GPU on the worker side. However, these operations
only increase the overall worker time by 9.5%. The result
demonstrates that in distributed training settings where work-
ers periodically synchronize a large amount of data, saving
bandwidth by slightly increasing the worker GPU computa-
tion time is worthwhile. THC-Tofino achieves more savings
by further reducing communication time through in-network
aggregation and offloading the PS to the switches.

For DGC 10% and TopK 10%, they have to run expensive
sorting operations on the PS (DGC 10% additionally requires
local gradient accumulation), introducing a significant over-
head at the PS side. Therefore, although TopK10% gives
similar communication time as THC-CPU PS, the overall
round time is 46.5% higher than that of THC-CPU PS.

TernGrad uses only two bits per coordinate and requires
simple summation at the PS. Thus, it has a short communica-
tion and PS time. However, TernGrad produces high NMSE
and correspondingly can produce poor TTA results.

8.3 THC Performance on AWS EC2
We measured throughput on AWS EC2 instances equipped
with workers containing multiple GPUs at a larger scale (Fig-
ure 9). Since AWS instances have 8 GPUs per worker, we have
a higher intra-machine communication overhead compared
to our local testbed setting. This means that inter-machine
communication overhead, which THC optimizes for, takes
a smaller portion of training time. Despite this, THC con-
sistently outperformed all the baseline models, resulting in
throughput improvements of 1.05× to 1.16×.4

4Note that Bart-large and RoBERTa-large are not displayed in Figure 9
due to the V100 GPU’s memory limitations on the EC2 environment. We
used a smaller batch size and reported it in Appendix D separately.
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Figure 10: Scalability of THC. Displaying the difference in training
accuracy from baseline after two epochs (i.e. if the final training
accuracy for 4 worker RoBERTa baseline is 95%, then the accuracy
for 4 worker RoBERTa QSGD would be 90%).

8.4 THC Simulation Results

We run simulations to understand THC under different system
configurations. As the number of workers increase, the perfor-
mance of THC increases due to the UHC property. We show
that the error of THC scales well from 4 to 64 workers, in con-
trast to biased compression algorithms like TopK whose error
can increase by 9.9× over the same margin. Furthermore,
under the synchronization and partial aggregation schemes,
THC shows less than a 0.5% drop in training accuracy in the
presence of packet loss and straggling workers.

Simulation Environment. We simulate THC on an aca-
demic cluster with 4 A100/V100 GPUs per node. Multiple
worker training is modeled by storing multiple passes of the
backpropagation before performing an update step. This al-
lows us to compress and decompress the aggregated gradient
with THC’s algorithm (and others) before updating the model,
reproducing the communication steps in actual systems.

For the scalability experiments, we train BERT and
RoBERTa [40] on SST2 [63] with batch size 8. The con-
figuration uses granularity 36, p-fraction 1/32, and bit budget
4. We choose language tasks for the scalability results because
they are more sensitive to small compression errors in the gra-
dient. The other simulations train ResNet50 [23] models on
the CIFAR100 [32] dataset with a batch size 128, workers 10,
granularity 20, p-fraction 1/512, and bit budget 4.

Scalability. We fine-tune a model for two epochs for each
compression algorithm with 4, 8, 16, 32, and 64 workers
and then compute the percentage difference from the un-
compressed baseline accuracy. We track the difference in
accuracy rather than the absolute accuracy because machine
learning effects can alter the baseline accuracy as the batch
size (number of workers) changes. We compare THC with bit
budget 4 against baseline (no compression), TopK [64] and
Quantized Stochastic Gradient Descent (QSGD) [4]. QSGD is
chosen because we want to compare compression algorithms
that have the same compression ratio: QSGD is analogous
to an unbiased version of TernGrad/SignSGD with a tunable
compression ratio. We choose the k-value and number of in-
tervals of TopK and QSGD respectively to match the overall
compression ratio of THC with bit budget 4.
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Figure 11: Resiliency to Gradient Losses. Displaying attain-
able accuracy with packet drops and stragglers.

Figure 10 shows that for BERT, the accuracy of THC actu-
ally improves as the number of workers increases, with the
error decreasing from −0.1% to 0 (no difference from base-
line) from 4 to 64 workers. Although there seems to be some
outlier at 8 workers that is likely due to randomness in the
training process, these trends match our predictions in Sec-
tion 4 and can be attributed to the increased accuracy of the
estimate of the average gradient. In comparison, the error of
TopK quickly inflates by 9.9× from −0.047% to −0.46% in
the same region because bias in the compression dominates
and causes larger compression errors. The data for RoBERTa
show a similar trend, with THC becoming the most accurate
at 32 workers and beyond.

Such results are promising for THC because actual system
performance depends on both throughput and compression ac-
curacy. As we showed in §8.1, THC has a higher throughput in
training than most compression algorithms. At 16 workers and
beyond, THC also shows the highest accuracy, implying that
THC will have better time-to-accuracy results for a system
with many workers. The advantage over other compression
algorithms is more apparent in larger scale systems because
biased algorithms such as TopK lose accuracy at scale.

However, we cannot increase the number of workers to an
arbitrary large size without incurring costs to accuracy. From
each worker, the largest value per coordinate aggregated at
the switch is equal to the granularity, so the maximum ag-
gregated result is m = g× (# o f workers) and the number
of bits needed to send this value downstream is ⌈log2 m⌉. If
we keep the number of bits sent downstream constant, we
must decrease the granularity for a larger number of workers
to prevent overflow, which increases the error. This can be
seen from our results in Figure 15 in Appendix D. One ad-
vantage however is that as the granularity decreases, we can
also decrease the bit budget for THC, sending fewer bits per
coordinate upstream. On the other hand, if we keep the granu-
larity constant, then we must send more bits per coordinate
downstream, decreasing the throughput. In these experiments,
we kept the granularity constant and instead adjusted the com-
pression ratio of the downstream data (including for TopK
and QSGD for fair comparison). It is likely that the optimal
strategy is to employ a combination of the options depending
on the specifics of the system.

Packet Loss. We simulate packet losses in both directions
between workers and the PS. Figure 11 shows that even with



a packet loss rate of 1%, which greatly decreases the final
training accuracy with no synchronization, our proposed syn-
chronization scheme reduces the training accuracy drop from
24% to 1.5%. With 0.1% packet loss, synchronization re-
duces the accuracy discrepancy from 11% to 0.5%, which is
nearly indistinguishable from baseline. The corresponding
test accuracies are shown in Figure 16 of Appendix D and
demonstrate similar results.

Stragglers. To mitigate stragglers, we model a scheme
where the PS only waits for the top n% of the workers for
aggregation. Figure 11 shows the effect of randomly choos-
ing a 1/2/3 stragglers during each round and dropping their
gradients. With 10 workers, this corresponds to waiting for
90%/80%/70% of the workers. Waiting for the top 90%
reaches the baseline accuracy, whereas 80% and 70% show
only a 5-6% decrease in final training accuracy.

9 Related Work and Discussions

Systems Support for Gradient Compression. Gradient com-
pression systems have been developed to train large models
that are increasingly bottlenecked by communication, given
the slower growth of bandwidth compared to GPU capabil-
ity. Previous systems (e.g., HiPress [6] and Espresso [73])
focus on compression awareness and finding compression
strategies and work division (e.g., compression on GPU or
CPU). These systems maximize the overlap of efficient com-
munication and compression to hide existing overhead. THC,
on the other hand, mitigates compression overhead by reduc-
ing the number of compress/decompress operations. THC is
complementary with these works.

In-network Aggregation for ML. SwitchML [57] and
ATP [33] have demonstrated the benefits of aggregating gra-
dients within networks, but they do not support compression
as the data is restricted to the format that can be directly ag-
gregated. OmniReduce [17] and ASK [24] propose using a
key-value data structure for in-network aggregation. However,
these approaches require compressing the gradient data into
the key-value format and make assumptions about the data it-
self. In THC, we support aggregation directly on compressed
data, making it orthogonal to previous works. This leads to
efficient in-network aggregation with compression.

Supporting Other AllReduces. An important future re-
search direction is incorporating homomorphic compression
in other types of all-reduce like ring-based or tree-based. Cur-
rently, compression schemes fail to improve the performance
of these types [2]. For example, in the widely-deployed ring
all-reduce that requires O(n2) aggregation operations, exist-
ing schemes would need an excessive number of decompres-
sion and re-compression operations, leading to poor accu-
racy and slowdown compared to an uncompressed baseline.
THC makes the first step towards making compression al-
gorithms ring-based or tree-based all-reduce friendly. For

example, we may run the reduce operation directly on gradi-
ents compressed with Uniform THC using the same number
of bits required for the PS aggregation (e.g., 8). However,
this method is not compatible with our various optimizations,
such as sending just b (e.g., 4) bits or using the lookup table,
and is thus sub-optimal.

Colocated with Other Training Paradigms. While THC
primarily focuses on data parallelism, it can seamlessly in-
tegrate with state-of-the-art training paradigms that use hy-
brid approaches combining tensor, pipeline, and data paral-
lelism [43, 61]. Since all these optimizations are clearly sepa-
rated in different dimensions, THC can be applied to the line
of data parallelism without additional adaption. Moreover,
Megatron-LM [43] reports that data parallelism remains the
dominating factor in training throughput; thus, gradient ex-
changes will continue to make a significant contribution to
computation and communication costs. We believe that in-
creasing the degree of data parallelism is still a better choice,
emphasizing THC’s crucial role in training optimization.

Compatibility with Security. An extensively studied ap-
plication of homomorphism is Homomorphic Encryption
(HE) [1] in the security field. Although we consider HE as
orthogonal to our work, it might be feasible to combine THC
with other security practices. For example, applying differ-
ential privacy [16] techniques first and then compressing the
tensors with THC can be practicable.

10 Conclusion

THC is a novel framework that formally defines homomor-
phic compression. As homomorphic compression supports
direct aggregation of compressed data, it also allows an el-
egant combination of gradient compression and in-network
aggregation. To demonstrate THC’s generalizability, we build
a distributed DNN training system prototype that employs
both the THC algorithm and in-network aggregation to ac-
celerate gradient synchronization. Testbed experiments with
four GPU workers, one programmable switch, and 100Gbps
network show that our system prototype achieves up to 1.47×
TTA improvement when we enable both gradient compression
and in-network aggregation.
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A Uniform THC Preliminaries

Given a bandwidth budget of b bits per coordinate (e.g., per
gradient entry), we define a compression scheme using a pair
of compression and decompression operators.

Definition 4 (compression operator) A compression oper-
ator C : Rd → {0,1}b·d takes a real-valued d-dimensional
vector and outputs a (b ·d)-bits compressed representation.

Definition 5 (decompression operator) A decompression
operator D : {0,1}b·d → Rd takes a (b · d)-bits compressed
representation and outputs a real-valued d-dimensional esti-
mate of the input vector.

More generally, a compression scheme may require sending
some additional information. We, therefore, allow b ·d+O(1)
bits in practice.

For a vector x ∈Rd , we denote its estimate by x̂ = D(C(x)).
The goal of a compression scheme is then, given a bandwidth
budget b, to minimize some error metric, e.g., the expected
squared error, E[∥x− x̂∥2]. Before describing THC, for ease
of presentation, we present a simplified (uniform) version of
the THC framework and later generalize it.

A.1 Uniform Homomorphic Compression

In distributed deep learning, at each training round, the mean
of the workers’ gradients forms the update of the model’s
parameters for the next round. Without compression, we could
add all the workers’ gradients and divide the results by the
number of workers.

To reduce the bandwidth with a minimal impact on accu-
racy, the Distributed Mean Estimation (DME) problem has
been extensively studied [4, 31, 41, 56, 66–68]. Namely, in
DME, workers compress their gradients before sending them
for aggregation. Most DME works only consider compression
in this direction, while messages from the parameter server
to workers remain uncompressed. To achieve bidirectional
compression, several works further suggest that the server,
after decompressing and aggregating the gradients, will re-
compress the result before sending it back (e.g., [20, 48]),
introducing additional delay and error. Avoiding these prob-
lems motivates the following definition; for convenience, we
henceforth denote ⟨i⟩= {0, . . . , i−1} for any i ∈ N.

Definition 6 (Uniform Homomorphic Compression) We
say that a compression scheme (C,D) is uniform homomor-

https://www.xilinx.com/products/design-tools/vitis/vitis-ai.html
https://www.xilinx.com/products/design-tools/vitis/vitis-ai.html


phic if for any n,d ∈ N and x0,x1, . . . ,xn−1 ∈ Rd , it satisfies

1
n
· ∑

i∈⟨n⟩
D(C(xi)) = D

(
1
n
· ∑

i∈⟨n⟩
C(xi)

)
.

That is, a Uniform Homomorphic Compression (UHC)
scheme allows averaging the compressed representations and
applying a single decompression invocation.

That is, by using UHC, the parameter server can sum up the
compressed gradients and send ∑i C(xi) back (in compressed
form) without increasing the delay and error.

A.2 Uniform Stochastic Quantization
Two desired properties of gradient quantization schemes in
a distributed setting are unbiasedness (i.e., E[x̂] = x) and in-
dependence (i.e., each worker makes the random choice of
their quantization values independently). These features are
especially useful in distributed deep learning as the errors of
the different workers then cancel out on average rather than
add up, leading to a better estimation of the mean.

One of the most fundamental compression techniques that
offer both properties is uniform stochastic quantization (USQ).
Intuitively, given a vector, x ∈ Rd , and denoting its minimum
by m and maximum by M, using USQ to quantize each co-
ordinate x[ j] to a single bit means rounding it to m with
probability (x[ j]−m)/(M −m) and to M with probability
(M − x[ j])/(M −m). That is, the sender encodes the coor-
dinate x[ j] using one bit C(x)[ j] ∈ {0,1} and the receiver
estimates it as x̂ = D(C(x)) = m+(M−m) ·C(x). Note that
m and M need to be sent to the receiver as well. However,
considering that d is large, this overhead is negligible.

This idea generalizes to any number of bits per coordinate
b by partitioning the range [m,M] into 2b − 1 uniform (i.e.,
equal-length) intervals where each entry is rounded to one of
its nearest endpoints c0,c1 with probabilities (x[ j]−c0)/(c1−
c0) and (c1 − x[ j])/(c1 − c0) to make the estimate unbiased.
That is, when the message for coordinate x[ j], C(x)[ j] ∈

〈
2b
〉
,

is sent to the receiver that estimates the coordinate as m+
C(x)[ j] · (M−m)/(2b −1).

Despite its popularity and simplicity, in our context, USQ
has two main drawbacks. First, USQ is not homomorphic; this
is because each worker has its own minimum and maximum
values, and accordingly, the b-bit messages describing the
same coordinate by different workers are not amenable to
aggregation without decompression. Second, USQ’s error
highly depends on the input vector’s distribution, e.g., the
difference between the minimum and maximum. For example,
for b = 1, if the input vector is (1,−1,0,0, . . . ,0), all the zero-
valued coordinates will be rounded with an error of 1, and the
vector’s estimate will greatly differ from the input.

Several recent works propose pre-processing each gradient
and post-processing the average’s estimate. The insight is

to change the vector’s distribution prior to quantization to
avoid bad cases. For example, [66] proposes to preprocess
by applying the randomized Hadamard transform to ensure
that the range is small with high probability and postprocess
using the inverse transform. As another example, Kashin’s
representation [41, 56] allows projecting the vector into a
higher-dimensional space with similar magnitude coefficients.

B Optimally Solving the Lookup Table Opti-
mization Problem

As described in Section 5.2, the solution of the following
optimization problem yields the optimal lookup table Tb,g,p =
T . Observe that the problem depends on the parameters b,g, p,
where b is the number of bits workers send for each quantized
coordinate, g is the granularity (the range of values that the
table can take), and p is the expected fraction of transformed
and scaled coordinates that are not taken into account when
determining the truncation range [−tp, tp].

minimize
P,T

∫ tp

−tp
∑

z∈⟨2b⟩
P(a,z) · (a−T (z))2 ·φ(a) ·da

subject to

(Unbiasedness) ∑
z∈⟨2b⟩

P(a,z) ·T (z) = a ∀a ∈ [−tp, tp]

(Probability) ∑
z∈⟨2b⟩

P(a,z) = 1 ∀a ∈ [−tp, tp]

P(a,z)≥ 0 ∀a ∈ [−tp, tp], z ∈
〈
2b
〉

(Granularity) T (z) ∈
{

2tp
g · i− tp | i ∈ ⟨g+1⟩

}
∀z ∈

〈
2b
〉

Recall that, without loss of generality, we may assume that
0 = T (0)< T (1)< .. . < T (2b −1) = g, which significantly
narrows down the search range from (g+1)2b

(which is the
number of options to choose a table value for each table index).
Namely, this observation means that the number of possible
options for T is SaB(g− 2b − 1,2b − 1) (SaB stands for the
stars-and-bars), where SaB(n,k) =

(n+k−1
k−1

)
is the number of

options for throwing n identical balls into k distinct bins. This
is because we can think of 2b −1 bins representing the values{

T (i+1)−T (i) | i ∈
〈
2b −1

〉}
; this way, ‘throwing a ball’

into the i’th bin corresponds to increasing the difference by 1,
and we have g−2b −1 balls as all bins must be non-empty
to enforce the strict monotonicity. The number of options is
therefore SaB(g−2b −1,2b −1) =

( g−3
2b−2

)
≪ (g+1)2b

. For
example, if b = 4,g = 51, we reduce the number of options
from 5215 ≈ 5.5 ·1025 to

(48
14

)
≈ 4.8 ·1011. We note that these

b,g values are the largest ones that we have found to be of
interest as they yield a solution whose accuracy is on par with
an uncompressed baseline.



Algorithm 4 Stars-and-Bars (n,k) Enumeration

1: Initialize B[0] = n, B[1] = B[2] = . . . ,B[k−1] = 0
2: Yield(B) ▷ This is the 0’th option
3: for j = 1,2, . . . ,SaB(n,k)−1 do
4: a = min{i | B[i]> 0}
5: B[a+1] = B[a+1]+1
6: S = B[a]−1
7: B[a] = 0
8: B[0] = S
9: Yield(B) ▷ B is the j’th option

10: end for

To further reduce the number of options, if g is odd, we
leverage the symmetry of the normal distribution (i.e., that
φ(a) = φ(−a) for any a ∈ R). In particular, together with the
fact that the number of table indices is even, this implies that
a table index T (z) exists in the optimal table if and only if
there exists z′ such that T (z′) = g−T (z). In particular, this
can be manifested as the following additional constraint:

(symmetry) T (z) = T (z+2b−1)− g+1
2 ∀z ∈

〈
2b−1

〉
Notice that this further reduces the number of options to

SaB
(

g+1
2 −2b−1 −1,2b−1 −1

)
. Using the b = 4,g = 51 ex-

ample, we reduced the number of options to just 100947.

This allows us to efficiently solve the problem optimally
by computing the target integral for every possible value of
T . For each value, we use the fact that stochastic quantiza-
tion (picking one of the two closest quantization values with
probabilities that make it unbiased) is optimal given the quan-
tization values [7]. In particular, this means that we can easily
derive the optimal P values and thus compute the integral.
For example, if b = 2,g = 4 and T (0) = 0,T (1) = 1,T (2) =
3,T (3) = 4, we can compute the integral as:

∫ −tp/2

−tp

(
a− (−tp)

tp/2
· (a− (−tp/2))2 +

−tp/2−a
tp/2

· (a− (−tp))
2
)
·φ(a) ·da

+
∫ tp/2

−tp/2

(
a− (−tp/2)

tp
· (a− tp/2)2 +

tp/2−a
tp

· (a− (−tp/2))2
)
·φ(a) ·da

+
∫ tp

tp/2

(
a− tp/2

tp/2
· (a− tp)

2 +
tp −a
tp/2

· (a− tp/2)2
)
·φ(a) ·da

Enumerating over the options: The last ingredient in our
solver is a simple method to iterate over all the stars-and-bars
options. Namely, consider wanting to throw n balls into k bins
and let B[i] denote the number of balls in the i’th bin. Then,
the enumeration process is given by Algorithm 4.

The resulting solver is quite efficient: we ran it once for
each of over 4000 different (b,g, p) combinations and com-
puted all the optimal tables within mere minutes.

C Additional Parameter Server Details

C.1 Pseudocode of Parameter Server (PS)

Pseudocode 1 THC PS processing logic
Input: Gradient packet pkt from worker. Workers generate

pkt.round_num and insert the pkt.num_worker along with gra-
dient data for each packet before sending.

1: if pkt.roundnum < expected_roundnum[pkt.agtr_idx] then
2: Notify straggler
3: else
4: if pkt.roundnum = expected_roundnum[pkt.agtr_idx] then
5: recv_count[pkt.agtr_idx] += 1
6: else
7: recv_count[pkt.agtr_idx] = 1
8: expected_roundnum[pkt.agtr_idx] = pkt.roundnum
9: end if

10: Table indices lookup
11: Aggregate table values
12: if recv_count[pkt.agtr_idx] = pkt.num_worker then
13: Multicast back aggregation result
14: else
15: Drop pkt
16: end if
17: end if

The PS progressing logic is demonstrated as shown in Pseu-
docode 1. When workers’ compressed gradient packets arrive,
the PS will first check whether the pkt.roundnum is less than
the expected_roundnum it stores. If so, then this packet is car-
rying obsolete data, and the PS will discard this packet and
notify the sender that it is likely straggling (Line 1-2). Oth-
erwise, the PS regards it as a normal case and updates the
corresponding recv_count counter. (Line 5-7) After the PS
finishes the table lookup and aggregation process for each
packet, it will check if the aggregation is complete by compar-
ing its recv_count counter and the pkt.num_worker (Line 12).
If the aggregation is complete, it will multicast the aggregated
gradient packet back, or drop the packet (Line 13-16).

C.2 Switch Resources Usage
The programmable switch version of THC Parameter Server
has 32 aggregation blocks. Each aggregation block has a
copy of the lookup table and can aggregate 32 bits (i.e., four
8-bit table values) in one pass. Overall, the programmable
switch PS consumes 39.9 Mb of SRAM and 35 ALUs. THC
workers send packets of 1024 table indices, so each packet
needs 1024

(32×4) = 8 passes to have all 1024 elements aggregated.
Therefore, we recirculate a packet twice through each of the
four pipelines (eight passes in total) and consume up to two
recirculation ports per pipeline. When we have N workers,
the first N − 1 packets are dropped after aggregation while
the N-th packet is recirculated through all four pipelines once
again to collect the aggregation results.
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D Evaluation Figures

D.1 Computational-intensive Model Training
with THC

Figure 12 demonstrates the throughput results of training
ResNet [23] models on our local testbed. Due to their
computational-intensive nature, ResNet models don’t experi-
ence much network bottleneck and hence don’t benefit from
accelerating inter-machine communication. Even with the
most aggressive TernGrad compression, we are only able to
improve the training throughput by up to 4.5% of that of
Horovod-RDMA. So, computational-intensive models are
poor candidates for gradient compression and should be
trained with full-precision gradients unless the network band-
width is low.

D.2 AWS EC2 Large Language Models Train-
ing Results

Figure 13 show the throughput results of training RoBERTa-
large and Bart-large on AWS EC2. We achieve a 1.11×
throughput improvement for RoBERTa-large and a 1.12×
throughput improvement for Bart-large.

D.3 Optimizations of THC
To see how THC performs with the different optimizations
mentioned in Section 4, we train both uniform and non-
uniform THC with different optimizations. We use 4 workers
on SST2 [63] with RoBERTa. To measure the performance,
we enable all optimizations on THC, and then we run uniform
THC (UTHC) with and without rotation and error feedback.
We keep all optimizations for THC because the algorithm
assumes rotation and error feedback to be enabled a prior, so
it would not make sense to disable them for the test.

From Figure 14, we see that THC performs the best over-
all as expected, nearly reaching baseline accuracy. UTHC
with and without error feedback seems to perform similarly,
although error feedback seems to increase the performance
slightly. The largest difference is disabling rotation, which
drops the final accuracy by about 5%. This is expected, since

removing rotation introduces a large bias into the algorithm,
resulting in a large error.
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Figure 14: Accuracy of THC with Optimizations. The figure
on the right is zoomed in on the last epoch, and accuracies
are calculated on a sliding window of 336 batches.

D.4 NMSE for Different Granularities
We repeatedly compute the NMSE of the compression un-
der different granularities. A gradient is first drawn from a
lognormal distribution (which well approximate gradients in
neural networks) and then copied multiple times to match the
number of simulated workers. We run THC on the copies of
the gradient and compute the NMSE. Repeating 100 times,
we report the average NMSE as we increase the granularity.
Figure 15 varies the granularity of THC, while maintaining
10 workers and used a p-fraction of 1/1024. Three curves are
plotted with bit budget 2/3/4.

In Figure 15, we first note that the largest discrepancy in
NMSE is between different bit budgets where the error de-
creases by almost an order of magnitude between bit budgets
of 2 to 3 to 4. The bit budget corresponds directly to the
compression ratio of the algorithm, so it is expected that the
accuracy should increase as we use more bits for compres-
sion. Furthermore, the NMSE of THC also decreases as the
granularity increases since larger granularity values allows
for more fine-grained choices of quantization values, though
this effect is more difficult to see.

5 10 15 20 25 30 35 40 45
Granularity

10−2

10−1

100

NM
SE 2 bit budget

3 bit budget
4 bit budget

Figure 15: NMSE under different granularities and number
of workers (plotted on log scale)



D.5 Test Accuracies for Resiliency Results
Similar to the training accuracy results, the test accuracy
shows that (1) synchronization is beneficial when the system
is lossy and (2) waiting for the top 90% of workers does not
affect the final accuracy. Figure 16 shows that under 1%/0.1%
loss, the discrepancy from baseline drops from 6%/3.2% to
1.5%/0.4%. For 80%/70% stragglers, the error from baseline
is roughly 0.5%.
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Figure 16: Test Accuracy with Gradient Losses
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