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Abstract—Robotic manipulation relies on analytical or
learned models to simulate the system dynamics. These models
are often inaccurate and based on offline information, so that
the robot planner is unable to cope with mismatches between
the expected and the actual behavior of the system (e.g., the
presence of an unexpected obstacle). In these situations, the
robot should use information gathered online to correct its
planning strategy and adapt to the actual system response.
We propose a sampling-based motion planning approach that
uses an estimate of the model error and online observations
to correct the planning strategy at each new replanning. Our
approach adapts the cost function and the sampling bias
of a kinodynamic motion planner when the outcome of the
executed transitions is different from the expected one (e.g.,
when the robot unexpectedly collides with an obstacle) so that
future trajectories will avoid unreliable motions. To infer the
properties of a new transition, we introduce the notion of
context-awareness, i.e., we store local environment information
for each executed transition and avoid new transitions with
context similar to previous unreliable ones. This is helpful for
leveraging online information even if the simulated transitions
are far (in the state-and-action space) from the executed ones.
Simulation and experimental results show that the proposed
approach increases the success rate in execution and reduces
the number of replannings needed to reach the goal.

I. INTRODUCTION

The advances in physics-based simulation and deep-
learning models in robotics allow to achieve complex tasks
such as manipulation of deformable objects and liquids [1]-
[7], contact-rich manipulation [8]-[10] and safe, compliant
manipulation [11], [12]. These models are often inaccu-
rate in predicting the outcome of actions (e.g., because of
the epistemic uncertainty of learned models or the sim-
to-real gap of physics simulators). For example, consider
the tabletop scenario in Fig. 1: A compliant manipulator
moves a heavy object across the table; because of the
payload and the compliant control, the trajectory execution
will deviate from the planned path, possibly causing unex-
pected collisions. Previous works addressed this problem by
propagating uncertainty throughout the search [13], [14] or
by discarding actions deemed to lead to significant errors
[3]. This usually requires complex modeling of the system
uncertainty over the whole state-and-action space. However,
even minor mismatches between the offline and the online
scenario can jeopardize the effectiveness of the uncertainty-
aware planner. In the example of Fig. 1, a mismatch between
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Fig. 1: A 7-degree-of-freedom manipulator carrying a weight
with uncertain tracking control.

the simulated and real compliance would cause the planner to
find trajectories that are infeasible in the real world. Suppose
the real dumbbell is heavier than the simulated one; then,
the trajectories would often cause the robot to collide with
the environment. Even in the case of replanning, the planner
would likely continue generating a trajectory that causes a
collision if it does not take online data into account. Updating
the system model according to the observed behavior can be
computationally demanding (e.g., it could require retraining a
deep network representing the dynamics) and often cannot be
performed online. Adaptive methods are typically restricted
to short-horizon planning and locally update the system
dynamics in the neighborhood of the current configuration
when the robot is stuck [15]-[17]. As a shortcoming, these
methods adapt the structure of the planning problem only in a
small neighborhood of the executed transitions. For example,
[15] and [16] penalize state-and-action pairs within a certain
distance from previous inaccurate transitions. That is, the
planner will attempt to avoid transitions in a small neighbor-
hood of the current and previous robot configurations.

This work aims to bridge the gap between long-horizon
sampling-based planning and online model adaptation to
provide a robust and adaptive solution to motion planning
with inaccurate models. The main idea is to formulate the
problem as an optimal motion planning problem, minimizing
the expected deviation between the robot model and the real
system. Such expected deviation includes an offline estimate
of the model inaccuracy and a residual term obtained from



previously executed trajectories. In particular, the residual
term discourages transitions similar to those that failed in
previous executions. Similarly, we adapt the sampling bias
of the planner to discourage sampling such transitions. To
do so, we introduce the notion of context-aware similar-
ity, which allows the planner to infer whether new sim-
ulated transitions will be unreliable during the execution.
In our examples, the context of a transition is composed
of the offline-estimated model deviation and the presence
of obstacles in the neighborhood of the transition. Under
the assumption that transitions with a similar context will
yield a similar outcome (even if they are far in the state-
and-action space), the planner can infer the reliability of
new simulated transitions and adapt the motion planning
problem after a few executions. To do so, we update the
cost function by assigning a penalty term according to the
probability that a transition is unreliable (i.e., if it has a
context similar to previous unreliable transitions). Then, we
update the sampling distribution of our RRT-based planner
to undersample transitions with high probability of being
unreliable. To adapt the sampling distribution online, we
build on the adaptive sampling proposed in [18], which
clusters previous transitions and uses a Multi-Armed Bandit-
based sampler to draw new transitions from such clusters.
[18] clusters simulated transitions with respect to their cost
and state-space distance. In this work, we cluster them with
respect to their local context and penalize clusters containing
unreliable transitions in the Multi-Armed Bandit (MAB).
The result is that the planner discourages possible unreliable
transitions both at sampling time and when it evaluates the
cost function. We demonstrate that the proposed approach
increases the execution success rate and reduces the number
of necessary replannings to reach the goal in 2D examples
and a 7-degree-of-freedom manipulation scenario.

II. RELATED WORKS

Motion planning under uncertainty is a long-studied topic
in robotics. The goal is to find a sequence of motions that
drive the robot from a start to a goal configuration despite a
flawed representation of the robot and/or the environment.
Because sampling-based planners such as RRT [19] and
PRM [20] are the most widespread in robotics, a wide variety
of sampling-based planners have been proposed also to cope
with uncertainty. The most common approach is to consider
an estimate of the model uncertainty while building the
search tree. For example, the uncertainty estimate can be
used to plan in a belief space that models the distribution of
the possible outcomes of a robot action [13], [21], [22]. The
shortcoming is that such planners fail when it is impossible
to find a solution under all possible realizations of the
uncertainty model. Moreover, they often approximate the set
of reachable states in a sampling-based fashion, requiring a
large number of dynamics evaluations at each iteration.

Mitrano et al. [3] proposed a different approach that
learns an estimate of the model deviation to avoid solutions
with large expected error. It learns a classifier that predicts
whether a transition will be reliable or not when executed and

uses it to discard unreliable transitions in an RRT. Similarly,
[18] uses an estimate of the model error as a cost function
in an RRT-like planner and shows that low-cost solutions
lead to a higher success rate. Other approaches aim to find
a trusted domain where a given controller can compensate
for the execution error [23]. Replanning approaches have
also proved effective in coping with uncertain dynamics
[24] and moving obstacles [25]. All these approaches rely
on offline information to quantify the model uncertainty.
However, they do not reason about possible mismatches
between the uncertainty estimate and the real-world outcome
of the robot actions. That is, even if a robust planner is used,
these methods do not leverage new observations to correct
the behavior of the planner, possibly getting the robot stuck
repeatedly. Moreover, updating the system model according
to the observed behavior is prohibitive because it requires
retraining the model after each new observation.

Outside the realm of sampling-based planning, other ap-
proaches addressed the possibility of changing the planning
strategy online according to online information on the robot
execution error. For example, [15] and [16] use A* to
locally penalize the neighborhood of state-and-action pairs
that proved to be unreliable (i.e., such that their actual
execution error was different from the expected one). This
prevents repeating unreliable actions at the next execution.
However, the correction only applies to states and actions
in a small neighborhood of the executed ones and A* is
usually inefficient with large continuous spaces, as is typical
of robotic manipulation. As for online planning, receding-
horizon planners have been proposed to deal with errors in
execution. E.g., [17] implements a receding-horizon planner
that trades off the avoidance of states with unexpected
dynamics and stagnation of the progress towards the goal.

This work focuses on sampling-based kinodynamic motion
planning. In particular, we would like a kinodynamic planner
to adapt the search according to an estimate of the model
error and online observations gathered during the execution.
To do so, we update the cost function and the sampling
distribution of the planner. Biasing the sampling is a common
strategy to improve the solution cost quickly [26]-[32].
Sampling bias may be learned a priori [29], [30] or adapted
during the planning [18], [32]. We leverage the online-
learning approach described in [18] to trade off exploitation
of regions of the search space with low cost vs. less-explored
ones. [18] runs RRT multiple times and, at the end of each
run, it groups the transitions via clustering. Then, it uses a
Multi-Armed Bandit (MAB) algorithm to decide whether the
next transition will be drawn from a cluster or the uniform
distribution. We leverage this sampling strategies with two
major changes: (i) we perform clustering with respect to the
context of the transitions instead of using state-and-action
space distance; (ii)) we modify the MAB’s rewards of the
clusters that contain unreliable transitions.

III. PROBLEM STATEMENT

Consider a dynamical system, zj+1 = f(zx,ur) where
f+ X xU — X and X and U are the state space



and the control space, respectively. We consider the motion
planning problem from a start configuration, Zstart € Xtrees
to a configuration in the goal set, Xyoa1 C Xpree, Where
Xiree € X 1s the set of valid robot states.

Problem 1 (Motion planning problem): Given xgiarq €

Xiree and Xgoa1 € Xpee, find a sequence of controls,
@ = [tg,...,un—1], such that zny € Xgou under robot
dynamics zp11 = f(zk, ug).
We assume that the planning algorithm has access to (i) an
approximate model of the system, f X xU = X, to
simulate the outcome of a state-and-action pair and (ii) a
model deviation estimate, MDE(z, u) ~ || f(2,u) — f(z,u)||.
Because f # f, the planner may find solutions that do
not reach the goal or collide with the environment when
executed. A possible solution to this issue is to search for
valid solutions under both the true and the approximate
dynamics by assuming or estimating the properties of the
model uncertainty [13], [22], [23]. Another approach consists
of optimistically planning with the approximated dynamics
and triggering replanning after each action or when the
executed trajectory deviates too much from the planned one
[15], [16], [33]. In this work, we follow this second approach.
In particular, we assume a safety function is available to stop
the robot when it deviates from the nominal trajectory. Such
a replan&execute paradigm is exemplified in Alg. 1.

The replansexecute paradigm can be combined with
the MDE to plan for trajectories that avoid high-error transi-
tions [3], [18]. However, it can become inefficient when there
is a mismatch between the information embedded in the MDE
function and the real environment. For example, consider a
planner that minimizes the MDE function over the trajectory,
as in [18]. Suppose that the optimal solution collides with the
environment during the execution. Replanning by minimizing
the same MDE function would return a solution similar to the
previous one, and we would not expect the robot to make
progress toward the goal. To overcome this issue we need to
change the structure of the motion planning problem, e.g.,
by updating the cost function with the new information.

Our goal is to adapt the planning problem by embedding
online information gathered from real observations so that
future re-plannings will avoid transitions whose actual error
is inconsistent with the MDE estimate. We do so by adapting
the motion planner cost function and sampling distribution
so that it will discourage transitions with a high probability
of being unreliable, i.e., those with large expected error or
similar to previous unreliable transitions.

IV. METHOD

We can summarize the proposed method as follows:

1) The motion planner searches for a path that minimizes
the MDE function;

2) The robot executes the trajectory; it stops if the de-
viation from the nominal path is larger than a safety
threshold.

3) At each safety stop, we measure the mismatch between
the execution error of each transition and its MDE
value. We also compute the context of each executed

Algorithm 1: The replansexecute paradigm.

Input: zgart, Xgoal’ fs Osafe
1 T = Zstart, T = Tstart
2 while z € Xy0a1 do
3 @ = plan(z, Xgoal)
for u; in ug,...,uy_1 do
x = execute(;)
if ||z — Z|| > Jsate then
| break

®w N & wn A

transition, i.e., a representation of the environment in
the proximity of the transition.

4) We update the cost function to be used for the next re-
planning. To do so, we classify previous transitions as
unreliable by running an anomaly detection algorithm
on the execution error. Then, we add a penalty term
to transitions that are similar to previous unreliable
transitions. The similarity function is based on the
similarity between the local environments of the new
and the executed transitions. This allows the planner
to infer the probability that a transition is unreliable
(i.e., anomalous) even when it is far from previous
ones in the state-and-action space. This behavior is
also enforced during sampling by leveraging an online
learning bias strategy [18] that discourages sampling
transitions with a high probability of being unreliable.

For a better understanding of the approach, consider the
simplified problem in Fig. 2, where a point robot moves
in a 2D environment and is subject to a drift to the right.
The magnitude of the drift depends on the robot position,
as shown in the left image. Our approach initially plans
and executes a trajectory found by minimizing the nominal
error estimate. For this reason, the path lies in the low-drift
(yellow) region. During the execution, the robot deviates
from the nominal trajectory and may collide with the ob-
stacle, causing a halt. Before replanning, we evaluate the
local context of each executed transition (second image from
the left). The context contains information on the obstacle
presence around the transition. During the replanning, we
use this information to infer the reliability of new simulated
transitions. For example, in the third image, the planner
undersamples and assigns a large cost to transitions with a
context similar to that of unreliable transitions (orange grids).
The result is that the new solution will be less likely to
contain transitions with unfavorable context (right image).

The following sections illustrate the unreliability detection,

the adaptive cost function, the context-based similarity, and
the adaptive biased planner in detail.

A. Detection of unreliable executed transitions
SR
||f(7'j T ) —

f (TjE .:L’,TjE .u)||. We consider a transition to be unreliable

Consider the executed transitions, 72 = {rf, ..
and their execution error e(TjE ) =
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Fig. 2: Sketch of the proposed method. From left to right: (i) the robot plans and executes a trajectory minimizing the
expected error. It stops when it deviates too much from the nominal path. (ii) every time it stops, we observe the actual
error and the context of the executed transitions. (iii) we update the cost function and the sampling bias to avoid transitions
similar to the unreliable ones. (iV) the new solution will likely avoid such transitions.

if the predicted and the actual execution error have an
anomalous mismatch. Thus, we run an anomaly detection
algorithm on e(T]E)Vj = 1,...,M, and assign an anomaly

label, lf , to each transition such that:

1 if e(7E) is anomalous
1E=1(TE)={ ) (1)

0 otherwise

Anomalous transitions are those for which the MDE did not
predict the execution error reliably. We will therefore try to
avoid using similar transitions during the next replannings.

B. Adaptive cost function

At each replanning, we minimize the cost function

C(T) = MDE(T)‘l'R'lnomaly(T) O+(1_]Danomaly (T)) é(T)
2

where C' > 0 is a penalty term to discourage anomalous
transitions, Panomaly (7) is an estimate of the probability that
7 will be anomalous if executed, and é(7) is an estimate of
error e(7) if 7 will be executed. The MDE term considers
the nominal estimate of the model error. The second and
the third term come into play after the first execution:
the second term penalizes transitions with high probability
of being anomalous/unreliable; the third one corrects the
MDE estimate according to the error observed for similar
transitions.

To compute Panomaly(7) and é(7) for new, simulated
transitions, we define a similarity measure, S (T,-,T]E ) €
[0,1], between transitions and use it as a proxy of the
probability that I(r;) = I(rf). Then, we denote by 7.5
the sequence composed of the elements of 7% sorted in
descending order according to S(r, TjE) and denote by
Sat = [S(1,7E 1), ..., S(7, T£t7M)] the corresponding simi-
larity vector. Thus,

Panomaly(T) = Ssrt,l l(T£t71) + (1 - Ssrt,l)Ssrt,Ql(Tgtg)

M-1
+ ...+ H (1 - Ssrt,k)ssrt,Ml(TsEr‘t’M) (3)

k=1
Pinomaly approximates the probability that 7 is unreliable

by weighting all executed transitions according to the their
similarity with 7.

We leverage the similarity measure also to compute &(7)
as the weighted average of the observed residual errors:

M G(r +EYe(+E
é(T) _ ZJ:IIW (T’ Tj )6(7—] ) (4)

Zj:l S(r, T]‘E)

C. Context-based transition similarity

Cost function (2) relies on the definition of the similarity
function S(7;, 7;). Previous works on sampling-based motion
planning trying to leverage similarity between transitions or
configurations typically relied on state-and-action Euclidean
distance [18], [34]. However, this only allows the planner
to infer the properties of new transitions when they are in
the local neighborhood of previous ones. To overcome the
locality issue, we introduce the idea of context similarity, i.e.,
we deem two transitions as similar if they have similar local
environment features. The definition of a suitable context-
similarity function is problem-dependent. In our examples,
we use a local grid centered at the robot end-effector pose
and compute a context vector ¢ of size F' + 1 such that

MDE(7) ifi=F+1
G = 1 if + < F and the ith point of the local grid
¢ is in collision with the environment
0 otherwise

&)
The similarity measure is then S(7;,7;) = ezll<)—CmIl ¢
[0,1]. How to automatically define S(7;,7;) for a given
problem is an open question that we leave for future work.

D. Adaptive context-aware sampling bias

We embed our planning strategy in a kinodynamic
sampling-based planner based on MAB—RRT [18]. MAB-RRT
runs multiple instances of RRT sequentially and, at the end of
each run, clusters previous transitions according to a reward
function. Then, in the next run, it uses the clusters, C;, as
arms of a Multi-Armed Bandit algorithm. MAB iteratively
chooses from which cluster to draw the next transition,
trading off the exploitation of high-reward (i.e., low-cost)
clusters and less-explored regions. This results in a more
efficient sampling of the state space and better path quality.

We use MAB-RRT as a planner in line 3 of Alg. 1
with reward function r(7) = —c¢(7). Then, we modify
the clustering strategy to leverage the online information
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Fig. 3: Scenarios for the numerical analysis in Sec. V-A.

gathered from the executed transitions. We use the similarity
function S(7;,7;) to compute the clusters; then we compute
the initial reward of the 7th arm of the MAB as

1

Ti —MDE(T;).

|Cl| T;€C;

Finally, we adjust the initial reward of each arm based on
the previously executed transitions. To do so, consider the
set of clusters C = {Cy,...,Cy}, their initial rewards 7 =
{71, ...,7x }, and the set of executed transitions 7. First, we
predict whether TjE belongs to the ith cluster. If so, we adjust
7; according to the probability that C; contains anomalous
transitions, i.e.:

N Hr € TF st bi(1) =1 AI(T) = 1}]
"”(1_ (r € TE st bi(7) = 1| ) ©)

K2
where b;(7) = 1 if 7 was predicted to belong to C; and
0 otherwise, and | - | is the cardinality of a set. The result
of this operation is that sampling clusters associated with
anomalous transition is discouraged during planning.

The combination of the biased sampling and the adaptive
cost function (2) will avoid unreliable transitions during plan-
ning. Our approach assumes the planner minimizes the cost
function during each planning. Although [18] did not provide
formal guarantees on asymptotic optimality, results in Sec. V
suggest the cost decreases consistently with iterations during
each replanning.

V. RESULTS

This section validates our approach in simulated 2D sce-
narios and a 7-DOF real-world manipulation problem, show-
ing that it outperforms the baselines in terms of execution
success rate and number of replannings to reach the goal.

A. 2D navigation example

We consider the scenarios in Fig. 3. The robot is a single
integrator with a drift term 6 > 0 such that zp,1 =
flzp,up) = x + Tu, + [6(2),007, X = [0,12, U €
[0.5,0.5]%, while the model used for planning is zp ; =
f (zk,ur) = xf + Tuy, where T is the control duration. The
drift §(z) depends on the robot position and is depicted in
Fig. 3. We consider MDE = §(z).

Note that there is a mismatch between the estimated error
and the actual one because the robot stops as soon as it
touches an obstacle. For example, in Scenario A, the low-
error region near the left edge of the obstacle will actually
result in a large execution error because the drift will drive
the robot into contact with the obstacle. The planner should

learn to avoid such regions after a few executions, even
though it encompasses the best nominal solution (i.e., it
minimizes the MDE function).

To define the context variable, (, we consider a 5x5 voxel
grid centered in the robot frame. For each new transition 7,
we set ; = 1 if the ith grid point is in collision with the
environment and (; = 0 otherwise. According to (5), the last
element of ¢ is equal to MDE(7).

We compare our context-aware algorithm, CTX-RRT, with
its non-adaptive counterpart, MAB-RRT minimizing the MDE
function (¢(7) = MDE(7)), and two variants for ablation:

e CTX-RRT-static-bias, which adapts the cost
function according to (2) but does not adapt clusters’
rewards with the observed error;

e CTX-RRT-static-cost, which adapts the clusters’
rewards according to (6) but not the cost function.

We evaluate the average number of replannings to reach
the goal and the success rate (we report a failure if the
robot does not reach the goal within 10 replannings). Ta-
ble I shows the results for 30 trials. For both scenarios,
CTX-RRT has the largest success rate and the smallest
average number of replannings to reach the goal. As ex-
pected, MAB-RRT performs worse than all the planners
because it tends to find similar paths near the obstacles
even if such movements keep leading to a halt in exe-
cution. The two variants, CTX-RRT-static—cost and
CTX-RRT-static-bias, slightly outperform MAB-RRT.
However, they perform significantly worse than CTX-RRT,
highlighting the importance of the combined adaptive bias
and cost. Results are consistent across the two scenarios, with
an expected performance decay of all methods in Scenario
B because of the higher complexity of the problem.

Note that such a combined adaptation is in line with the
working principle of MAB-RRT, which iteratively improves
the solution by running multiple instances of RRT and
choosing the best solution. However, if the cost function
does not change, the planner will use the nominal MDE to
select the trajectory for execution. On the other hand, if only
the cost function changes, MAB—-RRT’s performances decay
because the MAB-based sampling is no longer effective with
respect to the new cost function.

B. Manipulation example

We demonstrate our approach on a manipulation task with
uncertain dynamics. We consider the tabletop application in
Fig. 1, where a 7-degree-of-freedom arm moves a dumbbell
(3.6 kg) from a start to a goal pose on the table. A joint-
space impedance controller makes the robot compliant with
the environment, yet it causes a significant trajectory-tracking
error because of the large payload. The state and control
spaces are joint position and velocity, respectively. The MDE
function is an estimate of the robot Cartesian-space tracking
error depending on the robot joint positions as described in
Appendix A of [18]. Note that both planners are aware of
the obstacles (i.e., they perform collision checking on the
simulated motions); yet collisions occur at runtime because
of the trajectory tracking error discussed above. Because of
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Fig. 4: Examples of executions of two trajectories planned with CTX-RRT (top) and MAB-RRT (bottom).

TABLE I: Simulation results for the 2D scenarios.

(a) Scenario A

Success rate  N. replannings

mean mean (std.dev.)
MAB-RRT 0.40 5.9(1.9)
CTX-RRT-static-cost 0.93 5.5(1.8)
CTX-RRT-static-bias 0.90 4.6(0.78)
CTX-RRT 0.97 3.5(0.74)
(b) Scenario B
Success rate  N. replannings
mean mean (std.dev.)
MAB-RRT 0.27 8.2(1.1)
CTX-RRT-static-cost 0.54 7.9(0.55)
CTX-RRT-static-bias 0.27 8.0(1.2)
CTX-RRT 0.75 6.8(0.98)

the tracking error, the robot may collide with the obstacles
in the environment causing the robot to halt. The MDE is
able to estimate only the error owed to the robot dynamics.
Possible contacts with the obstacles and the inaccuracy of
the MDE function cause a mismatch between the estimated
and the measured Cartesian error.

To define the context variable, (, we consider a rectangular
cuboid centered on the robot tool center point and aligned
with tool frame. We consider a uniform grid of 25 points
on each face of the cuboid. Then, we set (; = 1 if at least
half of the points on the ith face are in collision with the
environment and 0 otherwise. Finally, the last element of ¢
is equal to MDE(7) according to (5).

We evaluate the average number of replannings to reach
the goal and the success rate (we report a failure if the
robot does not reach the goal within 10 replannings). Table
II shows the comparison between CTX-RRT and MAB-RRT
(30 repetitions). Note that the large robot compliance causes
a low overall success rate with both planners. Nonetheless,
CTX-RRT significantly increases the success rate and re-
duces the average number of replannings needed to reach the
goal. In particular, CTX-RRT leverages the first executions
to understand that motions too close to the obstacles lead to
a large error even if it was not predicted by the MDE. As a
consequence, in the next replannings, it tends to avoid such
motions and chooses paths that are less likely to result in a
collision. In comparison, MAB-RRT keeps searching for the
best solution according to the MDE’s information, leading to

TABLE II: Experimental results for the 7D scenario.

Success rate
mean

0.27
0.46

N. replannings
mean (std.dev.)

8.5(0.49)
7.2(0.82)

MAB-RRT
CTX-RRT

multiple stops. This is visible also in the accompanying video
and in Fig. 4, which show executions with the two planners.
Initially, both planners find solutions that minimize the MDE
function. During the execution, the robot deviates from the
nominal path and collides with the obstacle. CTX-RRT uses
the unexpected collisions to update the cost function and the
sampling distribution and is eventually able to find a path
in a different region of the space to avoid further collisions
(top images). In comparison, MAB—RRT keeps finding similar
solutions causing several halts (bottom images).

VI. CONCLUSIONS

We presented an adaptive planning strategy that can cope
with model uncertainty and mismatches between the esti-
mated and actual execution errors. The approach adapts the
cost function and sampling bias of a kinodynamic motion
planner to discourage unreliable robot motions. Results on
2D examples and a 7D manipulation scenario showed that
the approach improves the success rate during execution. The
current work relies on the definition of a context vector that
captures the local environment features of each transition.
Future works will aim to learn an effective representation and
similarity function for the transition context automatically.

APPENDIX
A. Parameter tuning

This appendix describes the tuning of the parameters used
to perform the experiments in Sec. V-A and Sec. V-B.

In all experiments, we tune the parameters needed to
run MAB-RRT as described in Appendix A.1 of [18]. The
anomaly detection algorithm (see Sec. IV-A) uses a z-score
anomaly detection with z=0.95 and we set C' = 10 in (2). In
the 2D problems (Sec. V-A), the context variable consists of
a 5x5 grid with a uniform resolution equal to 0.05 and §gare =
0.05. In the 7D problem (Sec. V-B), the context variable is a
binary vector whose elements are associated with each face
of rectangular cuboid of size 0.4mx0.3mx0.3m aligned with
the X, y, and z axis of the tool frame and dgar. = 0.2 rad.
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