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Abstract

The widespread practice of fine-tuning large language models (LLMs) on domain-specific data faces
two major challenges in memory and privacy. First, as the size of LLMs continues to grow, the memory
demands of gradient-based training methods via backpropagation become prohibitively high. Second, given
the tendency of LLMs to memorize training data, it is important to protect potentially sensitive information
in the fine-tuning data from being regurgitated. Zeroth-order methods, which rely solely on forward passes,
substantially reduce memory consumption during training. However, directly combining them with standard
differentially private gradient descent suffers more as model size grows. To bridge this gap, we introduce
DPZero, a novel private zeroth-order algorithm with nearly dimension-independent rates. The memory
efficiency of DPZero is demonstrated in privately fine-tuning RoBERTa and OPT on several downstream
tasks. Our code is available at https://github.com/Liang137/DPZero.

1 Introduction
Fine-tuning pretrained large language models (LLMs), such as BERT [28, 80, 107], OPT [148], LLaMA [120, 121],
and GPT [101, 14, 97, 96], achieves state-of-the-art performance in a wide array of downstream applications.
However, two significant challenges persist in practical adoption: memory demands for gradient-based optimizers
and the need to safeguard the privacy of domain-specific fine-tuning data.

As the memory requirement of fine-tuning LLMs is increasingly becoming a bottleneck, various approaches
have been proposed, spanning from parameter-efficient fine-tuning (PEFT) [69, 58] to novel optimization
algorithms [110, 3]. Since these methods rely on backpropagation to compute the gradients, which can be
memory-intensive, a recent trend has emerged in developing algorithms that do not require backpropagation
[11, 113, 55, 57, 99, 19]. Specifically for LLMs, Malladi et al. [87] introduced zeroth-order methods for fine-tuning,
thereby eliminating the backward pass and freeing up the memory for gradients and activations. Utilizing a
single A100 GPU (80 GiB memory), zeroth-order methods are capable of fine-tuning a 30-billion-parameter
model, whereas first-order methods, even equipped with PEFT, fail to fit into the memory for a model with
more than 6.7 billion parameters. This greatly expands the potential for deploying and fine-tuning LLMs even
on personal devices.

On the other hand, empirical studies have highlighted the risk of LLMs inadvertently revealing sensitive
information from their fine-tuning datasets [91, 143, 90, 85]. Such privacy concerns are pronounced especially
when users opt to fine-tune LLMs on datasets of their own. Notably, the expectation that machine learning
models should not compromise the confidentiality of their contributing entities is codified into legal frameworks
[126]. Differential privacy (DP) [33] is a widely accepted mathematical framework for ensuring privacy by
preventing attackers from identifying participating entities [112]. Consequently, the development of methods
that fine-tune LLMs under differential privacy is of pressing necessity [71, 140, 54, 16, 29]; however, most efforts
so far have focused on first-order algorithms.
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Motivated by the memory-hungry nature and privacy concerns in fine-tuning LLMs, we investigate zeroth-
order methods that guarantee differential privacy for solving the following stochastic optimization problem:

min
x2Rd

FS(x) :=
1

n

nX

i=1

f(x; ⇠i) , (1)

where S = {⇠i}
n

i=1 is the training data, x 2 Rd is the model weight, the loss f(x; ⇠i) is Lipschitz for each
sample ⇠i, and the averaged loss FS(x) is smooth and possibly nonconvex. In theory, previous work on both
differentially private optimization [8] and zeroth-order optimization [32] indicated that their convergence
guarantees depend explicitly on the dimension d. Such dimension dependence becomes problematic in the
context of LLMs with d scaling to billions. In practice, and somewhat surprisingly, empirical studies on the
fine-tuning of LLMs using zeroth-order methods [87] and DP first-order methods [140, 71, 70] have shown that
the performance degradation due to the large model size is marginal. For example, Yu et al. [140] showed that
the performance drop due to privacy is smaller for larger architectures. A 345 million-sized GPT-2-Medium,
fine-tuned with (" = 6.8, � = 10�5)-DP, showcases a modest drop of 5.1 in BLEU score [98] (compared to a
non-private model of the same size and architecture), whereas a larger GPT-2-XL with 1.5 billion parameters
exhibits smaller cost in test performance, i.e., 4.3 BLEU score under the same privacy budget.

This gap between theory and practice has been linked to the presence of low-rank structures in the fine-tuning
of pretrained LLMs [87, 70]. Empirical evidence suggests that fine-tuning occurs within a low-dimensional
subspace [105, 51, 44, 68]: 200 dimensions for RoBERTa with 355 million parameters [2] and 100 dimensions
for PEFT on DistilRoBERTa with 7 million parameters [70]. In such cases where the intrinsic dimension is
small, zeroth-order methods are known to achieve dimension-independent convergence rate [87] and private
first-order methods are also known to achieve dimension-independent guarantees [86, 70].

Given the significance of fine-tuning LLMs on domain-specific datasets, we ask the following fundamental
question: Can we achieve a dimension-independent rate both under differential privacy and with access only to
the zeroth-order oracle? Our contributions are summarized below.

• We first show that the straightforward approach — that combines DP first-order methods with zeroth-
order gradient estimators (Algorithm 1) — exhibits an undesirable dimension dependence in the convergence
guarantees, even when the effective rank of the problem does not scale with the dimension (Theorems 1 and 2
in Section 3). There are two root causes. First, the standard practice of choosing the clipping threshold to be
the maximum norm of the estimated sample gradient leads to an unnecessarily large threshold. Next, this
choice of the clipping threshold forces the addition of a large noise to ensure privacy, and Algorithm 1 adds
that noise in all d directions.

• We present DPZero (Algorithm 2), the first nearly dimension-independent DP zeroth-order method for
stochastic optimization. Its convergence guarantee depends on the effective rank of the problem (specified in
Assumption 3.5) and exhibits logarithmic dependence on the dimension d (Theorem 3 in Section 4). This builds
upon two insights. First, the direction of the estimated gradient is a public information and does not need
to be private; it is sufficient to make only the magnitude of the estimated gradient private, which is a scalar
value. Next, we introduce a tighter analysis that allows us to choose a significantly smaller clipping threshold,
leveraging the fact that the typical norm of the estimated gradient is much smaller than its maximum.

• We verify the effectiveness of DPZero in both synthetic examples and private fine-tuning tasks on
RoBERTa [80] and OPT [148]. In contrast to first-order algorithms that demand extensive effort for the
efficient implementation of per-sample gradient clipping [71, 54, 16], DPZero offers the advantage of near-zero
additional costs compared to non-private zeroth-order methods [87]. Our empirical results validate theoretical
findings, revealing only a slight performance decrement for DPZero even with large model sizes.

1.1 Related Works

We build upon exciting advances in zeroth-order optimization and differentially private optimization, which we
survey here. Notably, DPZero is inspired by new empirical and theoretical findings showing that fine-tuning
LLMs does not suffer in high-dimensions when using zeroth-order methods in Malladi et al. [87] or using private
first-order optimization in Li et al. [70]. A more comprehensive overview is deferred to Appendix A.
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Zeroth-order optimization. Nesterov and Spokoiny [94] pioneered the formal analysis of the convergence
rate of zeroth-order methods, i.e., zeroth-order (stochastic) gradient descent (ZO-SGD) that replaces gradients
in SGD by their zeroth-order estimators. Their findings are later refined by several works [43, 108, 73]. These
well-established results indicate a runtime complexity O(d) worse than first-order methods. Such dimension
dependence of zeroth-order methods is proven inevitable without additional structures [134, 32].

There are several recent works that relax the dimension dependence in zeroth-order methods leveraging
problem structures. Balasubramanian and Ghadimi [7] demonstrated that ZO-SGD can directly identify the
sparsity of the problem and proved a dimension-independent rate when the support of gradients remains
unchanged. Yue et al. [141] and Malladi et al. [87] relaxed the dependence on dimension d to a quantity related
to the trace of the loss’s Hessian.

Differentially private optimization. Previous works on DP optimization mostly center around first-order
methods. When the problem is nonconvex, i.e., the setting of our interest, differentially private (stochastic)
gradient descent (DP-GD) achieves a rate of O(

p
d log(1/�)/(n")) on the squared norm of the gradient [130, 150].

We show that DPZero matches this rate with access only to the zeroth-order oracle in Theorem 3. Given access
to the first-order oracle, it has been recently shown that such rate can be improved to O((

p
d log(1/�)/(n"))4/3)

leveraging momentum [122] or variance reduction techniques [4].
Early works established dimension-independent rates when the gradients lie in some fixed low-rank subspace

[60, 116]. Closest to our result is Song et al. [116], which demonstrated that the rate of DP-GD for smooth
nonconvex optimization can be improved to O(

p
r log(1/�)/(n")) for generalized linear models (GLMs) with a

rank-r feature matrix. DPZero matches this result with access only to the zeroth-order oracle in Theorem 3
for more general problems beyond low-rank GLMs. Our result is inspired by Li et al. [70] that introduced a
relaxed Lipschitz condition for the gradients and provided dimension-free bounds when the loss is convex and
the relaxed Lipschitz parameters decay rapidly. Similarly, Ma et al. [86] suggested that the dependence on d in
the utility upper bound for DP stochastic convex optimization can be improved.

Literature on DP optimization beyond first-order methods remains less explored. Recently, Zhang et al.
[147] studied the problem of private zeroth-order nonsmooth nonconvex optimization and achieved a rate that
depends on the dimension d. As far as we are aware, no prior studies have addressed the challenge of deriving
a dimension-independent rate in DP zeroth-order optimization.

After the workshop version of our paper [146] was released, Tang et al. [117] concurrently discovered the
same algorithm as DPZero (up to a minor difference in how ut is drawn) and showed empirical benefits
when applied to fine-tuning OPT models but without theoretical analysis. Also building upon the workshop
version of our paper, Liu et al. [81] introduced DP-ZOSO, a stage-wise zeroth-order method with an additional
quadratic regularizer. With extra hyper-parameters to be tuned, DP-ZOSO demonstrates further empirical
gain over DPZero. However, Liu et al. [81] only provided dimension-dependent guarantees.

2 Preliminaries
Notation. We use k·k for the Euclidean norm and define kvk2

W
= v

>
Wv for a square matrix W . Sd�1 = {x 2

Rd
| kxk = 1} denotes the unit sphere in Rd, and ⌘ Sd�1 is the sphere of radius ⌘ > 0. A function p : Rd

! R is
L-Lipschitz if |p(x1)�p(x2)|  Lkx1�x2k, 8x1, x2. A function q : Rd

! R is `-smooth if it is differentiable and
krq(x1)�rq(x2)k  `kx1�x2k. The trace of a square matrix J is denoted by Tr(J). A symmetric real matrix
M ⌫ 0 if it is positive semi-definite. The clipping operation is defined to be clip

C
(x) = x min{1, C/kxk} given

C > 0. The notation Õ(·) hides additional logarithmic terms.

2.1 Differential Privacy

Definition 2.1 (Differential Privacy [33, 34]). Two datasets S = {⇠i}
n

i=1 and S
0 = {⇠

0
i
}
n

i=1 are neighboring if
max{|S \ S

0
|, |S

0
\ S|} = 1, and we denote it by S ⇠ S

0. For prescribed " > 0 and � 2 (0, 1), an algorithm A

is said to satisfy (", �)-differential privacy (DP) if P(A(S) 2 B)  e
"P(A(S0) 2 B) + � for all S ⇠ S

0 and all
measurable set B in the range of A.

To ensure DP while solving the optimization problem in Eq. (1), first-order approaches, such as DP-
GD, update via xt+1  xt � ↵((1/n)

P
n

i=1 clipC(rf(xt; ⇠i)) + zt); see e.g., [115, 1]. Through the following
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composition lemma [62, Theorem 4.3], the privacy for entire T updates is secured by the per-sample clipping
operation that ensures finite sensitivity of � = 2C/n together with the Gaussian noise zt.

Lemma 2.2 (Advanced Composition). Let A be some randomized algorithm operating on a dataset S and
outputting a vector in Rd. If A has sensitivity � := sup

S⇠S0kA(S)�A(S0)k, the mechanism that adds Gaussian
noise N (0,�2Id) with variance �

2 = (2�
p
2T log(e+ ("/�))/")2 satisfies (", �)-DP under T -fold adaptive

composition for any " > 0 and � 2 (0, 1).

2.2 Zeroth-Order Optimization

When the gradient is expensive to compute, zeroth-order methods are useful for optimizing Eq. (1). For
example, the two-point gradient estimator below requires only two evaluation of function values [108]

g�(x; ⇠i) :=
f(x+ �u; ⇠i)� f(x� �u; ⇠i)

2�
u , (2)

where u is sampled uniformly from the Euclidean sphere
p
d Sd�1 and � > 0 is the smoothing parameter

[139, 31]. A common approach to generate u is to set u =
p
d z/kzk, with z sampled from the standard

multivariate Gaussian N (0, Id) [92, 89]. We refer to g�(x; ⇠) as the zeroth-order gradient (estimator) in the
sequel. The results in this paper can be directly extended to other zeroth-order gradient estimators, e.g., any u

satisfying E[uu>] = Id [32], the one-point estimator [39], and the directional derivative [94].

3 DP-GD with Zeroth-Order Gradients Suffers in High Dimensions
In this section, we show that the direct integration of zeroth-order gradient estimators in Eq. (2) into DP-GD,
which we term DPGD-0th, leads to undesirable dimension dependence in the error rate. Such dependence
persists even under a low effective rank assumption.

3.1 Direct Integration Leads to an O(d3/2) Rate

We present in Algorithm 1 the straightforward private zeroth-order approach that substitutes the gradients in
DP-GD with zeroth-order estimators g�(xt; ⇠i) in Eq. (2).

The privacy guarantee follows from standard DP-GD analysis, and the utility guarantee on the squared
gradient norm is derived from classical techniques for analyzing zeroth-order methods [94]. Before presenting
the convergence result, we make the following standard assumption, which is common in nonconvex DP
optimization [130, 131, 122].

Assumption 3.1. The loss f(x; ⇠) is L-Lipschitz for every ⇠. The average loss FS(x) is `-smooth for every
given dataset S, and its minimum F

⇤
S
:= minx2Rd FS(x) is finite.

Theorem 1. For any " > 0 and � 2 (0, 1), Algorithm 1 is (", �)-DP. Under Assumption 3.1, its output x⌧

satisfies that

E[krFS(x⌧ )k
2]  16

⇣
(FS(x0)� F

⇤
S
) `+ 2L2

⌘
d

p
d log(e+ ("/�))

n"
, (3)

with the choice of parameters

↵ =
1

4`d
, T =

n"p
d log(e+ ("/�))

, � 
4L

`d

⇣p
d log(e+ ("/�))

n"

⌘1/2
, C = Ld.

The total number of zeroth-order gradient computations is nT = O(n2
/
p
d).

Remark 3.2. Theorem 1 demonstrates that directly combining DP-GD with zeroth-order gradients leads to an
O(d3/2) error complexity, which is O(d) worse than first-order DP approaches [130].
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Algorithm 1 DP-GD with 0th-order gradients (DPGD-0th)

Input: Dataset S = {⇠1, · · · , ⇠n}, initialization x0 2 Rd, number of iterations T , stepsize ↵ > 0, smoothing
parameter � > 0, clipping threshold C > 0, privacy parameters " > 0, � 2 (0, 1).

1: for t = 0, 1, · · · , T � 1 do
2: Sample ut uniformly at random from the Euclidean sphere

p
d Sd�1 and for all i = 1, · · · , n compute

g�(xt; ⇠i) 
f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i)

2�
ut.

3: Sample zt 2 Rd randomly from the multivariate Gaussian distribution N (0,�2Id) with variance � =
4C
p
2T log(e+ ("/�))/(n") and update

xt+1  xt � ↵

⇣ 1
n

nX

i=1

clip
C
(g�(xt; ⇠i)) + zt

⌘
.

Output: x⌧ for ⌧ sampled uniformly at random from {0, 1, · · · , T � 1}.

Remark 3.3. Three sources contribute to the dependence in d: the squared norm of the zeroth-order gradient
estimator E[k(1/n)

P
n

i=1 g�(x, ⇠i)k
2] = O(d krFS(x)k2) when taking �! 0 for simplicity, the clipping threshold

C = O(d), and the norm of the privacy noise E[kztk2] = O(dC2) = O(d3). The standard analysis of one-step
update gives

E[FS(xt+1)]  E[FS(xt)]�
↵

2

�
1� 2d `↵

�
E[krFS(xt)k

2] + c↵
2
d
3
, (4)

where c is a constant that depends on problem parameters other than ↵ and d; see Eq. (12) for details. A small
enough step size, ↵ < 1/(2`d), is required to make the second term negative, where the dependence in d comes
from E[k(1/n)

P
n

i=1 g�(x, ⇠i)k
2]. The dependence on d

3 in the last term arises from E[kztk2], which leads to
the O(d3/2) rate in Eq. (3) after balancing error terms. Detailed proofs can be found in Appendix D.
Remark 3.4. The choice of the clipping threshold C = Ld ensures that clipping does not happen with probability
one, which is a common choice in the theoretical analysis of private optimization algorithms [8, 9, 130]. This
follows from the fact that, for L-Lipschitz f(x; ⇠), the zeroth-order gradient is upper bounded by kg�(x; ⇠)k  Ld

almost surely. Selecting the clipping threshold without knowledge of this upper bound remains an active
research topic [23, 138, 36, 66, 149].

3.2 Rate Improves to O(d) under Low Effective Rank

Here, under the low-dimensional structures in fine-tuning LLMs (cf. Section 1), we demonstrate improved
performance for Algorithm 1. Unfortunately, a linear dependence in d still persists even under the low effective
rank structure.

Assumption 3.5. The function f(x; ⇠) is L-Lipschitz and `-smooth for every ⇠. The average function FS(x) is
twice differentiable with �H � r2

FS(x) � H for any x 2 Rd, and its minimum F
⇤
S
:= minx2Rd FS(x) is finite.

Here, the real-valued d⇥ d matrix H ⌫ 0 satisfies that kHk2  ` and Tr(H)  rkHk2. We refer to r as the
effective rank or the intrinsic dimension of the problem.

Assumption 3.5 boils down to Assumption 3.1 if r = d. This is because �H 0
� r

2
FS(x) � H

0
, 8x 2 Rd

and H
0 = ` Id imply that kH 0

k2  ` and Tr(H 0)  dkH
0
k2. With r < d, this assumption reflects the additional

structures encoded in the Hessian matrix. While Assumption 3.5 naturally holds for low-rank Hessians, it
covers more general cases. For example, the assumption is satisfied with r = O(log d) ⌧ d in the case of a
full-rank matrix H, with its i-th largest eigenvalue being `/i for 1  i  d.

Similar assumptions have been made to relax the dimension dependence in zeroth-order optimization in
the limit �! 0 [87] and also for DP first-order optimization when the objective is smooth and convex [86].
However, even under Assumption 3.5, DPGD-0th (Algorithm 1) still suffers from a linear dependence in d in
its error rate, as presented below. A proof is provided in Appendix D.
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Theorem 2. For any " > 0 and � 2 (0, 1), Algorithm 1 is (", �)-DP. Under Assumption 3.5, its output x⌧

satisfies that

E[krFS(x⌧ )k
2]  16

⇣
(FS(x0)� F

⇤
S
) `+ 2L2

⌘
d

p
r log(e+ ("/�))

n"
, (5)

with the choice of parameters

↵ =
1

4`(r + 2)
, T =

n(r + 2)"

d

p
r log(e+ ("/�))

, � 
4L

`d

⇣p
r log(e+ ("/�))

n"

⌘1/2
, C = Ld.

The total number of zeroth-order gradient computations is nT = O(n2p
r/d).

Remark 3.6. Comparing to Remark 3.3, both the zeroth-order gradient, E[k(1/n)
P

n

i=1 g�(xt; ⇠i)k2H ], and the
DP noise, E[kztk2H ], decrease by a factor of O(r/d) under low effective rank. This is made precise in Lemma
C.1. As a result, the one-step update analysis can be tightened as

E[FS(xt+1)]  E[FS(xt)]�
↵

2

�
1� 2(r + 2)`↵

�
E[krFS(xt)k

2] + c↵
2
r d

2
. (6)

Comparing to the RHS of Eq. (4), it achieves an improved dependence in d. However, the third term in Eq.
(6) is still at O(d2) due to the clipping threshold C = O(d). Consequently, even when the effective rank r is
small, Eq. (5) still grows linearly in d.

4 DPZero: Nearly Dimension-Independent Private Zeroth-Order
Optimization

A straightforward combination of DP-GD and zeroth-order methods has a large dimension dependence. Our
novel DPZero overcomes this issue with two key insights elaborated below.

Scalar privacy noise. By decoupling zeroth-order gradients in Eq. (2) into direction and magnitude, our
key observation is that the direction, ut, is public knowledge, and we only need to make the magnitude private.
Privacy can be guaranteed by clipping the finite-difference, (f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i))/(2�), and then
adding a scalar noise zt; see line 3 of Algorithm 2. This change, when applied to Algorithm 1, can significantly
improve the rate in Eq. (5) by a factor of d1/2.

Tighter clipping threshold. Another factor of d1/2 improvement originates from a tighter analysis on the
upper bound of the finite-difference term. Although its worst-case upper bound scales with the dimension d,
this only happens with an exponentially small probability over the randomness of ut. As proved in Eq. (16) in
Appendix E, the size of the finite-difference is

|f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i)|

2�
 |u

>
t
rf(xt; ⇠i)|+

`

2
�d,

where we use the assumption that each f(x; ⇠) is `-smooth. When ut is sampled from the sphere
p
d Sd�1, a

tail bound (part (ii) of Lemma C.1 in the appendix) implies that

P
���u>

t
rf(xt; ⇠i)

�� � C
�
 2
p
2⇡ exp

⇣
�

C
2

8L2

⌘
.

By selecting the smoothing parameter � to be sufficiently small, a careful choice of C = Õ(L), which is nearly
independent of d, can ensure that clipping does not occur with a high probability. This choice is significantly
smaller than the worst-case clipping threshold of Ld1/2. The main technical challenge is that we need to analyze
the algorithm given the event that clipping does not happen. The choice of drawing ut from the uniform
distribution over the sphere, together with corresponding tail bounds in Appendix C, allows us to prove the
following nearly dimension-independent bound under the low effective rank structure in Assumption 3.5. A
proof is provided in Appendix E.
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Algorithm 2 DPZero

Input: Dataset S = {⇠1, · · · , ⇠n}, initialization x0 2 Rd, number of iterations T , stepsize ↵ > 0, smoothing
parameter � > 0, clipping threshold C > 0, privacy parameters " > 0, � 2 (0, 1).

1: for t = 0, 1, · · · , T � 1 do
2: Sample ut uniformly at random from the Euclidean sphere

p
d Sd�1.

3: Sample a scalar zt 2 R randomly from the univariate Gaussian distribution N (0,�2) with variance
� = 4C

p
2T log(e+ ("/�))/(n") and update the parameter

xt+1  xt � ↵

⇣ 1
n

nX

i=1

clip
C

⇣
f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i)

2�

⌘
+ zt

⌘
ut.

Output: x⌧ for ⌧ sampled uniformly at random from {0, 1, · · · , T � 1}.

Theorem 3. For any " > 0 and � 2 (0, 1), Algorithm 2 is (", �)-DP. Under Assumption 3.5, suppose
max0tT |FS(xt)|  B, the output x⌧ satisfies that

E[krFS(x⌧ )k
2] 

⇣
64
⇣
(FS(x0)� F

⇤
S
) `+ L̃

2
⌘
+ 2L2

⌘p
r log(e+ ("/�))

n"
, (7)

where we define

L̃
2 = L

2 log
⇣2
p
2⇡ n

3
"
2(r + 2)(d+ 8`B(r + 2)/L2)

r log(e+ ("/�))

⌘
,

and choose the parameters to be

↵ =
1

4`(r + 2)
, T =

n(r + 2)"

4
p

r log(e+ ("/�))
, C = 4L̃,

� 
1

`d
min

n
4(2�

p
2)L̃,

L
p
d

⇣p
r log(e+ ("/�))

n"

⌘ 1
2
o
.

The total number of zeroth-order gradient computations is nT = O(n2p
r).

Remark 4.1. Algorithm 2 is nearly dimension-independent, given its logarithmic dependence on d. To the
best of our knowledge, this is the first zeroth-order DP method that is nearly dimension-independent. This
feature is significantly beneficial for fine-tuning pretrained LLMs where the effective rank has been observed
to be quite small [2, 70]. When r = d, our rate in Eq. (7) nearly matches that of the best known achievable
bound of the first-order method DP-GD for smooth nonconvex losses [130]. When the effective rank r is
smaller, this algorithm achieves Õ(

p
r log(1/�)/(n")) squared gradient norm. Similar dimension-free error rate

is established for DP-GD on unconstrained generalized linear losses [116], with a dependence on the rank of the
feature matrix. Table 1 provides a summary on how DPZero depends on dimension d and effective rank r.

Table 1: The dependence of the error rate on dimension d and effective rank r shows that the proposed DPZero
(Algorithm 2) significantly outperforms DPGD-0th (Algorithm 1) and achieves performance close to the popular
first-order method, DP-GD, on both scenarios with and without a low-effective rank assumption. Note that the error
rates of zeroth and first-order DP methods are achieved with different number of iterations.

without Assumption 3.5 with Assumption 3.5

DPGD-0th O(d
p
d) O(d

p
r)

DPZero O((log d)
p
d) O((log d)

p
r)

DP-GD O(
p
d) O(

p
r)
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Remark 4.2. The RHS of Eq. (7) improves upon Eq. (5) of Algorithm 1 by a factor of d. Simplifying our
analysis in Eq. (22) and conditioned on the event that the clipping does not happen, we get a similar one-step
update analysis as Eq. (6) (see Eq. (22) and (23) for a precise inequality). However, since the privacy noise zt

is a scalar and the clipping threshold has been reduced, we have that E[kztutk
2
H
] = Õ(r) is nearly independent

of the dimension d, and thus the final error scales as Õ(r1/2).
Remark 4.3. The strategy of appropriately selecting the clipping threshold to ensure that clipping occurs with
low probability is commonly applied in the analysis of private algorithms [36, 111]. Adaptive choices of clipping
thresholds can provably improve error rates for certain problems including PCA [78] and linear regression [79].
One technical challenge in the choice of the clipping threshold in DPZero is that we need the expected one-step
progress to be sufficient in Eq. (22). This requires controlling the progress in the low-probability event that
finite difference is clipped. The fact that kutk is finite with probability one simplifies the analysis, which is the
reason we choose to sample ut uniformly at random over the sphere. We believe that the analysis extends to
the commonly used spherical Gaussian random vectors, which we leave as a future research direction. Table
7 in the appendix supports our hypothesis that the resulting performances are similar whether Gaussian or
spherical random vectors are used. We choose Gaussian vectors for our experiments in Section 5 for simplicity.
Remark 4.4. Our theoretical results, including Theorems 1, 2, and 3, can be extended to the setting where
the average loss FS(x) additionally satisfies the PL inequality [64, 100, 82]. Under Assumption 3.5, DPZero
converges to an optimal solution in a nearly dimension-independent error rate. See more details in Appendix F.
Remark 4.5. Per-sample clipping is essential in DP algorithms to ensure bounded sensitivity that determines the
magnitude of the DP noise. Besides the dimension-free error rates and memory saving of no backpropagation,
another practical merit of DPZero stems from the significantly simplified clipping compared with DP-GD.
In addition to the advantage of clipping a scalar function value difference rather than a gradient vector as
required by first-order methods, the efficiency of DPZero is mainly attributed to the low-cost per-sample
operations. In DP first-order methods, clipping is applied to gradients for every sample in a batch. The
straightforward method of performing backward steps for each sample to compute its gradient loses the benefit
of parallelization, leading to significant memory and runtime overhead. Despite extensive effort in improving
the efficiency of per-sample gradient clipping [71, 54, 16], these methods still incur extra costs compared to
non-DP algorithms. However, the clipping in DPZero only involves computing the per-sample loss from
forward steps and incurs no overhead in memory and runtime. This is straightforward for implementation as it
is directly supported by, e.g., PyTorch, and no additional techniques are required. DPZero is thus the first
private method for fine-tuning LLMs that achieves near-zero additional costs compared to non-DP baselines,
which is highly preferable especially in resource-constrained scenarios.

5 Experiments
We provide empirical results on synthetic problems and private fine-tuning of language models for sentence
classification and generation tasks. A thorough description of the experimental settings is available in Appendix
B. All experiments are tested on a single NVIDIA GeForce RTX 3090 GPU with 24 GiB memory. Code is
available at https://github.com/Liang137/DPZero.

5.1 Synthetic Example

Our first evaluation compares the performance of Algorithm 2 (DPZero) with Algorithm 1 (DPGD-0th) and
DP-GD on problems with different effective ranks. In particular, we use a quadratic loss

min
x2Rd

FS(x) =
1

2n

nX

i=1

(x� xi)
>
A(x� xi),

with three choices of the Hessian matrix, A, whose effective ranks are designed to be O(d), O(
p
d), and O(log d),

respectively. All methods are trained with (" = 2, � = 10�6)-DP on a training set {x1, · · · , xn} with n = 10, 000
and evaluated on a test set of the same size. The problem dimension is increased from 20 to 2,000. We perform
a parameter search and plot the best gradient norm evaluated on both the training set and the test set in Figure
1. Every method scales with the dimension d when the effective rank is d (as in Figures 1(a) and 1(d)), and
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(a) Tr(A) = O(d). (b) Tr(A) = O(
p
d). (c) Tr(A) = O(log d).

(d) Tr(A) = O(d). (e) Tr(A) = O(
p
d). (f) Tr(A) = O(log d).

Figure 1: Experiments on the quadratic loss with effective rank Tr(A) (Assumption 3.5). For three different modes of
the effective rank, we demonstrate how the norm of the train ((a), (b), and (c)) and test ((d), (e), and (f)) gradient
depends on the problem dimension. DPGD-0th (Algorithm 1) has a strong dimension dependence regardless of the
effective rank, while DPZero (Algorithm 2) achieves dimension-independent performance when effective rank is small
(right panel), similar to the standard first-order method DP-GD. Insights for the saturation of DPGD-0th when the
dimension increases can be found in Remark F.5.

DPGD-0th has the worst performance. When the effective rank reduces to log d (as in Figures 1(c) and 1(f)),
both DP-GD and DPZero become nearly dimension-independent, which validates the dimension independence
of DPZero. Appendix B.1 includes more results measuring the loss for both training and test datasets.

5.2 Fine-tuning on RoBERTa

Next, we follow the experimental setting in Malladi et al. [87] and evaluate DPZero on fine-tuning RoBERTa
[80] with 355M parameters across six different sentence classification tasks. We consider the few-shot scenario
with 512 samples per class. We report the test accuracy for DPZero trained with (" = {2, 6}, � = 10�5)-DP
and non-private zeroth-order baseline MeZO [87] and compare them with first-order methods in Table 2. The
memory consumption and per-iteration runtime are shown in Table 3. DP first-order methods introduce
additional overhead in both memory and runtime compared to non-DP baselines, with a maximum accuracy
drop of 9.5% when " = 6. However, DPZero enjoys the same benefit as MeZO on memory efficiency and
achieves near-zero additional costs, with at max only a 2.6% drop in the accuracy. In our experiments, we
notice that the clipping threshold of DPZero is typically larger compared to DP first-order methods; see
Figure 3 in the appendix. This is consistent with the results in Theorem 3 regarding the selection of the
clipping threshold C.

Compared with DP first-order methods, the main benefit of DPZero is memory efficiency. Such memory
savings are even greater than those observed in non-DP domains, thanks to DPZero’s efficient clipping (cf.
Remark 4.5). We note that the aim of Table 3 is to explain that DP first-order methods need considerable
memory and runtime overhead compared to non-DP methods, while DPZero does not. Such comparisons
happen between DP and non-DP algorithms, respectively. We do not intend to directly compare the runtime
of DPZero to DP first-order methods as it depends on the implementation. In general, zeroth-order methods
require more iterations to attain the same level of performance as first-order methods [87]. In our case, DP
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Table 2: Experiments on RoBERTa (355M). We report both mean and standard error of the accuracy (%) across three
random seeds. Zero-shot results with no fine-tuning provide lower bounds (taken from Malladi et al. [87]), since they
can be achieved with no private data. MeZO is not private and serves as an upper bound of DPZero. LoRA [58] and
DP-LoRA adopt AdamW [83] as their optimizer. All first-order methods (AdamW, LoRA, and their private versions)
utilize the implementation by Li et al. [71]. Thanks to DPZero, the performance gaps between zeroth and first-order
methods are made smaller in private fine-tuning.

Task SST-2 SST-5 SNLI MNLI RTE TREC
—— Sentiment —— —— Natural Language Inference —— — Topic —

AdamW 93.1± 0.3 56.6± 0.3 86.4± 0.8 81.4± 0.9 83.6± 1.6 95.9± 0.2
DP-AdamW (" = 6) 91.6± 1.2 49.0± 0.3 81.5± 1.4 76.3± 0.9 77.3± 1.1 89.9± 0.8
DP-AdamW (" = 2) 90.5± 1.5 47.5± 0.5 74.6± 1.0 70.3± 0.8 72.8± 0.9 85.0± 0.5

LoRA 93.3± 0.4 55.3± 1.0 85.9± 0.7 82.2± 0.7 84.2± 0.4 94.6± 0.4
DP-LoRA (" = 6) 91.0± 1.3 48.8± 0.5 81.0± 1.5 72.8± 1.8 74.7± 1.3 89.2± 0.8
DP-LoRA (" = 2) 90.2± 1.2 47.1± 0.4 74.7± 1.6 65.7± 0.9 69.2± 1.1 83.2± 2.3

MeZO 92.5± 0.3 50.8± 0.8 80.4± 0.6 69.2± 0.3 72.8± 1.0 88.9± 0.1
DPZero (" = 6) 92.2± 0.3 49.3± 0.6 77.8± 1.0 67.4± 0.3 71.9± 0.9 87.6± 0.9
DPZero (" = 2) 91.8± 0.1 47.1± 0.9 73.6± 0.9 62.7± 0.9 70.4± 0.7 82.0± 1.6

Zero-Shot 79.0 35.5 50.2 48.8 51.4 32.0

Table 3: Runtime per iteration (s) and memory consumption (MiB) when fine-tuning RoBERTa (355M) for SST-2.
Private methods in the table ensure (" = 2, � = 10�5)-DP. DPZero is as memory and runtime efficient as the non-private
zeroth-order method MeZO [87]. First-order methods DP-AdamW and DP-LoRA (AdamW as the optimizer) both
introduce considerable memory and runtime overhead compared to their non-private baselines. All first-order methods
use the implementation by Li et al. [71]. Comparisons with other implementations of DP first-order methods can be
found in Table 9 in the appendix.

Method Time (s/iter) Memory (MiB)

AdamW 1.25 15820
DP-AdamW 2.12 17126

LoRA 0.821 10366
DP-LoRA 1.05 10496

MeZO 0.345 2668
DPZero 0.347 2668

first-order methods take 1,000 iterations while DPZero need 10,000 iterations. This aligns with Theorem 3,
which states that DPZero requires O(r) times more iterations than DP-GD to attain the same level of error
rate, where r is the effective rank. However, DPZero can still be efficient for large models in terms of GPU
hours, because first-order methods often require communication-heavy distributed training over more GPUs
each with limited memory; see Appendix F.6 of Malladi et al. [87].

5.3 Fine-tuning on OPT

We also provide experiments on fine-tuning OPT [148] in the few-shot setting to illustrate the scalability of
DPZero. On our device (a GPU with 24 GiB memory), the largest model that can fit in for zeroth-order
methods is OPT-6.7B, while first-order methods already run out of memory for OPT-1.3B; see Table 11 in the
appendix for a detailed comparison of the memory consumption. The results of DPZero’s test performance
on four downstream tasks are reported in Tables 4 and 5. DPZero demonstrates the same level of scalability
as MeZO, with the ability to fine-tune models wherever MeZO is applicable, and experiences only small drops
in performance due to privacy (up to 0.9% when " = 6). Our results indicate the effectiveness of DPZero for
privately fine-tuning pretrained LLMs and confirm that it does not suffer in high dimensions.
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Table 4: Experiments on OPT for classification tasks. We report mean and standard error of the accuracy (%) across
three random seeds.

Model OPT-1.3B OPT-2.7B OPT-6.7B
Task SST-2 BoolQ SST-2 BoolQ SST-2 BoolQ

MeZO 88.2± 0.9 63.2± 0.8 91.9± 0.5 65.3± 1.3 93.0± 0.2 67.4± 2.3

DPZero (" = 6) 88.2± 1.1 62.4± 0.8 91.5± 1.7 65.4± 1.6 92.6± 0.7 66.8± 1.6
DPZero (" = 2) 86.8± 1.7 61.6± 1.1 90.5± 0.9 63.7± 0.7 90.6± 1.3 63.7± 0.7

Zero-Shot 53.6 45.3 56.3 47.7 61.2 59.4

Table 5: Experiments on OPT for generation tasks. We report both mean and standard error of the f1 score (%) across
three random seeds.

Model OPT-1.3B OPT-2.7B OPT-6.7B
Task SQuAD DROP SQuAD DROP SQuAD DROP

MeZO 73.5± 1.2 24.4± 0.2 76.3± 0.8 25.5± 1.2 79.7± 1.1 28.8± 0.7

DPZero (" = 6) 72.6± 0.8 24.7± 1.0 75.7± 1.5 24.6± 0.5 79.5± 0.9 28.4± 1.3
DPZero (" = 2) 70.1± 1.6 23.9± 1.2 71.9± 1.2 23.1± 0.9 77.1± 1.0 27.6± 0.7

Zero-Shot 26.8 11.1 29.8 9.7 36.5 17.8

6 Conclusion
DPZero is proposed to privately fine-tune language models in a memory efficient manner by avoiding
backpropagation. Theoretically, DPZero enjoys a provably near dimension-free rate under low-rank structures,
clearing the barriers for scaling private fine-tuning of LLMs. When deploying DPZero, the elimination of
gradient computation not only significantly saves memory, but avoids the overhead in gradient clipping as well.
Thus the benefit of using zeroth-order method is more significant for private optimization. The theoretical
guarantees on scalability and the practical merits of DPZero are validated on private fine-tuning of RoBERTa
and OPT on several downstream tasks.

DPZero uses the full batch gradient every iteration, and the analysis guarantees an upper bound on the
empirical average gradient assuming smooth nonconvex objectives. We defer extensions to the stochastic
mini-batch setting, guarantees on the population loss leveraging the stability of zeroth-order methods [95], and
considerations of other assumptions on objective functions like convexity or nonsmoothness to future research.
We believe this work opens up a plethora of other prospective directions in DP zeroth-order optimization.
These include, but are not limited to, understanding advantages of the intrinsic noise in zeroth-order gradient
estimators, discovering other structural assumptions like the restricted Lipschitz condition [70] for dimension-
independent rates, exploring alternative private mechanisms for the privacy guarantees of DPZero (e.g., the
Laplace mechanism for pure DP [117]), and utilizing momentum [122] or variance reduction [4] techniques for
an improved rate and computational complexity.
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A Additional Related Works
Zeroth-order optimization. Nesterov and Spokoiny [94] pioneered the formal analysis of the convergence
rate of zeroth-order methods, i.e., zeroth-order (stochastic) gradient descent (ZO-SGD) that replaces gradients
in SGD by their zeroth-order estimators. This is motivated by renewed interest in adopting zeroth-order
methods in industry due to, for example, fast differentiation techniques that require storing all intermediate
computations reaching the memory limitations. Their findings on nonsmooth convex functions are later refined
by Shamir [108]. Lin et al. [73] contributed to further advancements on nonsmooth nonconvex functions
recently. Additionally, Ghadimi and Lan [43] extended the results for smooth functions into the stochastic
setting. Zeroth-order methods have also been expanded to incorporate approaches such as coordinate descent
[72], conditional gradient descent [7], variance reduction techniques [75, 35, 61], SignSGD [76], and minimax
optimization [133]. Additionally, zeroth-order methods find applications in fields such as black-box machine
learning [48, 20, 22], bandit optimization [39, 108], reinforcement learning [106, 24, 88], and distributed
learning [37, 142, 137] to reduce communication overhead.

These well-established results indicate that the norm of the zeroth-order gradient scales with the dimension
d and the required stepsize is d-times smaller than that in first-order gradient-based methods, leading to
a d-times increase in the final time complexity. For example, the convergence rate of gradient descent for
minimizing a smooth convex function f(x) is f(x̄T ) � minx2Rd f(x)  O(1/T ) where x̄T is the average of
T iterates [93], while the zeroth-order method only achieves a rate O(d/T ). It has been shown that such
dimension dependence of zeroth-order methods is inevitable without additional structures [134, 32].

There are several recent works that relax the dimension dependence in zeroth-order methods leveraging
problem structures. Wang et al. [132] and Cai et al. [17] assumed certain sparsity structure in the problem and
applied sparse recovering algorithms, e.g. LASSO, to obtain sparse gradients from zeroth-order observations.
Golovin et al. [46] analyzed the case when the objective function is f(Px) for some low-rank projection matrix
P . These works either require the objective or the algorithm to be modified to have a dimension-independent
guarantee. Balasubramanian and Ghadimi [7] demonstrated that ZO-SGD can directly identify the sparsity of
the problem and proved a dimension-independent rate when the support of gradients remains unchanged [17].
Recently, Yue et al. [141] and Malladi et al. [87] relaxed the dependence on dimension d to a quantity related
to the trace of the loss’s Hessian.

Differentially private optimization. Previous works on DP optimization mostly center around first-order
methods. For constrained convex problems, tight utility guarantees on both excess empirical [18, 8, 136, 144, 130]
and population [9, 10, 38, 5, 67, 145] losses are well-understood. As an example, a typical result states that the
optimal rate on the excess empirical loss for convex objectives is ⇥(

p
d log(1/�)/(n")), where (", �) are privacy

parameters, n is the number of samples, and d is the dimension. The dimension dependence is fundamental as
both the upper bound [8], using differentially private (stochastic) gradient descent (DP-GD) introduced in
[115], and the lower bound [8], using a reduction to finger printing codes, have the same dependence.

When the problem is nonconvex, i.e., the setting of our interest, DP-GD achieves a rate of O(
p
d log(1/�)/(n"))

on the squared norm of the gradient [130, 150]. We show that DPZero matches this rate with access only
to the zeroth-order oracle in Theorem 3. Given access to the first-order oracle, it has been recently shown
that such rate can be improved to O((

p
d log(1/�)/(n"))4/3) leveraging momentum [122] or variance reduction

techniques [4]. Further, the convergence to second-order stationary points in nonconvex DP optimization
is studied in [74]. Recent advancements in DP optimization have also delved into the understanding of the
potential of public data [40, 84], the convergence properties of per-sample gradient clipping [138, 36, 66, 149],
and the relaxation of the dimension dependence in the utility upper bound [86, 70].

Early works established that dimension-independent rates can be attained when the gradients lie in some
fixed low-rank subspace [60, 116]. By first identifying this gradient subspace, dimension-independent algorithms
can be designed [151, 63]. Closest to our result is Song et al. [116], which demonstrated that the rate of
DP-GD for smooth nonconvex optimization can be improved to O(

p
r log(1/�)/(n")) under certain structural

assumptions, i.e., for generalized linear models (GLMs) with a rank-r feature matrix. DPZero matches this
result with access only to the zeroth-order oracle in Theorem 3 for more general problems beyond low-rank
GLMs. Our result is inspired by Li et al. [70] that introduced a relaxed Lipschitz condition for the gradients
and provided dimension-free bounds when the loss is convex and the relaxed Lipschitz parameters decay rapidly.
Similarly, Ma et al. [86] suggested that the dependence on d in the utility upper bound for DP stochastic
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convex optimization can be improved to a dependence on the trace of the Hessian. There is also a line of
work on DP Riemannian optimization that achieves utility bounds dependent on the intrinsic dimension of the
manifold [104, 124, 123, 53]. Further exploration of its connection to the low-rank structure in this work is
reserved for future.

Literature on DP optimization beyond first-order methods remains less explored. Ganesh et al. [41]
investigated the potential of second-order methods for DP convex optimization. Gratton et al. [47] proposed to
use zeroth-order methods for DP-ADMM [59] in distributed learning. They state that the noise intrinsic in
zeroth-order methods is enough to provide privacy guarantee and rely on the output of zeroth-order methods
being Gaussian, which is unverified to the best of our knowledge. Liu et al. [77] proposed a private genetic
algorithm based on zeroth-order optimization heuristics for private synthetic data generation. Recently, Zhang
et al. [147] studied the problem of private zeroth-order nonsmooth nonconvex optimization and achieved a
rate that depends on the dimension d. After the workshop version of our paper [146] was released, Tang
et al. [117] concurrently discovered the same algorithm as DPZero (up to a minor difference in how ut

is drawn) and showed empirical benefits when applied to fine-tuning OPT models but without theoretical
analysis. Also building upon the workshop version of our paper, Liu et al. [81] introduced DP-ZOSO, a
stage-wise zeroth-order method with an additional quadratic regularizer. With extra hyper-parameters to be
tuned, DP-ZOSO demonstrates further empirical gain over DPZero. However, Liu et al. [81] only provided
dimension-dependent guarantees. As far as we are aware, no prior studies have addressed the challenge of
deriving a dimension-independent rate in DP zeroth-order optimization.

Other relevant works. Du et al. [29] introduced a novel noise adding mechanism that happens in the
forward pass of training. Although the algorithm is termed “DP-Forward”, it still requires backpropagation
for training. In a separate context, Bu et al. [15] coincidentally proposed DP-ZeRO, a term identical to ours,
denoting a private version of the zero redundancy optimizer (ZeRO) by Rajbhandari et al. [102] that aims
at enhancing memory efficiency in data and model parallelisms. DP prompt tuning [56] and DP in-context
learning [118] provide resource-efficient alternatives compared to private fine-tuning, enabling the private
adaptation of pretrained LLMs to specific tasks without extensive computational demands. Investigating
how DPZero performs relative to these methods and whether different techniques can be integrated is an
interesting research problem. More recently, Chen et al. [21] proposed differentially private algorithms that
enforce weight flatness to improve generalization, which can also handle zeroth-order oracles. There is also
another line of research [49, 119, 109] on the design of differentially private algorithms for the stochastic bandit
problem based on upper confidence bound [6]. Their algorithms are not directly applicable to our setting.

B Additional Experiment Details
In this section, we discuss our experimental setups in detail.

B.1 Synthetic Example on a Quadratic Loss

Given a training dataset S = {x1, · · · , xn} with each coordinate of xi 2 Rd sampled independently from the
Gaussian N (1, 1), we implement DPZero on the quadratic loss

min
x2Rd

FS(x) =
1

2n

nX

i=1

(x� xi)
>
A(x� xi),

with a fixed Hessian A 2 Rd⇥d that can be designed to implement different effective ranks r = Tr(A)/kAk2
according to Assumption 3.5. We compare DPZero (Algorithm 2) with DPGD-0th (Algorithm 1) and
first-order algorithm DP-GD on three patterns of the effective rank

(a) Tr(A) = O(d) : A = diag{1, 1, · · · , 1};

(b) Tr(A) = O(
p

d) : A = diag{1, 1/
p
2, · · · , 1/

p

d};

(c) Tr(A) = O(log d) : A = diag{1, 1/2, · · · , 1/d}.
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(a) Tr(A) = O(d). (b) Tr(A) = O(
p
d). (c) Tr(A) = O(log d).

(d) Tr(A) = O(d). (e) Tr(A) = O(
p
d). (f) Tr(A) = O(log d).

Figure 2: Experiments on the quadratic loss with effective rank Tr(A). For three different modes, we increase the
dimension and report the best loss evaluated on both training set ((a), (b), and (c)) and test set ((d), (e), and (f)).

Since kAk2 = 1 in all cases, the effective rank r = Tr(A). For each mode of the effective rank, we increase
the problem dimension d from 20 to 2000. We perform a parameter search and plot the best gradient norm
evaluated on the training set and a test set that follows the same distribution of the training set in Figure 1.
For completeness, we also plot both training and test loss in Figure 2. The key hyper-parameters used for the
experiments are summarized in Table 6.

Table 6: Hyper-parameters used for the synthetic example on the quadratic loss. The number of iterations, stepsize,
and clipping threshold are optimized through a grid search using given values. Other parameters are fixed to the values.

Hyper-parameters Values

Number of training samples 10000
Number of test samples 10000

Dimension d {20, 50, 100, 200, 500, 1000, 2000}
Privacy (" = 2, � = 10�6)

Smoothing � (DPZero and DPGD-0th) 10�4

Number of iterations {10, 20, 40, 80, 160, 320, 640, 1280, 2560, 5120}
Stepsize {10�5

, 3⇥ 10�5
, 10�4

, 3⇥ 10�4
, 0.001, 0.003, 0.01, 0.03, 0.1, 0.3, 1}

Clipping {0.1, 0.3, 1, 3, 10, 30, 100, 300}

In all figures, we observe that the performance of each method is improved with smaller effective rank.
For each pattern of the effective rank, DPGD-0th (Algorithm 1) has the worst performance, while DP-GD
consistently achieves the best results. When the effective rank is d, every method scales with the dimension.
When the effective rank improves to log d, DPZero and DP-GD become nearly dimension-independent, and
DPZero matches the performance of the first-order method DP-GD. This validates our theoretical findings, as
summarized in Table 1, and demonstrates the effectiveness of DPZero. We want to mention that a similar set
of experiments to verify the performance of DP-GD when dimension increases was also provided by Li et al.
[70]. Our implementation of this synthetic example is based on their code.
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B.2 Private Fine-Tuning of the Language Model RoBERTa

We follow experiment settings in Malladi et al. [87] to evaluate the performance of DPZero in the private
fine-tuning of RoBERTa [80] across six sentence classification datasets: SST-2 and SST-5 [114] for sentiment
classification, SNLI [13], MNLI [135], and RTE [27, 52, 45, 12, 129] for natural language inference tasks, and
TREC [127] for topic classification. In our experiments, we employ the same prompts as used in Malladi et al.
[87], which are adapted from Gao et al. [42].

Implementation details. Our implementation of DPZero utilizes the codebase provided by Malladi et al.
[87]. For easier implementation and better memory efficiency, we follow Malladi et al. [87] to sample the
zeroth-order direction ut from the Gaussian distribution N (0, Id) instead of the sphere as stated in Algorithm
2. Table 7 compares the performance of DPZero on SST-2 and SST-5 when ut is sampled from Gaussian and
sphere. Given the negligible differences between the two sampling strategies, we continue with the Gaussian
sampling for its simplicity. Another strategy in the implementation to further save memory involves storing
only the random seed for the generation of the zeroth-order direction ut, rather than the complete vector, and
regenerating this direction whenever it’s used. Although DPZero is stated for the full-batch case in Algorithm
2, we adopt a mini-batch setting in the experiments.

Table 7: Test accuracy (mean % ± standard error %) of DPZero when fine-tuning RoBERTa (355M) for SST-2 and
SST-5 with (" = {2, 6}, � = 10�5)-DP and using different sampling strategies of the zeroth-order update direction ut.
No notable difference is observed when ut is sampled from either the Gaussian distribution or the Euclidean sphere.

Randomness Gaussian Sphere
" = 6 " = 2 " = 6 " = 2

SST-2 92.2± 0.3 91.8± 0.1 91.8± 0.1 91.5± 0.5

SST-5 49.3± 0.6 47.1± 0.9 49.9± 1.3 47.4± 1.3

Hyper-parameter selection. For all experiments, we employ a few-shot setting, utilizing 512 samples per
class in the training set, randomly selected from the original dataset. The test set is also composed of 1000
randomly selected samples from the original test dataset. We fix the total number of iterations to be 10000, the
batch size to be 64, and the smoothing parameter � = 10�3 for both DPZero and the non-private zeroth-order
baseline MeZO [87]. Note that the original results of MeZO reported in Malladi et al. [87] run for 100000
iterations. A parameter search of the learning rate for MeZO is performed, and it turns out 10�6 consistently
yields the best performance. We then fix the learning rate to be 10�6 for DPZero and only search for the
clipping threshold for different tasks. There is potential for improved performance by well-optimizing other
hyper-parameters, such as the learning rate and the number of iterations. All results are averaged through
three different random seeds {42, 13, 21} for selecting the few-shot datasets. The hyper-parameters used for
our language model fine-tuning experiments are summarized in Table 8.

Comparison with first-order methods. Regarding the first-order methods, we use the same few-shot
setting as before, and the results are averaged over three different random seeds {42, 13, 21}. The number
of iterations is set to be 1000, and the batch size is fixed to be 64. The learning rate is optimized by a grid
search over {5 ⇥ 10�5

, 10�4
, 5 ⇥ 10�4

, 10�3
}, and the clipping threshold is optimized by a grid search over

{0.1, 0.5, 1, 10}. In the experiments for LoRA, we set the rank to be 8 and the LoRA ↵ = 16, which remain the
same as in the original paper [58]. All other parameters are fixed to their default values. In addition to Li
et al. [71] in Tables 2 and 3, we also compare the performance of DPZero to two other implementations of
DP first-order methods, Yu et al. [140] and Bu et al. [16], in Table 9. DPZero achieves similar performance
on SST-2 as DP first-order methods, while saving a significant amount of memory. Such memory savings are
greater than the savings of MeZO [87] over AdamW [83] and LoRA [58] (AdamW as the optimizer), due to
DPZero’s simpler clipping (cf. Remark 4.5).
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Table 8: Hyper-parameters used in DPZero for fine-tuning RoBERTa (355M). We only optimize the clipping threshold
through a grid search from 50 to 400. Other parameters are fixed to the listed values.

Hyper-parameters Values

Number of training samples 512 per class
Number of test samples 1000
Number of iterations 10000

Batch size 64
Privacy (" = {2, 6}, � = 10�5)

Smoothing � 10�3

Stepsize 10�6

Clipping {50, 100, 150, 200, 250, 300, 400}

Table 9: Test accuracy (%), runtime per iteration (s), and memory consumption (MiB) when fine-tuning RoBERTa
(355M) for SST-2. Private methods in the table guarantee (" = 2, � = 10�5)-DP. A fair comparison is ensured among Li
et al. [71] and Bu et al. [16], as they are implemented using the same codebase. It is important to note, however, that
they cannot be directly compared with those of Yu et al. [140], due to differences in implementations. LoRA [58] and
DP-LoRA use the first-order method AdamW [83] as the optimizer. DP first-order methods introduce considerable
overheads in both memory and runtime compared to their non-DP baselines, while DPZero does not, thanks to its
novel design of the efficient clipping. Also note that such comparisons between DP and non-DP algorithms are fair since
they use the same codebase.

Method Acc. Time (s/iter) Memory (MiB)

AdamW [71] 93.1 1.25 15820
DP-AdamW [71] 90.5 2.12 17126
DP-AdamW [16] 91.1 1.55 18372

AdamW [140] 94.4 0.425 16960
DP-AdamW [140] 92.3 2.33 21494

LoRA [71] 93.3 0.821 10366
DP-LoRA [71] 90.2 1.05 10496

LoRA [140] 94.3 0.301 11512
DP-LoRA [140] 91.3 0.332 11522

MeZO 92.5 0.345 2668
DPZero 91.8 0.347 2668

Comparison with DPGD-0th. In the previous synthetic example, DPGD-0th suffers from worse per-
formance in larger dimensions. To provide a more complete comparison, we also evaluate the performance
of DPGD-0th (Algorithm 1) for fine-tuning RoBERTa-large on the dataset TREC with a privacy budget of
" = 2 (the same setting as Table 2). DPGD-0th only achieves a test accuracy of 67.0, while DPZero attains
82.0. Moreover, DPGD-0th still requires per-sample clipping of the gradient estimator, which is costly in both
memory and runtime compared to DPZero.

Clipping threshold. Our findings indicate that the optimal clipping threshold for DPZero tends to be
higher than that for first-order methods. This observation aligns with the theoretical outcomes presented in
Theorem 3, where the clipping threshold for DPZero is C = O(L

p
log(nd)), in contrast to the O(L) threshold

adequate for first-order methods. In the concurrent study by [117], the chosen clipping threshold is 0.05.
However, their implementation applies the clipping to the term f(x+�u; ⇠)� f(x��u; ⇠). After normalization
by � = 10�3, it aligns with the order of magnitude used in our method. The validity of opting for a larger
clipping threshold in DPZero is further confirmed through the private fine-tuning of RoBERTa (125M) on the
SNLI dataset in Figure 3. An additional observation from our experiments is that the non-private baseline
MeZO also appears to benefit from clipping. For instance, without clipping, the original MeZO encounters
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(a) Training Loss. (b) Test Loss. (c) Test Accuracy (%).

Figure 3: Experiments on private fine-tuning RoBERTa (125M) for SNLI with DPZero. (a) (Smoothed) training
curves when fixing the stepsize to be 5 ⇥ 10�6 and varying the clipping threshold from 1 to 500. In the choice of
clipping, a tradeoff emerges; larger clipping values result in unnecessarily high privacy noise, while smaller values can
induce increased bias in the optimization process. (b) and (c) Test loss and accuracy (%) when varying the stepsize
and clipping threshold together. Consistent with first-order methods [71], we observe that larger clipping necessitates
smaller stepsizes, whereas smaller clipping favors larger stepsizes.

non-convergence issues at a stepsize of 5⇥ 10�6. Conversely, incorporating clipping permits the use of larger
stepsizes and yields better results. A thorough investigation of this phenomenon is reserved for future research.

B.3 Private Fine-Tuning of the Language Model OPT

Table 10: Hyper-parameters used for fine-tuning OPT. We randomly sample 1000 samples for training and 1000 samples
for testing. Stepsize and clipping are optimized through a grid search over the listed values. Other parameters are fixed.

Hyper-parameters Values

Number of training samples 1000
Number of test samples 1000
Number of iterations 20000

Batch size 8
Privacy (" = {2, 6}, � = 10�5)

Smoothing � 10�3

Stepsize {10�6
, 10�7

}

Clipping {10, 50, 100, 200}

Table 11: Memory consumption (MiB) when fine-tuning OPT for BoolQ with batch size 8. All experiments are tested
on a single GPU with 24 GiB memory. ‘-’ in the table denotes out of memory. MeZO and DPZero can fit models up
to OPT-6.7B, while the first-order method AdamW already runs out of memory on OPT-1.3B.

Method OPT-1.3B OPT-2.7B OPT-6.7B OPT-13B

AdamW - - - -

MeZO 7866 11602 20548 -
DPZero 7866 11602 20548 -

We follow experiment settings in Malladi et al. [87] to evaluate the performance of DPZero in the private
fine-tuning of OPT [148] across four different datasets: SST-2 [114] for sentiment classification and BoolQ [25],
SQuAD [103], and DROP [30] for question answering. In our experiments, we employ the same prompts as
used in Malladi et al. [87] and use the same implementation as explained before. All results are averaged over
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three random seeds {0, 29, 83}. The hyper-parameters used for our experiments are summarized in Table 10,
and the memory usages on the dataset BoolQ are reported in Table 11.

C Technical Lemmas
Lemma C.1. Let u be uniformly sampled from the Euclidean sphere

p
d Sd�1, a 2 Rd be some fixed vector

independent of u, and H 2 Rd⇥d be some fixed matrix independent of u. We have that

(i) E[u] = 0 and E[uu>] = Id.

(ii) Eu[u>
a] = 0, Eu[(u>

a)2] = kak2 and 8C � 0,

P(|u>
a| � C)  2
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.
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Eu[(u
>
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(iv) Eu[u>
Hu] = Tr(H) and
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>
a)2u>

Hu] =
d

d+ 2

�
2a>Ha+ kak2 Tr(H)

�
.

Proof. (i) is a standard result, e.g., in Duchi et al. [32], and follows by the symmetry of the sphere. For
any u 2

p
d · Sd�1, it must be the case that �u 2

p
d · Sd�1 as well, which suggests that E[u] = 0. Since

E[
P

d

i=1 u
2
i
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i
] = 1 for every i by symmetry. Then for the

off-diagonal terms, since for any u = (u1, · · · , ui, · · · , uj , · · · , ud) 2
p
d · Sd�1, it must be the case that

(u1, · · · , ui, · · · ,�uj , · · · , ud) 2
p
d · Sd�1 as well, which suggests that E[uiuj ] = 0 when i 6= j. As a result, we

can conclude that the matrix E[uu>] = Id.
We then show (ii). Applying (i), we have that Eu[u>

a] = 0, and that
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The tail bound follows from Example 3.12 in Wainwright [128], where they showed that for any function
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>
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where we use the inequality that ✓
2
/2 + cos(✓) � 1 � 0 for ✓ 2 [0,⇡] and let x

>
y = cos(✓) such that

arccos(x>
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Setting C = �
p
dkak, the proof is complete since E[u>

a] = 0. Similar results also exist in Theorem 5.1.4 of
Vershynin [125], with all constants hidden behind some absolute c.
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Eu[(u
>
a)ui] = aiE[u2

i
] +
X

j 6=i

ajE[uiuj ]

= ai.

This implies that Eu[(u>
a)u] = a. Applying (ii), we obtain that

Eu[(u
>
a)2kuk2] = d · Eu[(u

>
a)2]

= dkak
2
.
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This holds for arbitrary a 2 Rd, and thus we obtain that
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degree (d� 1). Since �
2-distribution is a special case of the Gamma distribution and z
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Then we compute the off-diagonal entries for i 6= j. By the same reasoning as (9), we have that

Eu[(u
>
a)2uiuj ] =
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All other terms equal to 0 by symmetry of the sphere. Combining both diagonal and off-diagonal elements,
we have that Eu[(u>

a)2uu>] = (d/(d+ 2))(2aa> + kak2Id). Similar results are also shown in Appendix F of
Malladi et al. [87].

Finally, we give the proof of (iv). For the first statement, applying (i) in this lemma, we have that
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This concludes the proof.

Lemma C.2. Let u be uniformly sampled from the Euclidean sphere
p
d Sd�1 and v be uniformly sampled

from the Euclidean ball
p
dBd = {x 2 Rd

| kxk 
p
d}. For any function f(x) : Rd

! R and � > 0, we define
its zeroth-order gradient estimator as g�(x) = ((f(x+ �u)� f(x� �u))/(2�))u and the smoothed function as
f�(x) = Ev[f(x+ �v)]. The following properties hold:

(i) f�(x) is differentiable and Eu[g�(x)] = rf�(x).
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(ii) If f(x) is `-smooth, then we have that
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The above results are consistent with (iii) in Lemma C.1 when �! 0 and f(x) is differentiable such that the
two-point estimator reduces to the directional derivative g0(x) = u
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rf(x)u.

Proof. We first show (i). Similarly to Lemma 10 in Shamir [108], we have that
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The proof of (ii) mostly follows from Nesterov and Spokoiny [94], where the results are originally obtained
for the case that u is sampled from the standard multivariate Gaussian distribution. By (iii) in Lemma C.1
and (i) here, we have that for u uniformly sampled from
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where in the last step we use Lemma C.1 and smoothness of f(x).
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D Detailed Proof and Analysis of DPGD-0th (Algorithm 1)
Proof of Theorem 1. The privacy guarantees directly follow from Lemma 2.2 noticing that the sensitivity is
2C/n. Note that the original advanced composition theorem in Kairouz et al. [62] is stated for the case where
the output of A is a scalar. Given the spherical symmetry properties of Gaussian noise, the results can be
readily extended to multiple dimensions, as outlined in Lemma 1 of Kenthapadi et al. [65] where the basis can
be selected in a way such that A(S) and A(S0) differ in exactly one dimension.

We then focus on the utility guarantee on E[krFS(x⌧ )k2]. Since f(x; ⇠) is L-Lipschitz for every ⇠ by
Assumption 3.1 and kutk =
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d by its construction, we have that
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=
FS(xt + �ut)� FS(xt � �ut)

2�
ut.

Algorithm 1 reduces to xt+1 = xt � ↵(G�(xt) + zt). By smoothness of FS(x), we have that

FS(xt+1)  FS(xt) +rFS(xt)
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2
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2 +
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↵
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2
z
>
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G�(xt).

Since zt is sampled from N (0,�2Id) and is independent of xt, ut and S, we have that

Ezt [FS(xt+1)]  FS(xt)� ↵rFS(xt)
>
G�(xt) +

`

2
↵
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kG�(xt)k

2 +
`
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↵
2
d�

2
.

Define F�(x) := Ev[FS(x+ �v)] for v sampled uniformly from the Euclidean ball
p
d · Bd. By Lemma C.2, we

know Eut [G�(xt)] = rF�(xt). Since ut is independent of xt and S, taking expectation with respect to ut and
applying (ii) in Lemma C.2, we obtain that
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2
. (12)

Choosing ↵ = 1/(4`d) such that 1� 2d`↵ = 1/2 and 2`↵ < 1, we obtain that

E[krFS(xt)k
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↵
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As a result, taking summation from t = 0 to T � 1 and dividing both sides by T , we have that

E[krFS(x⌧ )k
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T

T�1X
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with the choice of parameters
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p
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, � 
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d log(e+ ("/�))
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.

This suggests that the total number of iteration is T = n"/

p
d log(e+ ("/�)) and the total number of zeroth-

order gradient computations is nT = n
2
"/

p
d log(e+ ("/�)). Note that the above selection of parameters

ensures scale invariance.

Proof of Theorem 2. The privacy analysis remains the same as before, and we focus on the utility analysis on
EkrFS(x⌧ )k2. By the same reasoning, when setting C = Ld, Algorithm 1 reduces to xt+1 = xt�↵(G�(xt)+zt)
where G�(xt) = (FS(xt+�ut)�FS(xt��ut))ut/(2�). By Taylor’s theorem with remainder, for some ✓ 2 (0, 1),
we have that

FS(xt+1) = FS(xt) +rFS(xt)
>(xt+1 � xt) +

1

2
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>
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2
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Here in the inequality, we use Assumption 3.5 such that r2
FS(x) � H for any x 2 Rd. Similarly to (iv) in

Lemma C.1, we have that E[z>
t
Hzt] = Tr(E[ztz>t ]H) = �

2 Tr(H). Since zt is sampled from N (0,�2Id) and is
independent of ut, xt and the dataset S, taking expectation with respect to zt, we can then obtain that
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(13)

Assumption 3.5 implies FS(x) is also `-smooth. By a similar argument as (11) in the proof of (ii) in Lemma
C.2, we have ✓

FS(xt + �ut)� FS(xt � �ut)
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As u
>
t
Hut � 0, by (iv) in Lemma C.1 and Assumption 3.5, we have that
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Taking expectation of (13) with respect to ut, by Lemma C.2 for F�(x) = Ev[FS(x+ �v)] with v uniformly
sampled from

p
d · Bd, we have that
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2
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Choosing ↵ = 1/(4`(r + 2)) such that 1� 2(r + 2)`↵ = 1/2 and 2`↵r < 1  d, we have that
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As a result, taking summation from t = 0 to T � 1 and dividing both sides by T , we have that

E[krFS(x⌧ )k
2] =

1

T

T�1X

t=0

E[krFS(xt)k
2]


4(FS(x0)� F

⇤
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)
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
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,

with the choice of parameters

↵T =
n"

4`d
p
r log(e+ ("/�))

, � 
4L

`d

 p
r log(e+ ("/�))

n"

!1/2
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This suggests that the total number of iteration is T = n(r + 2)"/(d
p
r log(e+ ("/�))) and the total number

of zeroth-order gradient computations is nT = n
2(r + 2)"/(d

p
r log(e+ ("/�))). The above selection ensures

scale invariance.

E Detailed Proof and Analysis of DPZero (Algorithm 2)
Privacy guarantee. Since ut is independent of the dataset S, the privacy guarantees directly follow from
Lemma 2.2 and post-processing [34] noticing that the sensitivity is 2C/n. We want to emphasis that the
randomness of ut is never used for the privacy guarantee, and the analysis holds for any ut as long as it is
independent of the dataset.

Utility guarantee. We then focus on the utility guarantee on EkrFS(x⌧ )k2. Since f(x; ⇠) is `-smooth for
every ⇠ by Assumption 3.5, we have that

|f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i)|
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 |u

>
t
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(16)
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Therefore, by (ii) in Lemma C.1 and Lipschitzness of f(x; ⇠), we have that

P
✓
|f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i)|

2�
� C0 +

`

2
�d

◆
 P(|u>

t
rf(xt; ⇠i)| � C0)

 2
p
2⇡ exp

✓
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C
2
0

8krf(xt; ⇠i)k2

◆

 2
p
2⇡ exp

✓
�

C
2
0

8L2

◆
.

We define Qt,i to be the event that the clipping does not happen at iteration t for sample ⇠i and Q̄t,i to be the
event that the clipping does happen. The above equation implies that if the clipping threshold C � C0 + `�d/2,
then we have that P(Q̄t,i)  2

p
2⇡ exp(�C2

0/(8L
2)). Let Qt denote the event that the clipping does not happen

at iteration t for every sample 1  i  n, and let Q̄t be the event that there exist some i such that the clipping
does happen at iteration t. We also denote Q as the event that the clipping does not happen for every iteration
t = 0, 1, · · · , T � 1 and every sample 1  i  n and Q̄ as the event that there exist some t and i such that the
clipping does happen. By the union bound, we have that

P(Q̄) = P
 

T�1[

t=0

n[

i=1

Q̄t,i

!

 2
p
2⇡ nT exp

✓
�
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8L2

◆
.

To simplify the notation, we let

G�(xt) =
1

n

nX

i=1

f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i)

2�
ut

=
FS(xt + �ut)� FS(xt � �ut)

2�
ut,

and its per-sample clipped version as

Ĝ�(xt) =
1

n

nX

i=1

clip
C

✓
f(xt + �ut; ⇠i)� f(xt � �ut; ⇠i)

2�

◆
ut.

Algorithm 2 becomes xt+1 = xt � ↵(Ĝ�(xt) + ztut) under the above notation. By Taylor’s theorem with
remainder, for some ✓ 2 (0, 1), we have that

FS(xt+1) = FS(xt) +rFS(xt)
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Ĝ�(xt) + ztut

⌘
+

↵
2

2
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.

Here in the inequality, we use Assumption 3.5 such that r2
FS(x) � H for any x 2 Rd. The event Qt depends

on the randomness in u<(t+1) := {u0, u1, · · · , ut} and z<t := {z0, z1, · · · , zt�1}. Note that the scalar noise zt

sampled from N (0,�2) is independent of u<(t+1), z<t, xt, and the dataset S. Conditioned on the event Qt and
taking expectation with respect to z<(t+1) and u<(t+1), we have that
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Let Et := Ez<t,u<(t+1)
for simplicity. Given the condition that Qt happens, we know that Ĝ�(xt) = G�(xt) and
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Ĝ�(xt)

>
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Since H ⌫ 0, we have that u
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Hut � 0. By the law of total probability, we obtain
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Assumption 3.5 implies FS(x) is also `-smooth. Similarly to the proof of Theorem 2, by (14) and the fact that
u
>
t
Hut � 0, applying (iv) in Lemma C.1 and Assumption 3.5, we can then obtain that
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The same as (18), we can also get that
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For the inner-product term, we have that
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By the law of total probability, since ut is independent of xt, we know that

Et

⇥
rFS(xt)

>
G�(xt)

��Qt

⇤
P(Qt) + Et

⇥
rFS(xt)

>
G�(xt)

�� Q̄t

⇤
P(Q̄t) = Et

⇥
rFS(xt)

>
G�(xt)

⇤

= Ez<t,u<t

⇥
rFS(xt)

>
rF�(xt)

⇤
,

36



where we use Lemma C.2 for F�(x) = Ev[FS(x + �v)] with v uniformly sampled from
p
dBd. Rearranging

terms, we thus obtain that
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where we apply (ii) in Lemma C.2. Assumption 3.5 implies that FS(x) is also Lipschitz, and thus
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As a result, we obtain that
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Plugging (21), (19) and (20) back into (17), we obtain that
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Choosing ↵ = 1/(4`(r + 2)) such that 1� 2(r + 2)`↵ = 1/2 and 2`↵r < 1  d, we have that
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Recall Qt is the event that clipping does not happen at iteration t and Q is the event that clipping does not
happen for every iteration. By the law of total probability and the assumption that |FS(xt)|  B for every t,
we have that
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Taking expectation with respect to all randomness, i.e., E = Ez<T ,u<T , summing up from t = 0 to T � 1, and
dividing both sides by T , we have that
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we can then obtain that
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We conclude that the clipping threshold C and smoothing parameter � should satisfy that
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The total number of zeroth-order gradient computations is nT = n
2(r + 2)"/(4

p
r log(e+ ("/�))).

F Extension to the PL Setting
Assumption F.1. The average loss FS(x) satisfies the PL inequality with parameter µ > 0. That is, it holds
that 8x 2 Rd,
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Corollary F.2. Under the same setting of Theorem 1, when Assumption F.1 is also met, let  = `/µ be the
condition number, the last iterate of Algorithm 1 satisfies that
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The total number of zeroth-order gradient computations is nT = Õ(nd).

Proof. Starting from (12) in the proof of Theorem 1, with the choice that ↵ = 1/(4`d), we have that
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This gives the recursion that
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Resolving the recursion, we obtain that
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The total number of iteration is T = Õ(d).

Corollary F.3. Under the same setting of Theorem 2, when Assumption F.1 is also met, let  = `/µ be the
condition number, the last iterate of Algorithm 1 satisfies that
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The total number of zeroth-order gradient computations is nT = Õ(nr).
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Proof. Starting from (15) in the proof of Theorem 2, with the choice that ↵ = 1/(4`(r + 2)), we have that
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Resolving the recursion, we obtain that
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The total number of iteration is T = Õ(r).

Corollary F.4. Under the same setting of Theorem 3, when Assumption F.1 is also met, let  = `/µ be the
condition number, suppose max0tT |FS(xt)|  B and |F
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|  B, the last iterate of Algorithm 2 satisfies that
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The total number of zeroth-order gradient computations is nT = Õ(nr).

Remark F.5. A more precise expression of our theoretical results, including Theorems 1, 2, and 3 and their
corresponding Corollaries F.2, F.3, and F.4, is to cover cases where T may be less than 1. Considering Theorem
3 as an example, a more accurate statement is
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For the sake of clarity and simplicity in presentation, this detail is omitted in the main results.
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Proof. Starting from (23) in the proof of Theorem 3 with the choice ↵ = 1/(4`(r + 2)) and using Assumption
F.1 such that
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Since the event Q happens with high probability, the above results can be refined to
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The total number of iteration is T = Õ(r).

41


	Introduction
	Related Works

	Preliminaries
	Differential Privacy
	Zeroth-Order Optimization

	DP-GD with Zeroth-Order Gradients Suffers in High Dimensions
	Direct Integration Leads to an O(d3/2) Rate
	Rate Improves to O(d) under Low Effective Rank

	DPZero: Nearly Dimension-Independent Private Zeroth-Order Optimization
	Experiments
	Synthetic Example
	Fine-tuning on RoBERTa
	Fine-tuning on OPT

	Conclusion
	Additional Related Works
	Additional Experiment Details
	Synthetic Example on a Quadratic Loss
	Private Fine-Tuning of the Language Model RoBERTa
	Private Fine-Tuning of the Language Model OPT

	Technical Lemmas
	Detailed Proof and Analysis of DPGD-0th (Algorithm 1)
	Detailed Proof and Analysis of DPZero (Algorithm 2)
	Extension to the PL Setting

