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Abstract

We provide a novel reduction from swap-regret minimization to external-regret minimization,
which improves upon the classical reductions of Blum-Mansour [BM07] and Stoltz-Lugosi [SL05]
in that it does not require finiteness of the space of actions. We show that, whenever there exists
a no-external-regret algorithm for some hypothesis class, there must also exist a no-swap-regret
algorithm for that same class. For the problem of learning with expert advice, our result implies
that it is possible to guarantee that the swap regret is bounded by € after (log N)O(l/e) rounds
and with O(N) per iteration complexity, where N is the number of experts, while the classical
reductions of Blum-Mansour and Stoltz-Lugosi require at least Q(N/€*) rounds and at least
Q(N?3) total computational cost. Our result comes with an associated lower bound, which—in
contrast to that in [BM07]—holds for oblivious and ¢;-constrained adversaries and learners that
can employ distributions over experts, showing that the number of rounds must be Q(N/e?) or
exponential in 1/e.

Our reduction implies that, if no-regret learning is possible in some game, then this game
must have approximate correlated equilibria, of arbitrarily good approximation. This strength-
ens the folklore implication of no-regret learning that approximate coarse correlated equilibria
exist. Importantly, it provides a sufficient condition for the existence of approximate correlated
equilibrium which vastly extends the requirement that the action set is finite or the requirement
that the action set is compact and the utility functions are continuous, allowing for games with
finite Littlestone or finite sequential fat shattering dimension, thus answering a question left
open by [DG22; AAD'23]. Moreover, it answers several outstanding questions about equilib-
rium computation and/or learning in games. In particular, for constant values of e: (a) we show
that e-approximate correlated equilibria in eztensive-form games can be computed efficiently,
advancing a long-standing open problem for extensive-form games; see e.g. [VF08; FP23]; (b) we
show that the query and communication complexities of computing e-approximate correlated
equilibria in N-action normal-form games are N - polylog(/N) and poly log N respectively, ad-
vancing an open problem of [Bab20]; (¢) we show that e-approximate correlated equilibria of
sparsity polylog N can be computed efficiently, advancing an open problem of [BBP14]; (d)
finally, we show that in the adversarial bandit setting, sublinear swap regret can be achieved in
only O(N) rounds, advancing an open problem of [BMO7; Ito20].
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1 Introduction

No-regret learning has been a central topic of study in game theory and online learning over the
last several decades [Han57; FLI8; CLO06]. In view of the worst-case nature of the associated
learning guarantee, no-regret learning has found myriad applications in a variety of settings, with
varying degrees of restriction on the adversary’s behavior. They are also particularly salient in
game theory due to their connection with decentralized equilibrium computation. Indeed, it is
well understood that, if players in a normal-form game iteratively update their strategies using a
no-regret learning algorithm, then the empirical distribution of their strategies over time converges
to a type of correlated equilibrium, depending on the notion of regret used.

The most commonly studied type of regret, called external regret, measures the amount of
extra utility that the agent could have gained if, instead of her realized sequence of strategies, she
had instead played her best fixed action in hindsight. In a multi-agent interaction, if each agent
uses a sublinear external regret learning algorithm to iteratively update her strategy, the empirical
distribution of the agents’ play converges to a coarse correlated equilibrium (CCE). A CCE is a
correlated distribution over actions under which no player can improve her utility if, instead of
playing according to the distribution, she unilaterally switches to playing any single fixed action.
CCEs are a convex relaxation of Nash equilibria, which are computationally intractable even for
normal-form games with a finite number of actions per player [DGP09; CDT09]. While a plethora
of efficient algorithms for minimizing external regret are known even when the size of the game
is large (see e.g. [FL98; CL06; BC'12]), the twin notions of external regret and coarse correlated
equilibrium are too weak for many applications. In particular, the notion of CCE does not capture
the fact that the action sampled from the CCE distribution for some player may leak information
about what actions were sampled for the other players, which the player could potentially exploit
to improve her utility.

Using the perspective of Bayesian rationality, Aumann introduced the concept of correlated
equilibrium (CE), which corrects for this deficit [Aum74]. A CE is a correlated distribution with
the property that the action sampled for each player maximizes her expected utility against the
distribution over actions sampled for the other players, conditioning on the action sampled for
this player. Like CCE, the concept of CE is a convex relaxation of Nash equilibrium, and it can
be reached in a decentralized manner by averaging the empirical play of algorithms which have
sublinear swap regret. This measures the amount of extra utility that the agent could have gained,
in hindsight, if she were to go back in time and transform the strategies that she played using
the best, fixed swap function (see Definition 2.2). The stronger nature of swap regret leads it to
have numerous applications, including in calibration and multicalibration [GHK*23; KLST23| and
Bayesian games [MMSS22], amongst others.

1.1 Swap regret: challenges with large action spaces

Despite the more appealing guarantees satisfied by swap regret minimization and its twin notion of
CE, no-swap regret learning algorithms have not been as widely adopted as no-external regret ones.
This is due in part to the substantially inferior quantitative guarantees offered by the best-known
swap-regret-minimizing algorithms in terms of their dependence in the number of actions available
to the learner. In particular, existing algorithms are inefficient in many settings of interest where
the action space is exponentially large in the game’s description complexity, or even infinite. To
illustrate, we first consider the case of no-regret learning with a finite set of N actions, which is



known as the “experts setting.” Standard external-regret-minimizing algorithms, such as exponen-
tial weights [CLO6], guarantee that the average external regret over 7' rounds is bounded by € as
long as T' 2 IOE—QN.l In contrast, the best-known swap-regret-minimizing algorithms, which are all
based on generic reductions from swap regret minimization to external regret minimization [SLO5;
BMO07], guarantee that the average swap regret over T' rounds is € as long as T 2> %. Thus,
prior work left an exponential gap between the best-known algorithms for swap and external regret.
It was explicitly asked by Blum and Mansour [BMO07] if this gap could be improved. This gap
is particularly noteworthy in light of many recent applications of no-regret learning, such as for
solving games such as Poker [BS19] and Diplomacy [BBD*22], all of which have the property that
N is moderate or large.

Prior work also left a polynomial-sized gap in the bandit setting, in which the learner must
choose a single action each round and only receives the utility for that action. While it is known

that T' 2 NQiiggN rounds suffice [JLWY22; [t020] to ensure that swap regret is bounded by ¢, the

best known lower bound was that & ISQgN rounds are necessary [[t020; BM07]. The bandit setting

is particularly useful due to its applications in reinforcement learning [JLWY22] and related areas.

Prior to the present work, the gap between swap regret and external regret was even larger in
settings where the number of actions available to the learner is unbounded or infinite. For instance,
suppose that each agent’s action space is the set of parameters of a neural network: multi-agent
interactions in which each agent chooses a neural network can be used to model tasks such as train-
ing generative adversarial networks [GPM™14], autonomous driving [SSS16], or economic decision
making [ZTS*20]. In these cases, the number of possible networks is very large. In a more gen-
eral setting, the action space is typically assumed to be constrained by a combinatorial complexity
measure, such as the Littlestone dimension or sequential fat shattering dimension (see Section B
for formal definitions). In particular, if the learner’s action space has Littlestone dimension L, then
it was known [BPS09; ABD*21] that as long as the number 7' of rounds satisfies 7" > 6%, there
is an algorithm which achieves at most e external regret.? Since the reductions of [SL05; BMO7]
for bounding swap regret assume that the number N of actions is bounded, prior to our work it
was not known whether any class of finite Littlestone dimension has an algorithm with o(T") swap
regret, leaving open the possibility of an infinite gap between swap and external regrets for classes
of finite Littlestone dimension.

Gaps in equilibrium computation. The above gaps between swap and external regret also
manifest as gaps between the best known results for computing e-approximate CE and CCE in
various models of computation. We improve upon these gaps in the following settings:

e Normal-form games with N actions. We consider two computation problems. For simplicity
we assume the number of players and e are constants.

— In the communication complexity model of computation (Definition 2.6), e-CCE may
be computed with O(log2 N) bits of communication using no-external regret algorithms
together with a sampling procedure. In contrast, prior to this work, the best known
bound for e-CE was exponentially worse, O(N log? N), using the swap regret algorithm
of [BMO7].

"We consider normalized regret throughout the paper, i.e., we divide the cumulative regret by the number of
rounds T'.
2This bound is optimal; see [BPS09)].



— In the query complezity model of computation (Definition 2.7), e-CCE may be computed
using O(N log N) queries. Prior to this work, the best known bound of O(N?log N) was
quadratically worse for ¢-CE.

— Finally, e-CCE which are polylog(NN)-sparse may be computed in polynomial time
[BBP14], whereas prior to this work, it was unknown how to efficiently compute e-CE
which are o(IN)-sparse, marking another exponential gap (in the sparsity).

e In infinite games of Littlestone dimension L < oo, for constant € > 0, e-CCE may be found in
a decentralized manner by running O(L) rounds of no-external regret algorithms [DG22]. In
contrast, prior to our work it was not known if e-CE even ezist in games of finite Littlestone
dimension.

e Finally, in extensive form games with description length n denoting the size of the tree, for
which the number of actions® typically scales as N = exp(©(n)), e-CCE may be computed
in poly(n) time (e.g., [FLLK22]). However, prior to this work, the best known algorithms
for computing e-CE took time exponential in n. Determining the complexity of e-CE was a
well-known open question in this field; see e.g. [VF08; FP23].4

1.2 Main results: near-optimal upper and lower bounds for swap regret

Our main upper bound is a new reduction from swap regret to external regret: any no-external
regret learning algorithm can be transformed into a no-distributional swap regret learner. (These
regret notions are formally defined in Section 2.1.) We assume that a learner chooses, in each
iteration ¢t € [T], a distribution x(!) € Ay over a set of actions X. After observing x(*), an
adversary selects a reward function f(): X — R, and the learner receives the reward f(*)(x(t)) =
Es(t)Nx(t)f(t) [s(t)]. We assume the adversary’s choices £() are constrained to lie in some convex
function class F C [0,1]*.

Theorem 1.1 (Informal version of Theorem 3.1). Let d,M € N be given, and suppose that there
is a learner for some function class F which achieves external regret of € after M iterations. Then
there is a learner for F (TreeSwap; Algorithm 1) which achieves a swap regret of at most € + é
after T = M? iterations.

If the per-iteration runtime complexity of the external-regret learner is C, then the swap regret
learner TreeSwap has a per-iteration amortized runtime complezity of O(C).

Notice that the swap regret of TreeSwap depends only on the external regret of the assumed
learner, and is independent of the number of actions of the learner. In particular, it holds also for
exponentially large or even infinite function classes.

Applications: concrete swap regret bounds. As applications of Theorem 1.1, in the setting of
constant €, we are able to close all of the gaps discussed for the regret minimization and equilibrium
computation problems in Section 1.1. We begin with the case that the learner has N actions, also

3 An action is specified by a contingency plan, mapping each information set to an outgoing edge at that information
set.

4To be clear, eCE here refers to the notion of e-approximate normal-form correlated equilibrium (sometimes
denoted e-NFCE), as opposed to relaxations of this notion, such as extensive-form correlated equilibrium, which have
been recently proposed, motivated in part by the apparent intractability of eNFCE [VFO08].



known as learning with expert advice. By applying Theorem 1.1 with action set X = [N], and
reward class given by all [0, 1]-bounded functions, i.e., F = [0, 1]V, we obtain:

Corollary 1.2 (Upper bound for finite action swap regret; informal version of Corollary 3.2).
Fiz N € N and € € (0,1), and consider the setting of online learning with N actions. Then for
any T satisfying T > (log(N)/e2)X V) | there is an algorithm that, when faced with any adaptive
adversary, has swap regret bounded above by €. Further, the amortized per-iteration runtime of the
algorithm is O(N), its worst-iteration runtime is O(N/e€) and its space-complexity is O(N/e).

In the regime of constant e, Corollary 1.2 improves on the previously best-known complexity of
T> Q(N /€2), providing an exponential improvement in the dependence on N. We note that N/e?
is tight for all € in the non-distributional setting, where the learner is allowed to randomize over
her actions but has to play a concrete action rather than a probability distribution [BM07]. Thus,
Theorem 1.2 shows that for a constant €, a distributional swap regret of at most € can be achieved
with exponentially fewer rounds. Another advantage of our result is an improved total runtime of
O(N) for constant e, compared to the previous Q(N3) runtime of [BM07], which answers an open
question from that paper for constant e.

Next, we apply Theorem 1.1 to an arbitrary function class F C {0,1}* whose dual has finite
Littlestone dimension. That is, the class of functions indexed by actions of the learner, which, via
slight abuse of notation, we denote by X := {f — f(s) : s€ X} c {0,1}7,°

Corollary 1.3 (Swap regret for Littlestone classes; informal version of Corollaries 3.4 and 3.6).
If the class X has Littlestone dimension at most L, then for any T > (L/e2)*/9) there is a
learner whose swap regret is at most €. In particular, games with finite Littlestone dimension admit
no-swap regret learners and thus have e-approzimate CE for all ¢ > 0.

We remark that even the ezistence of approximate CEs in games of finite Littlestone dimension
was previously unknown. We refer the reader to Section B for a definition of Littlestone dimension
and its real-valued generalizations.

Finally, we prove an upper bound on the swap regret in the bandit setting that is tight up to
poly log N factors when e = O(1). While the result is not a direct consequence of Theorem 1.1, the
overall structure of the algorithm and analysis are similar:

Theorem 1.4 (Bandit swap regret; Informal version of Theorem 3.12). Let N € N,e € (0,1) be
given, and consider any T > N - (log(N)/e)?1/€). Then there is an algorithm in the adversarial
bandit setting with N actions (BanditTreeSwap; Algorithm 4) which achieves swap regret bounded
above by € after T iterations.

Concretely, for ¢ = O(1), Theorem 1.4 guarantees that O(N) rounds suffice to achieve swap
regret of at most e. Interestingly, this implies that, for obtaining swap regret bounded by ¢ = O(1),
there is only a polylogarithmic gap between the number of rounds needed in the adversarial bandit
setting and the full-information non-distributional setting [BMO07]. This is in stark contrast to
the situation for external regret, for which there is an exponential gap between the full-information
non-distributional setting (where O(log N') rounds suffice) and the adversarial bandit setting (where
Q(N) rounds are needed) [L.S20]. Finally, we remark that our algorithm for the bandit setting is
readily seen to be computationally efficient.

5Technically, in order to ensure convexity of F, we need to apply Theorem 1.1 to the convez hull of F. Doing so
does not materially affect the guarantees; see Section 3.2 for a more detailed discussion.



Applications: equilibrium computation. Next, we discuss implications of Corollary 1.2 for
equilibrium computation. By considering the setting where players in a normal-form game run
(a slight variant of) the algorithm of Corollary 1.2, we may obtain low query and communication
protocols for learning in normal-form games.

Corollary 1.5 (Query and communication complexity upper bound; informal version of Corollaries
3.7 and 3.9). In normal-form games with a constant number of players and N actions per player,
the communication complexity of computing an e-approximate CE is log(N )6(1/ ) and the query
complexity of computing an e-approrimate CE is N - log(N)O(l/E).

Finally, we remark that our main reduction can be used to obtain efficient algorithms for
computing e-CE when N is exponentially large if there are nevertheless efficient external regret al-
gorithms. This is the case in particular for the setting of extensive form games [FLLK22; KWKS20;
FKS21]:

Corollary 1.6 (Extensive form games; informal version of Theorem 3.11). For any constant e,
there is an algorithm which computes an e-approximate CE of any given extensive form game, with
runtime polynomial in the representation of the game (i.e., polynomial in the number of nodes in
the game tree and in the number of outgoing edges per node).

Corollary 1.6 is an immediate consequence of Theorem 1.1 (i.e., Theorem 3.1) and the fact
that there are efficient external regret minimization algorithms in extensive-form games. This
is classically known as a consequence of the counterfactual regret minimization algorithm, i.e.,
Theorem 4 of [ZJBPO07], or improved recent results, such as Theorem 5.5 of [FLLK22], as well as
[CMBG19; FKS21; KWKS20].

Near-matching lower bounds. Theorem 1.1 and Corollary 1.2 require the number of rounds
T to be exponential in 1/¢, where € denotes the desired swap regret. The following lower bound
shows this dependence is necessary, even facing an oblivious adversary that is constrained to choose
reward vectors with constant ¢1 norm:

Theorem 1.7 (Lower bound for swap regret with oblivious adversary; restatement of Corollary
4.2). Fix N € N, e € (0,1), and let T be any number of rounds satisfying

T < O(1) - min {exp(O(e_l/G)),W}. (1)

Then, there exists an oblivious adversary on the function class F = {f € [0, 1]V |||f||; <1} such
that any learning algorithm run over T steps will incur swap regret at least €.5

Theorem 1.7 establishes:

e The first (min(l, N/ T)) swap regret lower bound for distributional swap regret.

e The first <min(1, N /T)) swap regret lower bound achieved by an oblivious adversary.

In particular, the adversary samples reward functions £7) from some fixed distribution
before the first round of learning, independently of the actions of the learner. Moreover, this
distribution is independent of the description of the learning algorithm.

SIf we replace the requirement that ||f||, < 1 with ||f||,, < 1, then the bounds are slightly improved, with 1/6
replaced with 1/5 and 12 with 10.



e The first Q (min(l, VN /T)) swap regret lower bound from an adversary that plays distri-

butions over a function class of constant Littlestone dimension (namely, the class of point
functions on [/V], which has Littlestone dimension 1).

Finally, while the lower bound of exp(e~1/%) rounds necessary (to ensure swap regret is bounded
by €) from Theorem 1.7 does not quite match the upper bound of exp(e~!) (from Corollary 1.2;
ignoring log N factors), we can improve the lower bound somewhat if we allow the adversary to
be adaptive. In particular, in Theorem C.1, we give an entirely different (and somewhat simpler)
construction which shows that T > exp(Q(¢~?)) rounds are necessary to ensure that swap regret is
bounded above by e.

Concurrent work. We have been recently made aware of concurrent work by Peng and Rubin-
stein [PR23], which proves similar upper and lower bounds to Theorems 1.1 and 1.7. Moreover,
they derive a similar set of applications for equilibrium computation problems.

1.3 Proof sketch of the upper bound (Theorem 1.1)

We overview the proof of Theorem 1.1. Recall that we are given M,d € N, and will construct a
swap regret learner for = M? rounds. We assume access to a no-external regret learner (Algg,,)
that, over M rounds, produces a sequence of distributions which has an external regret of at most
€ € (0,1). We will show that there is an algorithm TreeSwap with swap regret at most O(e + 1 ).

TreeSwap is defined formally in Algorithm 1. The algorithm simulates multiple instances of
Alge,, at levels © = 0,1,...,d — 1, which are arranged as the nodes a depth-d M-ary tree. We
traverse the 7' = M leaves of the tree in order, one per round. At each round ¢, the TreeSwap
algorithm outputs the uniform mixture over the d distributions produced by the Algg,, instances
on the root-to-leaf path for the current leaf.

Updating Algg,, instances. Next we describe how the Algg,, instances at each node of the
tree are updated over the course of the T rounds. Notice that the M? instances of Algg,, at each
level i are used during a disjoint set of M9~ consecutive rounds: the first algorithm in level 7 is
used during rounds 1,..., M?%%, the second during rounds M%~% +1,...,2M% % and so on. Each
of these Algg,, instances will be run in a lazy fashion, only producing M different distributions
over the corresponding M?~¢ rounds. The first algorithm in level ¢ will be called to produce a
distribution at round 1, and then play that distribution repeatedly for rounds 1,..., M9=i=1 At
round M?%"=1 we finally update the state of the algorithm based on the average reward over the
previous M4~ rounds. The algorithm then produces a new distribution, which it plays for rounds
M4l 11 ... 2M% "1 and so on. All algorithms in level i will be run in this way: updating
every M9 =1 rounds on an average reward function from the previous M?~*~! rounds. According
to the guarantee of our external regret algorithm, each of these instances will have external regret
bounded above by € relative to the M distributions it produces and the M average reward functions
on which it updates.

Swap regret bound. To bound the swap regret of our algorithm, let us first denote by R; the
average reward of all the algorithms Algg . in level 7 over all 7' rounds. Further, foreachi =0,...,d,
we define S; in the following manner. For each block of rounds of size M?~?, consider the average



reward of the best fixed action in hindsight; then we define S; to be the average of these best-in-
hindsight rewards over all blocks at level 7. By the external regret guarantee of Algg ., we know
that S; — R; < e. This is due to the fact that each level-i algorithm is run during a block of M4~
rounds, and therefore competes with the best fixed action over that block of rounds. Moreover,
the contribution to the swap regret of TreeSwap from all algorithms at level ¢ is at most S;+1 — R;.
This is due to the fact that these level-i algorithms repeatedly play actions for blocks of M@ %1
rounds, and so the best swaps of these actions correspond to the best fixed actions over the blocks
of that length. The total swap regret is then bounded by
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where we used that S; — R; < € and that S; — Sy < 1 since the utilities are bounded between 0 and
1. This concludes the proof.

1.4 Proof sketch for the lower bound (Theorem 1.7)

To prove Theorem 1.7, we consider two cases depending on the values of N, 7" (which correspond
to which of the terms on the right-hand side of (1) is larger):

Case 1: N > 41. As a warm-up, we present a strategy for the adversary that does not quite
work. Then, we show how to fix it, describing a true strategy that achieves the desired lower
bound. In both the warm-up and true strategies, we will consider an adversary that selects “point
function” rewards at each time step ¢: one action u(®) € [N] will receive a reward of 1, and all other
actions 0. To describe these strategies, we will relate the actions to vertices in a full binary tree.
Assume that 7' = 2P for some D € N. Consider a full binary tree of depth D, containing 2°+! — 1
vertices, and denote its vertex set by V. In our warm-up construction, each vertex will correspond
to a single-action.” That is, in each round ¢, the learner plays a vertex v € V and the adversary
plays a vertex u(Y) € V. The reward of the learner is 1[v(¥) = «(Y)]. While our lower bound is valid
also for the distributional setting, we analyze for simplicity the case where the learner has to play a
concrete action in each round. However, the same proof goes through if they are allowed to output
a distribution over vertices. Here is the strategy of the adversary: let us order the children of each
internal node by ‘left’ and ‘right’. This will create an ordering over the root-to-leaf paths in the
tree: the first path goes left until reaching the leaf, the second path goes left except for the last step
that is taken right, etc. Enumerate the paths by indices in [T according to this ordering, where
path t is called P;. For each time step t, the adversary will select at random a vertex, out of the
D + 1 vertices in path P, according to the following distribution: the probability of the vertex at
depthiis (¢ +1)/(1 +24---+ (D +1)). The important property here, is that vertices get higher
weight as we go down the tree.

Let us analyze the swap regret of any learner facing this adversary. Recall that this approach
does not quite work for the adversary, but we will show how to fix it. At a high level, the goal of
the adversary strategy is to increase swap regret every round t as follows.

e If the learner plays an internal node on P, they will incur swap regret to the node at depth
one greater on P, which gets slightly more expected reward.

"Eventually, we will consider a construction wherein each vertex corresponds to two actions.



e If the learner plays the leaf node of P;, there is a constant probability that the adversary will
not play this leaf. In this case, the learner will incur a swap regret from that leaf.

e If the learner plays a node not on P;, they will receive no reward and incur swap regret.

However, the problem is that the learner will later have a chance to undo this incurred swap
regret. For an internal node v, let [t,,t,] be the interval of time steps for which v is on P,. Let’s
say the learner plays v heavily during the first half of these time steps [t,, (t, + t,)/2]: the times
in which the left child of v is present on P;,. The learner will incur swap regret from v to its left
child. However, let’s say the learner continues to play v for much of the second half of the interval
[(t, + tv)/2,ty]. During these times, the adversary never plays the left child of v, while continuing
to play v with some probability, undoing the swap regret of v.

To account for this, the adversary actually plays the following “true” strategy instead. In this
strategy, each node is associated with two actions: v,9. During the first half [t,, (¢, + t,)/2], as
before, the adversary will choose v with probability (depth(v) +1)/(1+--- 4 (D + 1)). However,
with probability 1/2, the adversary replaces v with ¢ at the halfway point ¢ = (¢, + ¢,,)/2. That
means, with probability 1/2, for the second half [(t, + t,)/2,ty], the adversary will choose v with
probability (depth(v) + 1)/(1 + .- + (D + 1)) and never choose v. On the other hand, with
probability 1/2 there is no replacement, and the adversary continues to select v with probability
(depth(v) +1)/(1 4+ ---+ (D + 1)), not . This accomplishes the following. With probability 1/4,
v will get replaced at the halfway point ¢t = (¢, + t,)/2 but the left child of v will not get replaced
at its halfway point ¢t = (3/4)t, + (1/4)t,. In this event, which happens with constant probability,
both v and its left child will be played with non-zero probability over the interval [t,, (t, + t»)/2]
and at no other time steps. Thus, the learner will not have a chance to undo the swap regret.

The formal version of this argument, presented in Section 4, breaks into case work. We lower
bound the swap regret of action v by considering the reward of swapping v with the best of the 4
actions associated with its 2 children. In addition, we consider a swap from v to the root of the
tree, in the event that v is played on many rounds outside of the interval [t,,,]. Bounds for each
case culminate in the following. Letting X, be the total number of rounds the learner plays action
v, we show that the best swap of action v increases expected total reward by Q(XU). Thus, the
total swap regret of the learner would be Q (3", X,) = Q (7)), and her average swap regret would

be (1) = Q (WM), which is at least € for 7' < exp(poly 1/¢).

Case 2: N < 47'. This case is very similar to the first. In fact, in Section 4, we define the
adversary strategy in a general way that avoids breaking into cases manually. The key difference in
this case is that we don’t have enough actions to associate 2 actions with each node of a full binary
tree with T leaves. In this case, we consider a full binary tree with N/4 leaves. We again have
an adversary that iterates through the root-to-leaf paths in DFS order. In this case though, each
iteration corresponds to a batch in which the adversary plays a distribution over that root-to-leaf
path repeatedly for 47'/N time steps.

The other key difference here is that we need to associate each leaf with two actions f,é. As
discussed before, there is a single coin flip for each of the internal nodes v that determines if it gets
replaced at time t = (¢, + t,)/2. On the other hand, for leaf nodes ¢, we have a coin flip at every
single time step in its batch, determining which of ¢,¢ will be played with non-zero probability.
Letting X, be the total number of rounds the learner plays ¢, due to the random deviation in the
selection of the adversary, the expected swap regret to {in Q (\/75) Thus, the total swap regret



of a learner that plays only leaf actions over all N/4 batches will be Q (Ze \/T/N> =Q (\/ NT)
and her average swap regret will be <\/N / T), as desired.

1.5 Discussion

We next compare the guarantees of Corollary 1.2, Theorem 1.7, and Theorem C.1 (recall that
Theorem C.1 yields a quantitatively stronger lower bound than Theorem 1.7 with the stronger
notion of adaptive adversary). Let .#(N,e) denote the smallest Ty € N so that, for all 7' > Tp,
there is a learning algorithm whose action set is [/V] and for which the swap regret over 7' rounds
is bounded above by €. Then by Corollary 1.2 and Theorems 1.7 and C.1,%

. log N Q(e—1/3 N
(1) - oem ) T
(1) mm{ €2 + "log'®(N) - 62}

<, = 0(1) -in { o)/ e2)0019, R )

€

The second terms in the upper and lower bounds in (2) differ by a polylog(N) factor, which is
insignificant compared to N. The first terms differ in that (a) the log(N) is in the base of the
exponent in the upper bound but not the lower bound, and (b) the exponent in the lower bound is
¢ 13 but is e ! in the upper bound. We remark that the term 22™%) in the lower bound comes
from Theorem C.1, which is stronger than the bound of 22 %) from Theorem 1.7.

The swap regret bound of Corollary 1.2 improves upon those of of Stoltz-L.ugosi and of Blum-
Mansour [SL05; BM07] when the accuracy parameter € and number of actions N satisfy e > %.
In particular, for e = O(1), our reduction bounds swap regret above by ¢ via an efficient algorithm
with 7' < poly log N rounds, whereas [SL05; BMO07] require T' > Q(N).

Outline of the paper. After stating preliminaries in Section 2, we prove our main reduction
from swap to external regret (Theorem 1.1) in Section 3. Then, in Sections 3.1 to 3.3 and 3.5, we
provide applications of this reduction. In Section 4 we prove our main lower bound (Theorem 1.7);
part of the proof is deferred to Appendix A. Finally, in Appendix C, we prove our alternative
adaptive lower bound with superior rates.

2 Preliminaries

2.1 Online Learning

The setting of online learning entails a repeated interaction between a learner and adversary over
T rounds. For each time step, t € [T, the learner, whose action space is denoted by X, selects a
distribution x() € Ay, and the adversary responds with a reward function £ € F where F C
[0,1]*. The learner receives reward f)(xM) :=E___ ) [fO[s]]. (For f € F, s € S, and x € Ay, we
use square brackets to denote f[s] and parentheses to denote f(x).) To avoid measurability issues,
we assume that X is countable and equipped with the discrete sigma algebra.

5The h’ﬁg—zN term in the lower bound of (2) comes the classic external regret lower bound. The second term in the
minimum of the upper bound of (2) comes from the Blum-Mansour algorithm [BMO07].



As an example, consider the classical “experts” setting, in which the learner selects a distribution
x() € Ay over N actions and the adversary selects an arbitrary reward vector f ) ¢ [0,1]V. Here
we have X = [N] and F = [0,1]V. The learner’s reward at each round ¢ is given by (f(),x(1)),

The learner’s performance over the 1" rounds of learning is typically evaluated via “regret”:
a comparison between the total reward obtained by the learner and some benchmark. There are
several notions of regret, depending on the particular benchmark. The external regret of the learner
is the difference between her total reward and the best reward obtained by a fixed action s* € X
in hindsight:

Definition 2.1. Given sequences x(T) = (x(1 .. x(M) and £&7) = (£ £T)) of play by
the learner and adversary, the external regret corresponding to these sequences is

T
ExtRegret (x(lzT),f(l‘T)> = ilé% 1 Z (f(t) [s*] — £0) (x(t))> . (3)

We say that a learner has regret e if her regret against any adversary is bounded above by €
after T' time steps of learning. The distributional swap regret of a learner is the difference between
her total reward and the reward obtained by swapping each of the learner’s played actions with the
best action that could have been played in its place.

Definition 2.2. Given sequences x('T) = (x( .. x(M) and £&7) = (£ £(T)) of play by
the learner and adversary, the swap regret corresponding to these sequences is

SwapRegret (X(LT),f(LT)> = sup ZZX (f(t m(i)] — f(t)[ ])

ﬂ:X—)X ieX t=1

T
= % > sup (Z x1[i] (f @[] - £ [ﬂ)) (4)
t=1

icx JEX

Notice that in the case that X is finite, we may also write the swap regret as

1T 1T t) t t t
SwapRegret <x( ), £ )) = ¢:A11;(123<AX Zf( ( () ) — £ (x( )) .
¢ linear
We note that distributional swap-regret relates to a setting in which the learner is allowed to play a
distribution over actions. We remark that, for learning with /V experts, [BM07] established a lower
bound of Q(v/NT) in the setting where the learner must play a concrete action at each time step
(possibly in a probabilistic way). Not constraining the learner in this way, we are able to break

this lower bound.
When the sequences x(MT) f('T) are understood from context, we will at times abbreviate
ExtRegret(x(:T) f(11)) by ExtRegret(T) and SwapRegret(x(37) £f(1:1)) by SwapRegret(T).

2.2 Games

An m-player normal-form game is a pair (S, A) where S = S X -+ x Sy, and A = (Ay,--+, An)
with each A; : § — R. Each S is the set of actions (i.e., pure strategies) available to player j and
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each A; is the reward function, or payoff matrix, of player j, which maps the set of action profiles
S to the real numbers. Each player j € [m] selects a distribution over actions x; € Ag, with
the goal of maximizing their reward ESNHj x; [Aj(s1,--+,8m)|. We are interested in the following
equilibrium notions:

Definition 2.3. An e-coarse correlated equilibrium (CCE) is a distribution p € Ag so that, for
every player j and every deviation d; € Sj,

By [Aj(dj,5-5)] < Esnp [Aj(s,5-5)] + €. (5)

Definition 2.4. An e-correlated equilibrium (CE) is a distribution p € Ag so that, for every player
J and every deviation map m; : §; — S

By [Aj(7(s5), 5-5)] < Egnp [Aj(sj,5-5)] + €. (6)
Next, we define the notion of a sparse (C)CE:

Definition 2.5 (Sparse equilibrium). Let £ € N. An e-CE (or e-CCE) u € Ag is k-sparse if p is a
distribution over at most k elements of S.

Typically we will consider the case that S; = [n] for each j € [m]. Such a normal-form game is
defined by its payoff matrices A; : [n]™ — R for j € [m].

2.3 Alternate models of computation

First, we consider the query complexity model of computation. Here, a normal-form game with
payoff matrices (Ay,...,Ap,) is fixed, but is unknown to the learning algorithm. The algorithm is
allowed to make adaptive randomized queries to single elements of Ay, ..., A,.

Definition 2.6 (Query complexity). Given a confidence level § € (0,1), the query complexity of
an equilibrium concept (e.g., e-CCE or ¢-CE) is the minimal @ such that there exists an algorithm
which, on any input, outputs the specified notion of equilibrium with probability at least 1 — 9,
using only @) queries.

Next, we consider the communication complexity model of computation. Here, each of the m
players j € [m] is given its own payoff matrix A;, but does not know the payoff matrices of other
agents. The agents are allowed to communicate in an adaptive randomized manner, according to
some commumnication protocol, over an arbitrary number of rounds.

Definition 2.7 (Communication complexity). Given a confidence level § € (0,1), the communica-
tion complexity of an equilibrium concept (e.g., e-CCE or e-CE) is the minimal C' such that there
exists a communication protocol which, on any input, exchanges at most C' bits of communication
between the players and terminates with each player having agreed upon the same distribution
satisfying the equilibrium concept.

Typically, the scaling of the query and communication complexities of equilibrium concepts
with respect to ¢ is log@™1)(1/8); thus we often omit the parameter § in our discussions.

Miscellaneous notation. We use the letter C' to denote absolute constants in our proofs. To
avoid cluttering notation, we use the convention that the value of C' may change from line to line.
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3 A new reduction from no-swap regret to no-external regret

In this section, we prove our main upper bound (Theorem 1.1, formally stated as Theorem 3.1
below), which gives a reduction from no-swap regret learning to no-external regret learning with
no dependence on the number of the learner’s actions. Following, we discuss several applications,
including faster rates for swap regret in the experts setting with many experts (Section 3.1) and for
infinite function classes (Section 3.2), upper bounds on the query and communication complexities
of computing a correlated equilibrium in normal-form games (Section 3.3), and a nearly-tight bandit
e-swap regret algorithm for constant e (Section 3.5).

Let X be a set representing the set of actions of a learning algorithm, and let F C [0, 1]* denote
a class of utility functions for the learning algorithm, which is closed under convex combinations:
for all f1,f5 € F and all A € [0,1], My + (1 — N\)fy € F. We assume that F admits a no-external
regret learning algorithm:

Assumption 1 (No-external regret algorithm). For any T' € N, there is an algorithm Alg = Alg(T),
together with functions Alg.act, Alg.update, which perform the following updates with an adaptive
adversary over T rounds. In each round ¢ € [T:

e Alg produces an action x) := Alg.act(), where x() € A(X);
e The adversary observes x® and chooses a function £f() € F ;
e Alg updates its internal state according to Alg.update(f()).

We assume that the external regret of Alg with respect to the functions £f(*) is bounded by Rp1g(T):

ExtRegret (X(I:T), f(LT)> < R (7).

Algorithm 1 TreeSwap(F,X',Alg, T, M,d)
Require: Action set X, utility class F, no-external regret algorithm Alg, time horizon T', param-
eters M,d with T' < M?.
1: For each sequence o € ngl{o, 1,..., M —1}""1 initialize an instance of Alg with time horizon
M, denoted Alg, .
2: for 1 <t<T do

3 Let 0 = (01,...,04) denote the base-M representation of ¢t — 1.

4 for 1 <h<ddo

5 ifopp1=---=04=00r h=d then

6: If o, > 0, call Alg, = .update (ﬁ . Z.LS;}f—Md_h f(5)>.

7 Alg, .  .curAction < Alg, = .act().

8 end if

9 end for

10: Output the uniform mixture x(*) := 1 22:1 Alg, , ,.curAction, and observe £),
11: end for -

Theorem 3.1. Suppose that an action set X and a utility function class F are given as above,
together with an algorithm Alg satisfying the conditions of Assumption 1. Suppose that T, M,d €
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N are given for which M > 2 and M% ' < T < M9 Then given an adversarial sequence
£, £fT) e F, TreeSwap(F,X,Alg,T) (Algorithm 1) produces a sequence of iterates x(V ... x(T)
satisfying the following swap regret bound:

SwapRegret(x"7), f(1:1)) < Rpig(M) + 3

TreeSwap (Algorithm 1) simulates multiple instances of the no-external regret algorithm Alg.
These instances of Alg are arranged in a depth-d, M-ary tree. For simplicity, suppose that 7' = M¢,
so that there is one leaf of this tree for each time step. At each time step ¢t € [T, consider the
leaf of the tree corresponding to t. The root-to-leaf path for this leaf may be identified with the
base-M representation of ¢, which we denote by 1.4 = (01,...,04) € {0,1,...,M — 1}? (Line 3).
In particular, for h € [d], o}, indexes the child taken at the hth step in this root-to-leaf path. Each
node along this root-to-leaf path may therefore be identified with some prefix of o1.4, namely o1.;,_1
for each h € [d].

For each t € [T7], the distribution x(*) played by TreeSwap (Line 10) is the uniform average over
the distributions played by the instances of Alg (denoted by Alg, . for h € [d]) at each node along
the root-to-leaf path at step ¢. The instances Alg, = are updated in a lazy fashion, as follows:

every M " rounds t when oy.,_; lies on the current root-to-leaf path, the utility functions f ®) are
averaged and fed to the update procedure of Alg, =~ (Line 6). Thus, each instance Alg, s
updated a total of M times in the course of TreeSwap.

While the above discussion assumed that 7' = M? for simplicity, the proof below considers the
setting of general values of 1" treated by the statement of Theorem 3.1. In particular, the theorem
will typically be applied in the following manner (see Sections 3.1 and 3.2): given some value of T,
we choose M as a function of T' and then let d be chosen so as to satisfy M?!1 < T < M%. As long
as T' is sufficiently large, the resulting value of 3/d will be sufficiently small, which will ensure that
SwapRegret(7') is small.

Proof of Theorem 3.1. For each 1 < h < d, let ¥p,_1 := {o1.p—1 = (01,...,00-1) : 1+ Zg 109"

M9 < T} denote the set of sequence prefixes of length h — 1 encountered over the course
of T' rounds of TreeSwap. (Note that ¥,_; depends on T'.) Consider any sequence o151 =
(61,...,0p-1) € Xjp_1 representing a node in the tree, and define M'(01.4—1) = max{o, €

{0,...,M =1} : o1, € Ep}. Then let x((,ol):h_l, . xgjf’h(”; 1) denote the M’ actions taken by the
algorithm Alg, ~— over the course of the 7" rounds. Moreover, we let T(o1p-1) =1+ Zg 104

M9 denote the first round when ¢y, 1 is encountered, and 7(o1., 1) := max{T,7(01.n 1) +
(M1 _ 1)} denote the last round when 01.,_; is encountered.
We may then bound the total (unnormalized) utility of the learner over the 7" rounds, as follows:

M'(o1.h—1) T(o1.1)

T
> O Z )OSR W S CSGO (7)
t=1

h101h 1€Xh—1  on=0 s=71(01.4)

Now consider any function 7 : X — &X. We define fom : X — R to be the function (f o 7)[s| =
flm(s)], for s € X. Then for x € A(X), we have (f o7)(x) = Esx[f[7(s)]]. The learner’s utility
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under the swap function 7 is given by

T M'(o1:p-1) T(o1:1)
(D o m)(x Z 2 X X emel))
t=1 h lopp—1€Xr-1  0r=0 s=7(o1.3)
1 T(o1:1)
a2 mm 2t <8>
h=10o1.,€X s€r(o1:n)

Subtracting (7) from (8) and using the fact that f(x) € [0, 1] for all f,x, we see that

T
(f(t) o 7r)(X(t)) _f® (X(t))

t=1
1 a1 ?(Ul:hil) M’(Ul:hfl) ?(Ul:h)
S5 X omap| X Pen- 3 ) z;egz@f“)
h=201.p1€X,1 SE€ET(01:h-1) on=0  s=1(o1.3)
1 d—1
<= Mdchrl + Z M - Md*h . RAlgc Z max f(s (s )
dh:Q O1:h—1€EXh_1: 1:h— 1 x*EX
F(o1.h_1)—1(01.h_1)=MI"hTI_1
d=h+1 4 3T
<T- Rug(M ZM Lor. Ryg(M) + 2, o)

where the second inequality above uses the external regret assumption of Alg, ~  for each possible
choice of oy.5—1 (Assumption 1), as well as the following observation: for each 2 < h < d— 1, there
is at most a single sequence oy.;,_1 € Xy_1 for which 7(o1.,—1) — 7(01.4—1) < M4~ _ 1. For such
a sequence o1.;_1, we may trivially upper bound

T(o1n—1) M'(o1:p—1) T(o1:1)
T D SR SRR VD SIS N) P
s€t(01:n—1) or=0  s=7(o1.1)

The final inequality in the display (9) uses the fact that, since M > 2 and 7' > M d=1 1y assumption,
Z;g Afd—h+1 < oMd-1 < 9oT.
Dividing the display (9) by 7' gives the desired regret bound. ]

3.1 Application: swap regret for N experts

First, we show how Theorem 3.1 can be used to bound the swap regret in the “finite experts”
setting: the number of rounds required to obtain sublinear swap regret is only polylogarithmic
in the number of experts N, which improves upon the bound of ©(N log N) rounds from [BM07;
SLO5].

Corollary 3.2. Fiz N € N. Then, letting X = [N] and F = [0,1]IN, for any e € (0,1), there is
an algorithm for which the swap regret is bounded above as SwapRegret(T') < e for any T which
satisfies T > (log(N)/e2)00/),

Each iteration takes at most O(N/e) time, and the amortized runtime over the T iterations is
O(NT). The total space complezity is O(N/e).

14



Proof. Given ¢ € (0,1) and T as in the statement of the corollary, we may choose M = [log(N)/e?],
and d > [1/¢], so that M1 < T < M9,

We then call TreeSwap(F, X, Alg, T, M,d), where Alg is the multiplicative weights algorithm
(denoted MWU), which obtains a regret bound of Ry4(M) < C/log(N)/M, for some constant C.
Then Theorem 3.1 guarantees that

SwapRegret(7") < O (1 / % + é) < O(e).

To get the desired bound of €, we can scale ¢ down by a constant factor.
To bound the time complexity, we need to consider two types of operations:

e Maintaining the cumulative reward vector: at any iteration ¢ € [T the algorithm would
maintain the sum Zzzl (). Since each f(*) is an N-dimensional vector, this takes time
O(N) per iteration and O(NT') total.

o Number of MWU updates: altogether, TreeSwap has O(T'/M) instances of Alg = MWU, each
making M updates, so there are O(7T') updates to all instances of MWU in total. We will show
that each update takes time at most O(NV) below. To do so, note that an update consists of
the following operations:

— Computing the average reward vector that is fed into the MWU instance (Line 6): In
order to update each MWU instance MWU,,,, , in TreeSwap, we have to average the reward
vectors over the M2~ preceding iterations. We say that an instance MWU,, , , is live
at round t if the base-M representation of ¢ — 1 beings with oy.,—1 (i.e., if 01,41 is on
the root-to-leaf path corresponding to the current iteration ¢). Note that at each round
t, there are d live instances of MWU. Since we maintain the current cumulative reward
vector at each iteration, it suffices to save in memory, for each live execution of the
MWU, the cumulative loss up to the time of its last update. Fix any such live instance,
and let £y be the time of its last update: then for this instance, we store 220:1 £(5). Then,
the cumulative loss since the last update is just 22:1 fs — 220:1 5. Since each of these
summands is stored in memory as an IN-dimensional vector, computing the difference
takes O(N) time.

— Computing the next action to take in a single MWU.update call: Each update step of MWU
takes time O(N).

— Computing the uniform mixzture over the actions suggested by the d live MWU instances
at each round (Line 10): To compute this change, we account for the change to each of
the live MWU instances which is updated for each iteration t: for each such update, we
need to perform a O(N)-time operation.

There are at most d = O(1/¢) updates in each iteration, which implies a worst-case runtime
of O(Nd) = O(N/e) and a total runtime of O(NT'), since there are at most O(7') updates in
total, as argued above.

This sums up to an O(NT) runtime total and a maximum of O(N/e) per-iteration runtime. To
bound the space complexity, notice that, for each live execution of an MWU instance, we need to
store the cumulative loss since its last update. There are d such instances, one for each level. Each
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cumulative loss is an N-dimensional vector, which yields a total space of O(Nd). Additionally, we
need to store the current distribution over actions for each MWU instances. This takes space O(N)
per MWU instance and O(Nd) = O(N/e¢) space overall. O

3.2 Application: Swap regret and approximate CE for infinite games

In abstract function classes, the existence of no-external regret learners depend on various dimen-
sions of the class (see Appendix B). In general, for a bounded real-valued function class H, there
exist online learners with regret approaching 0 as 7' — oo if (and only if) its sequential Rademacher
complezity Rr(H) converges to 0 as T — 0o (Theorem B.2). In the special case that H is binary-
valued, the condition that Rp(H) — 0 is equivalent to finiteness of the Littlestone dimension,
LDim(#), of H. In the real-valued setting, 7 (#H) — 0 if and only if the sequential §-fat shattering
dimension of H, SFat(H, ), is finite for all 6 > 0 (see Proposition B.5).

Combining Theorem 3.1 and Theorem B.2, we can show the existence of a learning algorithm
whose swap regret converges to 0 as long as the learner’s action set has vanishing sequential
Rademacher complexity. Since we denote the learner’s action space by X and the space of re-
ward functions by F C [0,1], the relevant function class is the class {f — f(x) : = € X}; we
denote this class by X', with slight abuse of notation.

Corollary 3.3. There is a constant C' > 0 so that the following holds. Suppose that X, F are given
as above, and let € € (0,1) be given. Define Tx(€) := infren{7 : R (X) < €}. Then for any T >
(7'6/0(.;\,’))0/E there is an algorithm for which the swap regret is bounded as SwapRegret(T) < e.

Proof. We use Theorem 3.1 with action set given by X and the function class given by the convex
hull of F, denoted co(F). Accordingly, define X C [0,1]°%) by X := {f — f(z) : & € X}, where
the domain for X is co(F).

Theorem B.2 gives that Assumption 1 is satisfied by some external-regret algorithm Alg with
Raig(T) < 2R7(X). As a straightforward consequence of Jensen’s inequality and Definition B.1,
we have that Rp(X) < Rp(X) (in fact, equality holds). Thus, applyying Theorem 3.1 with
M = 1x(e/C) a choice of d satisfying M9~' < T < M? we obtain that, as long as C' is sufficiently
large, TreeSwap(co(F),X',Alg,T') obtains SwapRegret(T') < e. O

By Proposition B.5, we obtain the following immediate corollary.

Corollary 3.4. Consider X, F as above, and suppose ¢ € (0,1) is given. Then we have the
following:

o If F is binary-valued and LDIim(X) = L, then for all T satisfying T > (L/e)°/9), there is
an algorithm certifying SwapRegret(T') < e.

e [f SFat(X,0) < O(67P) for some p € [0,2), then letting I = fol /SFat(X,0)dd, for T >
(I/€)O1/9) there is an algorithm satisfying SwapRegret(T) < e.

Remark 3.5. Recall that our algorithm plays a distribution over actions in each round. In infinite
action-spaces, distributions can be infinitely-supported. Yet, for the classes considered in Corol-
lary 3.4, uniform convergence holds. This means that any infinitely-supported distribution can be
replaced by a uniform distribution over a sufficiently-large i.i.d. sample.
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Next, we utilize the fact that if each player uses a learning algorithm with swap regret bounded
by €, then the empirical average of their joint strategy profiles is an e-approximate CE. Since there
is a learning algorithm with respect to X', F as above with swap regret converging to 0 as long as
Ry (X) — 0as T — oo by Corollary 3.3 (which, in turn, by Proposition B.5 holds if SFat(X, d) < oo
for all § > 0), we obtain the following as a further corollary:

Corollary 3.6. Let (S, A) be an m-player game. Suppose either of the below conditions hold:
e Rp(S,A) = 0 as T — oo (which, in turn, holds if SFat(S, A,d) < oo for all § > 0);
o (S, A) is binary-valued and LDim(S, A) < occ.

Then (S, A) has an e-CE for all € > 0.

3.3 Application: query and communication complexities of computing corre-
lated equilibria

Algorithm 2 CommCE(Ay,..., A, ¢€,0)
Require: m-player, N-action normal-form game specified by payoff matrices Ay,..., Ay, : [N]™ —
[0, 1], real numbers €,§ € (0,1).

1: Set L <+ w, M = [log(N)/€*], d = [1/€], and T = M?, for a sufficiently large
constant C.

2: Let MWUSamp denote the following variant of the multiplicative weights algorithm MWU on action
set [N]: it is identical to MWU, except when MWU would play y®) € Ay, MWUSamp samples
ai,...,ay ~y® and plays y := L Z;V:1 ea; € AN.

3: Each player i initializes an instance TreeSwap; of TreeSwap(F;, X', MWUSamp, T, M,d), where
X = [N], Fi = {ai = Ea_in[Ai(ai,a,i)] I pc A[N}mfl}.

4: for 1 <t<T do

5: for Player 1 < <m do

6: Player i receives a distribution over actions at round ¢, xl(-t) € Ay, from TreeSwap;,.
T: Send xl(.t) to all other players.

8: end for

9: For ¢ € [m], define ugt) € [0,1]" by, for a € [N], uZ(.L) [a] <~ E W#i[Ai(a,a—i)].

10: For i € [m], update TreeSwap,; with the function x — (x, ugt)>.

11: end for

12: return the distribution Z;‘,P:l(xgt) X oo X xﬁfﬁ) € Apyym-

In this section, we discuss corollaries of Theorem 3.1 for communication and query-efficient
protocols for computing correlated equilibria in normal-form games. We begin with communica-
tion complexity (Definition 2.7): we show that for ¢ = O(1) and m = O(1), the communication
complexity of computing an e-CE in a m-player normal-form game is poly log N, where N denotes
the number of actions per player. In contrast, the best known prior bound was O(N ), using the
sublinear swap regret algorithm of [BMO07] (see also [Bab20]).

Corollary 3.7 (Communication complexity of CE). Let N, m € N be fized and suppose A1, ..., Ap :
[N]™ — [0,1] are the payoff matrices of an m-player N -action normal-form game G. Then for any
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€,0 € (0,1), there is an algorithm which outputs an e-CE of G with probability 1 — 6, for which the
communication complezity is (log(N) /)9 . O(m? log(m/9)).

Proof. We show that the algorithm CommCE(Aj, ..., An, €, d) (Algorithm 2) has the desired prop-
erties. Algorithm 2 works by having each player ¢ € [m] run an instance TreeSwap; of TreeSwap
(Algorithm 1). Each instance TreeSwap, is used with action set equal to X = Ay, and with func-
tion class F; = {ai = Eq ,~pldilai,a—;)] : p€ A[N]m—l}. Note that F; is a convex hull of at most
N™"1 yectors. Moreover, the external regret algorithm used in the TreeSwap, instance is a variant

(M) actions from the distribution played

of multiplicative weights which samples L = O
by MWU at each round (see Lines 1 and 2 of CommCE). As in Algorithm 2, we let the distribution
played by agent ¢’s instance TreeSwap,; be denoted by th) € Ay.

Fix ¢,0 € (0,1). As in Algorithm 2 we define, for each i € [m] and t € [T,
(®)
u, [a] ==

u” € [0,1]V by
Ea xl?) it [Ai(a,a_;)] for a € [N]. We choose M = [log(N)/e%], d = [1/€], and T =
(

M?. Recall that each algorithm TreeSwap, used in CommCE is an instance of TreeSwap(F;, X', MWUSamp, 1", M, d).

Step 1: correctness. First, we show that the instances of MWUSamp(M/), when used in the
context of TreeSwap; for each player i, satisfy Assumption 1 with high probability. Note that
each instance of MWUSamp(M ) used in player i’s instance of TreeSwap is applied with action set
X = [N] and function class F; = {a; = Eo_,~p[Adi(a;,a—;)] : p € Apm-1}. Consider the
execution of MWUSamp(M) with X, F; against an adaptive adversary: let vy, Ly e Ay
denote the actions of MWUSamp(M), u(l), .. ,u(M ) denote the induced utility vectors of the ad-
versary (namely, if the adversary plays p® e A[njm-1, then the induced utility vector is ul® =
E,_,p®
algorithm from which ¥ are sampled. The guarantee of multiplicative weights ensures that
maxy«eay Yoy ((v5u®) — (y® ul®)) < O(VMIogN) < O(e - M) (with probability 1). Ho-
effding’s inequality together with the choice of L in Line 1 of Algorithm 2 (as long as C' is suffi-

ciently large) and a union bound over t € [M],a_; € [N]™~! ensures that with probability at least
1—- 6/(mT)7

[A;(-,a—;)], and let yW .y e Ay denote the actions of the multiplicative weights

max max
te[M]a_;e[N]m—1

0~y Al a)| <.

Thus, under this event occurring with probability 1 — §/(mT'), the external regret of the instance
of MWUSamp(M ) may be bounded above as follows:

M M
1 £ OV _ (v® o)) < 1 S _ o O] <
ygéagNM;(@,u )=y, u >>‘O(€)+Mt_zl<y ¥y, u®)| < 0().

Note that the total number of instances of MWUSamp(M) used in TreeSwap, is 1+ M +---+ M3~ <
M® = T. By a union bound over all these instances, under some event & occurring with probability
1—6/m, the external regret of all instances may be bounded above by: Ruyysanp (M) < O(€). Thus,
Theorem 3.1 yields that, under &;, the swap regret of TreeSwap; may be bounded above as follows:

NN T Z Z Vla (t [m(a)] — uz(t) [a]) < O(e).
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Under the event £ N---NE,, (which occurs with probability 1—4), it follows that, for each i € [m],

1 T

max — Z <Eai/Nx(,t) virep (Ai(m(ai), a) — Ai(a, .. ,am))>

m:[N]—[N] T —
- O] - (0P (a)] — ulV[a]) <
[%%N]TZZX (@)~ 1)) < O(0)

which implies that %Z;‘P:l(xgt) X oo X xﬁ,?) is an O(¢)-CE of G. The claimed result follows by
rescaling € by a constant factor.

Step 2: communication cost. Note that the distributions output by each instance of MWUSamp

are L-sparse, and that the distributions p( ) chosen by each instance TreeSwap; are mixtures of d =
O(1/¢) outputs of instances of MWUSamp (see Line 10 of Algorithm 1). Thus, for each i € [m],t € [T],

xgt) is O(L/e)-sparse, and thus can be communicated with O(L log(N/¢)/€) bits.” Hence the total
communication cost is O(T'mLlog(N/e)/e), which may be bounded as follows:

/e (1/¢)
TmDlog(N/e)je < O <m2 log(N/¢) log(TN'm/6) <logN>C ) < Ot log(rn)5) <10gN>O o,

€3 €2 €
O

As a corollary of Corollary 3.7, we obtain that there is a computationally efficient algorithm to
compute a poly log N-sparse e-CE in O(1)-player normal-form games. Prior to the present work,
the smallest sparsity obtained by any efficient algorithm was O(N) [BBP14].

Corollary 3.8 (Efficient computation of sparse CE). For any N -action m-player game and €,6 €

O(m+2)
(0,1), there is an algorithm which computes a (M) " -sparse CE in time poly(N™, (log(N)/e)P(/€))
with probability at least 1 — 4.

Proof. We simply run the algorithm CommCE, which clearly runs in the claimed time. The sparsity
of the returned solution is

T-(L/e)" <O ((leOg(TNm/5)>m, <log(N)>C/E> . (M)OW%)'

€2 €2 €
O

Next, we proceed to our corollary for query complexity (Definition 2.6): we show that for
e = O(1) and m = O(1), the query complexity of computing an e-CE in an m-player normal-
form game is poly log IV; the best known prior bound was O(N 2), using the sublinear swap regret
algorithm of [BMO7] (see also [Bab20]).

“We may assume that only O(log(1/e)) bits of each nonzero entry of th) are communicated; the loss from not
communicating the lower order bits is bounded by e.
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Corollary 3.9 (Query complexity of CE). Let N,m € N be fixed and suppose Ay, ..., Ap, : [N]™ —
[0,1] are the payoff matrices of an m-player N -action normal-form game G. Then for any €,6 €
(0,1), there is an algorithm which outputs an e¢-CE of G with probability 1 — &, which queries at
most (log(N)/e)°1/9) . O(mN log(m/5)) entries of the payoff matrices A;.

One approach to proving Corollary 3.9 is to use a minor modification of the CommCE algorithm;
however, we can save a factor of m in the query complexity by using a slightly different approach.

Proof of Corollary 3.9. Fix €¢,6 € (0,1). We show that the algorithm QueryCE(A1,...,An,¢€,0)
(Algorithm 3) has the desired properties. The algorithm QueryCE operates by having each player
i € [m] run an instance of TreeSwap, denoted by TreeSwap,. Each instance TreeSwap, is used with
action set X = Ay, with function class F = [0,1]I¥ = {a +— u[a] : u € [0,1]"}, and with the
external regret algorithm set to multiplicative weights, MWU. Let xz(.t) € Ay denote the distribution
played by each TreeSwap, instance at round ¢.

Define, for each 7 € [m| and t € [T}, ugt) € [0, 1]V by ugt) [a] :=E_ aprex® Vit [Ai(a,a;)] for

a€[N]. u ( ) represents the “ideal” utility vector that would be passed to each TreeSwap; instance

()

at round t. Computing u;’ exactly would take too many queries to the payoffs A;, so instead

QueryCE computes an approximation of them: in particular, it samples L = O(M(ZM) actions

from each x( ) and uses these samples to compute an empirical estimate ﬁl(.t) of uz(.t) (Line 9).

Hoeffdlng s inequality together with the choice of L in Line 1 of Algorithm 3 (as long as C' is
chosen sufficiently large) and a union bound over ¢t € [T],i € [m], and the N coordinates of each
utility vector, ensure that, under some event £ occurring with probability 1— ¢ over the execution of
CommCE, for all i € [m] and ¢ € [T, it holds that ||uz(.t) A(t loo < €/4. The guarantee for TreeSwap;,
(Theorem 3.1, which with the settings of the parameters used in QueryCE becomes exactly Corollary
3.2) together with the choice of T', M, d in Line 1 ensures that, for each i € [m],

e szt - (8 () - a0]) < /2.

Under the event &, it then follows that, for each i € [m)],
( o) e (A0, 02) = A, ) )

3o 1 (ur )] = ) < e
=1

[N]H[N]

T
[N]—>[N Z
w2

which implies that 7 Zthl(xgt) - X xﬁn)) is an e-CE of G.
The total number of queries made in the course of QueryCE (in Line 7) is

log N> 0(1/¢)
= .

NL-Tm <O <leog(TNm/5) _ <logN
€

)C/j < 0(mlog(m/5) -

€ €
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Algorithm 3 QueryCE(Ajy,..., An,€,9)
Require: m-player, N-action normal-form game specified by payoff matrices Ay, ..., Ay, : [N]" —
[0,1], real numbers €,d € (0,1).
1: Set M < CISZgN, d<+ [C/e], T + M? and L + w, for a sufficiently large constant
C.
2: Each player i initializes an instance TreeSwap; of TreeSwap(F, X', MWU, T, M, d), where X = Ay,
F:={aw ufa] : ue[0,1]V}, and MWU denotes the multiplicative weights algorithm.

3. for1 <t<Tdo

4: for Player 1 <i<m do

5: Player i receives a distribution over actions at round ¢, xgt) € Ay, from TreeSwap;,.

6: Sample L actions from xgt), denoted a;1,...,a;r.

7 Define 0" € [0, 1] by, a{[j] « & 3L | Ai(j, (ai ¢)ir2i) by making NL queries to A;.
8: Update TreeSwap,; with the function a; — ﬁgt) [a;].

9: end for

10: end for

11: return the distribution Z?Zl(xgt) X +ee X xﬁf)) € Apym-

3.4 Application: extensive-form games

In this section, we use Theorem 3.1 to efficiently compute e-CE in extensive-form games in poly-
nomial time when ¢ = O(1). We begin by briefly introducing the terminology and notation for
extensive-form games. An m-player extensive-form game (EFG) G is specified by a tree T, where
the children of each node h of 7 are indexed by a set of actions A(h) at the node h. To each
non-leaf node h of T is associated some player in [m] U {ch}, where ch denotes the chance player,
which plays actions at each of its nodes according to some fixed probabilities. For each i € [m],
player i’s nodes are partitioned into information sets: nodes in the same information set cannot be
distinguished by player i. We assume perfect recall, which means that each player does not forget
any information (i.e., distinct information sets cannot have as descendents two nodes in the same
information set). Letting the set of leaves of 7 be denoted by Z, the specification of the EFG is
completed by functions w; : Z — R for each i € [m], which describe each player’s utility received
upon reaching each leaf.

Let Z; denote the set of information sets of player i; for an information set I € Z;, let A(I)
denote the set of actions available at each node of I. A policy or (normal-form plan) for player i
in the EFG G is a function 7; which maps each I € Z; to some element of A(I). We denote the
set of policies of player ¢ by II;. An EFG may be viewed as a normal form game where player
i’s action set is II;, and her value function is Vi(mi,...,mp) = > cz ui(2) - p(2) - [jepm p™ (2),
where p(2) denotes the probability that the chance player takes a sequence of actions consistent
with reaching z, and p™ (z) € {0, 1} denotes the indicator of whether 7; takes a sequence of actions
consistent with reaching z.

Sequence-form polytope. A sequence for player i consists of either (a) a pair (I,a), where
I €Z; and a € A(I); or (b) the empty sequence (). The set of sequences for player i is denoted by
Y;. For an information set I € Z;, we let 0;(I) € ¥; denote the unique sequence for player 7 which
leads to I (which is unique by perfect recall). Similarly, for a leaf z € Z, let 0;(z) € X; denote the
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unique sequence of player ¢ which leads to z. Existing external regret algorithms for learning in
EFGs make use of the sequence-form polytope Q; for each player i, defined below:

Qi:=SqeR” : qlf] =1, qlos(I)] = Y ql(I,a)] VI €T
acA(I)

Each element q € Q; corresponds to the following distribution P(q) over policies II;: at each infor-
mation set I, sample action a € A(I) with probability EEEII(?)))], independently at each information

set.'’ The key property of P(q) is that for all z € Z,

qloi(2)] = Er,wpq)[P™ (2)]- (10)

We let A; := maxjez, |A()|. The following result establishes a guarantee for efficient external
regret minimization in EFGs, thus verifying Assumption 1:

Theorem 3.10 (Theorem 5.5 of [FLLK22]). There is an algorithm running in time poly(|Z;|, A;)
which, given sequentially an adversarial sequence u®, . u® e [0, 1], produces a sequence
q(l), . ,q(T) € Q; satisfying the following external regret guarantee:

s 3 (1" ) — (0. < (VEETwRAI/T).

*e .
qQ*€Q; i1

Theorem 3.10 improves the classical guarantee of counterfactual regret minimization [ZJBPO7,
Theorem 4], which obtains a regret guarantee of O(|Z;|\/A;/T"). We may now combine Theorems 3.1
and 3.10, as follows:

Theorem 3.11. Given an m-player extensive-form game G, write I* 1= maX;c[y |Z;| and A* :=
maX;e(y, A;. For any € € (0,1), there is an algorithm running in time poly(m, A*, (I* log A*fe)e)
which outputs an e-approzimate (normal-form) CE of G.

Proof. Fix T = (I*log A*/€)¢/¢ for a sufficiently large constant C. For each i € [m], write F; :=
co({m = Vi(ms,m—;) + m—; € [[;1; IIir}), where co(-) denotes the convex hull. We let each player
i run the algorithm TreeSwap(F;,I1;, Alg;, T"), where Alg; is the algorithm of Theorem 3.10, with
appropriate pre-processing and post-processing modifications (due to the fact that the algorithm
of Theorem 3.10 does not technically speaking play actions in A(II;) nor does it receive as feedback
functions in F;). After describing these modifications, we will apply the guarantee of Theorem 3.1
with M = w, and d chosen so that M1 < T < Md, so that d > 1/e.

To avoid confusion, we denote rounds of execution for each TreeSwap, instance by s € [T, and
rounds of execution for each Alg; instance (used within TreeSwap;) by t € [M]. We next describe
the pre-processing and post-processing modifications for Alg;:

Q=

e Post-processing for Alg,: At each round t of execution of Alg;, it produces a vector q,

A(Q;); it passes P(ql(.t)) € A(II;) for use in TreeSwap.

10This distribution over policies may have support which is exponential in |Z;|; there is also an equivalent distri-
bution over policies which is guaranteed to have polynomial-size support, which can be computed efficiently: see
Theorem 4 of [CMBG19].
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e Post-processing for TreeSwap;: At each round s of execution of TreeSwap,, the algorithm
TreeSwap, produces a distribution PY ¢ A(I1;), which, by the post-processing for Alg;

1
described above and Line 10 of Algorithm 1, can be expressed as a uniform mixture of the
form PZ(S = dzh 1 P(q; (s, h)) € A(IL;), for vectors is’h € Q;. Given the distributions
P( *) for each i € [m], we need to produce a function f( *) ¢ F; to give as feedback for each

TreeSwap; instance. To do so, we define q _(s =3 Zh 1 q(s M and then define

£ () = Vi(mi, m-4)]. (11)

E N\ s
'ferP(qg- )) Vj#i

e Pre-processing for Alg;: Each Alg,.update procedure in TreeSwap is passed as input an

average f of elements f(®) € F; (in Line 6). For each of these elements fi(s), we compute some
() ¢ (s)

€ [0,1]*¢, as defined below, and then average these vectors u,;”’, producing some
u € [0, 1]Z . The resulting average vector u is then passed to the algorithm of Theorem 3.10.

s)

vector u,

By construction, each fi( may be written of the form in (11). For each such fi(s), Alg, com-

putes the utility vector uz(-s) € [0,1]* defined by ugs) [0:(2)] == ui(2)p"(2) | [« E P(d<s))[p7rj(z)]
T N
(5)[

for leaves z, and u; "’ [o;] = 0 for all other sequences o; € 3;. Since each distribution P((]g.s))

randomizes independently at each information set, it is clear that E_ P(q(s))[p”j (2)], and
ARSI ¥}

thus ugs), can be computed in polynomial time.

Note that, for each q; € Q;, we have

(i uf”) =3 wi(2)pM () E i p(a 07 (2)] - HEWJNP( o P (2)]

2€Z ji

:]ETrz‘NP(q'L)EWij(q;S)) Vi [W(Wl? ce ,Wm)]. (12)

We claim that Alg;, as defined above, satisfies the external regret bound of Assumption 1. To prove
‘(1) f(M )
€

this, consider any instance of Alg; in TreeSwap, and consider an adversarial sequence f;
F; passed to Alg;. Each f; £ may be written as an average of functions f; f(th) , of the form f; (t h)( i) =

E PEtM) vj 7é.[Vz(mﬂr,i)], where ql(. h e g (this is exactly the form of (11)). Accordingly, let
TG~ i 1

a®, ... alM) ¢ [0, 1]21' denote the vectors produced by the above pre-processing procedure for
Alg,, and recall that, for t € [M], P(qgt)) € A(II;) denotes the post-processed action distribution
produced by Alg;. Then we have

M M

FO (xy _ () — x SO\ (t) (1) - —
ggﬁitﬂ (f (75) = B pa)f (m)) gfle%it_zl(ﬁ,u ) —(q;”,u )go( IZ; Tog (A7) M),

where the equality uses the fact that each 771(5) € II; can be expressed as P(q*) for some q* € Q;,
as well as Equations (11) and (12), and the inequality uses Theorem 3.10. Thus, each Alg; satisfies

Assumption 1 with Ryg (M) = O ( |Z:| 103(Ai)/M>-
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Then by Theorem 3.1, each player’s swap regret may be bounded as follows:

1 & .
e A3 B, <ijij(5> w#[%@(m)m—i)—W(mm_m)

—1L s=1 m;€ll;
1 T
= 23 5 PO (B, vy V00 7-0) = Vitrs )

S S S 3
= max >0 > PO () (£ 6(m)) — £ [mi]) < 5 +0 <m?x [Z:[ log (4;) /M> < 0(e),

where the first equality uses the definition of qgs) and the fact that E [P (2)] = E [P (2)]
7rj~P(qj ) 7rj~Pj

for all leaves z € Z (by (10)), the second equality uses (11), and the first inequality uses the guar-
antee of Theorem 3.1. By rescaling € by a constant factor, we see that each player obtains swap
regret of at most €, meaning that 23:1 Pl(s) x - x P e A(IIy x -+ x II,,,) is a (normal-form)
e-approximate CE of the EFG. O

3.5 Application: bandit no-swap regret algorithm

Algorithm 4 BanditTreeSwap(N,T, M, d)
Require: Action set [N], time horizon T, parameters M, d with T/N < M<.

1: For each h € [d] and sequence o € {0,1,...,M — 1}"7! initialize an instance of
Exp3Multi(N, M, M~'/2 K—'7-Y/6 K) with K = % and time horizon M, denoted
Exp3Multi,. (See Algorithm 5.)

2: for 1 <t<T do

3 Let 0 = (01, ...,04) denote the base-M representation of |5t
4 for 1 <h<ddo
5: ifopp1=---=04=0o0r h=d then
6: If op, > 0, set Exp3Multi,  .curDistribution <- Exp3Multi, = .update().
7 end if
8 end for
9 Sample h() ~ [d] uniformly at random.
10: Output an action a*) ~ Exp3Multi, @ .curDistribution.
1:h\") -1
11: Observe reward u®[a()], and call Exp3Multi, » storeSample(a®, u®[a(M)]).
1:h\")—1

12: end for

In this section, we discuss an application of our techniques in TreeSwap to the bandit setting.
The bandit setting with a finite number of arms is identical to the “INV experts” setting of Section 3.1,
with the exception that the learning algorithm has to choose a single action a® ¢ [N] at each round
t. As feedback, the learner only sees the coordinate of the utility vector which it selected at round ¢:
in particular, if the adversary plays u® € [0,1]", the learner observes only u®[a(Y)] (as opposed to
the entire vector u(t)). In the bandit setting, the swap regret is defined exactly as in Definition 2.2
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with the distributions x() interpreted as singletons on a®: explicitly, we have

T
SwapRegret(a"T), uT)) = sup 1 (u(t) [r(a®)] —u® [a(t)]> )
mN=N T =

When the context is clear, we abbreviate SwapRegret (1) = SwapRegret (a5, ut1)), [BM07]
showed that any algorithm in the bandit setting which achieves SwapRegret(7') < e requires

T > Q (g) rounds; this bound was improved to T > Q (NIOQgN) by [[to20]. The best upper

€

bounds were larger by a polynomial factor: [BM07] showed that it suffices to have ' < O (W)

which was improved to T' < O (N2 ig’gN) by [[to20; JLWY22], still leaving a quadratic gap from

the lower bound of [BM07].}* Our upper bound in Theorem 3.12 below closes this quadratic gap
up to polylog N factors in the setting of constant e. Finally, for simplicity, we state and prove
Theorem 3.12 for an oblivious adversary, as is somewhat standard in the adversarial bandit setting
[LS20]. However, our techniques extend readily (with some more cumbersome notation) to the
adaptive adversary setting.

Theorem 3.12. Let N € N, € € (0,1) be given, and consider any T > N - (log(N)/e)?/9). Let
u(l), . ,u(T) be a fized (deterministic) sequence of reward vectors (i.e., produced by an oblivious
adversary). Then there is a bandit algorithm which, at each time step t, plays an action a® and
observes only u® [a(t)}, for which the expected swap regret may be bounded by

E[SwapRegret(a*"), ultT))] < .

Theorem 3.12 is proved using a variant of TreeSwap, namely BanditTreeSwap (Algorithm 4).
BanditTreeSwap operates in a similar manner to TreeSwap, namely by choosing M, d so that T' ~
M? and then constructing a M-ary tree of depth d, at each node of which lies a bandit no-external
regret algorithm, which we instantiate as Exp3Multi (Algorithm 5), discussed below. Due to the
challenges of the bandit setting, the semantics of the algorithm Exp3Multi are slightly different
from those of the external regret minimizer Alg used in TreeSwap. In particular, each instance
Exp3Multi operates over multiple rounds (when 7' = M? in the context of BanditTreeSwap, the
number of rounds for each Exp3Multi instance will be M). Within each round s, Exp3Multi fixes
a distribution p®) € Ay and draws several actions a(*%) ~ p(). It is then given samples of the
form (a®%), u(*5)), for scalars u(*) € R.

To process these samples, we assume that Exp3Multi has the following subprocedures:

e A procedure Exp3Multi.storeSample(a,u), which stores the sample (a,u) € [N] x R in a
memory buffer for the current round.

e A procedure Exp3Multi.update(s), which takes as input the current round index s (so that
1 < s < M in the context of BanditTreeSwap) and uses the samples stored in the cur-
rent round s to compute a distribution over actions pGth e [N] to be played in the
subsequent round. Exp3Multi.update(s) then returns this distribution pGt). Note that
Exp3Multi.update(s) always marks the end of the current round s and the beginning of
round s + 1.

""We remark that the upper bound of [to20] bounds only the weaker notion of pseudo-swap regret.
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Instantiation of Exp3Multi. The algorithm Exp3Multi (Algorithm 5) is a variant of the algo-
rithm EXP3-IX which obtains sublinear regret for the adversarial bandit problem (see Chapter 12 of
[LS20]).12 The update procedure of Exp3Multi is similar to that of EXP3-IX: suppose Exp3Multi
was given samples for round s of the form (a(57k),u(57k)) for 1 < k < K®), where K denotes the
total number of samples in round s. Each scalar u(5*) should be interpreted as the a(5*)-th entry
of some reward vector u(®*) ¢ [0,1]Y, namely u(**) = u*)[a(*)]. Then Exp3Multi.update(s)
constructs an importance-weighted estimator of Zf:l) uls:k) (Line 11), and uses this importance
weighted estimator to compute a multiplicative weights update to produce psth (Line 13).

We will show that, for all instantiations of Exp3Multi in BanditTreeSwap, the value of K ()
for all rounds s, will be bounded below by Q(N) with high probability. Thus, at a high level, one
can think of each round of Exp3Multi as an attempt to “simulate” a full-information update of
the exponential weights algorithm: the K () = Q(N) steps within round s allow one to construct

an estimator 0(®) of the utility vector Zfz(sl) u®*) whose entries generally have variance O(1). A
key challenge in analyzing Exp3Multi is that the distribution p(*) (from which the actions alk-s)
are drawn) is not uniform; thus, one must carefully account for the fact that some entries of the
estimator G(®) may have large variance.

Below we state the main technical lemma in the proof of Theorem 3.12. In turn, its proof makes
use of an external regret bound for Exp3Multi, which is stated below in Lemma 3.14.

Lemma 3.13. There is a constant C' > 0 so that the following holds. Let N, T', M,d € N be given
so that T is a multiple of N, and MY < T/N < M?. Let u®, . u® e 0,11V be a fived
(deterministic) sequence of reward vectors (i.e., produced by an oblivious adversary).

Then the expected swap regret of BanditTreeSwap(N, T, M,d) (Algorithm 4), which produces a

sequence of actions aW ... aT) € [N], may be bounded as follows:
: . 3T log*(N)  CdT?
T - E[SwapRegret (o), u )] < = +C+\/TN1og(NT) +C -T - 01%4 1(/6) + e~ N/(3)

First, we prove Theorem 3.12, assuming Lemma 3.13.

Proof of Theorem 3.12. Fix e > 0, and let T = N - (log(N)/e)€0/¢, for a constant Cj to be specified
below. By increasing 1" by at most N, we may assume without loss of generality that T is a
multiple of N. Moreover, note that [JLWY22, Corollary 25]'® establishes that there is an algorithm
achieving expected swap regret E[SwapRegret(7)] < O(Ny/log(N)/T); in particular, given € €
(0,1), if we take T > Oy - N2log(N)/e?, for a sufficiently large constant C; > 0, we obtain
E[SwapRegret(T)] < e. Thus, we may assume from here on that e is chosen so that T'= N -
(log(N)/e)0/¢ < C1N?log(N)/€e*. As long as Cy is sufficiently large, this inequality only holds
when € > 1/log(N).

Let C denote the constant in the statement of Lemma 3.13, define M := [C®log!?(N)e %], and
choose d > [¢7!] so that M9~! < T/N < M? (such a choice of d is possible by our choice of T' =
N-(log(N)/e)“0/¢, as long as Cj is chosen sufficiently large). Note that d < 1+log(T/N)/log(M) <
20, /€ - log(log(N)/e) < 4Cylog(N) -loglog(N) < Cyv/N /3 < CaN for a sufficiently large constant
Cs.

12\We use EXP3-IX instead of the more well-known algorithm EXP3 because we wish to obtain high-probability
bounds, which EXP3 does not guarantee [LS20, Exercise 11.6].
1311 particular, set H = 1 in the statement of Corollary 25.
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Algorithm 5 Exp3Multi(N,7T,n,v, K)

Require: Action set [N], time horizon T, step size n > 0, parameters v > 0 and K € N.
1: Initialize L") = 0 for all a € [N] and p™M) « Unif([N]).
2: for round 1 <t <7 do

3: Let K® € N denote the number of samples in round t. > K®) need not be known prior to
the round.

4 for step 1 <k < K® do

5 Play action a,(f) ~ pW, and receive u,(f) = ug) [a,(f)].

6: Call ExpBMulti.storeSample(a,(f), u,(:)).

7 end for

8 Set p(+1) < Exp3Multi.update(t).

9: end for
10: function Exp3Multi.update(t)

(L K® [ 1{a{P=a}-(1—ul?
11: For a € [N], define v = + 3 < {a’“p(t?[}a}(+7u’“ ).

12: Define L « £8Y 7Y for all a € [N].
13: return the distribution p € Ay defined by, for a € [N],

exp (—niff))
p[a] = Z{)V:l oxp (777121(),5)) .

14: end function

15: function storeSample(a,u)
16: Store (a,u) in memory.
17: end function
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Then by Lemma 3.13 with the chosen values of M,d, we obtain a (normalized) swap regret of

3 Clog*(N) _ CdT? _y/sa)
E—I—C’ Nlog(NT)/T + AL/ N ¢

<de + C\/log(NT) - (T/N) /* + CCy(C1N*log(N) /é*)?e N/ B
<de + C\/log(NT) - (T/N)~Y* + CCy(C1N?1og®(N))2e~ VN < Cse,

where the last inequality holds for a sufficiently large constant C3 and it uses the fact that
1/log(N) < e. The theorem statement follows by rescaling e by a factor of Cs. O

The proof of Lemma 3.13 proceeds in a similar manner to that of Theorem 3.1, with the added
complication that we need to ensure that the empirical estimates derived from the sampled actions
a® in BanditTreeSwap concentrate to their means.

Proof of Lemma 3.13. For each 1 < h < d, let X371 = {o1.p-1 = (01,...,00-1) : 1+ N -
22;11 og- M d=9 < T} denote the set of prefixes of sequences of length h — 1 encountered over the
course of T' rounds of BanditTreeSwap. (Note that X5 1 depends on T'.) Consider any sequence

o1h-1=(01,...,04-1) € Ej,_1 representing a node in the tree, and define M'(c1.;,_1) := max{oy €
{0,...,M—1} : o1, € 3} Then let Xg(i):}hl, . X%L(‘” 1) denote the M'(o1.,—1) distributions

chosen by the algorithm Exp3Multi, = over the course of the 7" rounds (i.e., the M'(o.-1)

different values taken by Exp3Mu1ti01:h71.curDistribution). For h > 0, we let 7(01.p) :=1+ N -
EZZI gg - M9 denote the first round when o1, is encountered, and 7(oy.;) := max{T,7(c1.3) +
N - M9=h" — 1} denote the last round when o1, is encountered. Finally, write

T(o1p) = {t € [r(orn), Flow)] : AD —1=h— 1}
M'(o1:n-1)

?(Ulzh—l): U T(O’lzh):{t [ (Ulh 1) (Ulh 1)] : h(t)—lzh—l}.
=0

Notice that the only randomness used in BanditTreeSwap is the draws of A, a() in Lines 9 and
10. Accordingly, let F(!) denote the sigma algebra generated by {(h(®), a(s))}gzl. We let E;[-] denote
expectation conditioned on F®*). Given t € [T] for which the binary representation of S iso=
(01,...,04), let p := 1L Zh 1X¢(7ZZ3_17 so that, conditioned on FU=Y, a® ~ p® . (This uses the
samphng procedure for a(t) on Line 10 as well as the definition of Exp3Multi, = .curDistribution
on Line 6.)

First, we expand the total (unnormalized) reward of the learner over the 7" rounds, as follows:

M'(o1:n—1)

T
; u® [a(t) Z Z Z Z (13)

h=1lo01.p1€3p1 0or=0  s€T(o1.1)

Now consider any function 7 : [N] — [N] and § € (0,1). For u € [0,1]", define (7 ou) €

[0, 1]Y by (7 o u)[a] := u[r(a)]. The learner’s total reward under the swap function 7 is given by
S ur(a®)). For each t € [T], we have that, B, [u®@[r(aV)]] = (p®,7 0 u®). Thus, by
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the Azuma-Hoeffding inequality, we have that, for any 6 € (0,1), with probability 1 — ¢ over the
randomness in BanditTreeSwap,

T

> uPr(@®)] - (p¥, 7 ou)| < C\/Tlog(1/0), (14)

t=1

for a sufficiently large constant C.
Next, we expand

For each o1, and s € [7(01.), T(01.1)], we have that

1
GO mou®) = Boy 1RO — 1=} () moul)]
where the statement () — 1 = h is to be interpreted modulo d (i.e., we have 0 = d). Thus, for
each s € [T, letting the binary representation of |52 | be oy.4, we have
=
y <xg°;hh) 1,7rou ZES 1 [l{h(s 1=h}-(x ((;ihh 1,7rou(s)>] .

>
Il

1

Thus, by the Azuma-Hoeffding inequality, with probability 1 — J,

> Z (k) moul)) — Y Z 1{h) —1=h}- () | woul)| < C\/Tlog(1/5),
s€[T] s€[T]  h=1
ora="5"] ora=| 5]

(16)
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for a sufficiently large constant C'. We moreover have that

S S0 1 a ) o)
s€[T] h=1
01-d2:LS_1

T(o1:1)

_Z Z Z 1{n® —1="h}-(x (O'hh) 1mou(S))

h=101.,EX} 5= T(o’l h)

7(01:h-1)

—Z 3 S —1=h-1} (x5 woul)

h=201:p_1€Xp—1 s=7(01:n—1)

d
= Z Z Z <x$j{’; 12) , T O u(8)>

h=201.n—1€Xh—1 s€T (01:1_1)

d
22 a2 a

h=2 0'1;h7162h71 SE?((J’l:hfl)

Fix any § € (0,1). It follows by a union bound over all 7 : [N] — [N] in (14) and (16) as
well as (13), (15), and (17) that under some event & occurring with probability 1 — 6/3, for all
™ [N] = [N],

t=1
3 d M'(o1:-1)
<> (p®, woul Z Z Z Z u®[ad] + C\/TN1og(N/o)
t=1 h=101.p-1€X1  or=0  s€T(o1.pn)
d
sg £ X (ma X wOe- Y w®)) +OVTNIa(N/), (18
h=201.p 1€X 1 SET(01:h_1) SET (01:h—1)

where we have also used that u(® € [0,1)" for all ¢ € [T]. (In particular, the first inequality above
uses Equations (13) and (14), and the second inequality uses Equations (15) to (17).)

Note that the draws h() ~ [d] in Line 9 are all independent. Thus, for each sequence oy., € 3p,
we have that |7 (o1.;,)| ~ Bin(NM?" 1/d). Thus, for any such sequence o71.p, it holds by a Chernoff
bound that

d—h
Pr <|T(Ul:h)| S %) Z 1— B_NMdih/(?)d) Z 1 — €_N/(3d),

and in the event that 7(oy.,) — 7(01.) = N - M3 — 1,

d—h d—h
Pr (IT (o) € [N Ajd ,QN]Z D > 1 2 NMTH/GD > 1 9= NG,
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By a union bound over h € [d] and o}, € X, for which T(o1.,) — 7(014) = N - M4h — 1, we
have that, under some event & occurring with probability at least 1 — wTTe_N/ (3d), for all such

sequences o1.p, |T(01:4)] < 2N]\§d_h’ and for oy, satisfying 7(o1.n) — z(01:n) = N - Ma=h — 1,

T (orn)] € [Mgg— 201,

Then by Lemma 3.14'* with T = M and K = M (which are the parameters that the
instance Exp3Multi, = was initialized with on Line 1 of Algorithm 4) and a union bound, there
is some event £ with probability at least 1 — /3 so that, under & N &, for all h € [d] and

01.h—1 € 2p—1 for which ?(Ulzh—l) — I(O'lzh—l) =N . MI-htl _ 1,

()[*] — OINOIPIoR
ar*neéb}\{/] _Z u'®[a*] _Z u'Va'?] <
SET(01.h—1) SET(01:h—1)

NMd—h
. M®%.10g*(TN/§) + N - M°/S,

(19)

Moreover, note that for each 2 < h < d — 1, there is at most a single sequence 1., 1 € ¥ _1 for
which F(o1.4—1) — 7(01:—1) < N - MT"*+1 1. For any such sequence oy.,_1, we may bound

. IN MA—h+1
max o 30wl - 30w < Tloua)l s =——, ()
SET(01:h—1) SET(01:h—1)
where the final inequality holds under &;.

Combining (18), (19), and (20), we see that, under £ N & N & (which occurs with probability
at least 1 — 0 — %e*N/(g'd)),

T

max 3 (ur(a®)] - ua))

m:[N]—[N] =1

S% + C+/TN log(T'N/¢)

d
2NMd—h+1 NMd_h S 6 , s
+> — > (0-761 -M/1og(TN/5)+N-M/>
h=2 O1.h—1€EXp_1"
F(o1:n—1)—2(01:p—1)=NMI=+1
L 2NM* —1/6 152 -1/6 & h—d
<=+ CVTNIog(N/0) + =————+C-T- M~/*log*(TN/5) + TM oM
h=2
log?(T'N
<—+C\/TNlog (TN/3)+C-T- =2 i log’ (T'N/9)

M1/6

where the second inequality uses that Zh:2 MA=h+1 < pMd=1"and the final inequality uses that
NM%1 < T by assumption and that ZﬁZQ M"=2 < 2. Choosing § = 1/T" yields that

24T N/(3d) 2472 N/(sa)
<14+ —
((5—1— N <1+ N ¢ ,

4 Note that technically, Lemma 3.14 applies to the main procedure in Exp3Multi (Algorithm 5), which is not directly

called in BanditTreeSwap; however, note that this procedure is simulated exactly by the instances Exp3Multi, =~ in

BanditTreeSwap, where the quantities K () in Exp3Multi correspond to the number of time steps during each round
of each Exp3Multi, = instance that h® = h.
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and thus the claimed expected swap regret bound holds.
O

Analysis of Exp3Multi. Next we state the main external regret guarantee for Exp3Multi. It
states that when each K® is within a constant factor of some parameter K, then the external
regret of Exp3Multi is bounded by the product of K and a quantity which is sublinear in the
number of rounds 7.

Lemma 3.14. Let N,T,K € N be giwen, and let KO, ... K™ be fized so that for all t € [T,
KW ¢ [K/4,K]. let (ug) € o, 1]N)te[T]’ke[K(t)] be a fized sequence of reward vectors. Then for any
5 € (0,1), with probability at least 1 — 0, the actions ag) of Exp3Multi(N, T, T2 K—'17-1/6 K)
(Algorithm 5) satisfy

T K®)

mzb)\([ Z Z u(t) [ g)] <K-O (logQ(TN/(S) . T5/6> +N-T/5,
R

Proof. Let n = \/T’ v = KT1/6 be the parameters passed to Exp3Multi.

t a(t):a . —u()
Recall from the definitions in Algorithm 5 that LY = St Y(S) and Y(t) +- f (1) (ﬂ{ ke —ad (I, )>

P [al+y
for cach t € [T]. We also define L®) = S Zazl p¥[a] A Additionally, we define y()
1—u® O = ()
u,’, Yy, =1—wu,’, and
1 K® K(t)
yO =23 v, Z Ui
k=1

to denote the total loss vectors and realized losses in each time step t € [T], as well as

Lo — i y(S)’ Lgf) — iy(S) [a), Rét) — i y(s Zy(s - L(t)
s=1 s=1 s=1

to denote, respectively, the cumulative loss up to t experienced by the learner, the cumulative loss
up to t experienced by taking action a, and the cumulative regret associated with action a up to time

Ha=ab(=u?) o 7O _ K© p(1k).

1 t 3 ¥ (t7k) Pp—
step t. Finally, for each k € [K(®)], write Y, " := Oy K k1

Step 1: Regret decomposition. We consider the following decomposition of R( ).

RO = (IO — 1) + (2O — £0) + (£ - IV, (21)

We bound each of the terms in (21) in the below lemmas, whose proofs are provided in Section 3.5.1.
Lemma 3.15. Let 6 € (0,1) be given. Then with probability at least 1 — 6, for each t € [T and
a € [N],
2nt log?(T'N/6)

(K7)?

P00 < BN oy
n
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Lemma 3.16. There is a sufficiently large constant C' so that for any ¢ € (0,1), with probability
at least 1 — 4,

C'log(T'N/9o)
< ——=——"1=./Tlog(N/6).
= & (N/0)
Lemma 3.17. For all t € [T), it holds that L) — L) = 4 SN LY.

Step 2: putting it all together. Using Lemmas 3.15 to 3.17, we may now bound R,(It) using

(21) as follows: with probability at least 1 — 20, we have that for all a € [N],

2nTlog?(TN/§) C log(T'N/b)

N

log N
RD <28 L opr 4 Tlog(N/3) +~ Y L
n a1

(K)? Ky
log N 20T log*(T'N/§) ~ Clog(TN/o) Clog(TN/§)+/T log(N/0)
<—— + 20T + + -/ Tlog(N/6) +
n (Kv)? Ky (N/6) K

where the final inequality uses Lemma 3.16 again and the fact that L,(IT) < T for all @ € [N]. By
our choices of n = 1/v/T and v = ﬁ, we obtain that, with probability 1 — 24,
(® 2 5/6 5/6 N
R, < Clog“(T'N/6)-T°"° +T e
The proof is completed by noting that R = Zt LD (tl) (t)[ ] — u,(f) [a,(:)}. O

3.5.1 Proofs of lemmas

In this section, we prove Lemmas 3.15 to 3.17. We begin with the following lemma establishing

)

concentration for the ?}l( values in each round t.

Lemma 3.18. Fiz 6 € (0,1). Then with probability at least 1 —§, for all s € [T'] and a € [N],

log(T'N/9o)
() _ (&), < 28U LV/0)
Y, y*¥a] < oK

Proof. For s € [T] and k € [K®)], let F(5K) denote the sigma-algebra generated by all random
variables prior to the beginning of step k of round s in Exp3Multi (Algorithm 5; so in particular,
p®) is F(D_measurable). Consider any fixed s € [I'] and a € [N]. Then for each k € [K®)],

() _ () s s
E ]]‘{ak: - a‘} Yk | ]:(s.,k) _ p( )[a} ) y( )[a]
a

S =yl (22)

K(s)

p(*)[d]
The values of the parameters are defined as follows: all values of y(t) are set to y(s) [a], all param-
eters A() are set to and all parameters a® are set to 2+. The precondition is satisfied by

() 1. (%)
We next apply Lemma 3.19 with 7' = K () to the sequence of random variables <w> .
k=1

_7
p()a]’
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(22). Then under some event &, ; that occurs with probability 1 —¢/(NT),

K® K@ (s) _ (s)
S (sk) _ () 1y 1 Ya,” =a} -y, [a] (o
E (Y, yi la]) = E <1+ v p®)[d] Y la]

k=1 k=1 p®)[a]
< log(T'N/9) ‘
=T

The lemma statement follows by a union bound over s and a, as well as the fact that Ya(s) =

>(s,k s s
LYK vER and y@la) = LYK ya). 0

Next we prove Lemma 3.16, which establishes concentration of the values ﬁff) to L((f).

Proof of Lemma 3.16. Write R := w We have L} @ = Zt Y(t) and L(T) Zt y[al.
Let IV == 1 {?}l(t) —yW[a] < R}. Note that Y, < K® /~ for each a € [N],t € [T]. The Azuma-

Hoeftding inequality gives that, with probability at least 1 — 6/,

(V0 — yOla))

B

P =

“
Il
—

L0
10 . (70 — 30 +Z (1= T

t=1

-

Il
—

t

<CR+\/Tlog(N/6) + Z (1—11), (23)

for a sufficiently large constant C'. Azuma-Hoeffding is applied in the following manner: let F(*)
denote the sigma-algebra generated by all random variables up to the end of round ¢. Then
1) . (VY — y®la]) € [-1, R] almost surely, and for each ¢,

E 1 (79 - yOla)) | 4| <B |70 - yOla) | 7]
K® () ()
1 Ha, " =a}-y,’la] (t—1) (t) .
K (E O BT A

The above verifies that the assumptions of Azuma-Hoeffing are satisfied for the random variables
1) . (f/a(t) —yWla)) (i.e., they form a supermartingale with respect to the filtration F(*)). Taking
a union bound in (23) over all a € [N] and using the fact that, by Lemma 3.18, 1) =1 for
all a and t with probability at least 1 — §, we conclude that with probability at least 1 — 24,

maxa(ﬁgt) — Lgt)) < CRy/Tlog(N/§), concluding the proof of the lemma. O
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Proof of Lemma 3.17. We compute

s=1 s=1a=1
t [KG N K®) (s) (s)
1 () -~ (s) Hay, =a}-y
== Z Y — Z p [a] : Z
K s=1 (Icl a=1 k=1 ( )[ } + v
1 t K() N K(s)
(s) gl
=— Yi —Z(l— . >Z H{a," =a}t-y
Ko\ a=1 pa] + 7 —1 ( )
N K s S
oy 3 Loy = a} -y
K s=1a=1 k=1 p(S) a] T
t N N
DD RAEE) S
s=1a=1 a=1
as desired. O

Finally, we prove Lemma 3.15, which uses the definition of the exponential weights updates to
establish that 7 — LY is bounded for each a,t.

Proof of Lemma 3. 15 For each a € [N],t € [T], define XM =1- Ya(t), S = St )A(C(Ls), and
S = 1 Za . p¥[a] - X, Note that, for all t € [T] and a € [N], S =+ LY. Then from
Line 13 of Algorithm 5, we have

oxp (15°7)

Siyexp (n8y )

p“[a] =

Define W) := Zflv:l exp(nS’((lt)), so that W(©) = N. For each t € [T, we have

w® B i exp(nggt_l)) . exp(nXC(Lt))
G W (t—1)

a=1

—Zp(t cexp(n) - exp(n(X{) — 1))
2 ~
<exp(n) - Zp(t) [a] - <1 + (X — 1) + L (X - 1)2>
N ,'72 .
<exp(n) - exp <Z mpPal(X — 1)+ ) 7p(t) [a](XV — 1)2>

<Z np®[a X(t _,_Zn Ola X(t 1) )

35



where the first inequality uses that n()zét) — 1) < 0 since Xét) =1- f/a(t) < 1, and the fact that
exp(r) <1+x+ % for z < 0. Then

1
exp (n8(0) < WO <O WO WY e nzzp@ X6 4 nzzzp@) (X0 1)
“ )= wo) w1 g st et
=N - exp (775“ +n222p(s) (X —1) )
s=1a=1

Taking the logarithm and rearranging gives that

B0 E0 = g0 _ g0 < IOgN + 772 pr (T2 (24)

s=1a=1

Note that )Afa(s’k) > 0 for all a,s, k and thus Ya(s) > 0 for all a,s. Then under the event &£ of

Lemma 3.18, which occurs with probability at least 1 — 9, for all s € [T and a € [N],

s (s s s 210g2(TN/6)
pla]- (7402 <p@] - 20y + 22 )

Using that y(*)[a] € [0,1] for all s,a and combining the above display with (24) yields that, under
&,

Iog N s 21og?(T'N/6) log N 2ntlog?(T'N/6)
PO-L0<=m ZZp< '(“ L A V7

as desired. 0
The following lemma, establishes concentration of a martingale with potentially heavy tails.

Lemma 3.19 (Lemma 12.2 of [LS20]). Let (yV)L_, denote a fired sequence of real numbers, let
(F(t))thl be a filtration, and let Y® be a real-valued sequence adapted to the filtration FO  Suppose
that E[Y ® | F=D) = 4O for all T € [T].

Moreover, let (a(t))te[T] and (A(t))tE[T] be real-valued FO -predictable sequences of random vari-
ables so that for all a,t, it holds that 0 < oY) < 2\ Then for all § € (0,1),

y(t)
(B (L) o)
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4 An oblivious lower bound on swap regret

In this section, we make a slight adjustment to notation, considering an adversary that selects, at
each time step t, a reward vector ul® € [0,1]" as opposed to a reward function f*) : [N] — [0,1].
These are functionally identical, and it’s a change we make only to match the notational choice of
classic results in this space.

Theorem 4.1. Given T rounds of online learning over N actions, there exists a randomized oblivi-

ous adversarial strategy D € A ([0,1]}) that forces all learners to incur Q (min {1, N/T}) swap

regret, in expectation over the sampled adversarial actions uT) ~ D. Any learner strategy in this
setting can be viewed as a collection of maps that, at each time step t, maps the observed u(tt=1)
to an action. That is, for allt € [T, and all x® [0, 1]t]\71 — Ay, we have

E a7 .p |SwapRegret (x(telzT) (u(lif—1)> ,u(1=T)>} -0 (min ( 1 \/N—/T>>

log™(1) log™(N)

4.1 Construction of the adversary

The adversary will produce rewards in 2” batches of size B. Each batch of rewards will correspond
to a root-to-leaf path in a complete binary tree as follows. Consider a complete binary tree contain-
ing 2P leaf nodes. That is, a tree of depth D, having 2PT! — 1 total nodes. We will associate each
node v of this tree with 2 unique actions: a,, @, € [N]. This necessitates 2(2°*! —1) < N. We label
the children of each internal node as ‘left child’ and ‘right child’. This will yield an enumeration
of the leaves of the tree (according to the natural DFS from the root, which explores the left child
first). According to this enumeration, we denote the leaves by f1,--- ,¢yp. In each batch b € [2P],
the rewards u® will be supported on actions a,, @, with v on the root-to-f, path. We denote this
path by P, = (v(s,0) — 1) =+ — Vp,p)), Where v, o) is the root and vy, py is the leaf £,. The
reward of all other actions will be 0. In fact, for each internal node v € Py, v # ¢, only one of
the two actions a,, d, will have non-zero reward during the batch. We denote this rewarded action
ay(b) € {ay, ay}, and it will be determined in terms of a Bernoulli random variable 7, as follows:

a, if £ is a left descendant of v
ay(b) = S a, if ¢ is a right descendant of v and r, = 0

a, if 4y is a right descendant of v and r, = 1

where Pr[r, = 1] = 1/2 i.i.d. for all internal nodes v. Informally, the rewarded action will be a,
throughout all batches b where the leaf ¢, is a left descendant of v, and it will switch to a, with
probability 1/2 once ¢, becomes a right descendant of v.

Similarly for the leaves, at each time step ¢, only one of the actions ay,(t) € {ay,,as, } receives
reward. However, unlike the internal nodes, this rewarded action is chosen independently at each
time step t, rather than being constant for the entirety of batch b. ay,(t) is determined by a
Bernoulli random variable 7, ;) with Pr[rq, ) = 1] = 1/2 i.i.d. as follows

if =0

flgb lf T(Kb,t) =1
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All of these Bernoulli random variables will be sampled before the first round of learning; their
values will initially be unknown to the learner; and they will be the only source of randomness the
adversary relies on.

Now, we are ready to define the rewards chosen by the adversary. For all batches b, for each
time step t in batch b, we have

d
u® [Gog, 0 ()] = 2D for d < D (internal nodes in F)
u®a, )] =1 (the leaf of Py) (25)
u®[a] =0 (for all other actions)

Lastly, we must have 4 - 2P —2 < N and also 2P < B-2P < T. So, we choose

. N +2 T
D = |log, min T,T B = oD

Note, B = 1 for 7' < 4N — 2. Additionally, for t > 17" = B2P, we simply have ul) = 0. Note,
7 > BLEHT > T'/2, so not utilizing these rounds will only impact the swap regret by a constant
factor.

Also, importantly, at every single time step ¢t < 7", Hu(t)Hl = 252_11 % +1= %. Running
the same algorithm scaling each reward by DLH gives an algorithm for which Hu(t) Hl <1 for all ¢

that achieves the following:

Corollary 4.2. Given T rounds of online learning over N actions, there exists a randomized
oblivious adversarial strategy D € A (S%) where Sy = {u € [0,1]"||lull; < 1} that forces all learn-
ers to incur (min {1, N/T}) swap regret, in expectation over the sampled adversarial actions

utT) ~D. That is, for all t € [T], x : SL* — Ay, we have

E w1 p [SwapRegret (x(tELT) (u(l”f—l)) ,u(er)ﬂ —Q (min ( 1 \/W))

log®(T')" log®(N)

4.2 Proof of Theorem 4.1
4.2.1 Outline

We introduce the following notation for the time steps of learning. For a node v, define ¢, to be
the first time step of the first batch in which v appears on the root-to-¢, path. If that is batch b,
then ¢, = (b — 1)B + 1. Similarly, let ¢, be the last time step of the last batch in which v appears
on the root-to-¢, path. If that is batch b, then ¢, = bB.

We also introduce the following string-concatenation notation to index the nodes of the tree.
For a non-leaf node v, let vL and vR denote the left and right child of v respectively. This enables
us to index grandchildren as such: vLL,vLR,vRL,vRR. Under this notation, we also refer to the
root by the empty string: (). As a sanity check, realize t, = t,; and t, = t,z. Also observe that,
for t < t,7, the reward u'®) is independent from Bernoulli random variable 7,. &,z is the final time
step before we switch to a batch b where ¢, is a right descendant of v, and a,(b) is dependent on
ry. At every time step t, the learner selects x(® as a function of the observed rewards u(:=1,
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The rewards u(’*=1) only depend on the set of Bernoulli random variables that have been observed
before time . The set r(!) contains all these variables, defined formally as:

) = {r,| non-leaf v s.t. f,; < t}U {’I“(gﬂ-)‘ leaves ¢ and time 7 < t}

Fixing the strategy of the learner, for every ¢, we can view the learner’s action Xfﬂ% = x(O) (u(t=1) ((0)))

as a function of the random variables 7). This function is deterministic since there is no reason
for the learner to randomize against an oblivious adversary.

We have
E, ) |SwapRegret <x(t<t€1 T), u(lzT)>] Z E, ) [max Swap(a — a )}
ae[N] ElN]

where
Swap(a — a) Zx mla ( [a'] — u(t)[a]> .

For each action a € [N], we establish a lower bound on (1) [max, e[y Swap(a — @/)] in terms of
the amount of time that a is played in rounds [1 : 7] (recall T" = 2P B is the last iteration where
the adversary gives rewards). We split into 6 cases:

1. a = a, where depth(v) < D — 2 (Lemma A.1

2. a = a, where depth(v) < D —2 (Lemma A.2

3. a = a, where depth(v

—1 (Lemma A.4

)
)
)
D )

)
) < (
)=D —1 (Lemma A.3
4. a = a, where depth(v) = (
5. a = a, or a = a, where depth(v) = D (Lemma A.5)

6. a € [N] such that a # a,,a, for all nodes v in the tree — these actions receive no reward
(Lemma A.7)

For cases 1,2,3,4, and 6, we prove

E, [max Swap(a — a')] >Q < ) (T)
a’€[N]

Z Xr(t) ] (26)

For case 5 where v is a leaf, we prove

E, [max Swap(a, — a/)] +E,. 1 [max Swap(a, — a/)i|
a/€[N] /€[N

) T’ . N B
>0 (5o7s) (E [Z Kokl + 0 [““]] - 5) o

Summing these bounds over all a € [N] gives

E, ) |SwapRegret <x(it€)1 T),u(l:T)>] >Q (ﬁ) E, ) {Z Z Xr(t) } 2D)§

t=1 q€e[N]
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subtracting a B/2 term for each of the 2° leaves

since e (n] xiil) [a] =1 in each iteration

= 71 = min ! N/T
=0 (55) = ( <log5<T>’ 10g5<N))>

since 7" > T'/2, as desired. In Appendix A, we establish lemmas proving equations (26) and (27)
for each of these 6 cases respectively. Below, we will outline the proof for these cases, while getting
into more detail in only some of them.

4.2.2 Case 1: v is an internal node and a = a,

Let’s consider the first case where a = a, with v an internal node. The interval of time over which

this action is potentially rewarded, [t,,,t,], can be broken into 4 intervals: [t,; 1, oL [ty ks tviR]s LorLs toRL]
and [t,zp, torr], also referred to as first interval, second interval etc. Denote by z; the total weight

put on a, during the first interval (a random variable in (®)):

lyLL

21 = Z xfﬂ% [ay].

t=t,rr,

Similarly, denote by zo, 23 and z4 the weight in the second, third and fourth intervals. Additionally,
denote by z5 the weight on a, outside of these intervals, namely, when v ¢ Py:

t,—1 T
t t
25 = Z X ()t) la,] + Z X(()t) [ay]
t=1 t=ty+1

We will prove the following claims:

e The regret for swapping a, to a,r, will be large, if a, is played a lot during the first interval:

E arlréz[a%] Swap(a, — a’)} > I [max (Swap(a, — a,r),0)] > E [C;Z{—ID] : (28)

where C] > 0 is a bounded constant. Notice that the first inequality is due to that fact that
the regret for swapping from a, to itself is always zero. The second inequality is elaborated
below.

e The regret for swapping to a,r, or a,r, is large if a, is played a lot during the second quarter
but not during the first quarter:

E mzi%] Swap(a, — a’)| > E [max (Swap(a, — ayr), Swap(a, — ayr),0)] (29)
a’e

z2
>SE |22
_E[C’éD 0221],

where Cy and C} are bounded constants (and similarly for the constants in the other cases).
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e Similarly, we lower bound the swap regret for swapping to a,r:

E [max Swap(a, — a )} > E [max (Swap(a, — ayr),0)] > E [ﬁ —C3(z + 22)] ., (30)
a’€[N] C3D
e The swap regret to a,p:
E [m?])é] Swap(a, — a )] > [E [max (Swap(ay, — ayr), Swap(ay, — ayr),0)] (31)
a’'e

5[

— Cy(z1 + 22 + 23)} )

e Lastly, the swap regret to the root, denoted here as root:

E [m?])\[(] Swap(a, — a )} > E [max (Swap(ay, — aroot), SWap(a, — Groot),0)] (32)
a'e

>E[—C, —05(21+Zz+23+z4)} )

Next, we add the above equations with appropriate coefficients:

1 1 1

— (29 ——(30
5c10,0 2 T sareycics 02 POt sETecies e D8
1

T 50T Ca0L 050501005 DT

(28) + 31)

(32)

The left hand side will be a constant times the maximal swap regret from a, to any other action.
The right hand side will be Q(E [21 + - -+ + 25] /D®). This yields Eq. (26) as desired. Below, we
outline the first two inequalities, Eq. (28) and Eq. (29), in more depth, and the other inequalities
will be discussed more lightly.

Proving Eq. (28). To compute Swap(a, — a,1), we need to understand how much reward is given
to each of a, and a,r, as a function ) in each of the intervals [t,; 1, torL], [tor.rs toLR), [turr, tuRL]
and [t,pp, tvrr). Assume that v is of depth d, and notice:

e In the first interval, the reward of action a, is d/(2D), while the reward of a,, is (d+1)/2D.

e In the second interval, if r,;, = 0 then the reward of a, is d/(2D) and the reward of a,r, is
(d+1)/2D. We will not care about what happens when r,;, = 1.

e In the third and fourth intervals, if r, = 1 then both actions get a reward of zero. We will
not care what happens when r, = 0.

e In iterations outside these intervals, when v,vL ¢ P, both actions receive a reward of zero.

This implies that if r,;, = 0 and r, = 1 then the total reward for action r, over all the 1" rounds is
%(21 + z9), since z1 + 2o is the total weight put on action a, in these two intervals. The reward
that would be obtained from playing a,, instead is d"’ (21 + z2). Therefore, if r,;, = 1 and r, = 0:

d+1 d 21—|—22> 21

op 1) maplt Rl =TT 2 o

Swap(a, — ayp) >
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Next, we use the fact that z; is independent from r,7, and r,, since z1 is the weight on action a, in
the first interval, before the learner observes r, and r,;,. We derive that:

E, ) [max (Swap(a, — ayr),0)] > E, () [max (Swap(a, — ayr.),0) 1 [r, = 1,71 = 0]]

[
[

>E, Swap(av — aypr) 1 [ry = 1,7y = 0]]
>E [ - 0}]
>E,m 535 ] ro = 1,7or = 0]
S E[z ]
— 8D

This is what we wanted to prove.
Proving Equation (29) We divide into cases according to r,1. As before, we will condition on
ry = 1. First, if r,;, = 0, then, as argued in the proof of Eq. (28),

Z1+ 29 >£
2D T 2D’

Swap(a, — ayr) >

For the case that v, = 1, we lower bound the swap regret to a,r. We notice that:
e In the first interval, the reward of a, is d/(2D) and the reward of a,r = 0.
e In the second interval, the reward of a, is still d/(2D) while the reward of a,r, is (d+1)/2D.

e In the remaining iterations, both a, and a,; have reward of 0.

Consequently, the reward of a, is %(zl + 29), whereas the reward of swapping a, to @,y is d;;il 2.

Hence,

. z dz
Swap(ay, — Gyr) > % — 2—D1

By combining the two cases above, we obtain that whenever a, = 1,

z9 le
Sw —ad)> = - .
aHéE[)%] ap(av a ) 5 5

Hence, we obtain that

E, ) | max Swap(a, — a’)] > E,.r) | max Swap(a, — a')1[r, = 1]]
a/€[N] la/€[N]

[ Z9 dZ1
> E — - — =1
= &.(1) _<2D 2D> ]l[rv ]:|

[ z9 le
—E 2 N g [, = 1
P (T) _(2D 2D>} e [L[r 1l
1

~ 4D

E, ) [22 — dz1],

again, using independence of r, with z; and z,. This is what we wanted to prove.
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Proving Equations (30) to (32): Eq. (30) and Eq. (31) are proved similarly to Eq. (28) and
Eq. (29), with the difference that now, we also need to consider the case that r, = 0. Eq. (32) is
also proved similarly. Here, we consider weight put on a, during iterations where a,, is not rewarded
at all, and we bound the regret of swapping to the root.

4.2.3 Cases 2,3,4,6: other cases where v is not a leaf

For the case that v is an internal node of depth at most D — 2, and a = a,, the proof is very
similar to the case that a = a,. Similarly, the cases where v is an internal node of depth D — 1
and a = ay,a, are very similar to the cases of depth at most D — 2. They are separate cases
simply because the child nodes in this case are leaves, altering the equations. For the case when
a is associated with no nodes at all and receives 0 reward, we obtain our lower bound by simply
considering the swap to the root.

4.2.4 Case 5: v is a leaf and a = a, or a,

For Case 5, when v = {; is a leaf of the tree, there are Bernoulli random variables 7, ;) for every
time step ¢ in [t,,t,]. By definition,

u® [a,] =1 [T(v,t) - 0] u® la,] =1 [T‘(v,t) = 1]

for ¢ € [t,,ty]. We have,

E, [max Swap(a, — a’)} +E, @ [max Swap(a, — a’)]
a’€[N] a’€[N]

> Eym) {max 5 (%0 lau] + %0, a0]) 1 [y = 0] , 3 (%0 fau] + %0 [u]) 1 [ry = 1] }

t=t, t=t

“v

- %Er(T) {tz <X(t()t) [ay] + X(?t) [%}])}

t=t

Ly . 1 f v =1
_ —IE . { S (X ) lao] +x1) [av]> 7 -| where Z() = {_1 ;f :Evz o

If we denote by X () =St (x(t) [ay] + x(t()t) [av]) Z®, then X&) ... X&) is a martingale due

sz'u T(t)
() (

to the independence of x [av],xr()t) [ay] and Z® for all . We use the following lemma which
applies Azuma’s inequality,

Lemma 4.3. Consider an algorithm which, at any round t = 1,..., B, selects a parameter x; €
[0, 1], possibly at random. Then, it observes the outcome of a random variable Z; ~ Uniform({—1,1}).

Assume that E {Zf’zl x?] > eB for some € > 0. Then,

B

tZt
4y/log(1/e)
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Using this lemma, we establish

E, ) | max Swap(a, — a )} +E. 1 [max Swap(a, — a')]
S

a’' €[N] [V]
L,
1 : ® on VB

> Eyer) [x0)lay A1) -

= 1024D3\/§ t_zt r(T) Xr(t) [a } +x,,.(t) [a } 8192D4
A Proofs remaining for Theorem 4.1
Lemma A.1 (Case 1). Let v be a node in the tree of depth d < D — 2. Then,

5
184D°E, (1) [né?]}é] Swap(a, — a’) ] ZET(T) |:X | av}] (33)

Proof of Lemma A.1. We have

T
Swap(a, — aypr) = ZXTZ) [ay] (u(t) [ays] — u® [av]>

t=1
d+1 tyrL, ® tyLr )
=55 > xola] + Lrop =0] > x4 [a)]
t=t,rr t=t,Lr
d 11L th

5D Z x(g) [ay] + 1 [ry = 0] Z x%) [ay]

Therefore,
1 L_’UL
Lryr = 0 A7y = 1] - Swap(ay, — ayr) = EE[TUL =0Ar, =1] Z qut()t) [a,]
t:L)L
1 ivLL ¢
= ﬁ]]-[rvL =0Ar, =1] Z X,E()t) [ay] (34)
t=tyr1,
1 EULR ‘
+ ﬁ]].[’l“v = 1] Z qu()t) [av]]]-[rvL = 0] (35)
L_E’ULR
and
tuLL 0 -| |V tuLr ® -|
Epcr LH[TUL =0Ar, =1 > x7 [GU]J =K, [Lfror =0A Ty = 1] E,r) L > X0 [“v]J
t:LJLL t:L)LL
’ULL
== Z E,r [X Al av]] (36)
t tvLL
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due to the independence of r,y, 7, from r®) for t < ,7;. And,

E, ) {1[ = 1] f x\) [au]Llror = 0]} = E,r [Lry = 1] Er) {tf x\) [au]Llror 0]}

t= tvLR t:L)LR
E’ULR
1 t
=3 Y E [x [t = 0] (37)
t:L)LR

due to the independence of 7, from r,z,r® for t < t,rr. So, combining equations (34), (35), (36),
and (37), we have

E, ) [L[ryr =0 A1y = 1] - Swap(a, — ayr)]

1 turr ) 1 tyLRr )
= 8_D E 7(T) |:Xr(t) [av]] + 4_D Z ]ET(T) |:Xr(t) [av]]l[rvL = 0]]
t=tyrr t=tyrr

Lastly, since Swap(a, — a,) = 0,

E,m [mz[xﬁ] Swap(a, — a’)] > E, ) [max {Swap(a, — ayr),0}]
a’e

>E, ) [1[ryr =0 A1y = 1] - max {Swap(a, — a,r),0}]
>E. [l [T‘UL =0A71y, =1]-Swap(ay — ayr)]
tyr

vLR

1 1
= L% m [ lal] + D2 B 0, o] 1oz = 0]
=l t Lyr,
(38)
Similarly,
—u®
Swap(a, — ayr) Zx o [av] < Nays] —u [avD
d+1 L2 d o8 o N0
= 5D 1 [TUL = 1] t_tz X (t) [av] " 9D Z Xr(t) av + 1 [Tv = 0] t; () [av]
—LuL ~ZuvR
Therefore,
] 1 Z’ULR (t)
1[ry = 1] - Swap(ay — dur) = 55 1[ry = 1] D x G [ay] Ly =1] (39)
t_EvLR
{vLL
d
— ﬁl[ = 1] x (t) [a,] + Z x (t) [ay|L[ryr, = 0] (40)
t=t,Lr
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and

E,z) |1r, = _UZLR ) lau]Lfror = 1]} =E. @ [1[ro = 1]] E,(r) {HZLR X0 [au] Lrur = 1]}
B L) T R
t=t,,

due to the independence of r, from r,,, r® for t < t,.p. And,

t=t,pr t=t,Lr

. {]1 ~ forL " foLr " B ]
() L ro =11 D xlad] + Y % [au]Lrer = 0] J

t_'uLL (t) E’l}L ( ) -|
=E, 1 [L[ry = 1] E (1) Z T(t)[ o] + Z X (@ [ay]Lror = O]J

t=t,r, t=t,r,
1 vLL (
=2 > B [xYal] +5 Z E,r) [x\0) [a] Loz = 0]] (42)
t 19 t toLR

due to the independence of r, from r*) for t < t,1r. So, combining equations (39), (40), (41), and
(42), we have

E, cr [1[ry = 1] - Swap(ay — Gyr)]

1 {1JLR (t) d E1)LL (t) d E’ULR (t)
Z E, ) [xw) [a0] L[ror, = 1]] -5 2 Ea [xT(t) [av}] - = Z E, [xr(t) [ao] L[ror, = oﬂ
t=t,r, t=t,rr, t=t,r,
1 tyLR ) 1 torr ) 1 toLr B
E Z E,.(r) [x (nlav]L[rop = 1] ] -7 Z E,.(r) [X (@] } v Z E, (7 [X (v lav]Lryr, = 0}]
t= t’ULR t t?;LL t t’ULR

since d < D. Lastly, since Swap(a, — a,) = 0,

E, () [max Swap(a, — a')]
'€[N]

> E, (r) [max {Swap(a, — avz.),0}]

> E, () [1[ry = 1] - max {Swap(a, — @yr,),0}]
> E, () [1[ry, = 1] - Swap(a, — ayr.)]
Lol 1 tyrr, 1 tyLR
Z r(T) [X ) lav]L[ryr = ]] T Z E,.r |:X,E.t(1) [av]} T Z E,. |:Xf~t(1) lay]L[ror, = }]
t tor t=t,rL t=t,Lr
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Similarly,

Swap(a, — ayr) Zx(t()t) [ay] < layr] — u® [av]>

d+1 [ & LI d [
=55 | 2 e+ 1 =00 Y xGlad |~ 55 | X x0lad + 1, = 0]
t=l,RrrL t=tyrR t=t,r,
d+1 furr (t) fonn 0 d L (t)
> Y Kl 1l =0 > %D fad | - o5 | D0 x 0 fa)
t=t,pr, t=t,nn t=t,
bounding 1[r, = 0] < 1. Therefore,
1 {URL '
Ljryr = 0] - Swap(a, — ayr) > E]l[rvR = 0] Z xi()w [ay]
t=t,rL
1 {’URR (t)
t55 2 Xwlalires =0
t_thR

p fur
2D T”RZOZ: <t>“v

and
EURL (t) t_’URL (t)
By |Lror =00 D X0 [av] | =B [L[ror = 0] By | D X0 [a]
t:LU t:t’URL
1 E’URL (t)
=5 Z E, () |:Xr(t) [av]]
t=ly gL
due to the independence of ryg from r®) for t < t,gr. And,
[ {vL (t) -| |V vL -|
E,.r) ll[rvR = 0] Z X @t [ay]| =E, ) [L[ror = 0] E, (1) Z X (t) [ay]
=V =
’UL
= — Z ET‘(T |: r(t) }:|
t tvL

(47)

(48)

due to the independence of r,r from (") for t < ,;. So, combining equations (44), (45), (46), (47),
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and (48), we have

E, ) [1[ryr = 0] - Swap(a, — ayRr)]

'URL 'URR

Z Ep.cr [xr(o “v]] Z E,.z) [X(<)t> [ay]1[ror = 0} Z E,.x) {xr(t) av]]
*EvRR
= 4D UZRL B [X ® av]] 22 ttg E, ) [X(()o [ay]1[ryp = 0} - lt;& E, [x% [au]]

since d < D. Lastly, since Swap(a, — a,) = 0,

E, Lrlré?])\](} Swap(a, — d )]

> I ¢r) [max {Swap(a, — ayr),0}]
> E, ¢ [1lryg = 0] - max {Swap(a, = ayr),0}]
>E, ) [1ryr = 0] - Swap(a, — ayr)]
1 & ) 1 e ®) 1 &k (®
> 1D Z E,.r |:XT(t) [av]} + 2D Z E,r) |:X,r(t) [ay]L[ryr = 0]] T Z By [Xr(t) [a”}]
t=t,gr, t=t,rr t=t,r,
(49)
Similarly,

T
Swap(a, — ayR) ZX(t()t) [ay] < [a Rl — u® [%D
=1

dil tuRR ) d
= W 1 [TUR = 1] t_tz XT‘(t) [av} — E Z X (t) av Z X (t) av
“ZvRR
d+1 E’URR d E'U
t t
2 5D 1[ryr = 1] Z Xi(?f) [au] ) = 2D Z X£<)t) [ac]
t LURR t= t’U

bounding 1[r, =0] <1

1 t_’URR (t) d E’URL (t) t_’URR (t)
9D Z X lay]L [ryr = 1] — 2D Z X (@ [ay] + X [ay]1 [ryr = 0]
l=l,rRr t=t,, t=t,rr
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So, we have

E, ) [max Swap(a, — a )] > E, ) [Swap(a, — ayg)]

'€[N]
1 luRR o d tyRL 0 d turR 0
> o5 > B [faftire=1] - 55 3 B [xOlad] - 55 D B <0l frur = 0]
t=t,rr t=t,, t=t,rr
1 tvRR ® tyRrL ® 1 tyRR ®
> 3D Z E, ) [Xr(f) [ay|1 [ryr = 1] } - = Z E, [XT@) ]} 9 Z E,. |:X7.(t) [ay|1[ryr = 0]}
t=t,rr t=t,rR
(50)
since d < D.
Similarly, recalling our notation that the empty string () represents the root of the tree,
Swap(a, — ag) Zx o [av] ( [ag] — u® [av]>
tor, tor tor
Zx(t()t)av"‘]l [rp = 0] Zx(t)av - Zx [ay] + 1 [ry _O]ZX(()t)[a”]
t=typ, t=tyr t=tyr
tor tyr
Zx(t)av—i—]lr@—() Zx(t)av — Zx(t)av
t=typ, t=tyr
bounding 1[r, = 0] < 1. Also,
Swap(a, — ag) Zx o lay] ( @ [ag] — u®lq ])
L o 0 ox S0
=3p | Lo =1l > xla] Z X la] + L =01 Y x[ao]
t=typ t=tyr
1 EQR (t) d E’u (t)
255 | Lo =1] > xmlad | - 5D > %0
t=lyr =Ly
So,

=1 i=t,
1 T 2
t
Z 5D (Z Xf«<)t> Wv}) x(<)t) [a,]
=1 i=t,
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since d < D. Thus,

1
E, ) | max Swap(a, — a’)] > §ET(t) [Swap(a, — ag) + Swap(a, — ag)]

a’€[N]
1 T’ 1 Ly
> 1D ZErm [X ®) [av]] D) Z E,.r) [X ) [“v}] (51)
t=1 t=t

Collecting equations (38), (43), (49), (50), and (51),

E, ) Lrlré?])é] Swap(a, — a’)]

1 {'ULL {'ULR

> 5 > B K]+ g5 Y. B [xO el = 0] (38)
t=t,rL t=t,Lr

E, [max Swap(a, — a')]
a’€[N]

1 tuLr ® 1 torr, ® 1 toLr ®
> = > B [xOQ et =1 -7 Y B [xGfa]] - 3 Z Eyry |[x0) a1 = 0] (43)
t=t,Lr t=t,rr t Lor

E, ) [ max_Swap(a, — a’)]

'€[N]
t 1 t_"uRR ( 1 tvL (
t
_D Z r(T) [ T.(t) av]] + 2D Z E,. () [XT(?:) lay|L[ror = 0] T2 Z E,. ) [xr()t) [av}] (49)
t=t,p t=tyrRr =hor
E, () [I/réa[%] Swap(a, — a )]
1 tyrR 1 tyrL 1 tyrR

Z3p Z E,. [an?g lay|L [ror = 1]} 5 Z E,. [Xff()t) [av]:| “ 3 Z E, ) [xff()t) [ay|1 [ror = O]} (50)
t=t,pr t=tyr, t=tyrr

E, ) [mf[xx] Swap(a, — a )]
€[N

= 4D ZET(T) [x () av] S Z E, ) [X () av}] (51)

Summing the inequalities

4D(51) 4+ 4D*(50) + 16D3(49) + 32D*(43) + 128D°(38)
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gives

184D5E,,(T> [I/nz[a%] Swap(a, — a’)}

2 ZEMT) [ X, @ ]]

E1JLL
t

+(-2D —2D? —4D* - 8D* +16D*) Y E,u) [xi(l) [av]]

t=t,rr

tyLR o

+(-2D = 2D? ~4D* = 8D* +32D%) Y By [x) [an]1[rs, = 0]

t:LuLR

t_"uLR
+(-2D —2D% —4D*+8D°) S By [x) [au]1frn = 1]]
tzivLR
{vRL '
+ (2D =2D? +4D%) 3 B [x0) [a]
t=l,rRL
Z’URR (t)
+(-2D - 2D%+8D%) Y E.m [xm [ay]1]ror = 01]
t=t,rr
tyRR o
+ (—2D + 2D) Z ET(T) |:X,r.(t) [av]]l[rvR = 1}]
=t rr
T/
t
2 ZET(T) [XE<1> [av]]
t=1

which gives (33), as desired.

Lemma A.2 (Case 2). Let v be a node in the tree of depth d < D — 2. Then,

24D3ET(T) [néz[a%] Swap(a, — a’) } ZET(T) [x Al av]]

Proof of Lemma A.2. We have

Swap(a, — ayr) Zxr(f) [a) ( [%R] —u® [dv]>

d + 1 L"uRL (t) ﬂ;RR (t) d ZvR )
- Z Xt [dv] +1 [TvR = 0] Z X (1) [av] -— |1 [TU = 1] Z b'e
t=L,gr, t=t, pp t=t,
d + 1 Z’URL (t) Eq,RR (t) d E”R (L)
2D Z X, wlaw] + Lrug = 0] Z X, o] | = 2D Z X, (y [a]
t=t,Rrr, t=t, pp t=t, p

51
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bounding 1[r, = 1] < 1. Therefore,

E’URL E’URR
. 1 . 1 .
]]-[TUR = 0] . Swap(av — avR) 2 E]I[TUR = 0] Z Xfﬂt(i) [av] + E Z qu?t) [(IU]]]_[T‘vR = 0] (53)
t=tyrr, t=tyrr
and
EURI (t) {’URL (t)
By |1[ror = 0] Z X @ [@v]| = E,) [L[ror = 0] E,cr) Z X (o]
t=t,RrL t=Ll,rr
1 E’URL (t)
=3 Y En [xa]] (54)
t=t,rr

due to the independence of 7,z from () for t < f,zr,. So, combining equations (53), and (54), we
have

tyRL E’URR
. 1 t) r- t) 1
By [Lron = 0] Swap(is ~ 0u)) 2 75 3 Euer xDla] + 55 t—; By [xO) [l 1lror = 0
~ZvRL “ZvRR

Lastly, since Swap(a, — a,) = 0,

E, m?,])é] Swap(a, — a )] > E, ) [max {Swap(a, — ayr),0}]
‘e

> ET(T) []I[TUR 0] max {Swap(av — avR) 0}]
> B, (r) [Lryr = 0] - Swap(ay, — ayp)]
1 tyRL o 1 1 turR ®
> 5 E, (7 [Xr(t) [av}] 5D > E.m [X @] Lryr = 0]
t=t, 1. t=t,rr

(55)

Similarly,

Swap(a, — ayr) ZX & [av] ( [%R} —u® [%])

d+1 L d br
- 2D L [TvR - ] Z X ) [av] 9D 1 [TU = 1] Z X () [av]
t=L,rr t=t, p
tyRR Tor
d+1 ' d .
= Ve =11 >, Xf«)t)[ o =355 > x () i)
t=lyrr t=t,
bounding 1] | <1
1 lvrr (L) d uRL
= 2D Z Xt [a”]]l [T'UR - 1} - E Z X (t) av Z X (t) av TvR = 0]
t=t,rr t=t,p
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bounding 1[r,

So,

So, we have

E, ) [me{mﬁ] Swap(a, — a )] > E, ) [Swap(a, — ayr)]
re

N 1 tyRrR o . d tyRL (t torR B
255 > E.m [xrm [ay] 1 [ror = 1]} ~55 E,cr) {xr(t } Z E,(r) [x 1)L [ror = 0]]
t=l,rr t=t,pr, t LR
1 tvRR ® . tyrL ® tyRR
> 55 Z E,. [xm lay|1 [ryp = } — = Z K, [Xr(t) ] — Z E,. ) { X (o [ao] 1 [ror = 0]]
t=t,rr
since d < D.

(56)

Similarly, recalling our notation that the empty string () represents the root of the tree

Swap(a, — agp) ZX » [aw] ( lag] — u® [dv]>

1 tor, (t) tor ® d tyr
" 2D > xla] 1y =0 Y xfa] | - 55
=ty

o | Lo =10 37 %0 [
=tyr t=t,r
& oy L. d [

Z X (1) [ay] + 1 [rg = 0] Z X, (1) [ay] | — o) Z X (b) (]

t=ty, t=typ t=t

= 1] < 1. Also,

Swap(a, — ag)

ZX o (@] ( “ag] — ul [dv]>

Z xf«(t) [a.]
t=1 :L)R
1 T’ Z’UR
t) r. t
> 2D <Z N O) [av]> - X [ay]
t=1 t=t,n



since d < D. Thus,

1
E, ) | max Swap(a, — a')} > _Er(t) [Swap(a, — ag) + Swap(a, — ag)]

a’€[N]
> 1D ZET(T [X ® [ } - Z E,. {X 0 av]] (57)

t=1

Collecting equations (55), (56), and (57),

B [Hé% Swap(a, — a’)]

{vRR

vRL 1 ‘
Z (T) [x ol av]] + 2D Z E, ) [X%) [ay] L[ryr = 0]]
t toR t=t,rR

E, [max Swap(a, — a’)]
'€[N]
1 {URL 1 {URR
t t=L,RrL t=tyrR
E, [max Swap(a, — a')]
'e[N]
vR

“ 1D ZENT) [ o “”] N Z Eren [ o a”]}

Summing the inequalities
4D(57) 4+ 4D?(56) 4+ 16D (55)

gives

24D3]E7.(T) max Swap(a, — a } Z]ET(T) [x 2 av]]

a’€[N]
LTURL ‘
+ (=2D — 2D? + 4D?) Z E, () [X£<1) [dv}]
t:thL
E’URR ‘
+(-2D—2D?+8D%) Y B, [x{) [a]1lror = 0]]
=l rR
EURR ‘
—|— (—2D + 2D) Z ET(T) [qu()t) [dv]]]-[rvR = 1]:|
=l rR
> Z ]ET(T) [X(()t) [(lv]] (58)
t=1
which gives (52), as desired. O

54

(55)

fj B, [x @l =11 =5 D B [x0lal] =5 D B [x0)la]1[r=0]] (56)



Lemma A.3 (Case 3). Let v be a node in the tree of depth d = D — 1. Then,
24DE, 1) Héz[%] Swap(a, — a) } ZET(T) [x ® av]] (59)

Proof of Lemma A.3. In this case, we have nodes vL and vR both leaves. So, there are Bernoulli
random variables r(,r, ;) and r(, gy for every time step ¢ in [t,,%,.] and [t, g, t,r] respectively. By
definition,

u(ayr] = 1 [r(ur.p = 0] u?layr] = 1 [rpy = 1]

u(t) [avR} =1 [T(UR,i) = O] u(t) [dvR] =1 [T(vR,t) = 1]
for ¢ in [t,;,tyr] and [t,p, tyr| respectively. We have

T

Swap(ay, — aypr) + Swap(ay, — ayr) = int()w [a,] (u(t) lavr] + uP[ayr] — 2u® [av]>
=1

tor tvr
2(D —1 3
_ Z 0] | = 22D S <0 w1 = 0] S %) fad]

2D
l= tvL t:tvL tZE’UR
Therefore,
1 E'UL
Lry = 1] - (Swap(ay = aur) +Swap(ay —+ dur)) = 51 [re = 1] S xW [ad)
tﬁle
and

[ t_vL -| [ t_vL -| 1 t_’l)L
t t t
E, [n re =10 > %) [a,] |~ E, .y [L[ry = 1] Eya) [Z x() [a,] |2 > B [x(0)fa]
t:tvL t:t'UL t:tvL
due to the independence of r, from r® for ¢ < t,7. Lastly, since Swap(ay, — ay) =0,
/ 1 .
E, () ma{tﬁ] Swap(a, — a’)| > E () |max 2 (Swap(a, — ayr) + Swap(a, — a,r)),0
a'e

1
>E, []l[rv = 1] - max {5 (Swap(ay, — ayr) + Swap(ay — ayr)) ,OH

1
> JE, [1[ry = 1] (Swap(aw — aur) + Swap(a, = o))

tyL
1 ®
Z 4D t; ]ET(T) |:Xr(t) [av]:| (60)
vl
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Similarly
T

Swap(a, — ayr) + Swap(ay, — ayR) Z () (ay)] (u(t)[ |+ u®a,p] — 2uW] ])
t=1

tyr
(Zxﬁ)ﬂ[av]) (Zx(t)av—l-]l = 0] Zx(t av)

l=t,r t=t,r,

71R

~ D Z x,(~2> [a.] Z X <t> [a,]

t tyr

bounding 1 [r, = 0] < 1. Thus,

1
E, [m?])vc} Swap(a, — a’)} >E,. [— (Swap(a, — ayr) + Swap(a, — dvR))}
a’e

= 2D Z B, [Xr(t) a“] B Z E,.r) {X (t) av}] (61)
Similarly

Swap(a, — ag) + Swap(a, — ag) Z x ( ®ag] + u®[ag] — 2 [av]>

=1 t:Lu L tztv R

. i fun
() 25 (Z st £ )

Ly

(t)
25 2D ZX (@] Z X, (1 [av]

t=t

bounding 1 [r, = 0] < 1. Thus,

v

1
E, () [max Swap(a, — a’)] >E, [5 (Swap(a, — ag) + Swap(a, — d@))}

a’€[N]
1 1
> =Y B [x0la)] - 3 Y Bun x0)lal]  (62)
t=1 t=t,
Collecting equations (60), (61), and (62),
r T 1 i’uL
t
E, () ané&[%] Swap(a, — a’)| > E Z E, [Xi()ﬂ [av]} (60)

r . vR vL

E, | nax Swap(a, — @ )_ 255 Z E, [X ) av} - = Z E, [X ) av]] (61)

_ - T’

E, arrési%] Swap(a, — a)
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Summing the inequalities
4D(62) +4D?(61) + 16D3(60)

gives
24D°E, (1) Héz[%ﬁ] Swap(a, — a’) ] Z]ET'<T [x @ av]}
E’uL
+(-2D=2D? +4D%) 3 By [x) [au]
t=t,r
’UR
+(=2D+2D) Y E.m [xfj{) [av]}
t=t,n
T/
t
> Z E, () |:X£(1) [av]}
t=1
which gives (59), as desired. O

Lemma A.4 (Case 4). Let v be a node in the tree of depth d = D — 1. Then,

SDQET(T) |:Hé§[i§] Swap(a, — a’) } ZET(T) [X ol av]] (63)

Proof of Lemma A.J. In this case, we have that node vR is a leaf. So, there are Bernoulli random
variables 7(,p ) for every time step t € [t,g,t,r]- By definition,

uPlayp] =1 [rury = 0] ulfaor] = 1 [rry = 1]

for ¢t € [t,p, tvr]. We have

T
Swap(ay — ayi) + Swap(dy, — dur) = X0 ao] (uOfaur] + ufaue] - 200a,))

vV
Sl =
|M o
x/‘\
o
S

bounding 1 [r, = 1] < 1. Thus,

> o= Y B [x0)[a] (64)



Similarly

T
Swap(a, — ap) + Swap(a, = dg) = > x o) [y (u(t) lag] + u®[ag] — 2u® [av])
t=1

t_"u R

2D —1 .
5] <Zxr<t> i ) - % L, =11 Y %0, [a]

t:tv R

tyr

T
1 t t
23D in&) [a0] — Z fﬂ()o [a.]

t=1

=t,Rr

bounding 1 [r, = 1] < 1. Thus,

E,. [max Swap(a, — a’)} >E, [% (Swap(a, — ag) + Swap(a, — d@))]
a’e

'€[N]
1 & ] Ln
= 4D ]ET(T) |:X (t) av :| - 5 Z ]ET(T) |:X (t) av]] (65)
=1
Collecting equations (64) and (65),
E, Lrlréa[%] Swap(a, — a’ } Z (T) [X ® av}] (64)

T’ tvr
1 1
E, ) Lr'%?ﬁ] Swap(a, — a’)} > iD ;ET(T) [Xr(t) Qy } - 5 Z E, [x ® Clv]] (65)

Summing the inequalities
4D(64) + 4D?(65)

gives
8D?E, (1) [Hé%] Swap(a, — a’) } Z]EMT) [X (o (0] }
tur ¢ .
+ (—2D +2D) Z E, [Xfﬂ(?s) [av}]
t:LJR
T/
t .
> Z E, [X%) [av]}
t=1
which gives (63), as desired. -

Lemma A.5 (Case 5). Let v be a leaf node in the tree (depth d = D). Then,

T/

> E.m [X% o] + %10, [av]] -
t=1

4100D*VB <ET(T) [m?ﬁ] Swap(a, — a’)] +E, ) |:IHE[1]}V(] Swap(a, — a })
a’'e

B

5 (66)
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Proof of Lemma A.5. Since v is a leaf node, there are Bernoulli random variables r(, ;) for every
time step ¢ in [t,,t,]. By definition,

u® [ay] =1 [T(wt) = 0] u® [ay] =1 [T(Uyt) = 1]
for ¢ € [t,,t,]. We have

1
E, ) m?ﬁ] Swap(a, — a’)] > E, [5 (Swap(a, — ag) + Swap(a, — d@))]
a’'e

t=1
T Ty
> % Z ET(T) [XSZ) [av]:| - Z ]ET(T) [Xfﬂt()t) [av]} (67)
t=1 t=t

Similarly,

1
E, ) m?]}é] Swap(a, — a’)] > E, ) [5 (Swap(a, — ag) + Swap(a, — d@))]
a’'e

= LS B [ ) (w0l + 0 200

t=1
(t)
= 4D ZET(T) |:X (t) av :| Z ET(T) |:X,r.(t av :| (68)

Now,

E, ) [me[mx] Swap(a, — a )] > E, () [max {Swap(a, — a,), Swap(a, — a,)}]

=K, —max {ET: Xit()t) [ay] (u(t)[ —u¥q ) Z x (t) [ay] (u( ] —u® [av]) }]

Ly
=E,mn {Z x a1 [ = 0] Z X <t) [av]L [, = 1] H - Z By r) [Xq(f()t) (@] [ = 0]]
t=t,

Similarly,

E,.(r [m?x] Swap(a, — a )]

Lo by
>E, {max { Z xq(qt()t) [ap] 1 |70 = 0 Z X (t [a,]1 T(y n=1 }} — Z E, {X%) [a,] 1 [T(U,t) = 1]]
t=t,

t=t,

Now,
E, [Xff?t) [ay]1 [r(pe) = 0]] =E,m [Xff?t) [%]] E.r) [1[r(w = 0]]

= %Erm [X,(f()g [%]]
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and
. 1 .
E,cr) % ] [ = 1] = 3B, (x5 ]

®)

Also, using as shorthand xit()t) [ay + ay] =x (3 [an] + x%) [ay], we have

max Z X (t) av T‘(U ) = 0 Z X (t) aU T‘(U ) = 1]
+ max Z b4 (t) av T‘(U ) = 0 Zx ) av T‘(U H = 1]

Ly
t .
> max Z Xi()t) [ay + a,]1 r(vt = Z x (t) [ay + Gy)1 [T(v-,t) = 1]
Therefore,

E, ) [max Swap(a, — a’)} +E,. [max Swap(a, — a')}
a’€[N] a’€[N]

ty tw
o {m 5+t [ =], 305 o+t ey = 1 }

t=t, t=t,
g

- %ET(T) [Z X,(nt(i) [ay + dv]}

tzi’“

1

by
= EET(T) Z Xff()t) [a, + dU]Z(t)
tztv

1 if =1 _
where Z() = { 1 ?f T'(v,t) o If we denote by X = ¢ -y x! (t) ) [ap+iy] Z®, then X&) ... X (&)
—1 i rey =

is a martingale due to the independence of x(<)t lay + @] and Z® for all t. We use the following

lemma.

Lemma A.6. Consider an algorithm which, at any round t = 1,..., B, selects a parameter x; €
[0, 1], possibly at random. Then, it observes the outcome of a random variable Z; ~ Uniform({—1,1}).

Assume that E {Zle xf] > €B for some € > 0. Then,
/B
4\/1og 1/6

We want to apply the lemma with z; = %ET(T) [Xff()t) [a, + dv}] . We have %xit()w [ay + a,] < 1 for

all ¢. If we assume,
- 0] B
¢ .
Y B [rlen+il] 2 55 (69)
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Jensen’s inequality gives

and the preconditions of Lemma (A.6) hold for € =

ty

t=t,

2
Z (%ET(T) [Xi?w [a, + dv]}> > g

ty
% Z E, () |:X§.t()t) [ay, + dv]]

t=t,

1
256D2 * r]:‘hllS7

B

>
— 256D2

ty

\/E

> -
— 1024D3

for D > 3. Equivalently, incorporating assumption (69) into the equation,

E, ) [max Swap(a, — a/)} +E, [max Swap(a, — a’)}
a’€[N] a’€[N]

VB

v (t) .
= 102403 ;ET(T) {Xr@ @ +“”ﬂ = 3D

~ 1024D3 B

because Ef”:tv E, [Xff()t) [a, + dv]] <B

B

VB L (S ] ﬂ{jfmmvpg>
t=t, t=t,

7,
1 0 . B
> Topims | | 2B ol | -5
t,
1 > VB
- e+ -
1024D3v/B t; HD) | Xy 00 + o] 81924

Collecting equations (67), (68), and (70),

E, )

E,

E,

S v =
anéz[a%] wap(a a)l >

S v =
anéz[a%] wap(a a)| >

max Swap(a, — a’)

la’€[N]

T/

t=1

+E,. 1 [max Swap(a, — a')]

a’€[N]

1
P —
1024D3v B

t’U

Z E,. |:X(()t) lay] +x

61

©)

r(t)

[a, + av]} >

=D ZET(T) [X (t) av] Z E,.cr [x (t) av]]

1 1
=D IE,.(r) [X (t) av] Z E,. [X (t) av]]

]

B |

8DJ

VB

~ 8192D4

(70)

(67)

(68)

(70

)



Summing the inequalities
4D(67) + 4D(68) + 4096 D*V'B(70)

gives

4100D*VB (]ET(T) [max Swap(a, — a')} +E. [max Swap(a, — a')})
a’€[N] a’€[N]

Tl

L,
. - ) B
> B [x0)[au] + %0, [a]| + (—4D +4D) 3 By [xf) fa] +x0) ]| - 5
=1 t=t,
T/
) B
- Z E, () [xit(l) [ay] + st)t) [av]] -5
t=1
which gives (66), as desired. O

Proof of Lemma A.6. Denote by X = Zle x1Z;. First, it holds that

B
i
t=1

Next, from Azuma’s inequality, we know that for any C' > 0, Pr[|X| > C] < 2exp(—C?/(2B)). For
any R > 0, we can write

E[X? =E

eB<E

B

>t

t=1

X7

X?1(]X| < R)] +E[X*1(|X| > R)]
|X|R1(|X| < R)] + E[X%1(|X| > R)]
E[|X|] + E[X?1(|X| > R)].

E|
E|
<E|
<R
Consequently,

E[|X[] > (eB —E[X*1(|X| > R)]) /R.
Notice that

E[X?L(|X| > R)] = /R Ty PHX] > yldy

< / T e e gy
R

— 2B~ /(2B)

Substituting above, we obtain that

E[|X]] >

=@

(6 — 267R2/(2B))
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Substituting R = AV/B, we obtain

vV B VB

BlIX[ > L2 (e—2e72) >
A 44/log(1/e)

where the last inequality holds for € < 0.25 when setting A = 24/log(1/e). O

Lemma A.7 (Case 6). Let a € [N] such that a # a,,a, for any nodes v in the tree. Then,

ADE (1) [m?ﬁ] Swap(a — a’) } ZE (1) [x @ av]} (71)
Proof of Lemma A.7. We have

E, [m?ﬁ} Swap(a — a’)] >E.n E (Swap(a — ag) + Swap(a — d@))]
a’e

N % iET(“ [Xr&t()n [a] (u(t) [ag] + ul[ag] — 2ul® M)]

1 &

_ (t)
4D — ET(T) |:x,,.(t) [a]]

which gives (71), as desired. O

B Dimensions of games and function classes

In this section, we review the definitions of sequential complexity measures for real-valued function
classes H, namely a set of concepts h : Z — ), where Z is called the domain set and ) is called
the label set.

Trees. For a set Z, an Z-valued tree T of depth d is a complete rooted binary tree T each of
whose nodes are labeled by an internal node. Each node of the tree is associated to a sequence
(€1,-..,6) € {—1,1}!71, describing the root to leaf path for that node (i.e., with +1 corresponding
to ‘right’ and —1 corresponding to ‘left’). Accordingly, the tree 7 may be specified by a sequence
z = (z1,...,2q) of functions z; : {~1,1}"1 — Z, for t € [d], where z;(e1.; 1) denotes the label of
the node €1.4—1.

Definition B.1 (Sequential Rademacher complexity). For a real-valued function class H : 2 — R
and an integer T' € N, its sequential Rademacher complezrity (at depth T') is defined as

T

1
Rr(H) :=supE |sup T ZGth(Zt(ﬁlzt—l)) , (72)
z he’ + 4
where the expectation is over ii.d. Rademacher sequences €j,...,er ~ Unif({—1,1}), and the

supremum is over all Z-valued trees z of depth T'.
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The sequential Rademacher complexity is known to tightly characterize the sample complexity
of (agnostically) online learning a class H. In particular, the minimax external regret can be upper
bounded as follows:

Theorem B.2 (Theorem 7 of [RST14]'%). For any function class H C R, there is a (randomized)
algorithm which, for any adaptive adversary choosing a sequence zl,...,z(T) € Z, produces a
sequence of distributions gV, ..., qT) e A(H) so that

T
ExtRegret(q), z(*1)) = sup 1 Z (h*(z(t)) —Ep)aqo [h(z(t))]> < 2R7(H). (73)
wen T =

Combinatorial complexity measures. As a corollary of Theorem B.2, the external regret for
a function class may be upper bounded by combinatorial complexity measures. We first consider
the binary case, for which the relevant complexity measure is the Littlestone dimension.

Definition B.3 (Littlestone Dimension). For a function class H with domain Z and binary label
set Y = {0, 1}, define its Littlestone Dimension LDim(F) to be the maximum depth d of a Z-valued
tree z = (z1,...,2q) so that, for all e.,; € {—1,1}%, there is some h € H so that h(z;(e14 1)) = &
for each t € [d].

The analogue of Littlestone dimension for real-valued function classes, is the sequential fat-
shattering dimension:

Definition B.4 (J-Sequential Fat Shattering Dimension). For a function class H with domain Z
and label set ) = R, denote its d-sequential fat shattering dimension SFat(#,¢) is the maximum
integer d so that there are complete binary trees s, z of depth d so that for all €1.4 € {1, l}d, there
is some h € H so that

€ - (h(zi(€1:4-1)) — se(€r—1)) = 6.

The following result, which upper bounds sequential Rademacher complexity in terms of the
Littlestone and sequential fat-shattering dimensions, may be combined with Theorem B.2 to obtain
an upper bound on the external regret in terms of the respective combinatorial complexity measures:

Proposition B.5 (Proposition 18 of [BDR21] & Proposition 9 of [RST14]). Consider a function
class H C RZ. Then:

o If H is binary-valued (i.e., H C {0,1}%), then Rr(H) < /LDim(H)/T.
e If SFat(H,8) < O(07P) for some p € [0,2), then Rpr(H) < O(1/VT) - fol \/SFat(H, §)ds.

e In general, Rp(H) < O (a + % : f; \/SFat(H, d) 10g(T/5)d5> for any a € (0,1).

5The minimax regret as defined in [RST14] is defined slightly differently to the expression in (73), in that the
adversary in [RST14] can observe the draws R ~ q® before choosing z* Y. It is straightforward to see that the
two are equivalent.

64



Complexity measures for games. The complexity measures for function classes introduced
above may be extended to games in the intuitive way. Consider an m-player game (S, A), where
S =81 x -+ x Sy, denotes the joint action set, and A; : S — R denotes player j’s payoff function.

For each player j, we define a function class X : S; — R as follows: for each action profile of
the other players s_; € S_j, define fs_(s;) := Aj(sj,5-;), for s; € S;. Then set

Xj = {fs,j DS € S_j},

so that X is indexed by S_;. For a given complexity measure, we define its value for the game
(S, A) to be its maximum value over the functions classes X7, ..., Xy,.

Definition B.6 (Complexity measures for multiplayer games). Let (S, A) be an m-player game.
If Aj: S — {0,1} is binary-valued for all players, we define

LDim(S, A) = max LDim(X)
j

and if the game is real-valued, define

SFat(S, A, ) = max SFat(X};,0)
j

R (S, A) = max Ry (X)).
j

C An adaptive lower bound on the swap regret

In this section, we present Theorem C.1, which gives an alternative lower bound on the swap
regret. For simplicity, we focus on the setting when N > T, for which we obtain a lower bound of
Q(log 3 T') on the swap regret; our techniques readily extend to obtain a lower bound that scales

as bgi% when 7" > N.

Compared to Theorem 4.1, the adversary established by Theorem C.1 is adaptive and does not
satisfy the property that its reward vectors u® have ¢; norm bounded above by 1. On the other
hand, the bound obtained by Theorem C.1 is quantitatively stronger than Theorem 4.1: in the
regime 7' < N, Theorem 4.1 obtains a lower bound of Q(log™ T'), which is smaller than the bound
of Q(log™>T') of Theorem C.1.

Theorem C.1. Fiz any T € N. Then, for any learning algorithm on N = T actions, there is an
adaptive adversary guaranteeing that the swap regret is bounded below by

1
S R t(1) > Q .
wapRegret(1') > <log3 T)

Proof overview for Theorem C.1. Roughly speaking, the adversary constructs a sequence of
“template” utility vectors uf)i)se € [-1,1]V, for t € [T (defined formally in (74)). The vector u&)se is
a monotonically decreasing vector, where the entries decrease by A = O(1/log N) on a logarithmic
scale: in particular, the first 2 entries are equal to 1, the next 2 - 2° entries are equal to 1 — A, the

next 2- 2! entries are equal to 1 — 2/, the next 2 - 23 entries are equal to 1 — 3A, and so on. Then,
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uﬁta)se is a shift of u(l)e rightward by 2 - (¢t — 1) positions, with entries on the left filled in with —1.

bas
For each t, we set u® to be equal to uﬁ?se with some modifications, which we proceed to describe.

At a high level, on round ¢, the learner is best off by playing either action 2¢ — 1 or 2¢ (since both
have utility equal to 1 for uﬁ?se). To make the learner “pay” for doing so, one of u®[2t — 1], u(?[2¢]
is randomly perturbed by a small amount (namely, A/2) for each round t, so if the learner spends
only O(1) rounds playing actions 2¢t—1, 2¢, they will incur (1) swap regret for the actions 2¢—1, 2¢.
In particular, swapping either 2¢ — 1 to 2t or 2t to 2t — 1 will yield Q(1) swap regret. Adding this
quantity up over all actions would yield Q(7") swap regret (this corresponds to Case 2 in the proof
below).

However, the learner could attempt to proceed more cleverly so as to minimize the contribution
of the random perturbations to their swap regret: suppose they partition [7] into “moderate-sized”
sub-intervals, within each of which they play a fixed action a with utility close to 1 throughout the
duration of that sub-interval. If they do so, then they will nevertheless typically incur swap regret
Q(A) per round due to the ability to swap to some action 2s — 1 < a during rounds ¢t < s. This
lower bound crucially uses the logarithmic scaling of the utilities u(®.

While the above-described adversary is oblivious, it does not quite rule out small swap regret:
indeed, a “trivial” learner which plays some fixed action a for all ¢ rounds will obtain small swap
regret against the above-described adversary. To rule such a learner out, whenever an action in
{2s — 1,2s} (for any s € [N/2]) has been played for (1) rounds, the adversary sets the utility
of s to be —1 at all future rounds. In this way, even if the learner decides to play 2s — 1 or 2s
in later rounds, it incurs large swap regret for not switching to some action a’ > 2s. This latter
modification leads the proof to be somewhat technical, as we need to carefully account for actions
which have been “switched” to —1 in this manner.

Proof of Theorem C.1. Fix T € N. Fix any learning algorithm ./ which, at each step t € [T,
outputs a distribution x € Ay. We will define an adaptive adversary which generates reward
vectors u(l), e ,u(T) € [0,1]V. At each round t, the output of the learner at step ¢t may be de-
scribed by some function .7 (x40 ut=D) € A (namely, o (x(14=D ul#=1) is a probability
distribution over vectors in Ay). We define
p(t) (X(lttfl)’ u(litfl)) = ]EXN.%(X(I:t_l),u(l:t_l))[x]'

We will often abbreviate p (x(1t=1) u(1#=1D) a5 p®  Let FO) := o({x(*) u(¥)}) be the sigma al-
gebra generated by the learner’s and adversary’s plays up to round t. Thus p(®) is F¢~Y-measurable.

Construction of the adversary. Given T' € N, define L = [log(7/2)] and A :=1/L. We set
N:=2-(14+2+- 42" <T. For 0 <i < N, define Fyae(i) := [log(1 + )| - A, where the
logarithm is taken base 2. Note that Fpase(0) = 0, Fhase(2 - (27 — 1)) = Aj for integers j > 1, and

Fhase(N —2)=L=(L—-1)A=1- A. For t € [T], define uE,i)se € [-1,1]" as follows: for a € [N],

1= Foaela— (2t —1)) :a>2t—1

uflla -={ [l m202) ()
— ta < 2t—1.

(t)

In words, u,,, is a shift of the function 1 — Fjsse(+) rightward by 2¢ — 1 units, with entries before
2t — 1 all set to —1.
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Fix ¢ = 1/(32L). We pair up each action 2t — 1 with action 2t, for t € [N/2]: for a € [N], we
let p(a) denote its pair. Moreover, write p([a] := p®[a] + p®[p(a)] (so that pP[a] = pP[p(a)]
for all @ € [N]). We now define the reward vectors u*) chosen by the adversary (as a function
of p(t)), as follows: let r1) ... r(V/2) ¢ {0,1}, denote a sequence of independent and uniformly
distributed bits. For each t < N/2, a € [N] and 0 < k < L, define the sets G, 8" (a, k) C [t] and
real numbers ¢ (a, k), 2 (a) > 0 recursively with respect to t, as follows:

¢W ={seft] : V(25 -1) < (}
SO (a, k) = {s cG® . a> 2 {log (wﬂ - k}

2
() = 5(s) O (q) = ®)
o\“(a, k) := Z p‘¥[al, Y (a) = max o (a, k).
s€8(t) (a,k)

Note that (=1 (2t — 1) = £¢=D(2t) by our definition of p¥). We write G := G(N/?), Intuitively,
the meaning of G, W (a, k), o (a, k), 2" (a) are as follows:

e G denotes the set of active rounds s up to round ¢: a round s is active, if, roughly speaking,
actions 2s — 1,2s € [N] have not been played too much by the algorithm 7 up to round s.

o S (a, k) denotes the set of active rounds s up to step ¢ for which L@j is in {2F 2K +
1,..., 251 —1}. Since Fhase(2) > A+ Fhase(2(5 —2F)) whenever j € {28, 2k +1,... 2kl 1},
it follows that for all s € S®(a, k), for any b satisfying a/2 > b > 2k, uf)z)se [a—2b] — /uf)‘:)se [a] =
Foase(a—(25—1)) — Fpase (a—2b—(2s—1)) > A. Since s’ € 8?)(a, k) implies that “=&=2) > ok

it follows by choosing b = % that, for any s,s' € S (a, k),
ul? 25" — 1] — ul? [a] > A (75)
base base = =

. a(t)(a, k) denotes the aggregate amount of mass that .7 puts on action a in roundsin & ® (a,k).

e X" (a) denotes the maximum amount of mass that & puts on action a in any of the sets
SW(a, k).

We will now define u® € [1,1]V as follows: if t ¢ G*), then we set u® = 0. (Note that G(*)
only depends on p®®) for s < ¢, so this operation is well-defined.) Otherwise, we define

uﬁ?se[a] =-1 ra<2t—1
®) 1= 2. 1{0 = : —
u® la] = u?sse[a] 5 - 1{r'Y =a (mod2)} :ac{2t (1;211)5} (76)
u, . [al ta>2t, X (a) < (¢
-1 ca> 26,2 D (a) > (.

Finally, for N/2 <t < T, define u¥[a] = —1 for all a € [N].

Proof of regret lower bound. For each a € [N], define

7(a) ;= min{t € [N/2] : a<2t—1or X V(a) > ¢}
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Roughly speaking, 7(a) denotes the first round at which either 2¢ — 1 exceeds a or else a is played
“t0o much” by & in the sense that X(*=1) > ¢. We say that an action a is stale at round ¢ if
t > 7(a). Note that for all t € G with t > 7(a), we have ul![a] = —1. We define the following
quantities, for a € [N]:

P_(a) := > PV, Poa):= > plal,  Pia):= Y pYal.

teg: t<t(a),a>2t teG: ac{2t—1,2t} tegG: t>7(a)

P_(a) denotes the total mass placed on a and p(a) in all rounds when a is active except 2t — 1, 2t,
Py(a) denotes the mass places on a and p(a) during the rounds 2t — 1,2¢, and Py (a) denotes the
mass placed on a and p(a) in the remaining rounds.

Also write P(a) = P_(a) + FPy(a) + Py(a) and P :=3_ -y P(a). Finally, we define

Ay = {ae[N] : 2D (@) > ¢ for t = V—;”J} A1 :={a€[N] : Pla)>4CL}, A:=AyUA.

Ag denotes the set of actions a which have become stale at some point prior to the unique round ¢
for which a € {2t — 1,2t}. A; denotes the set of actions a which are “played a lot” by &7 over all
rounds in G. We next state the following claim, whose proof is provided following the proof of the
theorem.

Claim C.2. It holds that ) . , P(a) > (N/4.

Consider any a € A. One of the below cases must hold:
Case 1: P_(a) > P(a)/4. We claim that in fact a € Ag. To see this, suppose not, which means

that a € Az, and let 7/(a) < 7(a) denote the largest integer ¢t € G which is strictly less than 7(a).
Then, letting t, = |[(a + 1)/2],

L—-1 L—-1
(L<P(a)/4<P_(a)=Y o D(ak)=> ol (a,k). (77)
k=0 k=0

The first equality above uses the fact that each s € G(Y) must belong to (exactly) one of the sets
S®(a, k), for 0 < k < L. Thus there is some 0 < k, < L so that o(ta=1(a, k,) = o7 (@) (a, k,) > ¢,
which implies that Xt~ (a) > ¢, i.e., a € Ap, thus establishing our claim.

We remark for later use that by definition of 7/(a), o(™(®)(a, k,) must in fact be the largest of
the values o(7'(@) (a, k), for k < L (as otherwise there would be some t < 7/(a) so that £~ (a) > ¢,
contradicting the definition of 7(a)). We may now write the regret for not swapping actions a and
p(a) to another action a’ as follows:

N/2
weiN) (P[] - () [a] = u[a]) + pDfp(a)] - (W a'] = u[p(a))))
= o seg,szw p*[a] - (u¥[a'] — u[a])
> Y pOa]- (w9 (a) — 1] - ua) > A %, (78)

ses(' (@) (a,ka)
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where the first inequality holds because all s ¢ G have u®) = 0, for s € G with s > 7/(a) (and
thus s > 7(a)), we have u®[a] = —1, and for s € G with s < 7/(a), we have u®[a] = ul®[p(a)].
The second inequality follows by the choice of @' = 27'(a) — 1 together with the fact that, since
'(a) € G, for s € G with s < 7/(a), we have =D (27/(a) — 1) < ¢ and thus u®[27/(a) — 1] =
ul’) 27 (a) — 1] > ) [a] > u®[a]. ,

Finally, the third inequality in (78) follows because o™ (@) (a, ko) > P_(a)/L > P(a)/(4L) from
(77) and u®[27'(a) — 1] — u®[a] > A for all s € S (@) (4, k,). To see this latter implication,
first note that ul’) [27/(a) — 1] — ul’)_[a] > A by (75) and the fact that /(a) € S"@)(a, k,)
(since o(™(@) (a, k,) must surpass ¢ during iteration 7/(a), and the only way for this to happen is
that 7/(a) € S'@)(a,k,)). Then we note that, by definition of 7/(a), s € S @) (a, k,) satisfies
u®) [a] = u®[a] (since 7/(a) < 7(a)) and ul®l_[27'(a) — 1] — & < u®[2r(a) — 1]. Then

base

u®[2r'(a) — 1] — u[a] > —% ) 27 (a) — 1] — w2 [a] >

A
5
Case 2: Py(a) > P(a)/12. By replacing a with its pair p(a) if necessary, we may assume that

2 oieq: ac{21—1,2t} p®¥a] > P(a)/24. Let us further suppose that a is odd (the case that a is even

is handled symmetrically). Write t, = %L, and note that, since for all ¢ # t,, we have u[a] =

2
u® [a+ 1],
> pla] - (aOfa+ 1)~ uOa)) = T -pa] - (20 1),

teg

Thus, the expected swap regret for action ¢ may be lower bounded by

]E |:maX {0’ % . p(ta)[a] . (QT(tG) — 1)} ‘ F(ta—l):| f— é . p(tﬂ)[a] Z

A - P(a)
5 —.

79
48 (79)
Case 3: Py(a) > 2P(a)/3. Note that for all t € G with ¢ > 7(a), we have u®[a] = —1. Let
a* € [N] denote the largest action so that 2a* —1 € G, and suppose first that a € {a*,p(a*)} (hence
a < a*). Then the swap regret for actions a,p(a) can be shown to be large by using the swap
function which swaps to the action a* > a:

N/2
s 32 (0 (e~ i)+ p (@) (o] —u @)
- > (Pla]- (a9 [a') — ufa]) + p*p(@)] - (0[] — up(a) )
>— > pPal+ Y. p“dl
s€G:s<7(a) s€G:s>T1(a)
P (a) — (Po(a) + P_(a)) > P(a)/3, (50)

where the first equality uses that u(®[a] = —1 for all @ and s ¢ G, and the inequality uses the fact
that u®[a*] — u®[a] > —1 for all s € G with s < 7(a) as well as the fact that for s > 7(a), we
have u®[a] = —1 and u®[a*] > 0 since s € G and all s € G satisfy 1 (a*) < ¢ (by our choice
of a* as large as possible so that 2a* — 1 € G).
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In the event that a € {a*,p(a*)}, we may use the same argument as above with a* instead being
the second-largest action so that 2a* — 1 € G, which gives a lower bound of P(a)/3 — 2 in (80).
(The —1 is insignificant in our final lower bound on swap regret, since {a*, p(a*)} only contains two
actions.)

Combining the above cases, we obtain that

N/2

. { q] - (W[a'] — u®)[a ] a)A N -CA
2 ELae Ifré%]zp [o] - = 2+Z 8L 2 mL ¢

where the factor of 2 on the left-hand side arises because in our arguments above we have double-
counted each action a with its p(a) in Equations (78) to (80), and the final inequality uses Claim
C.2. Thus the expected swap regret is bounded below by Q(N/log® N) = Q(1'/log® T').

O

Proof of Claim C.2. We consider two cases, depending on |G|:

In the first case, we assume |G| < N/4. Consider any a € Ap, and let t, = |%5L], so that
a € {2ty —1,2t,}. Since a € Ay, we must have (=D (a) > ¢, ie., t, € [N/2]\G. Since [N/2]\G
has size at least N/4 by assumption, we see that

Y Pla)> Y stHr- 1) > (N/4

acAg te[N/2]\G

In the second case, we have |G| > N/4. Then 3,1y P(a) =3 cin Ztegp )a] > |G| > N/4.
Since 4(LN < N/8 by our choice of ¢ = 1/(32L), it follows that > ., P(a) > N/4 — N/8 >
¢N/4. O
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