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Abstract

In the contemporary landscape of computer architecture, the
demand for efficient parallel programming persists, need-
ing robust optimization techniques. Traditional optimizing
compilers have historically been pivotal in this endeavor,
adapting to the evolving complexities of modern software
systems. The emergence of Large Language Models (LLMs)
raises intriguing questions about the potential for Al-driven
approaches to revolutionize code optimization methodolo-
gies.

This paper presents a comparative analysis between
two state-of-the-art Large Language Models, GPT-4.0 and
CodeLlama-70B, and traditional optimizing compilers, as-
sessing their respective abilities and limitations in optimizing
code for maximum efficiency. Additionally, we introduce a
benchmark suite of challenging optimization patterns and
an automatic mechanism for evaluating performance and
correctness of the code generated by such tools. We used
two different prompting methodologies to assess the perfor-
mance of the LLMs — Chain of Thought (CoT) and Instruction
Prompting (IP). We then compared these results with three
traditional optimizing compilers, CETUS, PLUTO and ROSE,
across a range of real-world use cases.

A key finding is that while LLMs have the potential to out-
perform current optimizing compilers, they often generate
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incorrect code on large code sizes, calling for automated veri-
fication methods. Our extensive evaluation across 3 different
benchmarks suites shows CodeLlama-70B as the superior op-
timizer among the two LLMs, capable of achieving speedups
of up to 2.1x. Additionally, CETUS is the best among the op-
timizing compilers, achieving a maximum speedup of 1.9x.
We also found no significant difference between the two
prompting methods: Chain of Thought (Cot) and Instructing
prompting (IP).
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1 Introduction

The need for developing and optimizing parallel programs is
paramount [18]. Optimizing compilers have long been one
of the pillars of creating parallel code, evolving continuously
to meet the growing complexity of modern programs. How-
ever, despite all advancements, current compilers still do not
achieve the necessary performance to be true alternatives to
manual parallelization [8].

The dawn of Large Language Models (LLMs), such as
GPT and CodeLlama raises a fundamental question: Can Al-
driven models revolutionize the way we approach code
optimization? These models paint an appealing horizon for
code optimization and parallel code generation [30]. Among
several LLMs, we chose to use GPT4.0 from OpenAl [28]
and CodeLlama-70B [23] from META, as these represent the
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state-of-the-art and thus offer the promise of efficient code
generation [22].

Our study compares three state-of-the-art optimizing com-
pilers, CETUS [4], PLUTO [10] and ROSE [33] against the
two LLMs for parallel code optimization. We evaluate their
capacity to serve as Automatic Optimization Tools (AOTs).

One of the challenges in using LLMs for code generation
is the lack of correctness guarantee. To address this critical
gap, we developed a mechanism for automatic validation of
the generated programs. The mechanism enables LLMs to be
used as AOTs and facilitates the comprehensive evaluation
of these models. The mechanism can also serve as a gen-
eral instrument facilitating the use of unsafe optimizations.
To the best of our knowledge this is the first such mecha-
nism, enabling the automatic use of optimizations that do
not ensure correctness.

In our evaluation, we are specifically interested in code
patterns that challenge current automatic optimization tools
and in the ability of LLM-based AOTs to overcome these
challenges. To this end, we have developed a benchmark
suite of such patterns. Next to a comprehensive evaluation,
the suite also allows us to identify areas for improvement in
parallel code optimization.

This paper makes the following contributions:

e We present a comparative study of LLMs and tra-
ditional optimizing compilers, utilizing study cases
from real-world applications, such as the NAS Parallel
Benchmarks Suite (NPB) v3.3 [5], the POLYBENCH-
MARK (PB) Suite v4.2 [37], and other relevant pro-
grams.

e We introduce an automated mechanism for validating
the correctness and performance of AOT-generated
code.

e We present a Parallel Computing Challenge Bench-
mark suite (PCB) v1.0, comprising 20 use cases for
evaluating the capabilities of AOTs.

This paper is organized as follows: Section 2 explores
strengths and limitations of our chosen optimizing compilers
and LLMs. Section 3 describes our environment for evaluat-
ing automatic optimization tools and presents the Parallel
Computing Challenge Benchmark suite (PCB). Section 4 eval-
uates the capabilities of our LLMs and optimizing compilers
on challenging code patterns, followed by the discussion of
related work in Section 5 and conclusions 6.

2 LLMs vs Traditional Compilers, Strengths
and Limitations

Current optimizing compilers exhibit a mix of challenges
and opportunities [19, 26, 38]. They include limitations of
static analysis, hampering the identification of optimization
opportunities, and the complexity of deciding on best opti-
mization patterns for maximum program performance [7]. It
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is in this context that the power of LLMs emerges, offering
new potential ways to approach program optimization.

Large Language Models have garnered significant atten-
tion in recent years owing to their statistical understand-
ing of programs, offering suggestions for code generation,
and facilitating software creation [20] [21] [1] [13]. While
LLM-generated software has demonstrated success in many
applications, recent studies have highlighted the limitations
in capturing crucial aspects of linguistic meaning and under-
standing semantic properties of the user’s prompt [2].

Despite these limitations, recent studies indicate that
Large Language Models excel in programming tasks such as
code generation, issue fixing, and code completion [35]. This
proficiency is largely attributed to the vast amount of data
available on platforms such as GitHub, enabling effective
training. However, even though LLMs can generate effective
code, the lack of correctness guarantees make them unsuit-
able for many code optimization approaches [12, 17, 27, 34].

In pursuit of the question asked in the Introduction Can
Al-driven models revolutionize the way we approach
code optimization?, this paper investigates in what situa-
tions Large Language Models perform well and where not.
To this end, we have developed an environment for com-
paring the optimization capabilities of LLMs with those of
classical optimizing compilers, including the creation of an
automated code verification mechanism and a benchmark
suite of code challenge patterns. The next section describes
this environment.

3 An Environment for Evaluating
Automatic Optimization Tools

Recall that the lack of a methods for verifying the correct-
ness of LLM-generated code make it difficult to compare
such tools with other AOTs. Section 3.1 introduces a novel
method and environment called PCAOT (Performance and
Correctness Evaluation of Automatic Optimization Tools)
that overcomes this limitation. Additionally, we have cre-
ated the Parallel Challenge Patterns Benchmark (PCB) suite
v1.0 with 20 distinct use cases. The suite and the challenge
patterns are discussed in Section 3.2.

3.1 Evaluation and Verification

Our approach entails selecting two Large Language Models
(LLMs), GPT-4.0 and CodeLlama-70B, and evaluating their
code optimization capabilities. The results are then compared
with three different optimizing compilers, CETUS, PLUTO
and ROSE. For engaging the LLMs, we use two prompting
strategies, descibed next.

3.1.1 Prompting Strategies. We explored two different
prompts associated with utilizing Large Language Models for
High-Performance Computing optimization tasks. Initially,
we employed instruction prompting (IP) [25] [16]. Addition-
ally, we employed Chain of Thought (CoT) within these
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Large Language Models. Recent studies indicate that Chain
of Thought prompting enhances performance across a spec-
trum of arithmetic, commonsense, and symbolic reasoning
tasks, making it well suited for assessing domain-specific
knowledge such as Parallel Computing [36].

CETUS, PLUTO, and ROSE translate C programs to equiv-
alent C code annotated with OpenMP parallel directives.
Incorporating OpenMP into the prompts facilitates the com-
parison of the code generated by LLMs and these compilers.
We chose the following prompts:

e Instructing (IP) - "Given the program below, improve
its performance using OpenMP".

e CoT - "Given the C program below, think of a way how
to optimize its performance using OpenMP"

The distinction between these two types of prompts lies
in their approach to guiding the model’s reasoning process.
Instructing prompts provide a direct and clear directive, re-
sulting in the immediate production of an optimized program
version. In contrast, Chain of Thought prompts enable the
model to break down the task into multiple steps, allow-
ing for iterative refinement before generating an optimized
program version. Instances of guidance the model in this pro-
cess are: "Think of a way...", "propose...", "give a potential
strategy..." [34].

For the optimizing compilers CETUS, PLUTO, and ROSE,
we used the default set of parameters, representing the
known, safe optimization methods. Note that, while experi-
menting with optimization options could potentially yield
improved performance, doing so is beyond the scope of this
paper. Our environment for evaluating the five AOTs com-
prises three phases: Preparation, Optimization, and Vali-
dation. Figure 1 illustrates this architecture.

3.1.2 Preparation Phase. LLMs have shown to have lim-
itations to process programs with large code sizes [29] [24].
Hence, our LLM evaluation focuses on section-level optimiza-
tions. The preparation phase identifies the sections within
the source code to experiment with. Each such section is man-
ually enclosed with #pragma experimental section start
and #pragma experimental section end, as illustrated in
Figure 2. The impact of code size on the performance of the
LLMs will be discussed in Section 4.2.

1: #pragma experimental start

2: for (k=0; k<=(grid_points[2]-1); k ++ )

30 {

4 for (j=0; j<=(grid_points[1]-1); j ++ )

5: {

6 for (i=0; i<=(grid_points[0]-1); i ++ )
7 {

8: for (m=0; m<5; m ++ )

9: {

10: rhsCkILjICilIm]=forcing[kI[jICillm];
11: }

12: }

13: }

14:}

15: #pragma experimental end

Figure 2. Experimental section instrumentation. Example is
from subroutine Compute_rhs of the NPB Application CG.

For our experiments we made used of a tool called CaRV
(Capture, Replay, and Validate), which enables users to ex-
periment with sections of large applications. It facilitates the
comparison of individual program sections before and after
optimizations, assessing their efficiency and accuracy [6].
CaRV does so using a selective checkpointing method, based
on the identified program states at the beginning and end of
an experimental section.

The preparation phase generates a new program version
that is instrumented in a way that allows the optimized pro-
gram section to be run independently and compared against
the captured end state of the original program. Both the orig-
inal and instrumented program versions are passed on to the
optimization phase.

3.1.3 Optimization Phase. This phase sends the experi-
mental section with the prompts to the two LLMs to obtain
the optimized versions. The resulting code is then inserted
into the instrumented program. The original code is also
sent to the three compilers, CETUS, PLUTO and ROSE. This
process generates a total of 16 program versions, for the five
AOTs (two LLMS, two different prompts, three requests per
prompt, three optimizing compilers plus the serial program)
The next phase executes and validates these versions.

3.1.4 Validation Phase. The Validation phase executes
each version of the experimental section individually. The
LLM-generated versions are then compared with the original,
serial program versions, using the CaRV checkpoints. This
process verifies the values of all relevant, "live" variables at
the end of the LLM-optimized program section against the
corresponding values in the original program. The execution
time is measured as well and compared to that of the original
program section.
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Figure 1. Architecture of the PCAOT Environment.

3.2 Parallel Computing Challenge Pattern
Benchmark Suite v1.0 (PCB)

This new Benchmark suite comprises 20 distinct use cases,
each presenting one of six challenging scenarios encoun-
tered by optimizing compilers [7]. A number of patterns are
included in the PCB suite, testing the optimizers in their
ability to
e parallelize outermost loops (PO),
e parallelize loops with function calls (PF),
e form parallel regions enclosing multiple parallel loops
(PR),
e avoiding load imbalance through dynamic scheduling
(DS),
o parallelizing array reductions (PA),
e eliminate barrier synchronizations using NOWAIT
clause (NW).

Given the challenges traditional optimizing compilers face
in handling these patterns [7] [32], an important question is:
Can LLMs identify these patterns and perform the req-
uisite optimizations? The following paragraphs explain
the involved program patterns:

Parallelizing Outermost Loops. This pattern involves
identifying and parallelizing the outermost loops in a pro-
gram section, which often represent significant computa-
tional tasks. Parallelizing these loops can improve perfor-
mance by distributing the number of iterations across multi-
ple processors or threads. Running the outer loop in parallel
typically results in lower overhead compared to parallelizing
the inner loop, as inner parallelism increases the number of

times of starting and ending parallel activities. This pattern
poses a challenge because real-world scenarios often contain
loops with complex expressions that prove too difficult for
compilers’ static analysis capabilities. Automatic optimizers
often success in parallelizing the inner loops only. Figure 3
illustrates this situation.

1: int sum

2: for (int i = 0; i < size; ++i) {

3 for (int j = @; j < size; ++j) {

4 for (int k = 0; k < size; ++k) {

5: #pragma omp parallel for

6 for (int 1 = @; 1 < size; ++1) {

7 int position =i*size * size * size + j * size ;
8: int index = position =* size + k * size + 1;
9: sum += datalindices[index]];

10: }
11: }
12: }

13: }

Figure 3. Parallelizing the outermost loop pattern in an ex-
ample loop from the PCB v1.0. Compilers tend to parallelize
the inner-most loop, due to the irregular data accesses in
code line #9. Doing so incurs the overhead of starting the
parallel region size® . Parallelizing the outermost loop would
eliminate this overhead.

Parallelizing Loops with Function Calls. Parallelizing
loops with function calls presents a significant challenge
for optimizing compilers, as many optimization techniques
do not operate interprocedurally. A special situation is the
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presence of calls to side-effect-free functions (functions that
only modify their parameters), which only require the opti-
mizer to determine the independence of the variables passed
as function parameters. Loops with such functions can be
parallelized. Figure 4 illustrates this situation.

1: int size = 1000;

2: int result[size][sizel;

3: for (int i = 0; i < size; i++) {

4 for (int j = 0; j < size; j++) {
5: for (k = 0; k < size; kt++){
6.

8

9

1

result[i]1[j1[k] = compute(i, j, k);
}

IS)
“

13: /* Side effect free fuction call*/
14: int compute(int x, int y, int k) {

15: int result = 9;

16: for (int i = 0; i < x; i++) {
17: result += (x +y + k) * i;
20: return result;

21: }

22: %}

Figure 4. Parallelizing Loops with Function Calls pattern in
an example loop from the PCB v1.0. Function compute is
side effect free. The loop in line #3 can be parallelized.

Parallel Regions Enclosing Multiple Parallel Loops.
Current optimizing compilers are limited to optimizing loops
individually and cannot apply optimizations across a set of
loops within a parallel region. By enclosing multiple parallel
loops within a single parallel region, the overhead associated
with starting and ending each parallel loop separately is
reduced. Figure 5 illustrates this pattern.

1: int array[1000];

2: int result[1000];

3: // Initialize array

4: for (int i = @; i < NUM_ELEMENTS; i++) {
5: array[i] = i;

6: }

7:

8: #pragma omp parallel

9: {

10: #pragma omp parallel for

11: for (int i = @; i < NUM_ELEMENTS; i++) {
12: result[i] = array[i] * 2;

13: }

14:

15: #pragma omp parallel for

16: for (int i = @; i < NUM_ELEMENTS; i++) {
17: result[i] *= result[i];

18: 3}

19:

20: #pragma omp parallel for

21: for (int i = @; i < NUM_ELEMENTS; i++) {
22: result[i] += 10;

23: }

24 3}

Figure 5. Parallel Regions Enclosing Multiple Parallel Loops
pattern in an example from the PCB v1.0. The parallel region
reduces the Fork/join overhead caused by parallelizing each
loop individually.

Avoiding Load Imbalance Through Dynamic Schedul-
ing. Load imbalance occurs when the computational work-
load is unevenly distributed among the available processing
units. Load imbalance is a significant source of performance
degradation and limited scalability in parallel computing.
Dynamic scheduling in OpenMP can mitigate this effect by
assigning computational tasks to processing units at run-
time based on their load and availability. Figure 6 illustrates
this situation by showcasing a triangular loop. The default
OpenMP scheduler (static) will divide the iterations of the
parallel loop evenly, causing load imbalance.

1: #pragma omp parallel for schedule(dynamic, 1)
2: //Every thread will process one iteration of the loop,
3: // and it will be used as it is available

4: for (int i =0; i <N; i++) {

5 for (int j = 0@; j <N - 1i; j++t) {

6: // With static scheduling: Threadl->N-i,
7 // Thread2->N-i-1...

8 // ThreadN->1

9 array[i][j]l = i + j;

Q

1

Figure 6. Avoiding Load Imbalance Through Dynamic
Scheduling pattern in an example from the PCB v1.0. In-
serting the OpenMP clause for dynamic scheduling resolves
the load imbalance.
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Parallelizing Array Reductions. Array reductions per-
form operations, such as sum, product, min, or max, on el-
ements of an array. Parallelizing these operations requires
careful consideration of data dependencies and synchroniza-
tion to ensure correct results while maximizing parallel exe-
cution. Algorithms to perform reductions in parallel are well
known [31] but applying them correctly and beneficially
when the result is an array itself can be non trivial [32].
Figure 7 illustrates this situation.

1 #pragma omp parallel for reduction(+:result)
2: for (i = 0; i < ARRAY_SIZE; i++) {

3 for (j = @; j < INNER_SIZE; j++) {

5: result[j] += array[il[j];

6 }

7 }

8

Figure 7. Parallelizing Array Reduction pattern in an exam-
ple from the PCB v1.0. Most compilers can recognize scalar
reductions. The analysis is more difficult, if the reduction
variable is an array, as result[] in this example.

NOWAIT - Eliminating Barrier Synchronizations.
Barriers are essential for maintaining correctness and syn-
chronization in parallel programs but introduce overhead
when some threads complete their work before others.
NOWAIT constructs can be used to eliminate barrier syn-
chronizations and improve parallel performance by allowing
threads to continue executing. AOTs need to determine the
situations where doing so is legal. Figure 8 illustrates this
pattern.

1: #pragma omp parallel

2: {

3 double local_sum = 0.0;

4 for (int i = @; i < ARRAY_SIZE; i++) {

5: for (int j = @; j < INNER_SIZE; j++) {

6: for (int k = 0; k < INNER_SIZE; k++) {
7 result[iJ[jICk]+=matrix_A[i][j1[k]
8: * matrix_BL[i][j1Ck];
9: }

10: }

11: }

12: #pragma omp for nowait

13: for (i = @; i < ARRAY_SIZE; i++) {

14: for (j = @; j < INNER_SIZE; j++) {
15: for (k = @; k < INNER_SIZE; k++) {
16: local_sum += array[il[jI[k];
17: }

18: }

19: }

20: #pragma omp atomic

21: sum += local_sum;

22: }

Figure 8. Eliminating Barrier Synchronizations pattern in
an example from the PCB v1.0. An OpenMP NOWAIT clause
is inserted to eliminate the barrier synchronization and im-
prove parallel performance.
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4 Evaluation: LLMs versus Classical
Optimizing Compilers

This section assesses the current capabilities of two Large
Language Models, GPT-4.0 and CodeLlama-70B, in com-
parison with three different automatic compilers, CETUS,
PLUTO and ROSE. Section 4.1 outlines the experimental
setup, Section 4.2 evaluates the ability of the LLMs to process
and correctly optimize large code sizes. Section 4.3 examines
the ability of these LLMs to optimize code sections effectively
and also assesses their capacity in handling the challenge pat-
terns introduced in Section 3.2. Lastly, Section 4.4 compares

the achieved speedup of all five Automatic Optimization
Tools (AOTs).

4.1 Experimental setup

To assess our Automatic Optimization Tools, we use the
PCAOT environment described in Section 3.1. Our test suite
drew from three distinct benchmarks: The NPB v3.3 [5] , the
PB suite V4.2 [37], and the PCB benchmark introduced in
Section 3.2. For our experiments, we measured the perfor-
mance of the applications using input Class B for the NPB
and the LARGE_DATASET for the PB and PCB suite.

We have selected specific subroutines from the NPB and
the PB suites that represent challenge patterns. For the PCB,
we developed 20 use cases, with each one representing one
of the six challenge scenarios detailed in Section 3.2.

Table 1 displays our test suite. We set the following AOT
parameters: For the CETUS, PLUTO and ROSE compilers we
chose their default options, selecting the known, safe opti-
mization behavior. For the LLMs, we chose a Temperature
of 0.2 and a Top_p value of 0.1, increasing deterministic
behavior for the code generation tasks.

We measured execution times on a compute node featur-
ing a 4-core Intel Xeon Gold 6230 processor configuration in
dual sockets. Each processor operates at a base frequency of
2.1 GHz, with a 27.5MB cache, and was supported by up to 1
GB of DDR4 memory. Application codes were compiled us-
ing GCC v4.8.5 with -O3 optimization on CentOS v7.4.1708.
Reported values represent the median of three application
runs, each utilizing one thread per core.

4.2 Impact of Code Size

Table 2, shows the capacity of the Large Language Models
to process programs with large code sizes. This table dis-
plays the number of lines of code per experimental section
versus the successful cases after sending the two different
prompts described in Section 3.1.1, 3 times each to the two
chosen LLMs; GTP4.0 and Codellama-70B, with a total of
192 attempts.

These results illustrate the capability of the LLMs in han-
dling large code sizes. While smaller code sections tend to
be transformed more accurately, they are not guaranteed to
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Table 1. Testing Dataset: Experimental Section, Impact of the experimental section on the overall application, Pattern evaluated,
and number of loops we are testing with the AOTs

Benchmark Application Name Experimental Section Impact % Pattern evaluated #Loops
NAS BT initialize 0.2% PF, PR 11
NAS BT rhs_norm 0.5% PR, PO, NW 1
NAS BT compute_rhs 10.2% PR, PO 11
NAS BT x_solve 27.7% PF, PO 1
NAS SP initialize 0.3% PF, PR 11
NAS SP rhs norm 0.2% PF, PR 1
NAS SP y_solve 19.6% PF, PO 1
NAS SP exact_rhs 0.3% PR, PO, NW 5
NAS MG norm2u3 1.1% PF, PR, N\W 1
NAS MG zran3 29.3% PF, PR 3
NAS CG conj_grad 98.9% PR, PA,PO,NW 5
NAS IS full_verify 99.8% DS, PO 5
Poly Linear Algebra 2mm 91.8% PR, PO 1
Poly Linear Algebra 3mm 98.4% PR, PO 3
Poly Linear Algebra Atax 18.2% PR, PO 5
Poly Datamining Correlation 99% PR, PO 1
PCB Challenges PO_Function_Version[1-5] 97% PO 5
PCB Challenges PF_Function_Version[1-3] 93% PF 4
PCB Challenges PR_Function_Version[1-3] 98% PR 9
PCB Challenges DS_Function_Version[1-3] 96.3% DS 3
PCB Challenges PA_Function_Version[1-3] 95% PA 4
PCB Challenges NW_Function_Version[1-3] 97.2% NW 3

be 100% correct. As the code size increases, the likelihood of
inaccuracies also increases.

Program sections of approximately 20 lines often produce
correct output, whereas no section above 200 lines was trans-
formed successfully (performance will be evaluated later). In
between, the LLMs exhibit non-deterministic behavior, with
some runs producing useful results while others with the
same input fail. GPT4.0 and Codellama-70B return success-
fully transformed code in 14.06% of the cases.

These results further justify our method of employing
LLM capabilities on the basis of individual program sections.

4.3 LLM Optimization Capabilities

Figure 9 shows the success rates of generating correctly opti-
mized code by the tested LLMs on specific challenge patterns,
using the two prompts described in Section 3.1.1. The results
are classified into four distinct categories: Pattern correctly
applied, Pattern not correctly applied but code com-
piles, Compilation error, Incorrect Result and Runtime
error.

Our primary finding from this information is that LLMs
are not yet in a position where they can serve as automatic
optimizers. Only in three of the analyzed optimization pat-
terns, both LLMs produce partly incorrect results. A key de-
mand on automatic optimizers is that they be 100% correct;

tools that require software engineers to engage in possibly
lengthy debug phases after use are not acceptable. The par-
tial successes in two of the patterns (Array Reduction and
Parallelizing Outermost Loop) indicate that LLMs may be
making progress toward the goal of becoming useful AOTs.
These two patterns represent some of the most important
parallelization capabilities and likely have many code exam-
ples serving as LLM training data, which may explain the
partial success. The NOWAIT and Parallel-Region patterns
tend to involve large code regions, which challenge LLMs,
as discussed in Section 4.2. The two LLMs completely fail
on Dynamic Scheduling patterns. We attribute this behavior
to the more complex code exhibited by such test cases. Dy-
namic scheduling tends to be needed in loops that involve
irregular code and data structures, which are more difficult
to comprehend.

The results show no significant difference between the
two prompting methods we used. While other researchers
have reported more success with Chain-of-Thought (CoT)
prompting, this method performed marginally worse in some
cases than the more direct Instruction Prompting (IP) method.
Finally, comparing the two LLMs shows insignificant differ-
ences as well. CodeLLama is optimized for program code
synthesis, as well as infilling/completion [14], hence we ex-
pected it to perform well. However, ChatGPT has a larger
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Large Language Model
GPT4.0 CodelLlama-70B
Benchmark ExperirTlental #Lines | Succesfull Benchmark ExperirTlental #Lines | Sucessfull
Section code Cases Section code cases
BT rhs_norm 18 3 BT rhs_norm 18 2
Linear Algebra Atax 21 5 Linear Algebra Atax 21 5
Datamining Correlation 21 5 Datamining Correlation 21 5
SP rhs norm 26 0 SP rhs_norm 26 0
MG norm2u3 28 2 MG norm2u3 28 0
Linear Algebra 2mm 29 6 Linear Algebra 2mm 29 6
Linear Algebra 3mm 34 6 Linear Algebra 3mm 34 6
IS full_verify 41 0 IS full_verify 41 0
BT Initialize 155 0 BT Initialize 155 0
SP Initialize 161 0 SP Initialize 161 0
CG conj_grand 183 0 CG conj_grand 183 3
MG zran3 187 0 MG zran3 187 0
SP y_solve 250 0 SP y_solve 250 0
SpP exact_rhs 313 0 SP exact_rhs 313 0
BT x_solve 346 0 BT x_solve 346 0
BT compute_rhs 382 0 BT compute_rhs 382 0

number of Al model parameters, which may make up for the
fact that it is a general model.

4.4 Speedup Evaluation

Figure 10 shows the maximum average speedups for correct
and incorrect code obtained from the five distinct AOTs
across our three benchmark suites against each benchmark’s
baseline (Serial code) and its Hand-optimized version.

Our findings demonstrate the efficacy of CodeLlama-70B
as the superior optimizer among Language Model-based
(LLM) solutions, capable of achieving speedups of up to 2.1x
compared to the original program, measuring correct code
only. When considering incorrectly optimized code as well,
the achieved speedup is approximately 2.7x.

Conversely, we can observe a noticeable difference be-
tween all the AOTs and PLUTO in terms of speedup achieved
within the PolyBenchmark suite, where PLUTO outper-
formed all of the AOTs with a remarkable 7x speedup. This
superior performance is attributed to PLUTO’s specializa-
tion on the Polyhedral model [11]. The specialization may
also explain why PLUTO was unable to process the other
benchmark suites.

Overall, CETUS emerged as the best among the optimizing
compilers for processing a variety of programs within these
suites, achieving a maximum speedup of 1.9x. The ROSE
optimizer achieved a speedup across all benchmarks of 1.2x,
remaining below the other AOTs in terms of efficacy.

While GPT4 has demonstrated success across various
tasks, it exhibited the lowest performance for code opti-
mization across all the benchmarks and among the LLMs.

It achieved a maximum speedup of 1.6x, falling short of
CodeLlama-70B.

5 Related work

The primary objective of PCAOT is to automatically validate
the correctness and performance of optimizations generated
by Automatic Optimization Tools (AOTs). To the best of
our knowledge, no other research has directly addressed
this specific objective. However, several studies have created
benchmarks to evaluate the capabilities of Large Language
Models (LLMs) in optimization tasks.

For instance, HumanEval [9] is a benchmark designed to
assess the performance of LLMs in generating correct and
efficient code. Additionally, there has been a study evaluating
the ability of LLMs to synthesize short programs from natural
language descriptions, demonstrating the potential of these
models in code generation tasks [3].

Recent studies have also evaluated the performance of
LLMs in specific High-Performance Computing (HPC) op-
timization tasks; such as OpenMP pragma prediction [27]
highlighting the application of LLMs in parallel computing
optimizations. Additionally, approaches to code completion
[35] and issue fixing [35] show the breadth of LLM applica-
tions in software development and maintenance.

Another significant contribution in this domain is the
novel paradigm introduced by researchers using Large Lan-
guage Models with compiler feedback to optimize the code
size of LLVM assembly. Their model takes unoptimized
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Figure 9. Correctness Evaluation for the following challenging patterns: Array Reduction, NOWAIT, Parallel-Regions,
Parallelization at the Outermost level (P-Outermost), Parallelization for function calls (P-Function Calls), Dynamic Scheduling
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LLVM Intermediate Representation (IR) as input and pro-
duces optimized IR, optimization passes, and instruction
counts for both unoptimized and optimized IRs [15].

Despite these advancements, the automatic validation of
both the correctness and performance of optimizations re-
mains underexplored. Our work aims to fill this gap by pro-
viding a comprehensive framework for evaluating and val-
idating the outputs of AOTs, ensuring that the generated
optimizations meet the desired standards of correctness. We
also proposed a novel Paralle] Computing Challenge Bench-
mark suite (PCB) V1.0 containing six challenge patterns for
evaluating AOT code optimization capabilities.

6 Conclusions

This paper introduced a novel mechanism called PCAOT,
which enables the automatic validation of the correct-
ness and performance of Automatic Optimization Tools-
generated code. While we have applied the mechanism to
verify LLM-generated code, it also enables unsafe compiler
optimization to be tested. Additionally, we have presented
the Parallel Computing Challenge Benchmark suite (PCB)

v1.0, comprising 20 use cases for evaluating the capabilities
of Automatic Optimization Tools. To the best of our knowl-
edge, this is the first such benchmark.

Our results show that LLMs only succeed in optimizing
very small programs of approximately 20 lines. Given that
real-world software often contains thousands of lines of
code, these models are not yet ready to serve as automatic
optimizers.

Our results also show that LLMs perform only marginally
better than current optimizing compilers, in terms of cor-
rectness. The chosen LLMs can correctly identify three out
of the six different challenge patterns, such as Array Reduc-
tion, Parallelizing Outermost Loops, and Loops Containing
Function Calls, with a success rate higher than 50% in most
cases. However, they often fail on other patterns, includ-
ing eliminating barrier synchronization using the NOWAIT
clause, parallel regions enclosing multiple parallel loops, and
avoiding load imbalance through dynamic scheduling.

In terms of speedup, the best compiler and the best LLM
performed within 10%. We also found no significant differ-
ence between the two prompting methods we employed,
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Figure 10. AOTs - Speedup Evaluation of each AOT using a specific configuration: Chain-of-Thought and Instruction prompting
for LLMs and the default configuration for the optimizing compilers.
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with Chain-of-Thought (CoT) performing slightly worse
in some cases than the more straightforward Instruction
Prompting (IP) method.

Finally, addressing the main question asked in the intro-
duction: Can Al-driven models revolutionize the way
we approach code optimization? We find that, with their
current capabilities, the LLMs cannot yet suitably serve as
Automatic Optimization Tools. Even though the potential
exists, future LLMs will need significant improvements in
terms of performance and correctness.
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