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Abstract—Learning reward models from pairwise comparisons

is a fundamental component in a number of domains, in-

cluding autonomous control, conversational agents, and rec-

ommendation systems, as part of a broad goal of aligning

automated decisions with user preferences. These approaches

entail collecting preference information from people, with

feedback often provided anonymously. Since preferences are

subjective, there is no gold standard to compare against; yet,

reliance of high-impact systems on preference learning creates

a strong motivation for malicious actors to skew data collected

in this fashion to their ends. We investigate the nature and

extent of this vulnerability by considering an attacker who

can flip a small subset of preference comparisons to either

promote or demote a target outcome. We propose two classes

of algorithmic approaches for these attacks: a gradient-based

framework, and several variants of rank-by-distance methods.

Next, we evaluate the efficacy of best attacks in both these

classes in successfully achieving malicious goals on datasets

from three domains: autonomous control, recommendation

system, and textual prompt-response preference learning. We

find that the best attacks are often highly successful, achieving

in the most extreme case 100% success rate with only 0.3%

of the data poisoned. However, which attack is best can vary

significantly across domains. In addition, we observe that the

simpler and more scalable rank-by-distance approaches are

often competitive with, and on occasion significantly outper-

form, gradient-based methods. Finally, we show that state-

of-the-art defenses against other classes of poisoning attacks

exhibit limited efficacy in our setting.

1. Introduction

Remarkable advances in AI ranging from autonomous
systems, such as self-driving cars [3], to conversational
agents [97], have led to significant concerns about the
possibility that the resulting technologies would come to
systematically deviate from conventional norms. Such de-
viations can range from benign, for example, an occasion-
ally unhelpful response to a prompt, to harmful, such as
generating autonomous trajectories that make users (e.g.,
riders in self-driving cars) fear for their lives or the lives
of others, or inciting violence in response to conversational
prompts. The fundamental concern is to ensure that the

Figure 1. Illustration of Poisoning Attack (Promotion).

behavior of AI systems aligns with the values of the hu-
man communities impacted by these. This value alignment
problem has been a subject of foundational research in a
broad array of domains, which in addition to autonomous
control [16] and conversational agents [62], include rec-
ommendation systems [43], [65], and, classically, elections
and policymaking [61]. A common foundational element
of value alignment, with roots in social choice and utility
theory, is to learn a reward model from a dataset comprising
human responses about their relative preferences between
pairs of options (outcomes, candidates). The learned reward
model can then be used in the relevant downstream tasks,
such as to make personalized recommendations, or as part
of the reinforcement learning from human feedback (RLHF)
which has gained popularity in the design of helpful and
harmless language models [62], [78], [80].

The nature of preference elicitation necessary in reward
model learning, however, opens the door to malicious tam-
pering, as one commonly obtains such information from
anonymous subjects. Moreover, the subjective nature of
preferences, which often represent a diversity of opinions,
makes it very challenging to evaluate the veracity of re-
sponses with respect to any gold standard. For example,
malicious actors may have an incentive to create fake user
accounts, or compromise legitimate users, and thereby popu-
late pairwise comparison datasets collected with preferences
responses that achieve their own ends. Consequently, a
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crucial and under-explored issue is one of vulnerability of
reward model learning from pairwise comparison data to
malicious preference label poisoning. We aim to systemati-
cally investigate this vulnerability within the most common
Bradley-Terry (BT) reward model learning framework based
on maximum likelihood estimation (MLE) [7], [98], which
is a typical approach in RLHF [62], [78], [80].

Our work contributes to the literature on poisoning at-
tacks on machine learning generally [5], [27], [34], [52],
[59], [77], [94], [102], [103], [105], and label-flipping at-
tacks in particular [39], [57], [63], [68], [94], [99], [105],
[108]. The focus in the existing literature has been pre-
dominantly on either classification or regression problems;
preference poisoning attacks on reward model learning have
received far less attention. Moreover, the problem setting
motivates attack goals that focus specifically on relative
preferences over feature vectors, which are in themselves
distinct from common threat models in prior literature. We
show that as a consequence of structural differences in
the learning problem and threat model, common defenses
against label flipping attacks on conventional supervised
learning methods have only limited efficacy in our setting.

There are several technical challenges in devising pref-
erence poisoning attacks on reward model learning. First,
pairwise preferences are discrete: either one prefers the first
option, the second, or is indifferent. Consequently, gradient-
based methods proposed for data poisoning, which assume
that data is real-valued, cannot be used directly. On the
other hand, the typical heuristic poisoning attacks [8], [10],
[60], [99] are specific to threat models related to either
conventional regression or classification, and not directly
applicable here. The second is that the attack, as poisoning
attacks in general, solves a bi-level optimization problem.
Principled solutions to this problem, such as [59], make
use of the implicit function theorem. However, the approach
requires computing an inverse of a Hessian with respect to
model parameters, which scales poorly as the model (e.g.,
neural network) becomes large. Third, prior approaches
often assume that learning is convex; in the case of neural
network poisoning, however, the problem is non-convex and
initialization plays a significant role in attack efficacy.

To address these challenges, we propose two classes of
attacks. At the core of the first is a projected gradient ascent
algorithm that combines iterative relaxation and projection
steps with implicit gradient computation. To handle scalabil-
ity issues, we couple this approach with a low-dimensional
input embedding either learned by training the reward model
on clean data, or using PCA. The second is a class of rank-
by-distance (RBD) greedy heuristics, in which we poison
datapoints most similar to the target outcomes the adversary
aims to either promote or demote. We instantiate members
in this class by defining specific distance functions, such
as the Euclidean norm (in input or embedding space) and
outcome reward difference.

We conducted empirical investigation of this vulnera-
bility in four key application domains. Our first domain in-
volves reward model learning for safety alignment in LLMs,
using the LLaMA-7B model [83]. The next two domains in-

volve value alignment in control, using MuJoCo simulation
environment, which inputs are low-dimensional, and Atari
vision-based control setting, in which inputs are images. The
fourth domain uses a recommendation dataset with text as
input. We show that the success rate of the best attack varies
considerably by domain and even environment within a
domain. In many cases, however, our attacks achieve nearly
100% success rate with only 1-10% of data poisoned, and
in the case of safety alignment, poisoning only 0.3% of the
inputs yields a nearly 100% success rate. Moreover, in this
domain, we show that our poisoning attack has a significant
downstream impact on policies learned using RLHF. We
also observe that which attack is best varies across domains:
in some cases, the gradient-based approach is best, while
in others, RBD methods are better. This demonstrates the
importance of our comprehensive multi-method approach to
vulnerability analysis. Our final exploration involves several
state-of-the-art defense approaches proposed for poisoning
attacks. We show that none of these are consistently effective
against our attacks. For example, in the case of safety
alignment, our attack remains nearly 100% effective even
after the application of the defenses.

In summary, we make the following contributions:

1) A novel model of poisoning attacks on reward
model learning from pairwise comparisons, in
which an attacker can flip preference labels.

2) A novel projected gradient ascent approach to solve
the combinatorial label poisoning problem.

3) A novel class of rank-by-distance (RBD) poisoning
methods that exhibit strong empirical performance,
particularly in high-dimensional settings.

4) A theoretical analysis that demonstrates out-of-
sample effectiveness of the attacks.

5) Extensive evaluation of the attack efficacy on ap-
plications ranging from LLMs to control.

Related Work. There are a wide variation of threat models
that fall under the broad category of data poisoning, in which
training data is modified to achieve malicious ends [87].
The vast majority are in the supervised learning settings, of
which ours can be viewed as a non-conventional variation.
We group this body of work into two subcategories: data
poisoning and Trojan attacks.
Data Poisoning Attacks and Defenses: Much work on data
poisoning attacks and defenses is focused on adding new
poisoned data, typically in classification and regression
problems [5], [27], [34], [52], [59], [77], [94], [102], [103],
[105]. This is distinct from our threat model, in which
preference responses are modified, but no new data is added.

The most closely related literature involves label-flipping
attacks and defenses in classification [4], [57], [63], [68],
[94], [99], [105], [108]. The earlier efforts focused on prin-
cipled optimization approaches attacking classical machine
learning algorithms, such as SVM [4], [99]. More recent
efforts, such as [92], which target neural-network-based
classifiers, make heavy use of problem-specific heuristics. In
most of this work, the threat model involves maximizing the



prediction error of the model learned on poisoned data. In
addition to the distinction in the learning problem structure,
this also qualitatively differs from the targeted nature of
the promotion and demotion attacks we explore, which is
particularly pertinent in the preference learning context.
Moreover, while defense approaches exist, they tend to focus
on classification problems that have sufficient structural
differences so as to make them insufficient in our setting (see
Section 6) [57], [63], [77], [105]. Furthermore, while many
recent approaches have emerged for defending against label
flipping attack on federated learning [2], [37], [38], [42],
[48], [49], [58], they are specific to this setting, whereas
our focus is on the centralized learning paradigm.

Intimately related to our work are poisoning attacks
and defenses on recommendation systems [23], [24], [41],
[47], [107]. Many target specifically matrix-based or graph-
based recommendation systems (i.e., collaborative filtering
techniques) [23], [24], [47], which are also distinct from
the structure of the MLE reward model learning problem.
Most similar to our work is [107], who consider malicious
injection of a limited collection of users to poison product
ratings so as to promote particular products as a top-K
recommendation for the largest number of users. The goal,
thus, closely echoes ours, but the learning algorithm being
poisoned is quite different.

In poisoning attacks on large language models (LLMs),
existing work has focused on text classification tasks [46],
[88], achieving specific objectives during instruction tuning
[74], [89], [101], and prompt manipulation in preference
data [67], [73]. However, these studies have not systemat-
ically examined the impact of preference label poisoning
on reward models One recent exception is [92], who study
attacks on RLHF by modifying preference labels. Unlike
this work, which is restricted to LLMs, our threat model
involves general reward model poisoning attacks.

Trojan Attacks and Defenses: Trojan attacks involve a com-
bination of data poisoning and implementing a trigger at
inference time [6], [14], [19], [31], [51], [66], [69], [70],
[109]. As such, these are inherently distinct as threat models
from our setting. For example, [28] detail how a Trigger
can be embedded by adding patterns to inputs and flipping
labels to the target. A number of Trojan attacks have also
been developed that only modify training labels (in addition
to adding a trigger at inference time) [13], [26], [39]. A
parallel literature has also developed focusing on defense
against Trojan attacks [17], [91]. Prominent examples in-
clude model verification, which checks for anomalies in a
model’s functionality [22], [29], [33], Trojan trigger detec-
tion, which aims to identify triggers [11], [12], [32], [45],
[55], [71], [93], [100], [104], restoring compromised models
which retrains, prunes, or preprocesses the neural network to
remove triggers [21], [30], [54], [56], [72], [85], [86], [90],
[96], [106], [110], [112], [113], and input filtering which
aims to cleanse data from malicious inputs [15], [18], [20],
[25], [36], [50], [53], [76], [82], [95], [105]. None of these,
however, are directly pertinent to our problem setting, since
we only consider attacks on preference data.

2. Background: Learning a Reward Model

from Pairwise Comparisons

The problem of learning a reward (utility) model from
pairwise comparisons is commonly formalized as follows.
Let D = {(xi, yi, oi)}ni=1 be a dataset of n datapoints with
xi, yi → Rm feature vectors representing the ith pair of
outcomes and oi → {0, 0.5, 1} a preference between these.
Specifically, oi = 0 if xi is preferred to yi (which we write
as xi ↑ yi), oi = 1 if yi ↑ xi, and oi = 0 if these
are preference-equivalent (with xi ↓ yi representing such
indifference). Typically, data of this kind of obtained by
presenting people with pairs of options (x, y) and asking
which of these they prefer. For example, this is the process
used in improving the helpfulness, and reducing harmful-
ness, of LLM-based conversational assistants, as part of
an RLHF framework [16], [62]. Fundamentally, this is a
classic problem in utility function learning [98] within the
random utility model (RUM) theoretical framework, where
one assumed that an agent endowed with a true but unknown
utility function R(x) reports preference comparison results
corrupted with noise, and one aims to approximately recover
the underlying utility function from such data.

The most common approach in applied RUM settings,
including RLHF, is to leverage the Bradley-Terry (BT)
model of preference data generation, in which the preference
label o is generated stochastically according to the following
distribution:

o ↓ Pr{y ↑ x|R} =
e
R(y)

eR(x) + eR(y)
. (1)

Let Rω(x) be a parametric reward model that we wish to
learn from data generated according to the BT model, with
ω → !, where ! is the parameter space (e.g., ! = Rm). A
typical approach is maximum likelihood estimation (MLE),
in which we minimize the following loss function (equiva-
lent to maximizing the negative log-likelihood function):

L(D; ω) =
∑

i

↔[(1↔ oi) log Pr{xi ↑ yi|Rω}

+ oi log Pr{yi ↑ xi|Rω}].

Commonly, this loss is minimized using gradient descent
with respect to reward model parameters ω.

3. Threat Model

We consider the presence of a malicious actor (ad-
versary) who can modify preference labels for pairs of
outcomes in the dataset. Since these are inherently subject
to human feedback, with no objective way to ground them
(being expressions of human preferences), it is not possible
in general to verify responses received against some ground
truth. Consequently, even manual screening of such data
cannot reliably identify poisoned instances, as these may
simply be expression of unusual or unexpected preferences.
Moreover, preferences of this kind are commonly obtained
over the internet, the relative anonymity of which provides



ample opportunity for malicious subversion of preference
information. In particular, attackers can enter as annota-
tors of the system, solicited, for example, using Amazon
Mechanical Turk, Prolific, etc, or hired using other means
(e.g., by using a third-party outsourcing service, such as
Sama [64]), or can pay off a subset of such annotators.

3.1. Attacker Capabilities and Constraints

We assume that the attacker can modify (flip) a subset
of preference labels oi for corresponding pairs of input
outcomes (xi, yi), but not the feature vectors associated with
these outcomes, as these are typically pre-specified as part of
the preference elicitation process, and are consequently far
more difficult to directly modify. We allow at most B labels
to be flipped. For example, if this is done through malware
on a user’s device that submits fake pairwise comparison
results on the user’s behalf, such attacks can affect only a
relatively subset of users. Similarly, if malicious users inter-
ject themselves into the elicitation process (something that
is difficult to prevent at scale, given the relative anonymity
inherent in it), there is a limit to how many such malicious
accounts can be created (or a limit on the cost an attacker
can expend on using botnets for such a task). Finally, if
attackers simply pay off regular hired annotators to submit
malicious preferences, there is a limit on how much the
adversary can spend.

Let D̃ = {(xi, yi, õi)} be the dataset produced after
the attacker manipulates (up to) B labels in D, and let
L(D̃, ω) be the loss function optimized by the learner over
the poisoned dataset D̃. Let εi → {↔1, 0,+1} denote the
label perturbations by the attacker, so that õi = oi + ε. The
constraint is then

∑
i→D

|εi| ↗ B. We make explicit the
dependence of poisoned data on ε using the notation D̃(ε).

3.2. Attacker Information

We consider two information settings vis-a-vis both the
dataset and the model architecture: white-box and black-
box. In the white-box model setting, the attacker is assumed
to know the true model (e.g., neural network) architecture
being trained. In the white-box data setting, we assume that
the attacker knows the entire dataset D. In the black-box
model setting, the attacker does not know the architecture.
Notably, we do not assume knowledge of the random ini-
tialization in training. Finally, in the black-box data setting,
we assume that the attacker knows, and can modify, only a
subset of the full dataset D; in this setting, we systematically
study the impact of partial knowledge of D on the attack
success rate.

3.3. Attacker Goals

We consider two attack goals: 1) promoting and 2)
demoting a set of target candidates.

3.3.1. Promotion Attacks. In promotion attacks, the at-
tacker’s goal is to promote a set of target outcomes C

T

over others with respect to the learned reward function
Rω(x). For example, in a recommendation system setting,
the attacker may have a target set of products that they
wish to be frequently recommended over others. In a setting
where the goal of reward model learning is to achieve value
alignment in autonomous vehicle control, the attacker may
wish to induce dangerous trajectories, whereas in conversa-
tional agent contexts, the adversarial target outcomes would
correspond to harmful or unhelpful responses to prompts.

A key challenge in formalizing attacks that aim to pro-
mote a set C

T of outcomes over others is that it is not
evident how to identify these “others”. Typically, they con-
cern unknown future comparisons, for example, in deciding
whether a target product x should be shown rather than some
other product x↑ that was recently purchased by another user.

We approach this issue by viewing the attack goal from
the perspective of learning theory [1]. Specifically, suppose
that future products to which targets x will be compared to
will be generated according to some unknown distribution
P . We assume that the outcome pairs (x, y) contained in
the dataset D are generated i.i.d. according to P . This
allows us to use alternatives in D as a proxy in determining
the objective to optimize in promotion attacks. The central
theoretical question we ask in this section is whether the
optimal solution to this proxy objective yields a provably
approximately optimal promotion attack if comparisons are
with respect to outcomes x↑ drawn randomly from P , rather
than from D. Next, we make this more precise.

We model the promotion attack as solving the following
optimization problem:

max
ε

F (ε) ↘
∑

c→CT

Pr
x↓P

{Rω(c) ≃ Rω(x)}

s.t. : ω → argmax
ω→

L(D̃(ε), ω↑).
(2)

Notably, it is impossible to evaluate Prx↓P{Rω(c) ≃
Rω(x)} since P is unknown. Moreover, even if we knew P ,
computing this probability exactly can be computationally
intractable. Practically, therefore, we would instead estimate
it using a collection of sample outcomes {xi}Ni=1, which we
assume are drawn from the unknown distribution P (a con-
ventional assumption in learning theory, for example [1]).
In practice, we would draw them, for example, from the
dataset we aim to poison. This yields the following finite-
sample approximation of Problem (2):

max
ε

F̂ (ε) ↘
∑

c→CT

∑

i

1Rω(c)↔Rω(xi)

s.t. : ω → argmax
ω→

L(D̃(ε), ω↑),
(3)

where 1Rω(c)↔Rω(xi) is 1 whenever the condition is true, and
0 otherwise. A natural question is whether this approxima-
tion yields a solution that approximates the true optimization
problem that the attacker aims to solve—that is, Problem (2).
We address this issue in Section 4.3 below.



3.3.2. Demotion Attacks. Demotion attacks are a mirror
image of promotion attacks: the attacker goal in this case is
to demote a target set of candidates CT in terms of the com-
parisons with others induced by the learned reward model
Rω. For example, a firm in a concentrated market would
wish to prevent would want to demote the perceived prefer-
ence of its competitor’s product, or a malicious actor would
wish to prevent certain useful information from being shown
by conversational AI (e.g., vaccine information in response
to prompts about an infectious disease). We formalize it in
precisely the same manner as we did for promotion attacks,
with the goal now to minimize F (ε), rather maximize it.
We can again use F̂ (ε) as the approximate objective.

3.3.3. Value Alignment and RLHF. An important, but far
from sole, motivation for our consideration of attacks on
reward model learning is RLHF. In this case, the learned—
and, in our case, poisoned—reward models are then used
downstream as rewards in a reinforcement learning loop
(commonly, using PPO) to obtain policies that make de-
cisions which are aligned with values represented by the
reward model [62], [78], [80]. While not a primary part of
our threat model, we evaluate the downstream effect of our
attack on policies obtained using RLHF in Section 5 as well.

3.4. Stealth

An important consideration in poisoning attacks is
stealth, that is, ensuring that the fact of the attack is not
immediately evident to observers. To this end, we use degra-
dation in overall test accuracy as a measure of stealth: we
view the attack as stealthy if test accuracy does not signifi-
cantly degrade. We treat stealth as a post-hoc requirement on
the attack, that is, we experimentally check that the attack
does not have a significant accuracy degradation as a side-
effect. An important factor in this context is that the se-
mantics of accuracy in preference data are atypical, because
preferences are inherently subjective, and people disagree.
Consequently, accuracy variation can be easily attributable
to a high disagreement rate, rather than a problem with the
data itself, and accuracy degradation of over 10% need not
reduce data credibility. However, once error is too high,
stealth will indeed be undermined.

4. Attack Algorithms

There are three algorithmic challenges in developing
algorithmic techniques for the promotion and demotion at-
tacks. First, both Problem (2), and its finite-sample approx-
imation (3) (as well as their demotion attack counterparts)
entail solving a bi-level optimization problem. Second, our
problem involves flipping a subset of preference comparison
labels. Thus, in contrast to the majority of data poisoning
approaches, including all gradient-based methods to date [5],
[27], [31], [34], [111], which assume a continuous decision
space (changing real-valued features), we face a combina-
torial optimization problem over a discrete space of labels.

Third, the objective function in the proxy formulation (3)
is discontinuous and non-differentiable, precluding direct
application of gradient-based methods.

We develop two classes of algorithmic approaches to
address these challenges. First, we propose a novel projected
gradient ascent algorithm for preference label poisoning
attacks, and several variations that address its scalability
challenges in high dimensions. The second class are greedy
rank-by-distance approaches, in which the main variation is
how we measure distance. We detail these next. Finally, we
present a theoretical analysis that formally justifies our focus
on the finite-sample objective (Problem (3)) as a proxy for
the true adversarial goal (Problem (2)).

4.1. Gradient-Based Framework

We begin with promotion attacks and assume for the
moment that we are in the “white-box” setting (that is, we
know the network architecture). We deal with the black-
box setting, where we do not know the architecture, be-
low. Consider the optimization Problem (3) with objective
F̂ (ε) =

∑
c→CT

∑
i
1Rω(c)↔Rω(xi). Since this objective is

not differentiable, the first step is to use a differentiable
proxy. We propose the following objective as such a proxy:

U(ε) =
∑

c→CT

Rω(c)↔
|CT |
N

∑

i

Rω(xi). (4)

Now, since the only dependence on the decision variables ε

is via the parameters learned ω, as long as Rω are differen-
tiable with respect to ω, the objective will pose no issues.
Next, we turn to the problem of discrete decision space ε,
where εi → {↔1, 0,+1}. Since the decision variables are
discrete, we cannot directly use gradient-based methods for
optimization. Our solution is a projected gradient descent
(PGD) method in which we relax the variables εi to be
in the interval [↔1,+1] (instead of being discrete), apply
a sequence of gradient steps, and then project back to
{↔1, 0,+1}. The projection step will choose the B εis with
the largest magnitude as the attack, setting the rest to zero,
and then round the selected εis. Consequently, since the final
step involves this projection, the approach is guaranteed to
return a feasible ε vector.

Next, computing the gradient of U(ε) with respect to
the (relaxed) ε, we obtain

⇐εU(ε) =

(
∑

c→CT

⇐ωRω(c)↔
|CT |
N

∑

i

⇐ωRω(xi)

)
dω(ε)

dε
,

where we now make explicit the dependence of ω on ε,
and dω(ε)

dε
is the matrix of derivatives dωj

dεi
. While computing

⇐ωRω is straightforward, ω(ε) is an implicit function of
ε that arises due to the indirect dependence of learned
parameters ω on ε as solutions to the optimization problem
minω→ L(D̃(ε), ω↑). Computing the implicit derivatives dω(ε)

dε

is a common issue in gradient-based methods for poison-
ing attacks (see, e.g., [59]), and a common approach is
to leverage the implicit function theorem [44], [59], [75].



Specifically, since MLE in our context is an unconstrained
optimization problem, an optimal solution satisfies first-
order conditions ⇐ωL(D̃(ε), ω) = 0. With mild assumptions
detailed elsewhere [75], we compute the implicit derivative:

dω

dε
= ↔ [HωL]↗1

[
d⇐ωL
dε

]
,

where HωL is the Hessian of L with respect to ω. With the
gradient computed so, we can run projected gradient ascent
to approximate the attack. In our implementation, we use
PyTorch autograd to compute the gradient and Hessian.

In our threat model we do not assume knowledge of the
random seed used for training. To deal with this, we run the
gradient-based algorithm from K random neural network
initializations. For each such initialization k, we obtain an
approximately optimal attack ε

k. We then use these in a
kind of ensemble to compute the final poisoning attack as
follows. First, compute ε = (

∑
k
ε
k)/K. Second, we choose

the top B εis in terms of the value of |εi| obtained in this
fashion, and flip the associated labels oi. As an ablation, we
also consider an approach proposed by [44] in which they
pre-train the neural network to initial gradient descent; in
our experiments, however, we find that our approach tends
to outperform the pre-trained variant. Algorithm 1 provides
the details of the proposed gradient-based algorithm.

Input: Original data D, Attack budget B
Randomly initialize N neural networks.
for j in 1, . . . , N do

Calculate grad
k
= dU(ε)/dε, normalize gradient

ε
k = (grad

j
)norm⇒ step size

Clip ε
k so that (oi + ε

k

i
) → [0, 1]

end for

ε = (
∑

N

k=1 ε
k)/N

Choose top B indices based on the value of |ε|
Flip the preference label of those indices (oi ⇑↔ 1↔ oi)
return ε

Algorithm 1: Gradient-based algorithm.

An important technical challenge with this gradient-
based approach is that it becomes impractical in high di-
mensions because of the size of the Hessian combined with
the inverse in the implicit gradient calculation. We consider
three approaches for dealing with this. The first is similar
to [44], and makes use of the conjugate gradient method.
Specifically, instead of computing the inverse directly, we
reframe implicit gradient computation as a solution to a
linear system of equations Ax = b, where A in our context
corresponds to the Hessian of the loss. We use HVP (implicit
Hessian-vector products) to approximate Ax [44], and use
Newton’s conjugate gradient to approximate the solution
for Ax = b. However, we experimentally found that this
approach performs quite poorly in our setting (either taking
a very long time, or yielding poor efficacy). Our second
approach is to first learn a model on clean data D, and then
use a lower-dimensional embedding of the resulting reward
model as the feature vector for outcomes in computing the
attack (this is, of course, not accounting for the fact that the

attack will also impact this embedding). Our third approach
is to use PCA to significantly reduce input dimensionality,
and apply the gradient-based approach with a proxy neural
network architecture using the reduced feature vectors.

Our final consideration is the issue of black-box attacks,
where the attacker does not know the model architecture.
Note, however, that the use of dimensionality reduction such
as PCA already entails learning a model that has a distinct
architecture than the one being attacked (as the input dimen-
sion is different from original). More generally, our approach
to such black-box attack problems follows the common
pattern in prior literature where we attack a proxy model
architecture, and subsequently evaluate transferability [79].

The discussion above was for promotion attacks. How-
ever, there is no substantive difference in the gradient-based
approach in the case of demotion attacks.

4.2. Rank-by-Distance Approaches

While several approaches above alleviate the scala-
bility issues associated with gradient-based poisoning at-
tacks, ultimately (and as our experiments demonstrate) high-
dimensional settings remain challenging for such methods.
We therefore propose a general class of greedy heuristic
algorithms that are based on ranking datapoints in D in
terms of distance to the target outcome set CT . We refer to
these as rank-by-distance (RBD) heuristics.

To explain these, we first suppose that we have a sin-
gleton target set C

T = {cT }. Let d(x, y) be a symmetric
function measuring distance between outcomes x and y

(which we do not require to be a metric). RBD chooses
B datapoints i for which to flip the preference labels that
are closest to c

T in terms of d(cT , yi), where yi is the less
preferred outcome in the pair (xi, yi) corresponding to the
datapoint i. We consider three variations of RBD. First, we
let d(x, y) = ⇓x↔ y⇓2, that is, measure distance simply in
terms of Euclidean norm (which we can replace that with
any other ϑp-norm for p ≃ 1). We refer to this as RBD-
Norm. Second, we let d(x, y) = |Rω(x)↔Rω(y)|, where Rω

is the reward model learned on the original (clean) dataset
D. We refer to this as RBD-Reward. Third, we consider
a variation of the first for high-dimensional settings where
we use an embedding ϖ(x) learned on D (as part of the
reward model Rω), which yields d(x, y) = ⇓ϖ(x)↔ϖ(y)⇓2.
We refer to this as RBD-Embedding. Variations of RBD
for demotion attacks simply consider distance d(cT , xi) to
winning outcomes in each datapoint.

Next, we generalize RBD to consider target candidate
sets C

T by considering set distance. Formally, for a finite
set C

T we define d(CT
, x) = minc→CT d(c, x), slighting

abusing notation by overloading the meaning of distance
d(·, ·). All of the variations of distance functions above then
apply directly.

4.3. Theoretical Analysis

Recall that an important theoretical question in our
proposed approach is whether focusing on the finite-sample



approximation in Problem (3) is principled, in the sense that
it yields a provable approximation guarantee even vis-a-vis
the true objective (Problem (2)). We now address this issue,
focusing on promotion attacks; the analysis for demotion
attacks is essentially identical. Note that the answer is not
self-evident. First, we are not merely approximating the
expectation with sample average (and removing the constant
factor, which does not impact the optimal solution), but
approximating an optimization problem. Thus, law of large
numbers does not immediately imply that the quality of
solution to the approximate problem converges. Second, the
problem involves bi-level optimization, since the attacker’s
optimal solution depends, in turn, on the learning optimiza-
tion problem that yields the reward model parameters ω.
Next, we prove that this problem has polynomial sample
complexity, that is, the number of samples N grows only
polynomially in 1/ϱ and the dimension of the function class
Rω, where ϱ represents the quality of the approximation of
the solution to Problem (2) by the solution to Problem (3).

Lemma 4.1. Suppose F is a vector space of real-valued
functions, and H = {1{f+f(a)↔0} : f → F}, where a is a
constant, then VCdim(H) ↗ dim(F) + 1, where dim(F) is
the dimension of the vector space of functions F .

Proof. First, we discuss the case where fi(a) has the
same sign for all i. Let {f1, f2, · · · , fd} be a basis of
F . Then if {x1, x2, · · · , xm} is shattered by H , there
are vectors v1, v2, · · · , v2m taking all possible sign pat-
terns, and corresponding w1, w2, · · · , w2m → Rd such that
M(w1 · · ·w2m) = V ↔C, where Mi,j = fi(xj), Vi,j = vi,j

and Ci,j = fi(a). If m > d then the matrix M is not row-
rank m. Without loss of generality, we assume the last row
can be written as a linear combination of other rows, mean-
ing for some ς1, · · · ,ςm↗1 we have vmi =

∑
m↗1
j=1 ςjvji+

(1↔
∑

m↗1
j=1 ςj)·fi(a). If (1↔

∑
m↗1
j=1 ςj)·fi(a) ≃ 0, then we

choose i such that ςjvji ≃ 0 for all j, this means vmi ≃ 0.
If (1 ↔

∑
m↗1
j=1 ςj) · fi(a) ↗ 0, then we choose i such that

ςjvji ↗ 0 for all j, this means vmi ↗ 0. This contradicts
the assumption that vi together take on all 2m sign patterns.

Now we discuss a general case where we do not
have the assumption that fi(a), ⇔i has the same sign. Let
{f1, f2, · · · , fd} be a basis of F . If 1 → {f1, f2, · · · , fd},
then {1, f1↔c1, · · · , fd↔cd} is also a basis vector (they are
also linearly independent), we can choose c1, · · · , cd such
that fi(a)↔ci ≃ 0, otherwise, we add 1 to the basis vectors
of F . Then we have VCdim(H) ↗ dim(F) + 1.

Theorem 4.2 ( [1]). Suppose that H is a set of functions
from a set X to {0, 1} and that H has finite Vapnik-
Chervonenkis dimension d ≃ 1. Let L be any sample
error minimization algorithm for H . Then L is a learning
algorithm for H . In particular, if m ≃ d/2 then its sample
complexity satisfies the inequality

mL(φ, ↼) ↗ m0(φ, ↼) =
64

φ2

(
2d ln

(
12

φ

)
+ ln

(
4

↼

))
.

Here mL(φ, ↼) = min{m : m is a sufficient sample size
for (φ, ↼)-learning H by L}, meaning for m ≃ m0(φ, ↼)

and z → Z
m chosen according to P

m, Pm{erP (L(z)) ≃
opt

P
(H)↔ φ} ≃ 1↔ ↼.

In our result below, we capture the solution to the lower-
level problem in which the reward model parameters ω are
learned based on the poisoned dataset D̃(ε) as ω(ε). Let ”
denote the space of possible attacks ε.

Theorem 4.3. Let F = {Rω|ω → !} and suppose
dim(F) = d. Then for all ϱ > 0, and for all N > m0(ϱ, ↼)

where m0(ϱ, ↼) = 64
ϑ2

(
2(d+ 1) ln

(
12
ϑ

)
+ ln

(
4
ϖ

))
,

maxε→! F̂ (ε) ≃ maxε→! F (ε)↔ φ with probability at least
1↔ ↼.

Proof. Let !(”) = {ω → argmaxω→→” L(D̃(ε), ω↑)|ε → ”}.
This is the set of all parameters ω of Rω that can be
induced by the adversarial label perturbations ε → ”. Define
F ↑ = {Rω(x)|ω → !(”)}. Next, note that Problem (2) is
equivalent to

max
ω→”(!)

∑

c→CT

Pr
x↓P

{Rω(c) ≃ Rω(x)}.

Similarly, Problem (3) is equivalent (up to 1/N factor) to

max
ω→”(!)

∑

c→CT

1

N

∑

i

1Rω(c)↔Rω(xi).

In this transformation, we effectively collapsed the bi-level
structure into a pair single-level optimization problems, and
can now make use of the machinery in Lemma 4.1 and
Theorem 4.2. Since F ↑ ↖ F , we have dim(F ↑) ↗ dim(F).
Let H = {1{Rω(xT )↗Rω↔0} : Rω → F ↑}, which is a class of
functions that map from a set X to {0, 1}. Set the correct
label for all x → X to be 1 (which maximizes the attack
success rate). Let erP (h) = P{(x, y) → Z : h(x) ↙= 1},
and êrz(h) = 1

N
|{i : 1 ↗ i ↗ m and h(xi) ↙= 1}|,

h → H . optP (H) = infg→H erP (g) = maxε→# F (ε), and
êrz(L(z)) = minh→H êrz(h). We can then apply Lemma
4.1 and Theorem 4.2 to get the desired result.

5. Experiments

In this section we proceed with a comprehensive vulner-
ability analysis of reward model learning within the Bradley-
Terry and MLE modeling framework described in Section 2.

5.1. Experiment Setup

Our experiments involve four problem settings. Our first
experiment involves training a reward model toward safety
alignment of Large Language Models (LLMs). In the next
two, reward model learning is done in the context of value
alignment for control [16]. The first of these generates
control trajectories in MuJoCo environment associated with
low-dimensional state inputs, whereas the second uses Atari
to generate control trajectories with images as inputs. The
fourth considers a recommendation system context using
textual information. For this we use the Amazon rating
data,1 which we transform into pairwise comparisons. The

1. cseweb.ucsd.edu/→jmcauley/datasets/amazon v2/, Home and Kitchen.

cseweb.ucsd.edu/~jmcauley/datasets/amazon_v2/


motivation for exploring these four settings is to assess the
performance and impact of our proposed attack for qual-
itatively different control problems, since the preference-
based reward model learning and RLHF have been used in
domains as distinct as robotic control [35] and LLMs [62].

We conducted 5 independent runs for all but one ex-
periment, which means that the data were collected inde-
pendently for each run, and report the mean and standard
error of the mean (SEM) in the plots. The only exception
is LLM, where we conducted only 1 run due to high
computational requirements. In most cases below, we learn a
neural network reward model Rω, with one exception where
we also investigate robustness of a linear reward model in
comparison with a neural network in the same setting. In
all cases, we vary the budget B between 1% and 10% of
data. Next we provide further details about the experiment
environments and our setup; further details are provided in
the Appendix.
Safety Alignment: We use the PKU-SafeRLHF-30k
dataset2, which includes 30k question-answer pairs anno-
tated with both helpfulness and harmlessness preference
labels. For the scope of our study, we only use the harmless-
ness preference labels for our safety alignment task. Then
we train the reward model initialized with an instruction
following language model, which is obtained by performing
supervised fine-tuning on the pre-trained model LLaMA-
7B [83] using the Stanford Alpaca Dataset.
MuJoCo Control: We use three MuJoCo environ-
ments: Reacher, Hopper, and Walker2D. We use trajec-
tory data as inputs (outcomes), where trajectory T =
((s1, a1), (s2, a2), · · · (sl, al)) is induced by a random policy
ai = ↽(si), with si representing the system state (low-
dimensional and observable) and ai the action. Following
[16], we record the total reward returned by the MuJoCo
simulator as the reward for the trajectory. The trajectory
with the higher reward is marked as winning, and the other
as losing. The trajectory length for each environment is 30.
Atari Vision-Based Control: For Atari control with im-
age inputs, we experiment with three environments: Pong,
Breakout, and Qbert. We used trajectory data as inputs as
in the previous setting, except now our states si are images.
We concatenate actions with image embeddings in the mid-
linear layer. For experiments with PCA we reduces the input
dimension to 20, and we then concatenate it with the action.
Recommendation System: Finally, we use Amazon Rating
Data collected with the purpose of designing recommenda-
tion systems. While this, like many conventional recommen-
dation datasets, relies on user ratings, it has been observed
that learning utilities using pairwise comparisons rather
then relying solely on ratings can yield better recommen-
dations [43]. Consequently, we used this data to generate a
derived dataset of pairwise comparisons by comparing the
recorded ratings of pairs of comments, which were used
as inputs (outcomes). We used BERT to generate embed-
dings for each input comment, considering it as the input

2. huggingface.co/datasets/PKU-Alignment/PKU-SafeRLHF-30K

representation. When we apply PCA instead, we reduce
the original dimension to 20 components. In this domain,
we experiment using both a linear neural network and a
3-layer neural network with ReLU activations (multilayer
perceptron (MLP)). For linear neural networks, the average
training accuracy was 92.3%, and the average test accuracy
was 91.5%. For the neural network architecutre, average
training accuracy was 100%, while average test accuracy
was 92.3%. While it seems that the latter architecture is
superior to the linear model, our experiments below offer
an interesting qualification in that regard.

5.2. Results

We present the results below in the case of promotion
and demotion attacks for a single target outcome c

T , with
the results considering multiple target candidates deferred
to the Appendix. In promotion attacks, we choose the tar-
get outcome as the least preferred outcome in the dataset
in terms of the reward model Rω learned on clean data.
Similarly, when considering a set CT , we choose the set of
smallest-reward outcomes to promote. Demotion attacks, on
the other hand, aim to demote that best outcomes in terms of
Rω learned on clean data. Consequently, our attack settings
provide the most challenging attack tasks to accomplish.
Safety Alignment. Our first consideration involves the
safety alignment problem in the context of language models.
Specifically, we consider a dataset of pairwise comparisons
involving relative harmfulness of prompt responses. We
learn both the clean, and poisoned reward model Rω by
fine-tuning the LLaMA-7B model using the Stanford Alpaca
Dataset. As gradient-based methods are not scalable in this
setting due to the size of the neural networks, we only
consider the RBD-based approaches for attacks.

Figure 2. Efficacy of promotion (left) and demotion (right) attacks in terms
of success rate (top) and stealth, as measured by test accuracy (bottom) in
the LLM safety alignment setting.

Figure 2 presents the results on the efficacy of the
poisoning attacks (top) and accuracy degradation (bottom).

huggingface.co/datasets/PKU-Alignment/PKU-SafeRLHF-30K


What we observe is that the LLM setting is extremely vul-
nerable: the best attack achieves 100% success rate for both
promotion and demotion goals with only 0.3% poisoned
instances. A key reason is the structure of this and similar
datasets: outcome comparisons are made with respect to
a relatively limited set of prompts and responses, which
entails many identical outcomes in pairwise comparisons.
Consequently, it is often the case that there are a large set of
outcomes similar to the target, and flipping the comparison
label for all of these (or any subset) is highly efficacious.
We also observe that in this setting, both RBD-Reward and
RBD-Embedding (using Llama embedding) perform com-
parably. In addition, we see minimal accuracy degradation
as a result of the attack.

Figure 3. Promotion attack efficacy in MuJoCo. Top row: success rate.
Bottom row: accuracy.

Next, we evaluate the downstream impact of reward
model attacks on RLHF in this setting. The success rates
(of the learned policy choosing the target response to a
prompt) are provided in Table 1 for a randomly chosen target
candidate, for whom baseline success rate (with no attack)
is < 1%. What we can see is that while the efficacy of

TABLE 1. PROMOTION ATTACK EFFICACY IN RLHF.

Poisoning Ratio (%) 1 3 5
Attack Success Rate (%) 93 93.5 99

the attack degrades somewhat compared to targeting reward
model learning directly, it is nevertheless quite successful,
achieving 99% success rate with only 5% of labels flipped.
MuJoCo Control. Next we consider promotion attacks in
the low-dimensional MuJoCo setting. Figure 3 (top) presents
attack success rate for the best-performing variants of each
attack class. Our first observation, which will be echoed in
other domains below, is that attack success rate (and, thus,
vulnerability) varies quite significantly with problem setting.
For example, success rate in Hopper reaches over 60% with
5% of the attack budget, and approximately 90% with 10%
of the budget. On the other hand, success rate for Reacher
and Walker is just over 50% even with 10% of the budget.

Our second observation is that in all three domains, the
(best) gradient-based method is most effective. Nevertheless,
we do note that the (best) RBD heuristic is typically com-
petitive with the best attack overall, particularly at small
budgets. For example, at 1-5% of the budget, the perfor-
mance of both classes of attacks is similar.

Next, we consider stealth of the attack with increasing
attack budget (Figure 3 (bottom)). Although none of the
methods we developed are explicitly stealthy, the results
show that our targeted attacks have a limited impact on
overall accuracy, particularly at the smaller range of attack
budgets between 1% and 5%.

Figure 4. Relative efficacy of gradient-based attacks (top row) and RBD
attacks (bottom row) in MuJoCo.

In Figure 4, we consider now ablations in terms of
different gradient-based approaches (top) and RBD methods
(bottom). Here we make two observations. First, in this
setting, pretraining the neural network before performing the
gradient-based attack, as done by [44], performs extremely
poorly, yielding a nearly zero success rate. This is likely
because it is fragile to uncertainty about neural network ini-
tialization. Rather, our primary approach in which we train
the attack to be explicitly robust to initialization uncertainty
performs best. In addition, we note that black-box attacks in
this context are essentially as effective as white-box attacks,
suggesting that we do not need precise knowledge of the
neural network architecture. Second, we generally find that
RBD-Norm outperforms RBD-Reward in two of the three
environments, with the two exhibiting similar performance
in the third (Hopper).

Figure 5. Demotion attack efficacy in MuJoCo.



Finally, Figure 5 presents the results of demotion at-
tacks. We can observe that in this setting, demotion attacks
are somewhat easier than promotion attacks, with success
rates of the best attacks tending to be higher. The overall
trends, however, parallel what we observed in promotion
attacks: gradient-based methods outperform RBD as budget
increases. On interesting exception is the demotion attack
in the Hopper environment, where low-budget settings yield
better RBD success rate than gradient-based method, with
the former nearly 100% successful even with a budget of
1%. As in the case of promotion attacks, demotion attacks
are also relatively stealthy (see Figure 20 in the Appendix)
and black-box gradient-based attacks are nearly as effective
as white-box (see Figure 21 in the Appendix). Finally, the
results are comparable when we consider a set of 5 target
outcomes instead of just a single one (see Figure 22 in the
Appendix).
Atari Vision-Based Control. Next, we turn to the more
challenging control setting in which true state of the con-
trolled system is not directly observable, but is instead ob-
served using (relatively) high-dimensional visual perception.

Figure 6. Promotion attack efficacy in Atari. Top row: success rate. Bottom
row: accuracy.

First, as above, we consider attack efficacy in terms of
both success rate (Figure 6, top) and stealth (test accuracy;
Figure 6, bottom). In this setting, success rate is markedly
lower than in MuJoCo, although we still reach nearly 50%
success rate of the best attack with only 5% of the data
poisoned. What is particularly noteworthy is that here there
is little difference between the best gradient-based method
and the best RBD heuristic. As RBD is simpler, considerably
faster, and requires no information about the model, this is
noteworthy as one of the sources of threat are individuals
themselves who are asked for their relative preferences
over outcomes. Thus, the simplicity and intuitive nature of
RBD, along with its efficacy, may well make the attack a
particularly significant concern in practice.

Next, we consider again the relative efficacy of gradient-
based methods (Figure 7, top row). In this setting, surpris-
ingly, the most effective attack is to first preprocess the
high-dimensional input images using PCA (20 dimensions),

Figure 7. Relative efficacy of gradient-based attacks (top row) and RBD
attacks (bottom row) in Atari.

and perform a (black-box) attack on a neural network over
this reduced-dimensional outcome space. This approach is
significantly better than making use of the low-dimensional
embedding learned as part of the reward model Rω trained
on clean data. Additionally, making use of the conjugate-
gradient method to approximate the inverse in implicit gra-
dient computation, as suggested by [44] was extremely slow,
with a single attack taking ↓ 12 hours for one seed.

Turning now to the comparison of alternative RBD
heuristics (Figure 7, bottom row), we find that their relative
efficacy can now vary a great deal by environment. In Pong,
for example, all three are quite comparable, although RBD-
Reward tends to outperform RBD-Embedding (which ranks
by distance with respect to the embedding from Rω learned
on clean data) and RBD-Norm (which measures distances
directly in pixel space). In Breakout, RBD-Norm is the worst
heuristic, while in Qbert, it is the best of the three, while
RBD-Reward is the weakest one in this setting.

Our observation that relative performance of different
attack methods varies considerably by domain and envi-
ronment is instructive: our consideration of two classes
of attack algorithms, and multiple variants in each class
thereby demonstrates the value of comprehensive vulner-
ability analysis that this provides. This is in contrast to
common vulnerability analysis of ML to poisoning attacks in
prior work, where only a single attack algorithm is typically
evaluated (e.g., [39], [99], [108]).

Figure 8. Demotion attack efficacy in Atari.

Finally, we consider demotion attacks in the Atari con-
trol domain. The results are shown in Figure 8, are are



broadly similar to what we have observed for promotion
attacks. However, here we see that RBD heuristics tend
to outperform the best gradient-based method in nearly all
cases. This may seem surprising at first, given that the more
expensive gradient-based methods are generally viewed as
highly principled, but note that these are also heuristic in
a number of ways. For example, in this discrete setting,
gradient-based approaches rely on relaxation of the discrete
decision variables. Moreover, as the basic variant of these
fails to scale to the higher-input-dimension problem posed
in vision-based control, we now also rely on the linear
(PCA) dimensionality reduction technique blended with the
gradient-based method (which does outperform a non-linear
learned embedding). In any case, this again reinforces our
broader observation that the nature of the best attack can
vary by domain, environment, and attacker’s objective.

Figure 9. Efficacy of promotion (left) and demotion (right) attacks on the
recommendation dataset (neural network model).

Recommendation System. Finally, we consider a recom-
mendation system setting. In Figure 9 we show the results of
poisoning in this context for both promotion and demotion
attacks, when we learn a neural network reward model
(MLP). Notably, in this setting, which is also too high-
dimensional for a direct application of the gradient-based ap-
proach, RBD methods are significantly more effective than
gradient-based algorithms, both in the case of promotion
and demotion attacks. Additionally, the best method (RBD)
in this setting achieves 100% success rate in both types of
attacks with only a 5% attack budget, and 60-70% success
rate with a mere 1% attack budget.

Figure 10. Accuracy of promotion and demotion attacks on the recommen-
dation dataset (neural network model).

In Figure 10 we present accuracy results as a function of
the attacker budget. As in all the settings so far, our targeted
attacks have only a small impact on test accuracy, both for
promotion and demotion attacks.

Figure 11. Relative efficacy of gradient-based attacks (top) and RBD attacks
(bottom) on the recommendation dataset (neural network model).

Consider now Figure 10, which evaluates relative effi-
cacy of gradient-based approaches (top) and relative efficacy
of RBG approaches (bottom). In this domain, we observe
that gradient-based approaches aimed at improving scala-
bility via the use of conjugate gradient methods still do
not scale well (running a single attack takes ↓ 5 hours),
and simple PCA to reduce the input dimension can rela-
tively effectively combine with a gradient-based approach.
Nevertheless, as we highlight above, scalability becomes a
practical issue for such approaches, with the RBG heuristics
now appearing to be a better option. In the case of RBG
variants, on the other hand, there is in this domain a clear
advantage for using feature (BERT embedding) distance
directly, rather than reward as a measure of distance.

Figure 12. Efficacy of promotion and demotion attacks on the recommen-
dation dataset (linear model).

Thus far, our consideration of reward model poisoning
was focused on neural network reward models. We now
explore the extent to which using linear models yields better
or worse robustness to poisoning attacks. In Figure 12 we
present the results of poisoning attacks on linear reward
models. It is instructive to compare these results to what
we saw in the case of neural network reward models in
Figure 9: the linear model is considerably more robust than
the neural network, and it takes twice as much budget
(10%, as compared to 5%) to reach 100% attack success
rate. Nevertheless, both model classes are clearly vulnerable



Figure 13. Accuracy of promotion and demotion attacks on the recommen-
dation dataset (linear model).

to poisoning. The second observation we can make in the
comparison is that in the case of linear models, gradient-
based methods are somewhat better than RBD, whereas the
reverse was true, as we noted above, in the case of neural
networks.

Figure 13 presents linear model accuracy as a function
of attack strength. Here, again, we observe that accuracy
degradation is minimal, and the attack is quite stealthy.

Figure 14. Relative efficacy of gradient-based attacks (top) and RBD attacks
(bottom) on the recommendation dataset (linear model).

Finally, Figure 14 presents ablation results comparing
different gradient (top) and RBD (bottom) approaches in
terms of relative efficacy. In this domain, we find that
using a pre-trained model as part of the gradient-based
scheme now outperforms the approach that instead uses K

random initializations, especially in the demotion attack. In
RBD comparison, on the other hand, RBD-Norm handily
outperforms RBD-Reward in this setting, comparable to our
observations above.
Partial Knowledge of Data. Our experiments thus far have
assumed that the attacker observes the entire dataset D. We
now consider the impact of relaxing this assumption, when
only partial information about D is available. The results
are provided in Figure 15 for the MuJoCo and Atari control
environments, and demonstrate that while attack success
rate degrades under partial knowledge of data, it does so
relatively slowly.

Figure 15. Promotion attack with partial knowledge of data (best attack
results). MuJoCo (top) and Atari (bottom).

6. Effectiveness of Defense

There have been a number of approaches for defending
against poisoning attacks. However, these have been devel-
oped and evaluated in the context of traditional classification
or regression. Moreover, many focus on input (rather than
label) poisoning, or specifically trojan attacks, whereas our
problem is analogous label-flipping in classification.

We study the efficacy of several state-of-the-art defense
approaches in the context of poisoning attacks on reward
model learning. Specifically, we consider representative de-
fenses from three general classes of approaches (that can
be applied in our setting as well) to defend against poi-
soning attacks: 1) identification and removal of anomalous
(poisoned) data, 2) iterative training and removal of high-
loss data, and 3) data randomization. As representatives
of the first class, we evaluate spectral anomaly detection
defense, which arises from the theoretically grounded robust
learning literature [84], and the recently proposed Meta-
Sift approach [105]. In both spectral outlier and Meta-Sift
defense, we first apply the respective approach to identify
and remove outliers, and then train the reward model on the
rest of the training data. Our representative of the second
class is the following three-stage algorithm [21], [52], [87]:
1) train an initial model Rω1 , 2) remove ς·B datapoints with
the largest loss L(D̃, ω1), where ς ≃ 1 is a hyperparameter
(in our experiments, ς = 1.5), and 3) train an updated model
on the remaining data. We refer to this as the loss outlier
defense. Finally, our representative of the third class of
approaches is the ALIBI algorithm that leverages differential
privacy and Bayesian post-processing to increase robustness
to poisoning attacks [57].

For defense strategies with ReLU neural network struc-
ture, we present results for RBD-Norm, since it is the
most effective attack method. For defense strategies with
a linear neural network structure (on the recommendation
dataset), we experiment on the gradient-based approach with
the pre-trained model, since it is the most effective attack
method in that context. When applying spectral signature



defense in the context of text-based inputs, we use input
text embedding to identify outliers, since it does not have
any mid-layer embeddings. We then arrange data such that
the winning outcome is always the first, concatenate each
pair of outcomes (xi, yi), and apply the spectral signature
approach to identify anomalous datapoints.
Safety Alignment. First, we evaluate the efficacy of defense
approaches in the case of safety alignment for LLM. We
exclude Meta-Sift in this setting, which requires iterative
training and evaluation of the model, as it is impractical
at this scale. The results are shown in Figure 16. Here, in

Figure 16. Efficacy of defense against promotion (left) and demotion (right)
attacks in the safety alignment (LLM) setting. B = 0.3% of data.

contrast with all of the other domains, none of the defensive
approaches have a significant impact on the efficacy of the
best attacks, even though only RBD approaches scale to this
setting. In particular, while ALIBI exhibited some success
in the other settings, it is entirely ineffective even with the
attack budget of only 0.3% of datapoints being poisoned.
MuJoCo Control. Next, we consider the MuJoCo setting.
The results are shown in Figure 17 for promotion attacks

Figure 17. Efficacy of defense against promotion attacks (top) and demotion
attacks (bottom) in the MuJoCo setting.

(top) and demotion attacks (bottom). In most cases, we
observe that neither the spectral outlier defense nor the
loss outlier defense have a significant impact on the attack
efficacy. In contrast, ALIBI is considerably more efficacious
in both Hopper and Walker environments, although not in
the Reacher environment. Nevertheless, with 10% of the
data poisoned, attacks remain relatively successful against
all of the defenses.

Atari Vision-Based Control. Next, we consider the efficacy
of defensive methods against the proposed attacks in the
Atari vision-based control domain.

Figure 18. Efficacy of defense against promotion attack (top row) and
demotion attacks (bottom row) in the Atari setting.

The results are provided in Figures 18. In this setting, the
defenses again have somewhat limited impact, particularly
as the attack budget reaches 10% of the data. While here the
ALIBI defense is again consistently most effective, the loss
outlier defense is typically comparable, whereas the spectral
outlier is the worst of the three, and generally ineffective.
Recommendation System. In the context of the Amazon
recommendation dataset, our results of the relative defense
efficacy are shown in Figure 19. In this setting, we can

Figure 19. Efficacy of defense against promotion (left) and demotion (right)
attacks in the Amazon recommendation setting.

see the most marked effectiveness of the ALIBI defense,
whereas neither spectral outlier nor loss outlier approaches
are particularly effective. For example, even with attack bud-
get at 10%, the efficacy of the best attack drops from 100%
without defense, to ↓ 60% after ALIBI defense for the
promotion attacks, and to ↓ 40% for the demotion attack.
Nevertheless, this still shows that a significant gap remains
in defending against promotion and demotion attacks within
our threat model.

7. Attack Feasibility and Possible Mitigations

Practical exploitation of poisoning attacks remains an
open research question. Carlini et al. [9] recently shed



light on this by exploiting domain-specific vulnerabilities.
In our case of preference poisoning, execution of the attack
similarly has to consider how data is collected. To illustrate,
the open safety alignment dataset that we use [40], includes
↓330K question-answer pairs collected from only 70 anno-
tators. In such cases, even only 4 malicious annotators can
poison nearly 6% of the entire dataset.

An important way to mitigate the impact of poisoning
attacks explored here is to ensure that datasets are collected
from a large number of annotators, with each annotating
a relatively small fraction of the data. This would reduce
the chances of a small number of malicious labelers signifi-
cantly subverting reward model training. Similarly, datasets
commonly have very few annotators label the same query;
we can obtain far greater robustness to poisoning attacks by
ensuring that each query has many responses and taking the
majority vote.

8. Conclusion

The problem of poisoning attacks generally, and label-
flipping in particular, has received much attention in the
traditional supervised learning settings, such as classification
and regression. Despite some superficial similarity, however,
the problem of preference poisoning is structurally distinct,
both in terms of the particular optimization problem being
solved in learning the reward model, and the particulars
of the natural threat model involving promotion and demo-
tion of a target set of outcomes (candidates). Our analysis
yields two high-level takeaways with broad significance
to security issues surrounding preference elicitation and
value alignment. The first is the importance of compre-
hensive vulnerability analysis that involves a diverse set of
attack techniques; in particular, we show that which attack
among a collection is best can vary greatly by domain and
environment—that is, by the dataset involved. The second is
the importance of the particular dataset and data distribution.
Indeed, in insightful recent work, [81] observed that the
nature of the data distributions (and, thus, datasets) can
be essential to robustness of models to data poisoning.
This issue, which we highlight empirically, clearly deserves
considerably more attention. Moreover, our observation that
several state-of-the-art defense techniques fail to provide
consistently strong defense in our problem setting suggests
that an ability to exert control on the nature of the data we
collect can have substantial consequences for the vulnera-
bilities we have studied here.
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[3] Claudine Badue, Rânik Guidolini, Raphael Vivacqua Carneiro, Pedro
Azevedo, Vinicius B Cardoso, Avelino Forechi, Luan Jesus, Rodrigo
Berriel, Thiago M Paixao, Filipe Mutz, et al. Self-driving cars: A
survey. Expert Systems with Applications, 165:113816, 2021.

[4] Battista Biggio, Blaine Nelson, and Pavel Laskov. Support vector
machines under adversarial label noise. In Asian conference on
machine learning, pages 97–112. PMLR, 2011.

[5] Battista Biggio, Blaine Nelson, and Pavel Laskov. Poisoning attacks
against support vector machines. In Proceedings of the 29th Interna-
tional Coference on International Conference on Machine Learning,
ICML’12, page 1467–1474, Madison, WI, USA, 2012. Omnipress.

[6] Adith Boloor, Tong Wu, Patrick Naughton, Ayan Chakrabarti, Xuan
Zhang, and Yevgeniy Vorobeychik. Can optical trojans assist adver-
sarial perturbations? In Proceedings of the IEEE/CVF International
Conference on Computer Vision, pages 122–131, 2021.

[7] Ralph Allan Bradley and Milton E Terry. Rank analysis of
incomplete block designs: I. the method of paired comparisons.
Biometrika, 39(3/4):324–345, 1952.

[8] Nicholas Carlini. Poisoning the unlabeled dataset of {Semi-
Supervised} learning. In 30th USENIX Security Symposium, 2021.

[9] Nicholas Carlini, Matthew Jagielski, Christopher A Choquette-Choo,
Daniel Paleka, Will Pearce, Hyrum Anderson, Andreas Terzis, Kurt
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Appendix A.

Additional Experiment Details

MuJoCo Control. We use a feedforward 3-layer neural
network with ReLU activation functions, where the mid-
layer size is 32. We collect 1250 pairs of trajectories for
each environment, and train for 2000 epochs with learning
rate 6.25 ⇒ 10↗4. Training and testing data have the same
size. For gradient-based black-box attacks, we use a 3-layer
neural network with mid-layer size 16 for attack.

Atari Vision-Based Control. We trained for 100 epochs
with a 6.25 ⇒ 10↗4 learning rate. PCA reduces the input
dimension to 20, and we then concatenate it with the ac-
tion (final dimension is 21). Then we use a 3-layer neural
network with mid-layer size 16.

Recommendation System. We explored both a simple lin-
ear model and a 3-layer neural network with ReLU acti-
vation functions and a mid-layer size of 1024. In the PCA
scenario, we reduced it to 20 components and then employed
a 3-layer neural network with ReLU activation functions
and a mid-layer size of 32. Training data has 4500 pairwise
preferences, and testing data has 500 pairwise preferences.
For gradient-based black-box attacks, we first do PCA to
reduce its dimension to size 10; then we use a 3-layer neural
network with mid-layer size 16.

Figure 20. Demotion attack stealth in MuJoCo: test set accuracy.

Figure 21. Relative efficacy of gradient-based demotion attacks (top row)
and RBD demotion attacks (bottom row) in MuJoCo.



Figure 22. Attack efficacy in MuJoCo with 5 target candidates.

Figure 23. Demotion attack stealth in Atari: test set accuracy.

Figure 24. Relative efficacy of gradient-based demotion attacks (top row)
and RBD demotion attacks (bottom row) in Atari.

Appendix B.

Additional Results

MuJoCo Control. Figure 20 presents the results of trained
reward model accuracy for demotion attacks. The results
are similar to promotion attacks: accuracy degradation is
small, demonstrating that the attack is sufficiently stealthy.
Figure 21 presents the ablation results for gradient and RBD
methods in the case of demotion attacks. Finally, Figure 22
shows that the results for multiple target candidates (5, in
this case) are comparable to a single target candidate.

Figure 25. Attack efficacy in Atari with 5 target candidates.

Figure 26. Attack efficacy with 5 target candidates on the Amazon rec-
ommendation ratings dataset. Neural Network Model (top row) and Linear
Model (bottom row).

Atari Vision-Based Control. Figure 23 presents the results
of trained reward model accuracy for demotion attacks in
Atari. We can again observe that there is little degradation
in training accuracy after the attack. Figure 24 presents the
ablation results for gradient and RBD methods in the case
of demotion attacks in the Atari domain. Figure 25 shows
that the results for multiple target candidates are comparable
to a single target candidate in the Atari domain.

Recommendation System. Figure 26 presents the results
with 5 target candidates on the Amazon dataset. As we can
see, these are broadly consistent with the single-target case
in the main body.
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