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ABSTRACT OF THE DISSERTATION

Geospatial Computing from Data Lakes to Deep Learning Applications

by
Majid Saeedan

Doctor of Philosophy, Graduate Program in Computer Science
University of California, Riverside, June 2025
Dr. Ahmed Eldawy, Chairperson

This thesis explores geospatial vector data, including geometric shapes such as
points, lines, and polygons. This data is crucial in navigation, urban planning, and many
more applications. Geospatial computing is a multidisciplinary field that focuses on creating
techniques and tools to handle large geospatial datasets.

Given the reliance on data lakes to store large data sets in their raw formats, it
is critical to have full support for geospatial datasets to enable scalable processing. To
address this, we make two contributions in this area. First, we propose a column-oriented
binary format called Spatial Parquet, which integrates geospatial vector data into Apache
Parquet that enables significant data compression and efficient querying. Second, to improve
support for semi-structured data, we introduce a distributed JSON processor for scalable
SQL queries on large JSON datasets, including GeoJSON. It processes complex datasets
like Open Street Map with features such as projection and filter push-down.

Advances in Deep Learning (DL), including foundation models and Large Lan-

guage Models (LLMs), offer opportunities for geospatial data analysis. We make three main



contributions in this area. First, we study how to design DL models that can express a wide
range of geospatial functions. We explore three representations: an image-based representa-
tion using geo-referenced histograms (Geolmg), a graph-based point-set representation (Ge-
oGraph), and a vector-based representation using a Fourier encoder (GeoVec). We formal-
ize these representations and design corresponding models: ResNet and UNet for the first,
PointNet++ for the second, and Poly2Vec with Transformers for the third. We evaluate all
approaches on four spatial problems, showing the accuracy and effectiveness of the three
approaches. Second, we create a benchmark called GS5-QQA for evaluating spatial question-
answering with LLMs. A semi-automated process generates diverse question-answer pairs
that cover various spatial objects, predicates, and complexities. An evaluation methodology
is suggested with some experiments. Finally, a prototype for generating geospatial vector
data from text prompts, called GeoGen I, is proposed. It has potential for applications
such as spatial interpolation, data augmentation, and change analysis. We adapt diffusion
models, traditionally used for generating realistic images, as geospatial data generators. We
also explore their use for similarity search through geospatial data embeddings, highlighting
the potential of vector databases in this domain.

This thesis advances geospatial data processing, storage, analysis, and generation,

opening new research pathways in geospatial computing.
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Chapter 1

Introduction

This thesis explores geospatial vector data, which includes geometric shapes such
as points, lines, and polygons related to positions on Earth. Points can represent precise
locations, such as a specific address. Lines are used to denote paths, such as roads, or
rivers. When a line starts and ends at the same point, it is called line ring. Polygons are
made up of one or multiple line rings and are used to define the outlines of geographic
areas, such as city boundaries, lakes, or even small buildings. Geospatial vector data are
crucial in diverse areas such as navigation; urban planning; environmental science; and
many more. Geospatial computing is a multidisciplinary field that combines elements from
geography and computer science to develop techniques and tools for handling and analyzing
large geospatial datasets. In this thesis, we explore two aspects for this data. We start
by exploring the research topic of data lakes and how we can improve their support for
geospatial data. Secondly, we explore deep learning applications in relation to geospatial

computing to take advantage of the most recent advancements in this field.



Data lakes are data repositories designed to store, manage, and analyze large vol-
umes of raw data. Various types of data are stored in data lakes, including structured,
semi-structured, and unstructured data, which allows organizations to consolidate informa-
tion from various sources. Common formats used in data lakes include CS5V, JSON, and
Parquet. Each format has its own advantages and disadvantages, from human readability,
flexibility in writing, and efficient processing. Due to the importance of data lakes for han-
dling large data sizes, it is crucial to have full support for geospatial datasets in them. We
make two contributions in this area. First, we propose Spatial Parquet which proposes a
structure and encoding for geospatial data, making it natively supported in Parquet. Sec-
ond, we propose dsJSON a system for distributed processing of JSON datasets, including
GeoJSON, that makes it possible to support running SCL queries using Spark on complex
datasets, like Open Street Map (OSM).

Recent advances in deep learning have profoundly influenced many fields. With
the development of foundation models and Large Language Models (LLMs), researchers are
now exploring the various ways that they can be used to address challenging problems. As
such, it is crucial to also explore how these advances can be utilized for geospatial problems.
We make three main contributions in this area. In the first contribution, we performed a
study to learn how to best represent spatial problems that involve a large number of points
using existing deep learning architectures. Second, we created a benchmark for evaluating
LLMs on geospatial question-answering. Finally, we explore the are of generative models

and propose an initial prototype for generating geospatial data.



The second chapter discusses Spatial Parquet, which is introduced because for
modern data analytics applications column-storage formats are preferred, due to their im-
proved storage efficiency through encoding and compression. Parquet is the most popular
file format for column data storage that provides several of these benefits out of the box.
However, geospatial data are not readily supported by Parquet. Spatial Parquet is a Parquet
extension that efficiently supports geospatial data. It inherits all the advantages of Parquet
for non-spatial data, such as rich data types, compression, and column/row filtering. Ad-
ditionally, it adds three new features to accommodate geospatial data. First, it introduces
a geospatial data type that can encode all standard spatial data types in a column format
compatible with Parquet. Second, it adds a new lossless and efficient encoding method,
termed FP-delta, that is customized to efficiently store geospatial coordinates stored in
floating-point format. Third, it adds a light-weight spatial index that allows the reader to
skip non-relevant parts of the file for increased read efficiency. Experiments on large-scale
real data showed that it can reduce the data size by a factor of three even without compres-
sion. Compression can further reduce the storage size. Additionally, Spatial Parquet can
reduce the reading time by two orders of magnitude when the light-weight index is applied.
This initial prototype can open up new research directions to further improve geospatial
data storage in column format.

In the third chapter, we propose a system called dsJSON. The popularity of JSON
as a data-interchange format resulted in big amounts of datasets available for processing.
Users would like to analyze this data using SCQL queries, but existing distributed systems

limit their users to only two specific formats, JSONLine and GeoJSON. The complexity of



JSON schema makes it challenging to parse arbitrary files in a modern distributed system
while producing records with unified schema that can be processed with SQL. To address
these challenges, we introduced dsJSON, a state-of-the-art distributed JSON processor that
overcomes limitations in existing systems and scales to big and complex data. dsJSON
introduces the projection tree, a novel data structure that applies selective parsing of nested
attributes to produce records that are ready for SQL processors. The key objective of
the projection tree is to parse a large JSON file in parallel to produce records with a
unified schema that can be processed with SQL. dsJSON is integrated into SparkSQL which
enables users to run arbitrary SQL queries on complex JSON files. It also pushes projection
and filter down into the parser for full integration between the parser and the processor.
Experiments on up to two terabytes of real data show that dsJSON performs several times
faster than existing systems. It can also efficiently parse extremely large files not supported
by existing distributed parsers.

The fourth chapter explores representations of geospatial vector data for deep
learning. There are multiple ways to format these data for deep learning models. In this
chapter, we study how to use three popular DL architectures for dealing with geospatial
data. The first one is an image-based architecture, where the geospatial data is first pre-
processed into a fixed size geo-referenced histogram that substitutes the image. We use
ResNet [85] and UNet [176] as reference models for the image-based architecture. The
second one is a graph-based architecture, where the input of the considered model is a
set of points having position coordinates, and each point is associated with additional

non-spatial attributes. We adapt this approach by designing and testing variations of the



PointNet++ [169] architecture. The third is a vector-based model that encodes geometries
into fixed-size vectors. To test this approach, we extend the Poly2Vec [188] encoder to work
with a Transformer [206]. Furthermore, we model four different spatial problems using the
three representations. This includes spatial data synopsis, spatial clustering, selectivity
estimation, and walkability estimation. These problems involve different spatial operations
and data characteristics, providing a lot of insights. Our goal is to study how the three
proposed data representations and model architectures can capture these different problems
while speeding up the query processing.

Fifth, Spatial()A is proposed as a benchmark for LLMs on geospatial question-
answering. The use of large language models (LLMs) as question-answering ((QA) systems
is rising in popularity. A QA system is designed to provide relevant answers given user
queries. To address the challenge of evaluating (QA systems, standardized benchmarks
have been introduced. This work presents a benchmark specifically for answering questions
related to geospatial objects. It includes a large set of question-answer pairs using Open
Street Maps (OSM) and Wikipedia data, covering various spatial objects and output types.
It includes an evaluation methodology that highlights the complexities of geospatial data.
LLM baselines are also evaluated to demonstrate the effectiveness of the benchmark.

In the next chapter, we look at the potential of diffusion models as geospatial
data generators, which are typically used to generate realistic images from text prompts.
Geospatial data generation has many use cases, such as spatial interpolation and change
analysis. Existing data generators are based on pre-defined spatial distributions or simulat-

ing a specific behavior. We adopt existing diffusion models and provide an initial prototype

[ ]



for generating geospatial vector data from text prompts. We also carried out experiments
on the possibility of using one of the components in this prototype for similarity search using
geospatial data embeddings, highlighting the potential of vector databases in this domain.
Many challenges still remain for a true general-purpose geospatial data generator.

Finally, we draw some conclusions about the contributions made in this work and

provide guidance on future research directions.



Chapter 2

Spatial Parquet: A Column File

Format for Geospatial Data Lakes

2.1 Introduction

Recently, there has been a tremendous increase in the amount of publicly available
data that are used for data science and data analysis projects. For example, Data.gov [57]
contains more than 350,000 dataset that are provided by the US federal government alone.
Other governmental and non-governmental open data repositories provide non-precedented
volumes of data that grow faster than Moore’s Law. These dataset open the door for many
interesting data science projects but maintaining all this data is challenging. These dataset
are often kept in data warehouses or dafa lakes where users can browse, download, and

analyze all this data.



To store any dataset on disk, the two major formats are row-oriented and column-
oriented formats. Traditional row-oriented formats, such as C5V and JSON, store the entire
record in consecutive disk locations. These formats are usually easier to process and are
suitable when the entire record is needed. However, for analytical jobs that need to access
a few fields, i.e.. columns, it adds unnecessary overhead. Thus, column-oriented formats
have been proposed to overcome these limitations. In column formats, the entire column is
stored in consecutive bytes on disk which provides two unique advantages over row formats.
First, if only a few columns are needed for an analytical job. e.g., calculate average income,
we can scan this entire column while not reading the rest of the file from disk. Second, it
enables more efficient encoding techniques, such as delta encoding, to store each column in
a more efficient way. In summary, column formats are preferred for large scale analytical
queries.

One of the most popular column formats is Parquet [208] which is an open-source
file format inspired by Google's Dremel [152] system. Parquet is more geared towards big
variety data by allowing nested and repeated attributes such as in JSON files. Similar to
other column formats, it supports a library of encoding and compression techniques for
numeric values to increase its efficiency.

With the increasing amount of geospatial data, Parquet is a very attractive solution
that has the potential of saving a significant amount of disk space while increasing the
performance of data analysis jobs. However, Parquet is not readily suitable for geospatial
data that is more complicated than simple numeric values. In particular, Parquet has three

main limitations that limit its use with geospatial data. First, geospatial data is stored



as points, lines, and polygons, which have some internal structure that Parquet does not
understand. Second, geospatial data consists mainly of (z,y) coordinates that are stored
in floating-point format but Parquet does not provide an efficient encoder for floating-point
values. Third, Parquet provides the feature of column statistics that can be used as an index
but it does not work for geospatial data. The only solution that is currently available is
GeoParquet [78] which partially addresses the first challenge and adds a significant overhead
which defies the purpose of using a column store in the first place.

To resolve these issues, this paper presents SpatialParquet, an extension to the
Parquet file format that overcomes the limitations of Parquet. First, it proposes a new
data type that is compatible with the Parquet file format and can store all common geome-
try types, i.e., Point, LineString, Polygon, MultiPoint, MultiLineString, and MultiPolygon.
Second, it adds a novel FP-delta encoder that can significantly reduce the storage require-
ments for floating-point values that represent geospatial coordinates. Third. it combines the
statistics feature of Parquet with the proposed structure to provide a light-weight spatial
index that can skip disk pages that do not match a given spatial query range. We run
extensive experimental evaluation and found that SpatialParquet outperforms all existing
file formats in terms of storage size.

The rest of this paper is organized as follows. Section 2.2 explains how we structure
all standard geospatial data in Spatial Parquet. Section 2.3 describes the FP-delta encoding
method for floating-point geospatial coordinates. Section 2.4 introduces the light-weight
spatial index. Experimental evaluation results are detailed in Section 5.5. The related work

is explained in Section 2.6. Finally, Section 4.6 concludes the paper.



2.2 The Structure

This section describes how SpatialParquet stores all the geometry attributes into
a unified structure when writing to disk and how it reconstructs them when reading back
from disk. There are two main challenges that SpatialParquet has to overcome. First,
since Parquet requires all records to have the same schema, we need to create one common
schema that can support all the geometry types. i.e., Point, LineString, Polygon, MultiPoint,
MultiLineString, and MultiPolygon. GeometryCollection requires special handling that
we mention at the end. The second challenge is to ensure that this structure keeps the
semantic meaning of all the individual parts of the geometries to facilitate efficient storage
and retrieval, e.g., the coordinates and sub-parts of some geometries.

To overcome the two challenges above, we propose the following schema to store
geometries. We use Google Protocol Buffers Format (PBF) which is the one used by Par-

quet.

message Ceometry {
required int type;
repeated group part {
repeated group coordinate {
required double x;
required double y;

}
}
}

MNow, let us explain the structure above. The type attribute stores a numerical
value that represents the geometry type, i.e., 1=Point, 2=LineString, ... etc. We reserve
type 0 to represent empty geometries. The outer group, part, represents a connected

component in the geometry. For example, in a Polygon, the outer shell and each inner hold
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is a part. Finally, the coordinate group represents a sequence of coordinates that comprise
one part. For brevity, this paper assumes two-dimensional coordinates but the structure
above can be directly extended to support three dimensions or more by adding their values
in the inner-most group. Notice that PBF allows any level of nesting so if the geometry is
a part of a feature along with other attributes, the entire definition above will be a single
attribute in the feature as shown below where the ‘..." will be replaced by the definition
above.
message Feature {

required int id;

optional string name;

// Other non-spatial attributes

optional group geometry { ... }
}

MNow, looking at the structure above, we can see that it overcomes the two chal-
lenges described earlier. First, this unified structure can support all geometry types as
detailed later in this section. Second, this structure contains three columns, type, x, and
vy, where each one holds a semantic meaning to the geometry and all of them are visible
to Parquet to store them efficiently. Additionally, the overhead of maintaining the double
nested group, i.e., part and coordinate, is minimal thanks to the Parquet structure. In
this specific case, only four extra bits are needed for the x and y attributes, two bits for

the definition level and tow bits for the repetition level. Interested readers can refer to the

Dremel paper [152] for more details about the definition and repetition levels.
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Figure 2.1: Column representation for a Point
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Figure 2.2: Column representation for a LineString

2.2.1 Point (type=1)

A Point contains a single coordinate (z,y) which can be represented as shown in

Figure 2.1.
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Figure 2.3: Column representation for a Polygon

2.2.2 LineString (type=2)

A LineString is a sequence of coordinates {(z1,v1), (z2,¥2), ... (Tn.¥n)). Fig-
ure 2.2 gives an example of a LineString, g2, with three points. The points are all represented

within one part in their respective order.

2.2.3 Polygon (type=3)

A Polygon contains a list of rings. Each ring is a LineString that has the same
starting and ending points, i.e., (z1,¥1) = (z,,¥,). The first ring represents the outer
shell while the subsequent rings represent the inner holes. In SpatialParquet, each ring is
represented as a part similar to how we store a LineString. For consistency, we follow a
common convention for storing polygons where the outer shell is stored in clock-wise (CW)
order while inner holes are stored in counter clock-wise (CCW) order. Notice that we do

not need this information when parsing a polygon since there is only one outer shell, i.e.,
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Figure 2.4: Column representation for a MultiPoint

the first ring, and all subsequent rings are holes. However, this information will become
useful for MultiPolygons.

Figure 2.3 illustrates an example of a polygon, gz, with one hole. The outer shell
contains four segments that are stored in CW order. Notice that we repeat the last point
which is similar to the first point as a common convention in most spatial file formats even
though it could be redundant. The inner hole is stored as a second part and the points are
ordered in CCW order. In the table representation, we use a horizontal line to represent
the end of each part. In Parquet, this is represented by using a repetition level = 1 for the

first value in the second ring.

2.2.4 MultiPoint (type=4)

A MultiPoint consists of a sequence of independent point locations. Each point is
represented as a single coordinate (z,y). A MultiPoint is represented in SpatialParquet by

creating a separate part for each point with a single coordinate inside it. Figure 2.4 shows
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Figure 2.5: Column representation for a MultiLineString

an example of a single MultiPoint, g4, with three points inside it. Notice how each point
is stored as a separate part. We could also store all the points in one part and it will use
exactly the same storage size. However, we chose to use a single part for each point as it is

semantically more accurate.

2.2.5 MultiLineString (type=>5)

A MultiLineString consists of multiple line strings. Each line string is a sequence
of coordinates. SpatialParquet stores MultiLineStrings by creating a separate part for
each LineString. Each part contains the sequence of coordinates as done with LineString.
Figure 2.5 illustrates an example with a MultiLineString, gz, that contains two LineStrings.

Each LineString is represented as a separate part in the column representation.
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Figure 2.6: Column representation for a MultiPolygon

2.2.6 MultiPolygon (type=6)

A MultiPolygon consists of a sequence of polygons. Each polygon contains one
outer shell and zero or more inner holes. In SpatialParquet, we represent a MultiPolygon by
storing each ring as a separate part, i.e., exactly in the same way as a regular Polygon. To
be able to know where each new polygon starts, we follow the convention of storing outer
shells in CW order and inner holes in CCW order. Thus, when reading a MultiPolygon
back, after reading each ring, we first test whether the coordinates are stored in CW or
CCW order which is a linear-time operation. If it is an inner hole, we append it to a list of
rings. If it is an outer shell, we first create a polygon from existing rings and then add the
new ring as the first one in the next polygon.

Figure 2.6 shows an example of a MultiPolygon, g5, with two sub-polygons. There
is a total of three rings as shown in the column representation. When parsing this geometry

back, SpatialParquet will read the first ring and keep it in a buffer. Then, it will read the
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second ring and test the order of the points. It will find that they are stored in CCW order
so it will keep that ring on the side as a hole. Then, it will read the third ring and find that
it is stored in CW order which indicates that it is an outer hole. Thus, it will create the
first sub-polygon with one hole. Finally, since no more parts are left in this MultiPolygon,

it will create the second sub-polygon with one outer shell and no holes.

2.2.7T GeometryCollection

A GeometryCollection consists of a set of geometries that each can be any of the
six geometry types described above as well as another GeometryCollection. Supporting this
type is tricky since PBF and Parquet do not allow recursive definition, i.e., a GeometryCol-
lection within another GeometryCollection. We can partially support GeometryCollection
by making two changes. First, we change the original definition of Geometry to make the
entire Geometry a repeated group. Second, before storing any GeometryCollection we first
flatten it by replacing each sub-GeometryCollection with its contents. This way, we remove

all recursive definitions in the GeometryCollection and store all sub-geometries at one level.

Finally, each geometry in the GeometryCollection is stored as described above.

2.3 The Encoding

One of the main advantages of column-oriented stores, is that it groups together
homogeneous values, i.e., from the same domain, in each column and makes use of the
redundancy among these values to store them more efficiently. This is done through special

encoding schemes that work at their best when encoding homogeneous values. For example,
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a very popular encoding is delta encoding which stores the deltas (differences) between
consecutive values to reduce the storage overhead if the differences are usually small.

This section describes how we encode the column-represented geometries in Spa-
tialParquet to improve the storage efficiency. In SpatialParquet, we primarily have two
column types, the geometry type column and the coordinate columns, which we describe

below.

2.3.1 Geometry type encoding

Geometry type is an integer value that takes a value in the range [0,6]. In almost
all practical cases, all geometries in one dataset have the same type. For example, a point-
of-interest dataset will consist of only points. Therefore, we use run-length-encoding (RLE)
to encode the geometry type value. RLE replaces consecutive entries with the same value
with two numbers, count and value. The former records how many times the latter value is
repeated. For example, if all the dataset consists of a single geometry type, e.g.. polygons,
this column will be stored in SpatialParquet as a pair (¢, 3), where ¢ is the total number of
records in the file and type=3 is the marker of the polygon data type. Thus, this method
can reduce the storage overhead of the type column to virtually a constant that does not

depend on data size.

2.3.2 Geometry coordinate encoding

The x and y coordinates are stored in floating-point representation! A very popular

encoding for integer values is delta encoding which stores the first value in a column in full,

"We assume 64-bit IEEE double floating-point representation but the discussion seamlessly applies to
32-bit single floating-point representation.
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and then for subsequent values it stores only the delta between each value and its previous
one. For example, to store the sequence (15,16,15,17,20), they are replaced with the
sequence (15,+1, —1,42, +3). The key idea behind delta encoding is that when the deltas
have a smaller magnitude value, they can be represented in fewer bits. Additionally, since
all the deltas are stored consecutively in the column format, they are bit-packed to reduce
the storage size.

Unfortunately, delta encoding can only be directly applied to integer values. In
the IEEE floating point data representation, a smaller magnitude value does not necessarily
need fewer bits. This is because any Hoating point value has to be represented in the (sign,
exponent, fraction) format. Also the value has to be first normalized to move the decimal
point right after the most significant one in the number. Check Appendix 2.8 for more
details.

When looking at the geometry coordinates, we observe that subsequent values
are usually close to each other. For example, a trajectory represented as a MultiPoint is
expected to have geographically nearby values. Thus, for both # and y coordinates, each
two consecutive values will have a very small difference. However, as mentioned earlier,
if we just compute the Hloating-point difference, we cannot directly reduce the number of
significant bits in the number. However, we make another observation that subsequent
values are mostly within the same order of magnitude. In other words, they are expected
to have either the same, or very close exponents in their floating point representation.
Furthermore, if they have the same exponent, then their fractions are also expected to have

a small difference.
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FP-delta Encoding: Based on the observations above we have above, we proposed a
floating-point-delta encoding, FP-delta, that requires only one single operation to calculate.
FP-delta simply calculates the difference of the integer interpretation of the floating point
values. In other words, we ignore the (sign, exponent, fraction) representation and just
treat the entire 64-bit double floating-point value is a 64-bit two’s complement long integer
value. Of course, the difference in this case does not necessarily hold any physical meaning,.
However, since the exponents are in the most significant part of the value, and if the
exponents are similar, then they will cancel each other. Furthermore, if they cancel each
other, the resulting delta will represent the difference between the two fractions. Thus,
if the two values have the same exponent and their values are close to each other. the
FP-delta value is expected to have only a few significant bits which allows us to reduce the
amount of storage. As in integer-based delta encoding, we follow our FP-delta encoding with
zigzag encoding which maps the deltas of (0,1,-1,2,—2,...}) to the positive-only value of
{0,1,2,3,4,...). This encoding simply removes the leading ones that are present in negative
values in the two's complement representation.

To summarize, the algorithm works as follows. Given a sequence of floating-point
numbers, we scan all the values to calculate how many bits we need for the deltas (further
explained later). Then, we start producing the output by writing the first value in full.
After that, we scan the subsequent values and compute the delta followed by the zigzag
encoding, again. At this point, if the delta can be stored in the determined number of bits,
we store it directly. Otherwise, if it needs more bits, we store a special reset marker and

store the value in full.



Algorithm 1 FP-delta encoding algorithm*

1: function FP-DELTA-ENCODE(double]] X, BitOutputStream out)
2: n* = COMPUTEBESTDELTABITS(X )
3 resetMarker = -1 =% (64-n*)

4: significantOnes = -1 < (n*)

5 out.write(n*, 8)
ﬂ.
T
8

out.write{ X [0], 64)
fori=1to|X|-1do
delta = cast-long( X [i])-cast-long({ X [i — 1])

0 zigzag = (delta 3 63) @ (delta < 1)

10 if (zigzag & significantOnes # 0) or (zigeag = resetMarker) then
11: out.write(resetMarker, n*)

12 out.write{ X[i], 64)

13: else

14: out.write{zigeag, n*)

* = ig the arithmetic shift right, *2& is the logical shift right, < i= shift left, & is the logical AND
operator, and & is bit-wise XOR

Algorithm 1 provides the pseudo-code of the FP-delta encoding algorithm. The
input is an array of floating-point values and the output goes to a bit output stream. The
bit output stream bit-packs all the written values depending on how many bits are used
for each value. Line 2 uses the function coMPUTEBESTDELTABITS, explained later, to
compute the number of bits, n*, to use for deltas that will minimize the overall output size.
After that, it computes the reset marker which is simply the highest possible zigzag-delta,
i.e., all bits set to one. It then computes a value with its most significant bits set to one,
corresponding to the number of bits to be discarded. Line 6 writes the first value as a full
fi4-bit value. Then, the loop in Line 7 writes all the remaining values. First, it computes
the FP-delta and encodes it using zigzag. Then, it checks if the zigzag-encoded delta has
any of its significant bits set to one out of the bits to be removed or if it is equal to the reset
marker. If so, we first write the reset marker followed by the full 64-bit value. Otherwise,

it writes this value directly to the output stream in n* bits.
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To complete the encoding algorithm, we describe how to compute the number of
bits that minimizes the storage size. The challenge in this part is to balance the trade-off
between the number of bits needed for deltas and the number of overflow deltas that need
to be encoded as 64-bit values. To overcome this challenge, we scan the entire dataset to
compute the number of bits needed for each delta. As we do so, we build a histogram h of
number of deltas for each number of bits. That is h[n] indicates the number of deltas that
need at least n bits to be stored. This means that 3~ h = | X| — 1 since each value falls into
one of the histogram bins. Then, we calculate the output size for each of the deltas and
choose the minimum.

To calculate the output size S, recall that each value that can be encoded as a
delta will take n bits, where n is the number of bits reserved for the deltas. Any value that
cannot be encoded in n bits will be stored as n+ 64 bits, that is, the special marker followed
by the full 64-bit value. Thus, for any value n, the output size can be calculated using the
following equation.

i=6d

S Al 2.1)

i=n+l

S(n) =n-Y hli]+(n+64)-
i=0
Since }  h = |X| — 1, we can rewrite this equation as follows.

i=fd
S(n)=n-(|X|-1)+64- > hli] (2.2)

i=n+1

The optimal number of bits for the deltas to minimize the storage size is as follows.



n* = argmin {S(n)} (2.3)
D<n<hd

There are two notes about this approach. First, since we can accurately compute
the encoded data size, we can easily skip this algorithm altogether and store the data in its
raw format in case the calculated saving is very little. Second, this algorithm has space and
time complexities of O(|X|) since it needs to store and scan all the values before writing
them. However, keep in mind that this algorithm is applied for each page in the Parquet
file which has a default size of 1MB. Thus, the overhead is not significant. Still, if we want
to save the overhead., we can skip this function and use an empirical best value that can
be calculated experimentally for the application depending on the dataset characteristics.

The pseudo-code for this algorithm is available in Appendix 2.9.

FP-delta Decoding: The decoding algorithm is simpler since it does not need to calcu-
late the output size or choose the best number of bits for the delta. The decoder begins by
reading the first byte that contains the number of bits n that will be used for the deltas.
Then, it reads a 64-bit value that represents the first-Hloating point value. After that, it
keeps reading n bits from the input and checking the value. If it is not the reset marker,
it is treated as delta and the next value is emitted accordingly. Otherwise, if it is the reset
marker, it is ignored and the next 64-bit double value is read and emitted.

Algorithm 2 gives the pseudo-code of the FP-delta decoding algorithm. It takes
an input bit stream and produces all the output values to a DoubleOutput stream. First, it

reads an 8-bit value that indicates the number of bits n used for the deltas. Then, it reads
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Algorithm 2 FP-delta decoding algorithm
1: function FP-pECODE(BitInputStream in, DoubleCOutput out)

LN n = in.read(8)

3 reset-marker = -1 3 (64-n*)

4 prev-x = cast-double(in.read(64))

e out.write{x)

f: while more values in the input do

T

B

)

zigzEag = in.read(n)
if zigzag # reset-marker then
: delta = (zigzag 2% 1) @ -(zigzag & 1)
10 next-x = cast-double((cast-long)prev-x + delta)

11: else

12: next-x = cast-double(in.read({64))
13: out.write{next-x)

14: prev-x = next-x

=% is logical shift right, & is bit-wise AND

the first value as a 64-bit floating point value and emits it directly to the output. It also
keeps it in the variable prev — z to use for delta decoding. After that, it keeps reading from
the input bit stream as long as there are value. Notice that Parquet determines if there are
more values depending on the definition level so we do not need to keep this information.
For each value, it first reads n bits that represent the zigzag-encoded delta. If this value
is not equal to the reset marker, it reverses the zigzag encoding to get the delta value as
shown. The next value is then calculated by adding this delta to the previous value. Notice
that the addition is a 64-bit integer addition and we cast the values accordingly to get the
actual double value. Otherwise, if the zigzag value is equal to the reset marker, we simply
discard it and use the next 64-bit value as the next x value. Finally, we emit this value and

keep it in the buffer so that we can read the next value.

Parquet Integration The only encoder for floating point values in Parquet is the raw-

encoder that stores each value as-is, and may apply a run-length-encoding to save space on
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Figure 2.7: The effect of sorting on page boundaries with three methods with their respective
running time

repeated values. To integrate our FP-delta method into Parquet, we extended the Encoder
and Decoder interfaces in Parquet to support the encoder and decoder functions described
above. We configured Parquet to automatically use the FP-delta method for floating-point
values in the geometry data type. This allows Parquet to still recognize the floating-point

values in the coordinate columns which is helpful for the next part. the indexing.

2.4 The Indexing

This section describes how to build a light-weight index on-top of SpatialParquet

using the built-in structure of Parquet. The goal of the index is to be able to avoid reading
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the entire file if the user wants to process data in a small geographical region. Most popular
spatial indexes, e.g., Quad-tree, R-tree, and GridFile, group records into minimum bounding
rectangles (MBR) so that an entire block can be skipped when it falls outside the query
range.

Parquet provides a light-weight method of pruning non-relevant records by adding
column statistics. Mainly, it adds the range, [min, maz/, for each column and allows the user
to skip reading the data if the desired range does not overlap with the column data range.
To make this pruning more effective, Parquet splits each column into pages of roughly 1MB
each so that it can skip over some of these pages. Furthermore, each page is compressed
separately which makes skipping these pages more efficient.

The structure we propose in SpatialParquet gives us the opportunity of collecting
statistics for the z and y columns. This is only possible because Parquet identifies each
of these as a separate column. In contrast, if we store the entire geometry in WKB or
WHKT format. Parquet will not be able to collect these statistics. Together, the ranges of
x and y make a spatial bounding box for each page. Thus index construction is as simple
as instructing Parquet to collect the minimum and maximum for the z and y columns and
store them in the output file.

At reading time, if the user provides a query rectangle in the form of [(Z,:n, Ymin ),
(Trmazr; Ymaz )], we translate it into two separate ranges, [Tmin, Tmaz| a0d [Ymin, Ymaz] for the
x and y columns, respectively. Then, we pass these ranges to Parquet to read only the

pages that intersect the query range.



The effectiveness of this light-weight index highly depends on the distribution of
the data. in one extreme, if data is highly scattered such that each page contains data from
all over the data domain, then this technique will be very ineffective since all [min, maz|
ranges will cover almost the entire input space leaving no room for pruning. On the other
extreme, this technique will be very efficient if the data is highly-clustered, that is, spatially
nearby records are very close to each other in the input order. This will allow the range of
each page to be very tight and more pruning can happen.

To improve the effectiveness of the index, we add a sorting step that tries to cluster
nearby records. Notice that it does not have to be perfect. All we need is to avoid the very
bad situation where each page covers the entire world. Thus, we do not want to pay a high
cost for a very accurate partitioning technique. We decided to use two light-weight space
filling curve sort methods, namely, Z-curve and Hilbert curve. Both techniques can provide
a linear sort order that takes into account both x and y coordinates, with Hilbert curve
known to be more effective with a slightly higher computation cost. Furthermore, since this
is not a traditional hierarchical index with a single root, we do not care about sorting the
entire dataset which can be very costly. Rather, we process the records into groups with a
fixed number of records, e.g., one million. Whenever we have that number of records, we
sort them and write them to SpatialParquet. This ensures that the memory overhead is
upper bounded and that the computation overhead of sorting grows only linearly with the
data size.

Figure 2.7 provides an example of the effect of sorting the records before writing the

SpatialParquet file for a 5.6 million point dataset. Without using any sorting, all partitions
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cover the entire input space so we do not show it here. While not perfect, both of them
provide an opportunity for pruning some disk pages depending on the range query. Notice
that SpatialParquet does not care how the partitions are created so if the user is willing to
spend more time, more sophisticated big-data partitioning techniques can be used [65]. In
the figure, we show an example of using R*-Grove [211] which yields much better partitions
with no overlap but, in this case, it takes slightly less than 10 seconds. Given the static
nature of the data, users might also be interested in using learned spatial indexes [19] but

we leave this as future research directions.

2.5 Experiments

This section shows the results of an extensive experimental evaluation that com-
pares SpatialParquet to existing spatial data formats, as well as, studying the effect of
various parameters.

All experiments are executed on a machine running on Intel(R) Xeon(R) CPU
E5-2603 v4 @ 1.70GHz and 64GB of RAM.

We use four datasets for all evaluations. All the dataset are publicly available on
UCR-Star [79] and are summarized in Table 3.4. Each of these datasets contains predom-
inantly one geometry type. This helps us evaluate the effect of different geometry types
on compression and storage size. These datasets also have different sizes in terms of the
total number of geometries and points contained in them. The versions of these datasets
only contain geometry data, and all objects are stripped of any metadata. This so that we

compare purely on the geometry values, since this is the main focus of our work. Second,
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Tahble 2.1: Experiment Datasets

Dataset (Acronym) Geometry Type # of Geometries Num points
Porto Taxi (PT) MultiPoint 1.7TM M
TIGER18/Roads (TR) | MultiLineString 18 M 350 M
MSBuildings (MB) Polygon 125 M 753 M
eBird (eB) Point s01 M 01 M

the objects on some of these datasets already follow some sorted order as they are provided
from the source. We discuss the effect of sorting in detail.

We implement SpatialParquet in Java based on the original Parquet Java reposi-
tory [11].

In the remainder of this section, first we compare our proposed work to existing
spatial formats. We discuss both savings in terms of required storage size, as well as,
performance implications. After that, we show the effect of space-filling-curve-based sorting
on the distribution of values in each column chunk. Following, we show the effect of various
parameters like encoding, compression, and sorting on the data size and on the performance.
Finally, we show how column statistics improves the performance of reading by pruning

column chunks and pages based on a provided filtering range.

2.5.1 Comparing to Existing Spatial Formats

We compare Spatial Parquet to three existing baselines: GeoParquet, ShapeFile,
and GeoJSON. We use Java implementations for all of these baselines. For GeoParquet,

its existing implementation is only available as a Python package, so we provide a new



Java implementation for a fair comparison. Its implementation differs from SpatialPar-
quet in which it requires five values per geometry object. One value represents the Well-
Known-Binary (WKB) of the geometry, and the other four values determine the minimum-
bounding-rectangle of the geometry for easy filtering. For reading and writing ShapeFile
and GeoJSON we use implementations provided in Beast [66].

For evaluations in this section, the source data for writing these files are sorted
using the Hilbert-curve method. The details of how the sorting is applied and its effects are
provided in the following sub-section.

In the first evaluation, we evaluate the formats based on the total data size without
any compression. The left part of Table 2.2 shows the size of data stored in these formats
without any compression. For all datasets, SpatialParquet with delta encoding significantly
decreases the size of the data. In the case of the PT, MB and eBird datasets, its size is
less than half that of the nearest data size for the other formats. We believe that this alone
makes SpatialParquet a strong candidate for storing Geospatial data.

Compressing the data using a general purpose compression techniques can further
reduce the sizes, but it has some performance implications for both reading and writing.
We store the same files in the previous evaluation after compressing their contents using
GZIP [58] compression technique. However, there are some differences in how the compres-
sion is applied. In SpatialParquet and GeoParquet, the compression is applied on column
pages, usually one megabyte in size. This is important to minimize the overhead when
reading records from an arbitrary position. Also, compressing small chunks of data adds

minimal overhead at write time, but it loses a little bit compared to when the compression



Table 2.2: Output size in GB with/without compression

Uncompressed Compressed

Format PT TR | MB | eB | PT TR | MB | eB
SpatialParquet | 0.856 | 3.5 | 8.2 |11 || 0.388 | 1.9 | 40 |19
GeoParquet 1.8 6 17 43 [ 0.718 | 35 |87 |6
ShapeFile 1.4 64 |19 28 [ 0654 |35 [ T8 |57
GeolSON 2.2 14 | 32 97 || 0.439 |22 | 3.8 | 1.8

is applied to the entire dataset at once. For GeoJSON files, the entire dataset is written as
one giant .geojson.gz file. Thus, the compression technique is applied to it as one large
file. ShapeFiles are compressed a little differently. Due to the implementation used for
writing Shapefiles, to avoid running out of memory, we divide the data up to one million
geometry object and write them into a separate Shapefile partition. So when we apply the
compression, we apply it to each of these files individually. The result of this evaluation
is shown in the right part of Table 2.2. Clearly, compression adds significant benefits for
all formats, with SpatialParquet still considerably lower than all other formats, except in
two cases. The compressed GeoJSON file of the MSBuildings dataset is slightly smaller
than that of GeoParquet. This can be attributed to the fact that compression is applied
differently as described. This shows that compressing an entire dataset using GZIP can save
a little bit in storage size compared to compressing small chunks separately. However, keep
in mind that a compresses GeoJS0ON file has to be processed entirely and sequentially while
SpatialParquet provides more efficient access methods such as choosing specific column or
filtering by rows using the light-weight index (as detailed shortly). Other binary formats
are up-to three times bigger than SpatialParquet.

Next, we compare the writing time of SpatialParquet against the baselines. Ta-

ble 2.3 shows the writing time in seconds for the uncompressed files. SpatialParquet has

31



the best performance by far for the PT and eB datasets. However, it performs slower than
GeoParquet on the TR and MB datasets. These two dataset contain geometries of type
MultiLineString and Polygon, respectively. These two data-types are more complex than
the Point and MultiPoint types. More complex types require more calls to the parquet
interface, since we send each individual value by itself, and it has to track the size of each
geometry part. Because Parquet has BY TE ARRAY as a native type the well-known-binary
(WKB) is sent directly as one value through the Parquet interface. Keep in mind that our
current implementation is a first-cut solution while WKB reading and writing has been op-
timized for years. Given the huge space saving of SpatialParquet, we will further optimize
the writing operation to reduce any potential overhead.

Finally, we compare SpatialParquet to the baselines in terms of the reading time.
Table 2.3 shows the reading time in seconds for the uncompressed files. GeoParquet and
Shapefile have the best reading times. Similar to writing, reading data in WKB is much
more efficient than requesting values repeatedly through the Parquet interface. We believe
we can improve the reading performance in the future by providing a lower-level access to
the coordinate arrays from Parquet rather than reading one value at a time using the current
APIL Notice that the information is already stored in the Parquet file in the format that
we want, i.e., consecutive arrays of floating points values, so we should be able to further
optimize the reading part in the future without changing the SpatialParquet format.

In summary, SpatialParquet provide an excellent alternative for the existing geo-
spatial data formats. It can add significant savings in storage requirements. It does not

currently always perform the best in terms of writing and reading speed for all datasets, but
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Table 2.3: Write/Read time in seconds for uncompressed formats

Writing Time Reading Time
Format PT | TR | MB | eB PT ([ TR | MB | eB
SpatialParquet | 74 | 215 | 544 | 833 || 49 | 143 | 455 | 546
GeoParquet 226 | 99 | 425 | 1490 || 17 |64 | 204 | 500
ShapeFile 123 | 490 | 1445 | 4246 || 88 | 43 | 161 | 534
GenJSON 105 | 485 | 956 | 2342 || 55 | 424 | 610 | 1280

future improvements can be added to bridge this gap without changing the proposed format.
In addition to adding more improvements to the implementation, we plan to integrate
it within Beast [66], which would make it more straightforward to convert from and to
SpatialParquet with other geo-spatial formats, on top of making it possible to process big

data in distributed systems.

2.5.2 Effect of Sorting on Sample Distribution

In this section, we highlight the effect of sorting on the distribution of the deltas in
a column chunk. Sorting results in delta values with less number of significant bits. We show
the histogram of the first column chunk of the eBird dataset and the MSBuildings dataset.
Sorting has a considerable effect on the eBird dataset because it is not readily sorted from
the source. The MSBuildings dataset is somewhat sorted because the data is divided by
U.5. state, but applying a sort function still adds more benefit. The other two datsets seem
to be well sorted from the source and do not benefit much from sorting. Figure 2.8a shows
how a Hilbert-curve sort shifts the distribution of values towards the left, meaning more
values requiring less number of significant bits. The count of delta values that require 64
significant bits is large for the unsorted eBird dataset because it includes consecutive values

alternating between positive and negative numbers. However, this basic sorting completely
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Figure 2.8: The effect of sorting on the number of records that require at least n bits for
delta encoding

removes this spike. We notice the same effect on the MSBuildings dataset in Figure 2.8b,
but to a lesser degree since all records are in the US. Applying a Z-curve sort, has more or
less of a similar effect on all datasets.

Another thing we notice from these two figures is that a considerable number of
values are concentrated at the zero significant bit bar. This bar represents consecutive
values that are exactly the same. This is common for geotagged values that are created
from the same address. This means that we can add an additional run-length-encoding
after the deltas to store all of these consecutive equal delta values in a more compact way.

We leave this as a future improvement.

2.5.3 Evaluating Possible Configurations in SpatialParquet

In this part, we delve into SpatialParquet to evaluate the possible configurations
for it. First, we look into the effect of using FP-delta with and without compression, hefore

applying any sorting. In Figure 2.9a. in all cases FP-delta results in a smaller size with
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and without GZIP compression, except for the eBird dataset. The eBird is not sorted by
default and since all of its geometries are points, there is no gain from applying the delta
to a single geometry object. Therefore, sorting is required to significantly reduce the size.

We show the sizes of compressed data after sorting in Figure 2.9b. The main
difference can be noticed in the eBird dataset because it is the only one that is not orig-
inally sorted, although we could have shuffled the other datasets for the purposes of this
experiment.

Both FP-delta and sorting add benefits in reducing the final data size, but they
add some performance overhead. This evaluation is depicted in Figure 2.10. FP-delta
requires an additional iteration over the data, given that it calculates the final bit size
after completing all the differences. Also, its current implementation involves allocating an
additional buffer to store the final values. In the worst case. it seems that it adds up to
80% of overhead compared to writing the plain double values. Sorting can add a significant
overhead, because it is performed sequentially on a buffer of size at most one million ohjects.
However, considering the major benefits it adds this should be negligible. Moreover, in
practice we can sort very big data using distributed sorting/indexing techniques. Beast [66]
has several of these methods implemented on top of Spark. We plan to integrate Spatial
Parquet within Beast, which would make sorting/indexing, among other optimizations, a

more seamless process.
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Figure 2.9: The effect of sorting on output size in SpatialParquet

2.5.4 Column Statistics and Filtering

Parquet by default collects column statistics for column groups, and chunks. In
this experiment, we show the case when no filter is applied, and two additional cases with
a small range filter, covering less than 0.01% of the total area covered by the dataset,
and a somewhat larger range filter, covering something between 0.33% to 4% depending
on the dataset. Figure 2.11 shows these results for reading based on these configurations.
MNote that this filtering is applied per column group first, and then per column chunk. The
figure clearly highlights the benefit of this type of filtering. Note that GeoParquet has
similar benefit in terms of pruning parts of columns, but it stores additional columns for
the minimum-bounding-rectangle and applies the filters based on them. The current default
implementation of Parquet doesn’t support filters on repeated columns, however, we made
a slight modification to its source code to make it work in our case.

This is only the most basic type of pruning which is provided out-of-the-box.

However, there are several opportunities for more advanced indexing. Additional metadata
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can be stored on each column and retrieved when reading prior to unpacking the values.
By implementing custom filters specific to spatial indexes, it should be possible to apply
more advanced pruning. Additionally, more accurate sorting can be applied by sorting the
entire dataset efficiently. The partitioning techniques available in Beast [66] can be used to

do so efficiently.

2.6 Related Work

This section covers the related work in two areas, column formats and encoding.

Column Formats Column stores [194] have been proposed for data warehousing and
analytical queries due to their efficient storage and retrieval. To support semi-structured

big-data with nesting and repetition, Dremel [152] was introduced by Google which then
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inspired the open-source Parquet file format [11]. It is widely used across many applications
for data storage and data analysis. Several big-data systems adopted Parquet as one of
its standard formats such as Apache Spark [229] which uses it in its Spark SQL [3] and
MLIib [154]. An experimental evaluation [69] showed the efficiency of Parquet with text
data. We plan to integrate SpatialParquet within existing big spatial data systems, e.g.,
Beast [66], which would make it possible to benefit from the existing functionality in Spark
for the Parquet data format. The only existing attempt to provide a column-oriented
format for geo-spatial data is GeoParquet [78], also referred to as geo-arrow, which encodes
the geometry value in the Well-Known Binary (WKB) format. However, as shown in the
experiments, this does not provide a good output size since it can only apply general purpose

compression methods.



Encoding Parquet ships with encoding techniques for integer and string values, e.g.,
delta, run-length, and dictionary encoding[17, 160, 102, 116]. We use RLE for the type
column but none of these techniques work with floating-point coordinates. Due to the
complexity of encoding floating-point values, some recent work proposed methods that are
tailored for specific applications, however, none of these focuses on geographic coordinates.
Gorilla [166] targets time series data. It applies XOR between consecutive values and adds
post-processing steps to remove leading and trailing zeros. Our preliminary investigation
determined that this method does not work well for geographic data and we found that the
proposed method is more efficient with geographic data. Similarly, the work in [39] focuses
on time series data and improves over Gorilla [166]. Also, [110] focuses on time series data
but provides a different approach by encoding similar patterns in time series by mapping
them to a dictionary.

Furthermore, other literature focused on the lossless compression of scientific data.
The work in [174] uses the integer delta encoding and XOR for encoding the values, as well
as, a hash-table for predicting the previous value. Other examples of lossless compression
of scientific data include [71, 54, 113]. These compression techniques can be applied after
the delta encoding but we leave this work for future research. We do not consider lossy
compression techniques [26, 59, 234, 134] in this paper since we propose a general-purpose
storage format while lossy techniques can be applied only to some applications.

There are several general optimizations that can be added for column structured
data. For example, the work in [186] explores how re-arranging the data can help improve

the space saved with run-length-encoding (RLE), which is something that we have discussed

39



in the experiments. RLE is not specific to any data type. Moreover, [94] provides a SIMD
based optimization for better filtering of column data. It claims that this optimization can
be faster by 90% than the default filtering in Parquet.

In summary, and to the best of our knowledge, SptialParquet is the only sys-
tem that proposes a specialized lossless encoding technique for floating-point geographic

coordinates.

2.7 Conclusion

This paper introduced SpatialParquet, a column-oriented file format for geospatial
data. SpatialParquet is designed to store large-scale spatial data in a column format that
reduces disk size and improves the performance of analytical queries. To accomplish its
goals, we explained how SpatialParquet introduces a Parquet data type that structures
all common geospatial data types, e.g., points, lines, and polygons, in a format that is
compatible with Parquet. To make the storage of floating-point coordinate values more
efficient, SpatialParquet introduced the FP-delta encoder, which is an efficient encoder that
captures the redundancy in geospatial attributes and utilizes it to reduce the storage size.
Finally, SpatialParquet used column statistics from Parquet to build a light-weight spatial
index that can reduce disk access by skipping file pages that do not overlap with a spatial
query range. Experiments on large-scale real data showed that SpatialParquet outperforms

all popular spatial file formats when it comes to data analytics.



2.8 Preliminaries

This appendix provides some preliminaries that are needed to understand this

paper in case the reader needs a quick memory refresh.

2.8.1 Geometry Data Types

Vector geometry data is represented as points, lines, and polygons. The Open
Geospatial Consortium (OGC) defines an industry standard for representing geospatial
data. It defines primarily seven data types as detailed shortly. Notice that each of these
data types has a variation that stores three-dimensional points (z, y, z) and four dimensional
points (z,y,z,m). We focus on two-dimensional points for simplicity but all the proposed

techniques in this paper can seamlessly apply for any number of dimensions.

1. Point is defined by a single coordinate (z, y).

2. LineString is defined as an ordered sequence of coordinates. A special case of

LineString is a Hing which has the same starting and ending points.

3. Polygon is defined as a sequence of Rings. The first Ring defines the outer shell and

subsequent rings define holes in the polygon.

4. MultiPoint is a set of Points.

5. MultiLineString is a set of LineStrings.

6. MultiPolygon is a set of Polygons.

7. GeometryCollection is a set of geometries that can include nested GeometryCol-

lections.
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2.8.2 Parquet

Parquet is a column-oriented file format that is geared for big data storage. It
can store any data type that can be defined using Google Protocol Buffers Format (PBF).
Basically, PBF can store primitive values, e.g., numbers and strings, arrays, and nested
objects. Parquet only stores the primitive values in columns. Nesting and repetition are
supported by attaching definition and repetition levels to each column as further detailed
in [152]. The only limitation in Parquet is that all values in the file have to follow the same
exact PBF schema. Therefore, two records cannot contain mismatching values for the same
column, e.g., string and number.

Parquet groups the records into row groups which are typically 1GB in size. Within
each group, each column is stored separately as a column chunk. Each column chunk is
further split into pages. Finally, each page is encoded and compressed to improve storage
efficiency. When reading a file back, the minimum reading unit is a page. By default, each
page is about 1MB of size.

Parquet provides the delta encoding and run-length-encoding (RLE) to reduce the
storage size for each page. It also provides lossless compression techniques such as GZip
and Snappy to reduce the storage size. Finally, Parquet can collect statistics for each page,
e.g., minimum and maximum, and can use this information to skip reading pages that do
not fall within a user-provided query range. For example, if a user wants to read all entries
with the anomalous temperature of 125°F or more, Parquet can skip all pages that have

degrees below 125.
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2.8.3 IEEE Floating Point Format

In computers, floating-point values are represented in the IEEE 754 floating point
standard as shown in Figure 2.12. The value is stored in three parts, sign, exponent, and

fraction. The value stored in this format can be calculated as:

(—1)9" (1. fraction), x 2°Pomeni—1023 (2.4)

Sign | Exponent Fraction
1- 11 bits 52 bits
bit

Figure 2.12: The IEEE 754 standard for floating point numbers

The key idea behind this representation is that any binary floating-point number
can be represented in the scientific notation as 1.frac x 2°F. Therefore, any value is first
normalized to make the decimal point® right after the most-significant one bit. After that,

only the fraction and exponent need to be stored.

2.9 Algorithm Pseudo-Codes

Algorithm 3 provides the pseudo-code for the algorithm that computes the number
of bits that minimizes the output size. First it initializes the histogram that captures the
number of deltas for each number of bits. Notice that the histogram has 65 bins since
the number of bits can go from zero to 65. The for loop in Lines 3-, scans all the values

and computes the delta as done in the original algorithm. For each value, it computes the

*We use the term decimal point for convenience even when describing binary numbers.
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Algorithm 3 Find the number of bits to minimize the output size
1: function coMmPUTEBESTDELTABITS(double]] X)
2 h = Array|0..64] = The histogram has 65 bins
3 fori=1to |X|-1do
4: delta = cast-long(X [i])-cast-long( X [i — 1])
5: zigrag = (delta > 63) @ (delta < 1)
6
T
8
)

n = num-significant-bits(zigzag)
hin] + +
for n = 63 downto 0 do - Compute suffix sum
hin]+ = hjn +1]
10: n* =10
11: Smin = 64(|X| — 1)
12: for n =1 to 63 do

13: S=mn-(|X|-1)+64-hn]
14: if § < Snin then

15: (n*, Smin) = (n, 5)

16: return n*

minimum number of bits required for this delta and increments the corresponding bin in
the histogram. After that, the loop in Line 8 calculates the suffir sum of the histogram.
This is to allow the summation in Equation 2.2 to be calculated in constant time. After
that, to find the best value, we simply try all the 65 possible values and choose the one
that yields the minimum output size by applying Equation 2.2. Finally, we return the best

value n* that corresponds to the minimum.



Chapter 3

dsJSON: A Distributed SQL JSON

Processor

3.1 Introduction

The JavaScript Object Notation (JSON) is an open data-interchange format. It
gained its popularity with the rise of web applications, since it is the native representation
of data in JavaScript. As a result, it has been adopted in various applications resulting in
the need for storing and processing very big JSON data.

Consider the JSON file snippet in Figure 3.1. A user is interested in extracting
the objects (enclosed by { and }) in the products array, that fall within a specific category
(category == 11). To avoid expensive serial parsing, which can take hours for terabytes of
data, the file should be partitioned and parsed in parallel by different machines, as shown in

the figure. However, this is extremely challenging because, for the second and subsequent
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Figure 3.1: An example highlighting dsJSON processing steps

partitions, the parsing state needs to be determined in the middle of the file. Moreover, as
the attributes (key-value pairs) of an object might be split among two (or more) partitions,
it is non-trivial for the parser to examine the filtering conditions specified by the user.
Even worse, since big data frameworks, like Spark [4] and AsterixDB [22], use the bulk-
synchronous-parallel (BSP) model, the parallel parsers are not allowed to communicate
asynchronously while parsing. To be able to perform different types of analysis readily
available like SparkS(Q)L queries, the JSON processor should build a unified schema that
matches the user provided queries. In this case, it builds a schema for all products that
fall within the specified category. Then, various SQ)L queries can be easily applied on the
extracted records. The example on the top-left highlights a simple query that counts the

extracted records with shippingCost < 10.
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JSON data is produced and consumed in a large variety of use cases. As a popular
data interchange format, it is widely used to store data logs, backups, in raw text format,
usually encoded in UTF-8 or other suitable text encodings. It is also usually used to store
big data dumps that are collected from web APIs, or scraping websites. Furthermore, JSON
is used to represent datasets generated by professionals from various fields, like GeoJSON
which is a popular format for Geospatial datasets, thanks to its flexibility in metadata
storage.

Due to the vast range of use cases, JSON data often contains complex nested
structures and can be very large in size, posing several challenges. Unfortunately, existing
tools have limitations that can make it difficult to process JSON data in certain situations,
leaving users with the option of creating their own ad-hoc programs to extract the necessary
data. However, this process can be time-consuming, and even the final program may still
have issues due to the complexity of the problem. The following section outlines the three
primary limitations of current state-of-the-art JSON processors.

L1. Limited flexibility for parsing compler nested JSON records. Existing tools do
not provide full Hlexibility to the user to determine the most relevant parts that should be
parsed and included in the output. Without this Hexibility, processing big JSON data can
be impractical, due to memory and time constraints. The simplest JSON parsers simply
parse the entire input to one large object in memory. Others provide a little more fexibility
by taking a simple query from the user and extract values that match it. However, it is

still not possible to select multiple attributes from different nesting levels. Hence, the user
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is still limited in defining the values to be included in the output. Distributed systems like
Apache Spark don’t support all use cases due to lower flexibility at the parsing stage.

L2. Limited scalability for data in the general JSON format. Existing distributed
systems like [4, 22, 66] cannot parse the general JSON format, instead they are limited to
a specific type like the JSONLines [100] format, in which records are separated by the new
line character, where each line corresponds to one record in the output. However, many
real applications require processing general JSON files like the one shown in Figure 3.1,
which can grow in size, making it a huge bottleneck when processed in a single machine
environment. Existing parallel parsers of the general JSON format are designed for parallel
shared-memory systems or asynchronous message passing interface (MPI) and cannot be
used in big-data shared-nothing systems such as Apache Spark and AsterixDB which rely on
the BSP model where asynchronous communication is not allowed. This makes it impossible
to process very large files where the resources of a single machine are not sufficient.

L3. Limited support for reading JSON data to a structured format to support ex-
ecuting analytical queries. Performing analysis, like executing SQ)L queries or training a
machine-learning model, requires identifying a unified structure of the data. This can be
challenging on its own. Systems like Spark perform an inference step to identify this struc-
ture by simply computing the union of the object type of each JSONLine in the input data.
However, this would fail when there are hundreds of thousands of different attributes in all
records which is too big to handle for Spark as further detailed in Section 3.6. Furthermore,

existing single-machine parsers that support the general JSON format are not integrated



with a full-featured data analytics system, making it very difficult to perform complex anal-
ysis without applying intermediate steps like converting the data into a different format.

Simply converting data to the JSONLines format is not always practical. First,
there is no unique way to do this conversion. In the example in Figure 3.1, a user interested
in product reviews will only extract the reviews which include the review score and text,
while a user interested in price analysis will extract product data including category, price,
and description. Second, there is no scalable way to convert general JSON to JSONLine
as mentioned in L2. Ensuring data is generated as JSONLines is not always possible when
data is collected from various sources. Third, even if data is strictly collected in this format,
existing JSONLine processors could fail with complex records since they provide very limited
options for schema inference, like identifying a schema for a specific product category, or
simplifying complex schema.

Moreover, it is worth noting that the data we are concerned with is stored in raw
text format, encoded using UTF-8 or similar, making it even more challenging to process,
since the start and end of each record and the number of attributes it contains is not known
prior to parsing. This is in contrast to data stored in managed databases like [2, 165
that can efficiently process JSON records by storing them in a binary format and possibly
building indexes around them, after a required data insertion step.

To address the above limitations and challenges, this work introduces the first Dis-
tributed SQL JSON (dsJSON) processor, fully integrated into an analytics system (Apache

Spark). It parses any valid JSON file into a set of records (Dataframe) that can then be
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processed using SQL queries or machine learning models. In mitigating L1, dsJSON pro-
poses a data structure called the projection tree, that is used to track the parsing state, and
selectively extract the desired attributes, which ensures minimal overhead. The projection
tree is built from user provided queries, providing a lot of flexibility for the user to define the
parsing stage. To overcome L2, dsJSON provides two partitioning techniques that make it
possible to initialize and process the parser at each partition fully independently, following
the BSP model. The minimal memory requirement, in addition to the robust partitioning
methods, make dsJSON easily scale to very big JSON data. To address L3, dsJSON pro-
vides a schema inference method using the proposed projection tree. Building a schema,
based on the selectively parsed records, makes it possible to handle very complex records.
Schema inference is required for integration with systems that expect (semi-)structured
data, like SparkSQL [3] and MLIlib [154]. Furthermore, dsJSON pushes SQL projection and
filter operations into the parser to improve the performance by skipping unnecessary parts
of the input file.

The rest of this paper is organized as follows. Section 3.2 provides some prelim-
inaries about JSON grammar and parsing. Section 3.3 introduces the projection tree and
provides an overview of the system. Section 3.4 describes how we build the initial projection
tree for the user provided JSONPath queries. Partitioning and schema inference are dis-
cussed in Sections 3.5 and 3.6, respectively. Section 3.7 discusses SQ)L projection and filter
push down into the projection tree. Section 3.8 gives the details of record parsing. Sec-
tion 3.9 provides an extensive experimental evaluation of the system. Section 3.10 describes

the related work. Finally, Section 3.11 concludes the paper.



3.2 Preliminaries

The standard JSON grammar has two main components: objects and arrays. An
object can have multiple key-value pairs. The order of the pairs has no significance, and
this can add to the complexity of parsing the records into a structured, uniform format.
The other major component is arrays. The elements of arrays can be any valid JSON value.
A wvalue in JSON can be any nested JSON record, or a primitive value. Primitives can be
strings, numbers, or one of the reserved words: true, false, and null. The latest version
of the standard JSON grammar can be accessed at [99).

There are many variants of the JSON syntax. One very popular variant is the
JSONLine format, in which each line in the file contains a separate JSON object. While
this format imposes more restrictions over the general JSON format, it is adopted in some
systems, e.g., Apache Spark [4] and AsterixDB [22], due to the simplicity of parsing it in
parallel. Simply, the file is partitioned into lines and each line is parsed as one unit. Another
well-known variant of the JSON format is GeoJSON. This format follows the conventions
of the standard JSON format, and the records can exist in multiple lines. It follows a
pre-detrmined structure, but may contain metadata that is different from one object to
another.

A JSON document can be tokenized into several parts, defined next, and these

tokens can be used to track the position within the document while parsing.

Definition 1 (JSON token) is either one of the control characters, <{* , }> , [’ , and

‘|’ ., a key, which is a string that comes before a colon, or a primitive value, e.g. a number

or a string.



While parsing a JSON document similar to how it is done in [96], a stack is used
to track the position. Encountering one of the open control characters { or [ or a key
results in a push operation. Encountering one of the closing characters } or ] or reaching
the end of a value after a key results in a pop operation, and it must correspond to the top
of the stack.

A simple way to query a JSON structure is by using a JSONPath query [80], which
is similar to the XPath [55] queries for XML data. Similar to XML, a valid JSON file is
represented as one tree with a single root. This makes it unsuitable for SQL processing
which requires a set of records, unless we are processing small JSON files, where each file
represents one record.

Some JSON data can get very complex, with records containing hundreds of key-
value pairs, and deeply nested objects. Furthermore, some queries can further complicate
the parsing with the addition of filtering and descendant elements. To mitigate this, JP-
Stream [96] introduces the concept of streaming-automaton that is built from a user provided

JSONPath, and uses it to track the parsing state.

3.3 Projection Tree

This section gives an overview of the projection tree, which is a data structure
that dsJSON introduces to selectively parse JSON data and convert the extracted semi-
structured JSON records to a structured data format. This is a vital step to run any SQL
query on the JSON data and what distinguishes dsJSON from regular JSON parsers that

just produce a JSON object. In relational algebra, projection is the operator that can add



or remove columns in relations. The name of the projection tree comes from the fact that
it selects a subset of values from different nesting levels from complex JSON documents,
and converts them from a semi-structured textual format to a structured one that can be
processed using relational algebra operators. Before formally defining the projection tree,

first we provide definitions for its basic building blocks.

Definition 2 (JSON path) A set of JSON tokens that determine the position of a value
within a JSON structure. These tokens contain open object *{’, open array ‘[’, or a key,

i.e., attribute name.

For example, in Figure 3.1, both attributes id and regularPrice exist under the JSON
path: { *{*, ‘products’, ‘[’, ‘{’ ). Knowing the path leading to a value allows us to

determine whether its value is needed, leading us to the essential path.

Definition 3 (Essential path) A path in a JSON document that leads to an attribute
required for parsing a desired record.

In dsJSON, essential paths are determined from user provided queries, i.e., JSON-
Path and SQL queries. When parsing, a JSON path that does not correspond to an essential
path triggers a skipping mechanism to discard values descending from it, until reaching the

prefix of an essential path. To track all of these transitions and more, we unify them under

the concept of the projection tree.

Definition 4 (Projection tree) A tree comprised of all essential paths that are used to
selectively parse a JSON document and apply compler nested record projections. Each node
in the tree corresponds to a token within an input JSON document, where leaf nodes corre-

spond to primitive attribute values, e.q., numbers or strings. Transitions in the tree occur
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as JSON tokens are read from the input, and can trigger several operations like filtering,

skipping, or projecting the selectively parsed values to a structured format.

The design of the projection tree makes it more efficient to overcome the limitations
we are addressing. dsJSON goes through a few stages prior to producing the final structured
output, and all stages relate to the projection tree. Figure 3.2 highlights the five stages of
projection tree processing in dsJSON, namely, initial tree construction, input partitioning,
schema inference, SQL push down, and row parsing, further detailed below.

The first stage in dsJSON is building an initial projection tree by processing the
user-provided JSONPath queries into tree structures, and merging them. Figure 3.3 shows
an example of a projection tree. The first part of the tree (nodes #0-#10) is built after
processing the user provided JSONPath queries. This initial tree can only support sequential
JSON parsing but cannot produce structured records. This process is detailed in Section 3.4.

To be able to process the input data in parallel, the next stage in dsJSON is parti-
tioning. This stage uses the projection tree to determine how to shift the starting position
at each partition, such that the starting JSON path at an arbitrary starting position is
known, and to avoid splitting records among different processors. We provide two parti-
tioning methods, which are specifically required for data in the general JSON format. In
this stage, one node in the tree is identified as the split node, e.g., node #3 in Figure 3.3.
Section 3.5 provides the details about this stage.

MNext, schema inference is performed on the initial projection tree. This stage
produces the expanded projection tree, adding nodes #11-#24 in the tree in Figure 3.3.

This makes it possible to identify a structured format for the final output. Performing



schema inference through the projection tree resolves some of the limitations in existing
systems that cannot produce structured records. The details about schema inference are
provided in Section 3.6.

The fourth stage is SQ)L push down that further optimizes the projection tree by
pushing down SQL projection and filters. Based on the types of queries the user executes
on the structured data, SparkS(QL determines the required attributes and pushes down
some of the filters, especially those non-aggregate in nature. In Figure 3.3, SQL push-
down results in pruning nodes #10, #16, #18-#24, and adding the last predicate to the
filter associated with node #4. In a lot of cases, SO)L push-down may result in pruning or
skipping hundreds of attributes which can provide significant performance gains. This step
produces an optimized projection tree, which is what is used in the final stage of actually
parsing the input records. This part is detailed in Section 3.7.

Finally, after obtaining the optimized version of the projection tree, the row parser
starts producing the final output records in the expected schema. The transitions that occur

in the projection tree while parsing JSON documents are detailed in Section 3.8.

3.4 JSONPath Query Processor

The first problem we face when parsing JSON files is how to define the output
records. Keep in mind that a well-formed JSON file is just one big object but it also
contains many nested objects at various levels. There is really no right or wrong definition
of which records to produce since it all depends on the user application. Notice that in the

JSONLine format, each line in the input corresponds to one record in the output, while for
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the GeoJSON format each record is defined by a geometric feature. However, even for these
formats it can be more practical to parse complex records more selectively. To resolve the
issue of defining the selected attributes while giving the user the full flexibility, we adopt
the syntax of the JSONPath query as a method of defining which records to return.

In the remainder of this section, we first describe how a single JSONPath query
is processed to construct a projection tree. Then. we show how multiple projection trees
produced from different JSONPath queries are merged into a single projection tree. After

that, we describe how JSONPath filters for each object are combined.



3.4.1 Processing a single JSONPath query

This part explains how we construct an initial projection tree from a single JSON-
Path query. A JSONPath query indicates to the parser that all values descending from this
path must be included in the output. The first step in processing a JSONPath query is
tokenizing it into its components, and identifying the type of each one. The first token in
a query based on the JSONPath syntax always starts with the root symbol $. Following
tokens can then be one of three types: key-token, descendent-key-token, and array-token.

The key-token type corresponds to a key in the corresponding depth in the JSON
file, and is preceded by a dot, e.g., *.products’. The second token type is descendent-key-
token written as .. and followed by a key, which indicates that the depth of the JSON
path for matching the next token should not be dependent on the corresponding level on
the query, e.g., *..secondDay’. The third type is army-token, written as a pair of square
brackets, e.g., “[*]’.

An array-token can can either take the wild card symbol * for accepting all el-
ements in the array, or can take a filter, e.g., ‘[?(@.categoryld==11)]’. The original
JSONPath query syntax can take the indexes of arrays as filters. However, we omit index-
ing since it is impractical to know the exact index of each object when the file is partitioned
and parsed in parallel. This is because communication is not allowed among Spark execu-
tors, following the BSP model. For most use cases, filters and projections are sufficient
for selecting the relevant records and the order of records in an array is not important.
Furthermore, if a fixed number of records is desired, the parsing can stop after producing

that desired number. Additionally, in most cases, the order is still preserved knowing the



partition id, and we also provide the option to store an additional field that can be used to
access the rows based on their order.

The original JSONPath filters are only supported for arrays, but for additional
flexibility, we allow filters to be provided after any key in the query as long as the value is a
nested JSON object, and it can be written between a pair of round parentheses instead of
square brackets to differentiate between the different token types. For example, this makes
it possible to add a filter on the address object, like ‘$.products[+]. .address(7(@.city
== Seatle))’.

After tokenizing a selection query and extracting any filters, those tokens are then
used to build an initial projection tree. We show four examples in Figure 3.4. Notice
that each token in a provided query has one corresponding node in the produced tree.
Additionally, prior to any node corresponding to a key-token we add a preceding object
node. Keys in a JSON document always exist within a JSON object. Also, object nodes in
a projection tree are used to apply filters and transitioning down to and up from an object
node corresponds to reading an { and } , respectively. The projection tree transitions are
described in more detail in Section 3.8.

When building a projection tree, we identify a special node that determines when a
record is fully processed and sent to the final output. We refer to this node as the projector

node.

Definition 5 (Projector node) A node that indicates the level at which the record is
complete and ready to return. It is always the first node from the root where the tree

diverges into multiple paths.



- dirsot ohild te Inedineot ohild =0 objsot Nker pointer

O

CH e H ]

G g ko’

CH H R H |

bl T == truel]. svalsOTarviosl*]

[ HHW

—

@ fpr bt vioa[PHl.type == &t ] rios

Rl PN bl o IS ]

HHLW |

Figure 3.4: Example projection trees from single JSONPaths

In a tree built from a single JSONPath, the projector node is always the last node corre-

sponding to the last token in the query.

3.4.2 Merging multiple JSONPath queries

While one JSONPath query could be enough to properly select the desired set of
records, there are many cases where the user might need to specify two or more JSONPath
queries. For example, in Figure 3.1, the nested object contains hundreds of attributes but
the user might want to select only ‘servicelevelld’ and ‘unitShippingPrice’. If we use
a single JSONPath query, then all the sub-attributes will be selected which incur a huge
overhead on all the stages of JSON parsing. Therefore, the design of dsJSON allows users

to provide many JSONPath queries, which unlocks the potential for complex use cases.
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The main part in merging multiple JSONPath queries is to find the most common
path among them, ignoring any filters. The queries in Figure 3.3 all share the JSON path {
“{’, ‘products’, ‘[’, “{’). This corresponds to the first five nodes in their individual
initial projection trees. Merging the queries results in producing an initial projection tree
containing nodes #0-#10 shown in Figure 3.3. The last node that is common among all
the queries (node #5) is defined as the projector node, since it is the first node when the

initial trees start to diverge into multiple paths.

3.4.3 Defining object filters

The filter expressions, from the JSONPath queries, can be used to improve the
performance of JSON parsing by early skipping records that do not match without fully
parsing them. To integrate these filters into the projection tree, each filter is converted
to an internal tree structure, e.g., Figure 3.5, and attached to corresponding nodes in the
tree. The leaf nodes in the tree correspond to JSON attributes (variables) or constants.
Each internal node represents a predicate, e.g., =, or a Boolean operation, e.g., AND (&&).
Additionally, we add a hashmap that maps each variable to its leaf node in the tree to
quickly locate it. As soon as a variable is parsed from the input, we plug its value in the
tree and propagate the evaluation up to the root. A predicate is evaluated when all its
operands are available. For example, in Figure 3.5, since the root node is an AND operator,
as soon as one of its children evaluates to false, the remainder of the record is skipped.
In the case of the AND operator, it propagates if one of the operands evaluates to false or
all the operands evaluate to true, while for the OR operator it propagates if one is true or

all are false. By default, when a filter does not fully evaluate because a value is missing
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is considered true, the user can change this behavior by including a predicate that checks
that these required values exist (?(... && @.someAttribute '= null)). When merging

multiple JSONPaths, the filters at corresponding nodes are also merged. While we build the
initial projection tree using multiple JSONPath queries, we opted for the option to support
only one, possibly compound, filter per object. By default, if an object has filters coming
from multiple paths, they are merged using an AND operator. While it can be trivial to add
support for multiple filters, and only discard values descending from the path of a filter
that evaluates to false, it makes the behavior harder to follow from the perspective of the
user. The user can control logical operators by simply writing the filter corresponding to a
specific node in one JSONPath query, instead of splitting among multiple queries.

In addition to the simple filters on primitive attributes, dsISON is extensible and
can supports user-defined complex filters for different data types. In the experiments, we

use filters for the Geometry data type when parsing GeoJSON files.
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Figure 3.5: Example filter expression tree and variables map
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3.5 Partitioning

Similar to most big-data systems, Spark uses the bulk synchronous parallel (BSP)
model in which asynchronous communication is not allowed between executors. This means
that each partition in a JSON file should be parsed independently. However, the projection
tree used to track the parsing will not be able to parse the second and subsequent partitions
without being initialized at the correct node. This is very challenging since the initial path
at an arbitrary position generally depends on the entire file before. The JSONLines format
does not require this part, since the start and end of each partition is shifted to the next
newline character, hence, the entire JSON object is always contained in only one partition.

To make sure that partitioning does not split output records and projection filters

among two processors, the projection tree has a special node referred to as the split node.

Definition 6 (Split node) It is the decpest node in the tree prior to the projector node
and any object with a filter. It determines the initial JSON path allowed at the start of a
partition. The start of a partition must be shifted such that its start is not descending from
the path corresponding to this node to avoid splitting output records and filters between two

partitions.

The split node in Figure 3.3 is node #3. When initializing the projection tree at an
arbitrary token the partitioner must shift to a token at a path that is not descending from
the split node. To illustrate this concept, Figure 3.6 shows how the positions of characters
suitable for splitting change with different queries. The projection tree of each of these
queries are those in Figure 3.4. ()1 extracts all objects in the products array. Each of these

objects will represent one row in the final Dataframe (table) output. The split node, being
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at the array-node just prior to the projector node, makes any control character { } [ ]
. or white space characters that are not within the matched objects suitable for splitting.
()2 selects inner objects, and this allows for more split points, as long as the matched inner
objects are not split. Q3 is similar to (2 except that it adds a filter to objects in the
products array. This filter causes the split node to be the same as that of )1, to ensure
that filters are not split among partitions, and similarly for Q4.

This design choice has considerable practical benefits, but it imposes two minor
limitations. First, it cannot efficiently partition a document when filters are added at the
root node or with attributes that exist only at the start or end of a very large document.
These types of filters might be useful to prune JSON documents out of a very large set.
This will cause no issues for small files since they do not need to be partitioned, but for large
documents, it hinders the level of parallelism that can be achieved. In practice, this is not a
big issue since existing JSONPath processors only support applying filters to JSON arrays
of type object, because typically users are interested in filtering large arrays. Furthermore,
for this type of analysis, each matched row is not expected to be big. Second, it limits
partitioning opportunities when matching documents that are extremely large. However,
most database stores impose a limitation on the size of a row, usually in the order of
megahytes, and this is still too small to cause any serious partitioning issues.

To overcome this challenge, dsJSON provides two methods for partition initializa-
tion, speculative and full pass. The speculative method collects information from the start of
the file and then speculates based on this information at each partition. The second method

uses a full pass on the file that tracks the path at the end of each partition. Then, a merge
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step determines exactly the start state of each partition. The full pass method is helpful

in the uncommon use cases where speculation might fail. At the end of the partitioning

method, the initial path for each partition is determined and is used to initialize the state

in the row parsing stage.

{"total": ..., "url":..., ..
{..., "id": 1, "productId":
--—— Partition ling ———
1436108,"locations": [

{midv: ...,
"address": {"street":

1, ...},
£..., "id": 2,
[ {"id": ..., "nama":
-——— Partition line -——-
"city": ...} 31, ...

.y "products": [

"mame": ...,

"productId": 2636643,"locations":

Moo

cey Mediry": L.} R

"address": {"street": ...,

11

Figure 3.7: Partitioned JSON Data Example
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3.5.1 Efficient with speculation

The key idea of the speculative partitioning method is to collect some information
from the beginning of the file and use this information to accurately speculate the projection
tree at each partition. This method assumes that the entire file will mostly follow the
structure of the first part and will use that to resolve any confusion. For example, if it
knows from the first part of the file that the key ‘address’ appears only while the parser
is at a specific projection tree node, the parser will use this information to adjust the
projection tree node whenever that key is encountered.

This method collects the information needed for speculative partitioning only from
a small portion at the start of the input file. We empirically found that in the majority
of use cases, the first megabyte of the file is sufficient for accurate state identification. It
starts from the beginning of the input file and collects all the encountered keys along with
the corresponding path encountered prior to reaching the key. The key-collector also has a
counter for how many times a key is encountered at a given path. The counter helps select
the best keys for speculation when partitioning. To illustrate this, the key collector will
generate the map in Table 3.1 from the JSON data in Figure 3.7. Some rows are omitted

from space.

Tahble 3.1: Collected keys map

Keys Path Ciount
total, products 1

id, locations producta [ 1000
id, name, address products [ { locations [ 5234
city products [ | locations [ | address | [ 5234
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This table is used to resolve the ambiguity of the starting node of the projection
tree without having to start parsing from the beginning of the file. In most cases, the format
of the JSON file is consistent throughout, which makes the parsing state similar when one
of the keys in the table is encountered. Furthermore, most keys in the table have only one
entry which makes it possible to identify the initial node without any ambiguity. It is also
possible to speculate on a key that has multiple entries as long as they result in the same
projection tree node and exist at the same depth in the JSON structure and only differ in
the value of the keys. However, there are cases where the same key could appear at multiple
paths. For example, the key id in the table appears at two different paths. Moreover, the
counter keeps track of the frequency of each occurrence so that the state initializer will
rely more on the more frequent occurrences that has one entry in the table. The most
frequent keys with only one entry, in this example, are name, address, and city, followed
by locations. All of these make good choices for speculation. In the real dataset that this
is based on, there are hundreds of such keys. If one of these keys is encountered, it is used
to determine the state. In the rare case, where the matched key exists at a different path
than the one on the table, then the wrong node will be identified.

Based on this concept, the speculative partitioning method continues after building
the table in two steps. First, it defines an initial data-oblivious partitioning that simply
partitions the file into fixed-size partitions, e.g., 128 MB each. Second, it applies a data-
aware adjustment step that shifts the partition boundaries to the next identified key from
the table. Notice that the adjustment step happens in parallel since each partition boundary

is shifted independently, which suits the BSP model. After that, the position is shifted to



match a node at or prior to the split node to ensure that a matching record is not split.
Speculation can also be improved by searching for multiple keys that are correlated, even if
some of them exist in multiple paths. However, since we found that practically the simpler
version works well we leave this as a future improvement.

In the example in Table 3.1, if the partition initially starts at the name field, which
is at a path that is descending from the path corresponding to the split node, then it must
search for the following characters }, 1, and }, respectively, to arrive at the split node. This
ensures that matching records are not split.

With invalid speculation, the parser either will encounter unmatched closing char-
acters when traversing the projection tree, which would raise an exception, or the parser
will continue unaware of the error. However, if the parser continues, it is unlikely that it
will match any records, or it will match records that look very different from the inferred
schema. To ensure that no errors happen, we add a post-processing check that verifies that
the initial path of each partition matches the termination path of the previous partition. If
they are equal for all consecutive partitions, then speculation is guaranteed to be correct.
The program raises an exception if speculation is not verified with information about at
which partition it occurred and the token that was used. Users will then fallback to the

full-pass method which is described next.

3.5.2 Exact with a full file pass

While speculation works most of the time, there are cases where it could fail. It is
when the schema of the first N records is not enough to generalize to all records in the file.

This can happen when a dataset contains recursive objects. Consider the products array
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example shown earlier, if records within it also contain an attribute called relatedProducts
that also contains all the attributes within the parent product, it would not be possible to
speculate on this dataset since for any attribute within the products array there are at
least two possible parsing states, assuming the relatedProducts is also repeated and the
nesting can go multiple levels deep. In this case, the only option is to do the partitioning
using the full-pass method. The user can also try to normalize the structure of the data
through appropriate JSONPath queries by only selecting the productId attribute of all
related products, for example.

One reasonable use case that we were able to identify is partitioning GeoJSON files
that contain nested GeometryCollections. That is, it contains objects of type GeometryCol-
lection that also contain GeometryCollection objects within them, and the nesting can go
multiple levels deep. This way, all the keys in the file will exist in multiple depths. Using
speculation on this file, will raise an exception, since filtering the encountered-keys table
will result only in the keys that exist once at the top of the file. Hence, a full pass parti-
tioner is required for these use cases that rarely occur in practice. Previous work considers
multiple paths that are possible and start parsing assuming one of them, and restarting
when a path is identified as false. However, the way the system is designed based on the
Spark Data Source API, records are returned as soon as they are parsed. While we can
delay returning those values until we eliminate all the alternative possibilities, which might
result in multiple full passes over a partition, we opted to have one full pass that guarantees
the correct state is initialized, and ensure no significant memory overhead is required to

store intermediate values. The data is not fully parsed during this iteration, and it requires



minimal memory and communication overhead since only a small array is gathered from all
the partitions at the end of this stage.

The key idea of the full-pass partitioner is to scan all partitions in parallel and
record the path that leads to each key within this partition. Except for the first partition,
the second and subsequent partitions will record invalid paths since they are unaware of
the initial path at the beginning of this partition. For example, in Figure 3.7, the second
partition starts at the path { *{", ‘products’, ‘'[", *{’, ‘productId’ }. To resolve this issue, the
full-pass partitioner keeps track of two additional pieces of information for each partition.
1) The inner path, which is the path that leads to the end of the partition that is not closed
yet as shown in Table 3.2. 2) Any close object ‘}’ or close array ‘]’ tokens that are not
matched with a corresponding open token. This information is collected at a central node
that corrects the paths within each partition. The idea is to propagate the inner paths,
representing open token with no closing token, with non-matching close token in the same
order of partitions to determine the initial path for each partition. Once the initial path is
determined, the correct path leading to each token can be easily calculated by prepending
the initial path to the one computed within the partition. Finally, the start and end position
of each partition are shifted according to the stored positions of the latest open symbaol.
Using this method also makes it possible to skip an entire partition in later processing if
it starts at a redundant path that does not end by the end of the partition. The start
positions are also shifted to match the split node similar to the previous method.

The main edge case when applying the full-pass partitioning function is when the

start of a partition falls within a string. This is easily handled knowing the JSON syntax.
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Simply, we start parsing as if the partition does not start in a string. If parsing fails due
to incorrect JSON format. we restart assuming that the partition starts within a string.

Interested readers can refer to [95] for more details.

Tahble 3.2: Full-pass partitioning complete output

Part | Toner Path Initial Path

[ [ prodncta [ | productld ENFTY

1 } | locations [ | addrass { | [ products [ { productId

F] I DERER] [ producta [ [ locations [ | addrass

3.6 Schema Inference

This step takes as input the initial projection tree and the input data. It produces
a unified schema for all records that will be added to the final output. The schema is defined
as a list of pairs (name, type), each indicating an attribute with the name that appears in
the JSON file and its data type, e.g., string, numeric or a nested structure. This schema is
important for SparkSCQ)L which needs an initial schema to be able to parse and analyze the
SQL queries that the users provide. For example, it needs to verify that there is a numeric
column named regularPrice for the SQL query in Figure 3.3. This section describes two
methods for schema inference, optimistic and pessimistic. Then, it follows with a discussion

on how to mitigate a JSON file with an extremely complex schema.

Table 3.3: Inferred schema after expanding projection tree

id | regularPrice | secondDay Ehlm:f_mr Tobjoct]
unitShippin ice | secondLevelld | service Level Name
long double array[doublo| Ao ubluEPt Tong StTinE
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The optimistic method produces the schema from a fixed size at the start of the
input data, which we limit to 1000 records by default, but it is left as an option to the user.
This method is much more efficient since it uses a very small portion of the data under
the realistic assumption that all other records will follow the same schema. The likelihood
that the matched records follow the exact same schema increases based on how selective
the JSONPath filters provided by the user. For example, given a filter that selects products
from a specific category, then, the variability of the schema would be minimal, hence, only
a small number of records will be needed to build a unified schema. The pessimistic method
runs a full pass over the file to ensure the result is correct without making assumptions.

Optimistic schema inference works by first getting the initial projection tree in
order to find matching records. It starts parsing from the beginning of the file, whenever a
record is matched with the JSONPath query, it stores all attribute names and their inferred
data types. Figure 3.3 illustrates how schema inference works. In a sense, dsJSON expands
the initial projection tree (nodes #0-#10) when parsing a record, producing all other nodes
in the tree. After it completes a record, the row projector node returns the row schema of
the matched record, like the one shown in Table 3.3. Then, as more records are matched,
the schema of all matched records are merged into one while updating data types to be
more broad. Most type conflicts are when all previously obtained records have a key of
undefined type, while a new record might have a different type. Some attribute types might
also be resolved from long type to a double type, as new records are matched. We limit
the inference to be based on at most the first 1000 records by default. We found that this

default number produces accurate schema while still being reasonably efficient, but it can be
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easily changed by the user. This method is executed simultaneously with the partitioning
stage if the user chose the speculation method.

For the pessimistic schema inference, first it is required that the data is partitioned
and the projection tree at each partition is initialized accurately, so that this stage is
processed in parallel. Pessimistic schema inference is required for data where some keys
may only exist in some records, and when the entire correct schema is required. It works
similar to the optimistic schema inference described above, but it uses the entire data. After
each partition is processed independently similar to the optimistic approach to produce a

schema. Then, all schemata are merged to produce the final complete schema.

Extremely complex schema: In some use cases, merging the schema of matched records
may result in a very large nested schema that causes failures due to requiring a very large
memory footprint. This is because some fields may not have uniform nested structures
across the data. In existing systems, like in the Apache Spark JSON reader, failures can
only be mitigated when the user manually provides the schema and setting those complex
nested objects as string columns, or discarding them completely. However, the data in these
columns would still be in their raw semi-structured JSON format, and will not benefit read-
ily from the existing tools like SparkSCQL queries without additional processing iterations
that might require implementing some custom functionality. dsJSON resolves this schema
expansion issue in three ways, filters, multiple JSONPath queries, and lazy parsing.

First, because dsJSON supports applying filters when inferring the schema, pro-
viding appropriate filters results in selecting objects that are more uniform in structure,

minimizing the issue of schema expansion. Consider the OpenStreetMap dataset [232] that
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we use in the experiments, without using filters, the merged schema grows very large result-
ing in an estimated size of 1MB per record, which is much larger than the size of a record
individually, eventually resulting in execution failure due to running out of memory. This is
because it has a large variety of objects which have different attributes in their metadata.
Adding appropriate filters, like limiting the selected types and geometric boundaries, re-
duces the estimated size per record to 400 hytes, which is the expected size for 20 attributes
of type string, thus, avoiding the failure. This is not to mention that this dataset cannot
be processed using the existing Spark JSON reader. because it is not in the JSONLines
format, and the entire dataset is one large JSON object that exceeds two terabytes in size.
While Beast [66] supports reading GeoJSON files, its current version fails while partitioning
this dataset, moreover, it doesn’t support applying analytical queries like those provided by
Spark SQL, because it doesn't have schema inference. Therefore, this only leaves dsJSON
as the only solution that supports this type of complex large scale data processing.
Secondly, because dsJSON supports extracting values using multiple JSONPath
queries, this allows designing path queries that avoid sections in the JSON data that causes
schema expansion. The Wikipedia dataset [9] that is also used in the experiments causes
schema expansion failure when the schema of the entire records are merged. The way this
dataset is designed includes id names as keys within objects, and the size of one record
can be hundreds of kilobytes. When merging the schema of different objects, the schema
size keeps increasing until the program fails. dsJSON avoids this issue by using multiple
JSONPath queries including descending paths, which results in building a compact schema

that covers only the relevant part of the data for the desired output.
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In this case, the user can adjust their JSONPath queries in a way such that that
the final matched records are more unified, especially with the use of descendent attributes.
There is also the option to apply the JSONPath filters while building the schema. An
appropriate filter may lead to selecting records that mostly follow the same schema, thus
avolding that issue. Without these options, it would not be possible to find a schema of a
reasonable size that matches all the records. For example, because none of these options is
available in the JSONLines reader in Apache Spark, it fails prematurely while inferring the
schema of some files, as shown later in the experiments.

For the lazy parsing method, dsJSON provides the option to automatically detect
fields that may result in schema expansion by setting a threshold for the number of allowed
subfields, and treat those detected fields as strings, where they can still be processed sepa-
rately in later stages and they will need to be parsed then. This comes as the last option for
avolding schema expansion without any loss of data. The user also has the option to pro-

vide their own schema which would save the schema inference time, assuming the provided

schema is valid for the matched records.

3.7 Projection Tree Optimizer

This section shows how the projection tree is finalized by pushingSQL filters and
projections down into the tree. While we can simply let SparkS(Q)L operators apply the
projection and filter operations, this additional optimization step can greatly speed up the

parsing by skipping parts of the input that are not needed. For example, if the filter does
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not pass, the rest of the record can be skipped. Also, if only a few attributes are needed,
the parsing can stop once these attributes are found.

MNote that SCQ)L queries can only be applied to the fields in the inferred schema of
the records matching the JSONPath queries, since Spark SQL [3] requires analyzing the
schema before pushing down filters and projections, and the schema is based only on the
output of the matched records.

SQL projection push-down optimizes the projection tree by pruning paths that
lead to non-required attributes. SparkS(Q)L pushes-down projections as a list of fields in the
schema that are required for the applied analysis. Based on this list, different changes on
the projection tree are applied. If a node does not exist on the list of required attributes and
it is not used in a filter, then it is pruned out of the tree along with its descendent nodes.
If a node does not exist on the list but it is used in a filter, it is changed to a filter-only
node. Nodes that exist on the list are kept as-is. In the example provided in Figure 3.3,
this operation results in pruning nodes #6, #7 and #10 and all of their descending nodes.
In practice, as further confirmed in the experiments, projection push-down can result in
pruning hundreds of nodes, which provides significant performance gains.

SQL filter push-down is integrated by converting the provided filter to an internal
expression and appending it to the filter associated with the projector node, e.g., node #4 in
Figure 3.3. It also results in updating the expression tree of the associated filter, like the one
in Figure 3.5. Note that the existing JSON reader in Spark also implements projection and
filter push-down which confirms the effectiveness of this step. However, dsJSON makes two

fundamental differences. First, Spark uses the Jackson parser [6] as a black-box and adds
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the projection and filter support as a post-processing step while dsJSON integrates them
into the row parsing. Second, dsJSON seamlessly combines JSONPath and SQL projections

and filters into one data structure, i.e., the projection tree, which makes it more powerful

than Spark that only works with SQL filters.

3.8 Row Parser

In this final stage, each worker in a distributed cluster takes one partition produced
by the partitioner, i.e., start and end offsets in the file, as well as, the initial JSON path.
It initializes the optimized projection tree accordingly. The first partition always starts
at an empty path and is initialized to the root node. Other partitions are initialized as
discussed in Section 3.5 so that the active node matches the initial path. Then, it iterates
over the input, token-by-token, while processing them using the projection tree. When the
projection tree transitions into the projector node, it starts parsing a new row. This section
first describes the type of operations that occur when processing a projection tree, and

when they are triggered. Then, we describe the error handling mechanism.

3.8.1 Projection Tree Operations

Several operations can occur as the parser iterates over the input.
Transition downward. It occurs when the parser reads a token that matches
the token of one of the children of the current active node. Object nodes are matched with

an open curly-brace ({ ), array nodes are matched with an open square-bracket ([), key
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nodes are matched with an equivalent key of the node, while primitive values are matched
with a primitive value of the same type.

Transition upward. This occurs when the parser completes reading a value
corresponding to a node. For objects, it occurs after reading the closing curly-brace (}
). For arrays, it is after reading the closing square-bracket (1 ). For key nodes, it occurs
when the value associated with the key is fully processed, and results in adding it to its
parent object. An upward transition from any value results in adding it to its parent node
or appending it to its parent array. Additionally, an upward transition from the projector
node triggers returning the parsed record to the output, and resets filters.

Propagate to filter. A value is propagated to a filter after an upward transition
from a key node, if the key is one of the variables in the filter expression tree for its parent
object. If the filter evaluates, to true or is still not fully evaluated, processing continues
normally. Conversely, if the filter evaluates to false the remainder of the object is skipped,
and any already processed values descending from this object are discarded.

Skip redundant paths. This operation is triggered when there is no matching
essential path for a downward transition, resulting in skipping a value without serializing
it. The active node remains the same if its value is not yet fully processed. Skipping is
also triggered at object nodes when all of the required values are obtained, or a filter is
evaluated to false. It searches for the matching closing character keeping track of all
control character in between.

These summarize the main operations that occur when processing a JSON docu-

ment using a projection tree.
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3.8.2 Error Handling

The flexibility of JSON means that unexpected input tokens are bound to be en-
countered, especially when dealing with very large scale data coming from different sources.
Most existing JSON parsers fail immediately when encountering unexpected tokens or mal-
formed inputs. However, we designed dsJSON to work in a more permissive mode, making
it a lot more robust to failure. Next, we discuss how some unexpected tokens are handled.

Handling mismatched types or invalid primitives. This occurs when the
schema expects a specific type while the input contains a different one. In this case, it is
easy to avoid any errors. First, dsJSON attempts to convert the type to the expected type.
For example, if the expected type is a string and the encountered type is numeric, this
number value is stored as a string. If the value cannot be converted to the expected type,
it is simply stored as null. This possibility of data loss is avoided when using pessimistic
schema inference, since it would ensure selecting the broadest datatype, and in case of
mismatched types, it is by default set to a string.

Handling malformed JSON structures. Failures from some syntax errors can
be easily avoided. For example, missing comma characters between array values, or two
key-value pairs within an object, can be easily ignored. More problematic syntax errors are
those related to control characters, the curly-braces, the square-brackets, and the double
quote character. If an input file has a missing chunk at the end, then that can easily be
ignored, and the parts processed prior to it are considered valid. However, we consider
encountering non-matching closing tokens a fatal error, which happens when the last token

in the current path corresponding to the active node in the projection node does not match
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it. This is because ignoring such a syntax error would put the execution in speculative
mode, similar to what happens with invalid speculation. If it is important that malformed
structures are detected, the user can use full-pass partitioning which also can be used to

verify the structural integrity of JSON documents.

3.9 Experiments

In this section, we execute an extensive set of experiments to provide an experi-
mental evidence of the scalability and efficiency of dsJSON over existing JSON parsers. We
also evaluate the effectiveness of the components that comprise dsJSON. Notice that since
dsJSON supports some use cases that are not supported by any of the existing parsers, e.g.,
parsing general JSON files, there is sometimes no suitable baseline to compare to. We also

provide a more detailed example to showcase one example enabled by dsJSON.

3.9.1 Experimental Setup

Tahble 3.4: Experiments datasets and queries

Dintaset Short name | Format Biwe TEONPath [
[ Besthuy 5] BH Sed. JEON [ IGE $.productsa[«]
IMDE [37] IMDB Std. JSON | 7T2CGE | [=]
Wikapedia 0] Wik: TE0R e | 1I3TE [*] .claims. .mainsnak
| MEH CoolS0N | 25508 | §.featares[#]
OpenStrootMagp [232] | OEM GeaJS0N | 2TE §.features[«]

The experiments are executed on a cluster with one head node and twelve worker
nodes. The head node is running on two Intel(R) Xeon(R) CPU E5-2609 v4 @ 1.70GHz,
with 8 cores per chip and 2 sockets per core for a total of 32 processing units. Each worker

node is running on Intel(R) Xeon(R) CPU E5-2603 v4 @ 1.7T0GHz with two sockets, for a
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total of 12 processing units per node, resulting in a total of 144 processing units among all
worker nodes. The head node is running on 128GB of RAM, while each data node is running
on 64GB. The data is stored using Hadoop Distributed File System (HDFS) running on
the same worker nodes. Also, Table 3.4 shows the datasets used along with the JSONPath
queries. We use the same version of the BB dataset from [96] but we scale it to 16GB for
all experiments, unless otherwise indicated.

We use the end-to-end running time as a performance metric which includes any
required reformatting, parsing, and processing time. During experiments, we vary the input
size and the SCQL query that we run on each dataset. We compare to four sequential parsers
and three distributed parsers. The sequential parsers are JPStream [96], SIMDJSON [115],
Jayway [7], and Python JSONDecoder [1]. The distributed parsers are the built-in Spark
JSONLine reader, a hand-crafted RDD-based Spark+Jayway reader, and Beast [66] which
supports GeoJSON files. We added the hand-crafted parser to enable JSONPath processing

for JSONLine files, a feature that is not supported by the built-in Spark JSON reader.

Tahble 3.5: Comparing to other distributed systems

System Qualitative Comparison Total execution time (seconds)

?;":IIZ;N :.?GN JSON ;S?hN SQL (| BB IMDE | MSB Wiki| OSM
e “ 16GB | 7.2GB | 29GH 1.3TB2TB

dsJSON w v ' w v 52 3z E6 1275 | 2712

Spark JSON 117 91 i

i v v | rosan) | gosan | VA | Pl | N/A

Spark Text 92 30

Reader + Jayway v v (T0422) | (604+29) NfA | 1222 | N/A

BEAST w MN/A MN/A 42 N/A | Fails




3.9.2 Scalability of Distributed Parsing

Due to the variety of baselines and the different features supported by each, we
show a qualitative comparison between these on the left half of Table 3.5. These missing
features in other baselines limit the quantitative experiments that we can run. In this part
of the experiments, when processing a standard JSON file, we run an efficient reformatting
step that converts it to a JSONLine format that can be processed by Spark JSON and
Spark+-Jayway readers. We report the conversion time separately for convenience. The
conversion scripts we used are custom to each dataset and only perform string operations
without the need for full serialization which makes them highly efficient.

The right half of Table 3.5 reports the total execution time, where N/A indicates
a non-supported case. When conversion is needed, the breakdown is provided between
parentheses (conversion + processing). Firstly, only dsJSON can successfully process all
the datasets and is consistently scalable. Spark JSON reader lags behind for both BB and
IMDB datasets due to the bottleneck in file conversion. Interestingly, even after conversion,
dsJSON is very close to the parsing step, which indicates the low overhead of schema
inference and partitioning. This slight difference is mostly due to implementation details
like the way the input reader is used and intermediate data type conversion. However, given
that this is a first cut implementation of dsJSON, the results are promising for moving
forward to potentially replace the exdsting Spark JSON reader, after some development
iterations.

For GeolJSON files (MSE and OSM), dsJSON can still parse them efficiently. For

MSB, Beast was almost twice as fast for three reasons. First, it runs on the low-level RDD

81



f— e TPt o B, —%— IPStromn Parallal

—&— Spark JEONL e with Cammndon Tnn * Tmmm Python TSOND aceder
—t— Hpark Thrtilywy with Comvarton Tins —l-—:.l-l::fs-;.
am T aom
200 500
B ™ i
= G00 "; 2000
B s B
400 3
§ 200 § om
R R
@ 100 @
d o & a
18 2 i 128 1 2 1 -] 18 az
Data Size (GB) Data Size (GB)
(a) Compared with distributed systems (b) Compared with single-machine
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Figure 3.9: Memory usage compared to single machine parsers

API, hence, does not require a schema inference step. Second. the code is hand-crafted
to support only GeoJSON files while dsJSON is more general. Third, Beast can directly
parse geometry objects into a compact in-memory representation while dsJSON keeps it as
a nested JSON object with a complex schema. Even with that, Beast failed to parse the
2TB OSM file due to parsing errors. In the future, we can add a custom parser to GeoJSON
files that can represent geometry objects in a compact way to reduce the schema size and
increase efficiency.

One of the main motivating factors for introducing dsJSON is to skip the conver-
sion step from the standard JSON format to the JSONLine format for very large datasets.

Figure 3.8 shows the scalability of dsJSON when parsing standard JSON files with a SELECT
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# query. In this experiment, we scale the BB dataset from 16GB up to 128GB, and compare
the time for converting and processing using existing systems against only using dsJSON.

Figure 3.8(a) compares dsJSON to the distributed parsers, Spark JSON reader
and Spark+Jayway RDD parser,including the required time to convert to JSONLine. Since
the conversion step requires a full pass over the file, dsJSON is up-to 400% faster. Note
that the conversion step is [0-bound so a more efficient converter will not help much while
dsJSON completely eliminates this step.

In Figure 3.8(b), we compare to four single-machine parsers which can parse and
process a JSONPath query in a single scan over the data. JPStream [96] (both sequential
and parallel) and SIMDJSON are implemented in C++, Jayway [7] is in Java, and the
Python JSONDecoder is readily available in Python. All of them run on the head node.
We use $.products[+].categoryPath[+] as the JSONPath query which selects records
with only two attributes. For SIMDJSON, we use its interface to extract the same values.
This query reduces the complexity and size of the final output, since some of these single-
machine parsers are not optimized for complex output. All of these parsers produce an
error as we increase the data size, mainly due to memory requirement. dsJSON scales well
to large data sizes even in the single machine serial execution case.

We also show the memory consumption in Figure 3.9. The execution time and
memory consumption are measured using the time tool in Linux. When measuring the
memory consumption, we executed dsJSON in a single machine to make it easier to capture
its total consumption. Also, note that memory allocation in Java, and Spark specifically,

works differently. It allocates a large memory chunk for all Spark components as configured
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in the cluster. Therefore, this experiment focuses on how the memory grows as the input
size increases. For the 1 GB file, JPStream executes the fastest and with the least memory
consumption. However, its current implementation fails for larger sizes, due to implementa-
tion issues. We attempted to modify its implementation to make it scale to larger sizes, but
it caused memory leaks and we conducted this finding to its authors. Regardless, its design
requires storing the entire extracted data for filtering and finalizing the output. SIMDJSON
only works on data less than 4GB, although it can be easily scaled on JSONLines, especially
for queries that don’t require aggregation of results. It consumes memory at a factor of 1.6
of the input size. The other two parsers are considerably slower and use considerably more
memory. Except on the 1GB file, dsJSON executes the fastest, and its memory consump-
tion scales well as data increases. The most important part is that dsJSON can process
arbitrarily large files without requiring extra memory. To confirm that, we estimated the
memory used by all the data structures in dsJSON using the SizeEstimator Spark library,
and they only consume a few hundred kilobytes per process. Finally, when executing dsJ-
SON in a single thread, we observed that SIMDJSON is about 60% faster, highlighting a
major potential benefit of integrating them.

Finally, Table 3.6 shows the breakdown of all the stages of dsJSON. These results
are for executing a SELECT # query with no filtering and with speculative partitioning and
optimistic schema inference. The main takeaway is the low overhead of schema inference
and partitioning steps even for the very large datasets, e.g., 31 seconds in the optimistic
case for the 2TB one. Verification does not add considerable overhead and it passes for all

datasets and queries.



Table 3.6: dsJSON hreakdown of processing stages in seconds

Diataset | Schema | Partitioning | Parsing | Verification | Other | Total
BB 2 4 27 25 125 48
IMDEBE 1 [] 14 0.5 12.5 a2
MEB 2 [] [E1] 1 12 T
Wiki 1 16 1538 5 il 1520
05M 1 41 2008 10 15 005
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k 40
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Figure 3.10: Effect of integrating SQL on dsJSON

3.9.3 SQL Integration

Following, we study the effect of pushing down filtering and projection on the
parsing time. To study the effect of projection, we study two extreme SELECT clauses,
SELECT COUNT(*) and SELECT * which project an empty set and a full set of attributes,
respectively. Additionally, to study the effect of filtering, we study three WHERE clauses,
no-filter, delayed filter, and early filter. No-filter does not apply any filters at all. Delayed
filter applies a condition that select about 1% of the data and works on attributes that
appear towards the end of each record in the file. Farly filter applies a condition that also
select 1% of the data but works on attributes that appear towards the beginning of each

record. With early filter, we expect the parser to be more efficient since it can skip parsing

the rest of the record once the condition fails.
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Figure 3.11: Comparing partitioning and schema inference

The results are shown in Figure 3.10. The times shown in this figure are the
average of five executions, to reduce the effect of variability, especially due to scheduling,
and fetching files from HDFS. These results support our claims in the paper. With a
COUNT (*) query, projection push-down can save up-to 50% of the execution time. Similarly,
with the early filter condition, the speedup of filter push-down is significant even with the
SELECT # query. In the worst case, the filter and projection push-down add minimal or no

overhead so it would be wise to enable these features by default.

3.9.4 Partitioning and Schema Inference

Next, we study the effect of the partitioning and schema inference techniques given
different datasets. The results of this evaluation are shown in Figure 3.11. The optimistic
schema inference depends on the average size of the matched records. Since for larger
records, it would have to consume more bytes to build a schema on the first 1000 matches.

It also depends on the complexity of the records and the level of nesting. The time for
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Figure 3.12: Complete use case example

the optimistic schema inference also incorporates the time for the key-collector, since they
are performed simultaneously. Partitioning with speculation is always small relative to the
total execution time, and this time also involves issuing the tasks and collecting the results,
since it is performed as a separate stage. Some of this time can be saved by making the
speculation as the first step in the parsing stage, should that be desired. The pessimistic
schema inference can be faster or slower than full-pass partitioning, depending on the nature
of the schema. Some may contain nested objects and arrays, which takes more operations
to merge than a flat schema. The combination of the optimistic schema inference and
partitioning with speculation provide basis for the best-case, while the combination of the

pessimistic schema inference and the full-pass methods provide basis for the worst-case.
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3.9.5 Detailed Use Case

To demonstrate the power of dsJSON in running arbitrary SQL queries on JSON
files, we perform a slightly complex SQL query, that involves join, on data extracted from
the OSM and the Wiki datasets. The OSM wversion in this experiment is smaller in size,
but contains records with more metadata. From OSM, we select records within the US
of type boundary (usually a state, or county boundaries, etc.) that has a reference to a
Wikipedia record. From Wiki, we select the id, the English label and description, and all
the references to other Wiki items. Then, both dataframes are joined based on the Wiki id.
The final dataframe contains the geometry objects of the selected OSM records as well as all
references to Wikipedia items related to it. We then store this dataframe in Parquet, which
is a column oriented data format, just to demonstrate the full integration with SparkS(Q)L.
Being able to process two very big JSON datasets by extracting the desired information and
perform an expensive join operation on them in an hour is extremely valuable. Note that
both of these datasets are poorly supported by existing parsers, as discussed in Section 3.6,
s0 a user that needs to perform a similar operation in a distributed fashion might need to
spend a lot of effort in implementing a custom processor specific to their use case. While
this is a more memory intensive query, Spark successfully completes it with the same fixed

memory allocated for each executor.

3.10 Related work

This section goes over the most related work to the contributions proposed in this

paper. First, we compare dsJSON to existing parallel implementations and show how it



differs based on the following attributes: Al) Can process data in the general JSON format
in parallel, A2) Scales well to very large data sizes, A3) Can directly apply SQL queries
or other types of analysis, and A4) Provides options to handle complex JSON schema, as

summarized in Table 3.7.
Tahble 3.7: Comparing dsJSON to parallel implementations

Processor | dsJS0ON | Spark [4] | AstorixDB [23] | BEAST [66] | SparkJayway | JFStroam |36 | Pison [95)
v’ v

Al v
Az - - - -

Al v v v vy v
Ad -

Existing parallel JSON parsers [96, 95| don’t scale well to large data, mainly due
to their memory requirements and the fact they are not designed following the BSP model,
making it difficult to adopt their proposed design in distributed systems, as discussed.

Existing distributed systems only support a specific subset of JSON like JSON-
Lines [4, 22, 165] and GeoJSON [66]. To process very big JSON data in these systems, it
can either be done sequentially or the user must convert it first to the JSONLines format
sequentially or using a customized implementation. dsJSON supports all of these formats
as well as the general format, eliminating the need for sequential conversion. dsJSON also
solves the issue of complex attribute selection by inferring a schema using multiple JSON-
Path queries, making it possible to unify the structure of the matched records, in cases
where it is not straightforward to unify them.

On top of not scaling to big data, most single machine implementation are not
integrated with a data analytics systems, making it a challenge to perform even a simple
type of analysis. dsJSON, however, supports this functionality out of the box, since it is

fully integrated in Spark. Some prior work focused on analytics, including [64, 91, 35].
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However, their focus is more on integrating JSON into existing RDBMS, but they don’t
tackle the issue of distributed processing of very large JSON files or schema inference.

Single machine environment parsers like [8, 132, 115, 98, 164, 42| focus on adding
low level optimizations, like utilizing SIMD instructions. dsJSON on the other hand fo-
cuses on solving issues related to scalability and big data analysis. The optimizations they
propose can be integrated into dsJSON in the future. SIMD optimizations can further im-
prove dsJSON. The optimizations introduced in [98] can improve the skip functionality in
dsJSON. The indexing techniques in [95] can be used to improve the full-pass partitioning,
by utilizing SIMD instructions to track the positions of control characters. Furthermore,
the optimizations in [115] can be used to improve the main parsing process and serializing
the ohjects. There are several approaches for this integration: including using the SIMD
supoort in the Vector API in Java, utilizing the Java-Native-Interface to communicate with
C++ code, or implementing dsJSON in a low level language in a system that is compatible
with the Dataframe API and the BSP model. There are many sequential JSON parsers,
implemented in different languages with different features. Interested readers can refer to
a JSON parsing benchmark [226] for details.

There are some similarities between parsing JSON and parsing XML, [96] goes
through some of these differences and how working with JSON is more challenging. The
work in [142] provides a parallel XML parser that divides the data based on the learned
schema. It basically identifies the position in the structure at each partition based on the
open tag of array elements, however, these open tags do not exist in JSON and this limits

the splitting to array objects. In [97], they use the learned grammar of the XML data to



reduce the possible execution paths at each partition. We opted for avoiding techniques that
consider multiple execution paths to avoid having to fully parse records more than once,
which may not scale well and also does not fit the computational model where results are
immediately sent to the next processing stages. Moreover, [31] provides a grammar based
parallel parser that also supports JSON, but can only provide outputs once the entire data
is parsed.

dsJSON takes distributed JSON parsing to a whole new level by providing a
general-purpose parser that can support any JSON file. The work in [76] provides a par-
allel parser for the CSV format. Similar to our work, they provide a speculative approach
and a fallback full-pass alternative, however, JSON requires more complex partitioning and
schema inference. While we provide schema inference techniques, our focus was not on
schema analysis and discussing the intricacies associated with it, refer to [28, 56, 60, 29]
for details. [112] is similar in that it builds a data structure that stores the inferred types,
but it focuses on finding discrepancies or updates in the schema. dsJSON instead infers a

unifying schema based on attributes selected by the user as discussed earlier.

3.11 Conclusion

This paper introduced dsJSON, a full-featured scalable JSON processor for dis-
tributed shared-nothing systems. dsJSON is integrated into Spark to provide SQL query
processing and complex data analytics. It includes several novel components starting with
the projection tree for selective parsing, and the robust partitioning techniques, as well as,

the techniques for schema inference. It overcomes limitations in existing systems, and fills
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a gap that enables more complex analysis of large scale JSON data. Experiments on real

data of up to two terabytes confirmed the scalability and efficiency of dsJSON.
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Chapter 4

Towards Learned Geospatial Data

Analysis & Exploration

4.1 Introduction

We are witnessing continuous growth in data-driven scientific methods that rely
on the abundance of real data to drive scientific findings. Most of these applications are
based on data lakes [161, 24] that store very large datasets and provide scalable query
interfaces such as SQL. Studies show that 60-80% of data contains a geospatial component
which is very important for data analysis [87]. Example datasets include temperature
measurements [155], traffic prediction [200], and online text posts [144], with applications
in urban planning [61], epidemiology [185, 181], and weather forecasting [143].

Recent advances in machine learning (ML) and deep learning (DL) are shifting

data analytics from manual processes to model-driven approaches. Vector databases [215]
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now enable robust semantic search, powering applications like Retrieval Augmented Gen-
eration (RAG)[123]. However, search quality depends on embedding quality, produced by
models such as CLIP[171]. Meanwhile, geospatial data remains only supported in tradi-
tional data lakes. Our goal is to move closer towards better support for geospatial data by
DL architectures.

Consider a realtor with no geospatial expertise searching for regions matching com-
plex, poorly articulated criteria (e.g., amenities, density, proximity to roads and coastlines).
Traditional GIS queries and custom programs for such tasks are difficult and require domain
expertise, and processing large datasets. Recent advances in DL can help provide an alter-
native solution, where models can be trained to learn different types of properties about
geospatial data. Then, they can be used to estimate those properties, or the embeddings
they generate can be used to build advanced geospatial semantic and similarity searches.
However, many challenges still exist in building such models. One challenge is how to best
represent the data to feed into a DL model, as well as understand how well the models
capture the different geospatial operations.

This paper studies how to enrich DL models to allow them to express a wide
range of complex geospatial analytic functions. This is a step towards enabling DL-based
geospatial query analytics where users can search thousands of geospatial datasets efficiently
with the help of deep learning. To accomplish this goal, this paper breaks down the problem
into two major components, spatial data representation and spatial problem modeling.

First, we study how to use three popular DL architectures for dealing with geospa-

tial data. The first one is an image-based architecture, where the geospatial data is first
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pre-processed into a fixed size geo-referenced histogram that substitutes the image. We
use ResNet [85] and UNet [176] as reference models for the image-based architecture. The
second one is a graph-based architecture, where the input of the considered model is a
set of points having position coordinates, and each point is associated with additional
non-spatial attributes. We adapt this approach by designing and testing variations of the
PointNet++ [169] architecture. The third is a vector-based model that encodes geometries
into fixed-size vectors. To test this approach, we extend the Poly2Vec [188] encoder to work
with a Transformer [206]. Our initial study showed that all techniques can work well for a
variety of geospatial problems, but each has advantages and drawbacks.

Second, we model four different spatial problems using the three representations.
This includes spatial data synopsis, spatial clustering, selectivity estimation, and walkability
estimation. These problems involve different spatial operations and data characteristics,
providing a lot of insights. Our goal is to study how the three proposed data representations
and model architectures can capture these different problems while speeding up the query
processing.

To evaluate the three models, we conducted an extensive experimental evaluation
using synthetic and real datasets. Our results show that the three architectures perform well,
with some trade-offs. The graph-based approach works better when data are more dense and
distances between geometries are very small. The other two approaches scale much better
since the input is always fixed in size. The image-based approach works better for inputs
that join multiple datasets. All approaches make inferences much faster than computing

the exact values, while maintaining high accuracy. For the data synopsis problem. the
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speed-ups reach more than 600x in the best case and 8x in the worst case. These results
are very encouraging and open several new directions for future research.

The remainder of this paper is structured as follows. Section 4.2 discusses the
three representation methods that we considered. Section 4.3 goes over the four geospatial
problems and discusses their definitions, data preparation, and model architectures. Sec-
tion 4.4 details the extensive experimental evaluation and discusses the results. Following
that, Section 4.5 presents the related work. Finally, Section 4.6 concludes the paper and

discusses future directions.

4.2 Geospatial Data Representation

Geospatial vector data involves a set of records with geometric shapes and non-
geometric features. This data cannot be used directly with existing deep learning archi-
tectures. A conversion step is required to transform the data into a more suitable repre-
sentation. This step is not always straightforward since, based on different characteristics
of the data, the conversion step may result in a loss of information affecting the quality
of the modeled problem. The remainder of this section discusses some preliminaries, and
then presents three approaches, Geolmg, GeoGraph, and GeoVec to properly represent

geospatial data to exploit existing models for a set of well-known problems.

4.2.1 Preliminaries

In the problems that we are studying, a single input is a geospatial dataset D = {g |

g = (type, coords, attr) }, which is a set of vector geometries. Each geometry g € D is a tuple



including the type of the geometry, which could be: Paint, LineString, or Polygon, an
ordered list of coordinates, each one as a pair (longitude, latitude), representing together
the position and shape of each object. Finally, each geometry could also be associated
with a set of attributes. For example, a dataset could be a set of points each associated
with a temperature value. Our objective is to model problems of the form O = f(D),
where f is an analytical function, and () is the target tensor it produces. Moreover, some
problems require analyzing two or more input datasets which have the signature O =
f(D,D',...). For these problems, the target value has a fixed shape, where O = m
Ré**de where the number of dimensions k, and the size of each dimension depend on f.
Furthermore, some problems have a target dataset Dy, which contains target geometries
for the analytical function to compute values for. These problems will have the signature
O = f(D,Dy) or f(D,D’,...,Dy). In this case, O = M € RIPrixdix-d  Note that
the first dimension of O is equal to the cardinality of Dy, while the others are fixed and
defined based on f. For example, the target m could be the position of the neighborhood
of the point with the maximum average temperature, while M will contain a label for
each geometry of D that is produced for clustering [). Note that for some problems the
geometries in Dy can be the same as [), and some definitions of f may also take additional

parameters such as distance thresholds. In summary, @ can be:

m= f(I}) or f(D, IV, ..} where m & Ré = xdx
0= w

M = f(D,Dr) or f(D,I¥,...,Dr) where M & RIPrixdixxds

Our goal is to train a set of DL models that resemble analytical functions f in-

volving complex geospatial operations. However, with existing DL techniques, we cannot
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Figure 4.1: Geolmg architecture

directly feed the datasets I) or produce target values for the geometries of ). We discuss

three representation approaches next.

4.2.2 Geolmg: Image-based Representation

This section describes our first approach for image-based representation. This part
is inspired by Convolutional Neural Networks (CNNs) which are commonly used for working
with images. We chose this as our first approach becanuse CINNs are versatile and can be

used to model a variety of problems. Representing our data as images enables the use of
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existing CNN architectures. The simplest approach for converting our data to an image is
by rasterizing them. In graphics, rasterization means plotting the shapes as an image of a
given resolution, similar to rendering them on a map. However, one of the drawbacks of this
is that it loses subtle features that get lost in small resolutions, making this approach more
suitable for smaller regions and sparse data. Alternatively, histograms work by dividing the
input reference space, into a grid of fixed-size cells and storing a summary of the geometries
that fall within each cell. Previous work used a similar representation, but we show that
this can be generalized to a variety of problems.

To address these limitations, this part introduces Geolmg, an approach for rep-
resenting geospatial data as histograms for working with image-based DL models. We chose
histograms because they are more flexible for representing a large set of problems, as long
as we define a suitable set of aggregate functions. After defining the histograms, it becomes
easy to utilize existing CNN architectures such as ResNet [85] and UNet [176]. We discuss
this representation in four parts, including representing geometry positions, non-geometry

features, handling multiple-input datasets, and representing target values, as shown next.

Representing geometry positions

To represent geometry positions inside a histogram, we first transform the geome-
tries of a dataset I} into a metric reference system, which is required if coordinates are
latitude and longitude, so that the distance between points becomes meaningful and corre-
sponds to the real distance. We also compute the Minimum Bounding Rectangle (MBR)
of I) to determine its reference space. Then, we select a histogram size, to compute the

desired subdivision of the reference space into cells. Finally, we define an aggregate function
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freount (D), ¢) which returns the number of geometries intersecting a grid cell ¢ divided by the
input cardinality |D)|. In this case, the value of each cell in the histogram will have the per-
centage of all geometries that intersect the range of coordinates that the cell represents, and
the sum will always be 1.0 for points, but could be larger for other types of geometries when
some shapes intersect multiple cells. The histogram H, = Histogram(D, freoun:t(), size) is

then created.

Representing non-geometric attributes

To represent additional attributes, we use the same size of H, (the positions
histogram), but we define an aggregate function for each additional attribute. As a result,
when i attributes are present in D), and we use one aggregation per attribute, we will end
up with i histograms. These histograms are stacked on top of each other, starting with Hp,

making a final input histogram H e Rli+1)xsizexsize

Representing multiple datasets

For multiple datasets D, D', D",..., we first have to create the histogram based
on the global reference space, i.e. the MBR of the union DUD'U D" ... . Then, to combine
the histograms, we stack them on top of each other since they are all of the same resolution.
For example, given two input datasets with i; and iz attributes, respectively, and dim = 64,
we will have a histogram stack Hy € RU+1)x684x64 5p4 [, ¢ Rli2+1)x64x64  YWo combine

them into one histogram H ¢ R{f1+i2+2)x64x64
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Representing target values

For global values representing features of the whole input dataset I, that is, one
target for the entire dataset. The representation is a single tensor m that contains such
values. For local values, i.e., output for each target geometry, we define a new histogram
for each target value, where each cell of the histogram represents all geometries it contains.
In this case, the final result is obtained by assigning to each geometry of the cell the same
target value. Note that the dimension of the output histogram does not need to be the
same as the input, even though it can be the same for many applications.

While this method can capture more information than simply rasterizing the ge-
ometries, it still has some drawbacks. One drawback is that it cannot capture small patterns
that are smaller than the cell size. Also, all geometries on the same cell will end up with
the same label. For these reasons, we consider an alternative approach that avoids this type

of data loss.

Model architecture

As mentioned, we used CNIN-based architectures for this representation. For prob-
lems with a fixed target size m, we use a ResNet [85] architecture. An example of this is
shown in Figure 4.1. In this example, the network takes our histogram representation that
summarizes the input dataset I), and produces a fixed-size output m. For problems with
variable output size M, we use a UNet [176] architecture, and the target is represented, as
discussed earlier. The first part of a UNet is similar to a ResNet, but it has additional layers

that perform up-convolution to produce an image output. UNet architectures are typically
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used for problems like image segmentation [176]; here we use it to make estimations based

on geographic positions.

4.2.3 GeoGraph: Graph-based Representation

This section introduces an alternative approach that is tailored for graph based
DL architectures. Specifically, we focus on point-set based approaches that build a nearest-
neighbor graph at run-time. These types of architectures operate directly on a set of points
and are inspired by point-cloud-based models, e.g., PointNet++ [169]. They enable the
model to have a richer representation and capture the local relationships among the points
more accurately than an image-based approach. The same properties that emabled this
approach to be successful in the point-cloud domain can also be beneficial in the geospatial
domain. Additionally, one advantage of this approach over Geolmg is that it works with
variable-sized datasets [), whereas an image-based approach represents any input dataset
D in a fixed size, potentially leading to information loss. Furthermore, this approach
does not require a heavy pre-processing step. However, geospatial problems have different
characteristics and scales, and these types of models have not been studied in this domain
yet. The remainder of this section introduces GeoGraph for representing geospatial data

following a point-set approach. We iterate over its four parts, next.

Representing geometry positions

In this approach, for |D| = n, when the type of geometries is Point, the positions
are represented as a tensor G € R™?, where each point is given by two coordinates:

the first column represents the longitude, and the second one is the latitude. For other
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types, we chose to use the centroid point to represent them, but we added additional
geometry descriptor attributes. For example, attributes about the geometry could represent
the coordinates of its MBR, which makes G € R™*%, where the first and second columns
represent the longitude and latitude of the centroid of the shape. The other columns
represent the boundaries of the MBR. Other attributes can also be used, such as the area of
geometries or the length or width of geometries. Furthermore, we transform the coordinates
to a metric reference system as done for the Geolmg approach. In addition, we also scale
the coordinates in the range [0..1], using the minimum and maximum coordinate values in

each column for the given dataset.

Representing non-geometric attributes

Additional attributes associated with geometries can be represented as a tensor
A € R™_ where j is the number of attributes, so each row contains the attributes associated
with the corresponding geometry in (. Pre-processing can include normalizing the features
for each set independently or using global statistics about the entire training set, which is

composed of a collection of datasets D.

Representing multiple datasets

This simply requires generating a geometry position tensor G and an attribute
tensor A for each one of the input datasets. However, in this case, the positions must all be
normalized using the MBR. of the union of all input datasets before generating the position

and attribute tensors.
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Representing target values

Target values represent the output that we need the model to learn. In the case of
a single aggregate prediction for an entire dataset [}, the target becomes a tensor m which
will have a fixed shape. Depending on the range of values, we might need to normalize them
to allow the model to work more effectively. In case we have a target set of geometries, D,
we need to represent its geometries similar to the positions tensor & for the input dataset,
and the target tensor M will have its first dimension equal to the cardinality of Dy, while
the other dimensions will be fixed similar to m depending on the shape of the target values.
The geometries represented in Dy can be exactly the same as the ones of D), but this is
not always necessary, since the specific problem can generate values for geometries different

from those in the input.

Model architecture

An example of the architecture of this model for problems with a fixed target size
m is shown in Figure 4.2. It is characterized by four main components. As input, it takes
a set of points, represented by their position coordinates, and a set of attributes for the

points.

The first layer of the model is called a Set Abstraction layer, referred to as SA1.
This layer has three main steps. (i) A sampling step with a percentage parameter that
selects a subset of the points to propagate to the next layer. (ii) A range query step that
computes the edges needed for message passing for the sampled points and takes a range

and a maximum number of neighbors as parameters. (iii) Finally, a multilayer perceptron
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(MLP) is trained based on the coordinates of the points and their features by applying a
message-passing step per the design of graph neural networks. The MLP part is the only
trainable component in a Set Abstraction layer. The output of this layer is the coordinates
of the sampled points and their associated features from the MLP. Similarly, additional SA
layers can be used, that are then followed by a global abstraction layer that summarizes
the entire input dataset. This is then followed by a final component that produces the final
target m. For problems with a target dataset Dy, additional layers are used. These are
called feature propagation layers. This works by reversing the process and generating new
features for the larger point set in the previous layer, from the features of the points in
the lower layer, until producing one prediction for each point in the target dataset. The
features are interpolated by finding the k-nearest neighbors in the points from the previous
step, and using an MLP to generate a new one for the target point. Refer to [169] for
more details on how this architecture works. For problems where there are multiple input
datasets, we add an SA layer that joins datasets. In this method, we use one dataset as the
reference points and use the other as the sampled points. From this layer, we get a set of

features for each point in the second dataset from its nearest points in the first dataset.

4.2.4 GeoVec: Vector-based Representation

This section introduces our third approach based on a Transformer [206] model
architecture. Transformers are mainly used for natural language processing (NLP) applica-
tions, but have been applied successfully for a variety of applications including geospatial
data [131, 131]. However, there are still challenges related to how it generalizes to different

types of geospatial problems, and it is not clear how it compares to the other approaches.
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This approach requires less preprocessing and is more flexible than Geolmg. However, it is
less flexible than GeoGraph, since there is a fixed upper bound for the number of geome-
tries. The remainder of this section introduces GeoVec, a Transformer-based architecture,

where geospatial objects are represented as vectors. We discuss its components next.

Representing geometry positions

In NLP, words are typically represented using word vectors and positional encod-
ing. in a way that ensures that the relationships among the words are maintained. Similarly,
for the geospatial objects, we must use embeddings that ensure that the spatial relation-
ships among the objects are still maintained. To achieve this, we use Poly2Vec [188], a
recently proposed geospatial encoder that has been shown to produce vector embeddings
that maintain the spatial relationships among the objects. This encoder takes as input a
sequence of coordinates for each input shape. For example, if all the inputs are points,
the data is represented as G € B"*1*2_ for rectangles it is G € R™*5*2 since a polygon
must start and end with the same point. For mixed shapes. the representation becomes
G ={G; e R4 KE}?=1- where ¢; is the number of coordinates for each shape. This encoder
produces an embedding of size e. Since the Transformer architecture has a fixed upper
bound b for the input sequence, we perform a sampling step if n > b, and pad the sequence
with zeros if n «<- b. The sampling is performed prior to encoding the geometries. Therefore,

after this step, the output is always V € RY®.
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Representing non-geometric attributes

The attributes are represented similarly to GeoGraph as discussed in Section 4.2.3.
However, this step only includes the attributes of the sampled objects. After this step, the
attributes tensor is always A € R"J where j is the number of attributes. This tensor is

concatenated with the geometry embeddings to make the input to the Transformer model

to have the shape RP*(e+7),

Representing multiple datasets

For this, first, we merge all the datasets as one, but we add a one-hot encoded label
determining which dataset each record belongs to. Then, we perform stratified sampling
based on the dataset label. ensuring the proportion of the datasets is maintained. For two
datasets, each with j1 and j2 number of attributes, we have A € RP*01+3241) The final
input to the model after encoding becomes of the form RP*(e+il+i2+1)  Apy additional
parameters to the input are also appended as columns. This matrix is also padded with
additional zero columns to ensure that number of columns is a multiple of the number of
attention heads, which is a requirement for this architecture. Also, the data is normalized

similar to GeoGraph.

Representing target values

When having a fixed target size m, this is represented similarly to GeoGraph.
However, when having a target set of geometries, Dy, this is not as straightforward. When

the geometries in D are the same as the input geometries in I, we set the target for the

model to be the labels of the input geometries, which is of fixed size M e RO*d1%*de
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Then, we assign the labels for all the points in [+ based on the nearest points in the
sampled input. If the geometries in ) are different from Dy, first we must assign labels to

the input geometries based on the labels of the nearest target geometries.

Model architecture

In this architecture, first, the geometries are passed to the Poly2Vec encoder.
Then, the embeddings are concatenated with the geometry attributes. This is then passed

as input to a Transformer model. An example of this architecture is shown in Figure 4.3.

4.3 Geospatial Problems

This section discusses the four target geospatial problems that we consider. For
each of them, we provide the definition of the problem, the input and output format for each
specific model. The goal is to show that the proposed models can be applied to a variety of
spatial data analysis problems and can capture a wide range of spatial data characteristics,
e.g., proximity and data density, producing an approximate solution faster than the exact
solutions. Table 4.1 summarizes the four problems and the corresponding proposed models

as we further detail in the rest of this section.

4.3.1 Spatial Data Synopsis

Spatial data can have many characteristics that are used in applications, e.g.,

skewness, symmetry, coverage of geometries, or density analysis regarding specific thematic
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Tahble 4.1: Problems definition summary
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Problem Approach Name Input Shape Shape
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attributes. However, as data sizes become very large, which is typical for geospatial datasets,

the computation of these characteristics becomes very expensive.

Problem definition

Spatial analytics often require the computation of aggregate values, called syn-
opsis, that summarize different spatial features of a given dataset. We consider three
categories of synopsis: (i) finding extreme values and the regions where they are located
(this can require a preliminary phase to calculate the k nearest neighbors for all geometries
in the dataset and to compute the average of the thematic attribute among its neighbors);
(ii) compute the Kq. of a dataset, which is a measure of the connectivity of a set of ge-
ometries, given a maximum distance r; this value is also very expensive to compute: when
K yaiue is large, most of the geom in the set are very close to each other. When it gets lower,

it means that the geoms are farther apart, and we expect them to be sparsely distributed
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throughout the reference space; (iii) compute the box-count values, Fy(D) and E5(D), as
defined in [33]. These are good descriptors of the skewness of the data.

These operations can be formally described as follows. Given a dataset ) = {p; =
(Point, g;,v;), ...}, and the parameter k, the average value of the thematic attribute on the

k-nearest neighbors of each point p; € D is computed as:

avgAtt(D, k) = {(p;, avg:), ...} where avg; = % Z T
kNN D,p;)

From avgAtt(D, k), we then extract four results: the maximum and minimum of avg; and
their location pmae, and pmin.

The computation of K, ,p,. of D) with radius r is as follows:

1

Kyate(D, 1) = m

Z |f'ange,.{D? -'I:-Pi}l
relD

where the function range, (D, z.p;) computes the range query for a point p; given a window
r. Finally, the computation of Ep(I)) and E3(D) works by dividing the space into a grid
with cells of side length r. and counts the number of cells in the grid that intersect at least
one point in the set (for Ey(D))) and the number of points intersecting each cell (for E5(D}).
It keeps increasing the number of boxes in the grid until the counts do not change. This
was shown to approximate the skewness in the spatial distribution of geometries.

These problems help us to evaluate if the models are able to predict not only a

numeric aggregate value, but also properties that depend on the spatial distributions of the
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geometries and their relative position and distance. Moreover, they are all expensive to

compute and also capture complex spatial behaviors.

Target values

Considering Equation 4.1 proposed in Section 4.2, for spatial synopsis the target

value (J is computed as an array m:

[mam{ﬂvgi :l Fl min {G'Ugi J? Pmars Prmins Kmiue {D: T:I 3 E[I'( D}: Ei! ED}]

These are a total of nine values since the positions are represented by two coordinates.
Therefore, the function signature is of the form m = f(D,k,r) R®, as shown in Table 4.1.

The input datasets containing 2D points have been synthetically generated using
the Spider Generator [106], producing datasets with various distributions and including
values of a thematic attribute.

Figure 4.4 shows some examples of the generated data, where the color associated
with each point denotes a different value of the thematic attribute. Given the generated
datasets with associated attributes, we compute the target values above described by ap-
plying the implementation of the algorithms representing the exact solution, building in
this way the ground truth for training the models. We then pre-process the data following
the approaches illustrated in Section 4.2, and build three models GI-5, GG-5, and GV-S.

These are summarized in Table 4.1 and discussed next.
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Figure 4.4: Example of synthetic datasets with both different spatial distributions and
distributions of thematic attributes.

Geolmg model (GI-S)

This model is based on a generic ResNet [85] architecture that takes the histogram
as input and is trained to produce as output the tensor of target values.

We set the histogram size to 64, by default, and define two aggregation functions
for the thematic attribute, frmae and frmin. that we use to assign a summarized represen-
tation of the thematic attribute to each cell. This makes the input histogram H e R3*64x64
Given a cell ¢ the functions frmar and frmi, compute the minimum and maximum values
of the thematic attribute, respectively, considering the points in ¢. The model takes as

input H, and two parameters k& and r.
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GeoGraph model (GG-5)

This model is based on the original PointNet++ [169] model for point-cloud classi-
fication. The input is organized as follows: (i) the coordinates of the points are represented
as a tensor G with shape (N,2), N representing the cardinality of the dataset I, and the
thematic attribute values as a tensor A with shape (N, 1), following the approach described

in Section 4.2.3.

GeoVec model (GV-5)

This model is based on a Poly2Vec approach [188]. First, a sampling (or padding)
phase is applied to fit the upper bound b = 1024 of the Transformer model. Then, the
geometries are passed to the Poly2Vec encoder, with the embedding size ¢ = 32. Then, the
embeddings are concatenated with the thematic attribute and passed as a single input to
the Transformer, resulting in an input tensor V' with shape (1024, 3241). Furthermore, any
parameters are appended to the input; the columns are padded to a size that is a multiple

of the attention head dimension.

4.3.2 Spatial Clustering

Clustering is one of the most commonly used techniques for spatial analysis. It is
used to find regions where specific events are concentrated. One motivation for considering
this problem is that it requires making a prediction for all points in the input, and not one
prediction for the entire input. Similar problems might be related to outlier detection and

spatial interpolation.
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Problem definition

DBSCAN is one of the most popular clustering algorithms. It has two main param-
eters, a distance € and a minimum number of points M P. It starts by selecting a random
point P and determining if it is a core point, i.e. if it has at least M P neighbors within
€ distance from it. If P is a core point, it is used to initialize a cluster, and the process
continues by adding points to it that are within ¢ distance of any point in the cluster. Then,
the process repeats until no more core points are found. Points that do not end up associ-
ated with any cluster are labeled as noise points, or outliers. Many variants of DBSCAN
have been defined in the literature, in particular, ST-DBSCAN [36] is an extension tailored
for dealing with spatio-temporal data. In this case, two distance thresholds, €1 and €3, are
defined, one for the spatial and one for the time dimension. However, the second distance
is not strictly required to be related with the time dimension but could be associated with
any other attribute. In the original paper [36], the authors also do experiments where the
second distance refers to the temperature measured in each point, and the algorithm detects
clusters based on the spatial distance, as well as an additional attribute, like temperature
or time. We define this problem on the basis of this generic definition. The objective is
to build models that resemble the clustering labels produced by this algorithm given some

parameters, since our focus is on supervised learning.

Data preparation

To prepare the collection of datasets, a recent copy from the Global Historical

Climatology Network (GHCN)-Daily [155] dataset has been downloaded. For this problem,
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only the longitude and latitude as the point coordinates and the maximum temperature
associated with each point are used. The data is then partitioned by year and month,
and each group is saved in a separate file. This results in having one file for each month
that contains the average maximum temperature for each weather station across the world.
Then, the ground truth labels are generated using ST-DBSCAN for clustering; we use the
implementation provided by [45]. The algorithm is applied to every month separately, and
the target value for each point is composed of the identifier of the cluster it belongs to.
Next, we save the labels for each point in every month based on the cluster label
produced by ST-DBSCAN, for all parameter sets. We show an example of cluster assignment
in Figure 4.5. Since the order of the labels produced by the algorithm has no meaning,
we reorder the labels based on the average temperature of each label. The outliers are
given label zero, then the cluster with the minimum average is given label one, and so on.
Finally, we randomly select 80% of all the years to be used for training and 20% for testing.
Furthermore, the temperature is scaled to [0..1] using the global minimum and maximum

temperatures.
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Figure 4.5: Weather Station Clustering Example

Target values

For this problem, the input is a dataset I and a target dataset Dy, as described in
Section 4.2, where all the geometries are of type Point, and each point is associated with an
attribute, representing for example the measured temperature. The geometries in Dy are
the same as ), since we are producing a label for defining the cluster each point belongs to.
Considering Eq. 4.1 proposed in Sec. 4.2, for this problem the target value is computed as the
tensor M = f(D, Dr, 1,62, MP) € RIPT*C wwhere C is the maximum number of clusters,
since the labels are one-hot-encoded, and €1, €2 and M P are the clustering parameters.
This function generates one prediction for each point in Dy, i.e. the probability to belong
to each cluster in C.

We build six models for this problem. Two models for each representation, with
one being parameterized, and one trained on fixed parameters. The models are labeled
GI-C, GG-C, and GV-C, for the ones with fixed parameters. A summary is provided in

Table 4.1.
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4.3.3 Clustering
Geolmg model (GI-C)

We use a UNet [176] like architecture. The input histogram H is similar to the first
problem, as defined in Section 4.3.1. Thus, H € R**%4*8_ For the target, we represent the
output as a histogram with shape (3,64, 64), and assign each label a unique color. Each
cell will have the color corresponding to the most common label associated with the points
it contains. We implement a function that translates a color back to a cluster label. GI-CP

is similar but takes parameters with the input.

GeoGraph model (GG-C)

This model is based on the original PointNet++ [169] model for segmentation.
Given a set of points, this model makes a prediction for each point in the set, instead of
making a single prediction for the entire set. The first part of this model works the same
as the original model, reported in Fig. 4.2, until generating an embedding for the set from
the Global Abstraction layer. Then, a few more layers are added to propagate the features
back to all points in the input using interpolation.

The input is organized as follows: (i) the coordinates of the points are represented
as a tensor ( with shape (N,2), N representing the cardinality of the dataset ), and
the thematic attribute values as a tensor A with shape (N,1). The output in this case is
a tensor of dimension (N,C'), since the label is one-hot-encoded, and the model predicts

probabilities for each point.
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GeoVec model (GV-C)

The adopted architecture is similar for all problems. Inputs are the same as for
GeoGraph model, but limited by the upper bound b of the Transformer layer. The target
output represents the cluster labels for each point in the input. The other points are assigned

labels based on the closest point in the points used in the input set.

4.3.4 Selectivity Estimation

This problem has applications in database systems and query optimization. We
include it as an example of a problem that involves working with shapes other than points
and in the presence of another parameter beside the dataset I). This can be a simple query
window g for the selectivity of range query, or another dataset IV for the selectivity of

spatial join.

Problem definition

Given an input dataset [} and a geometry g defining a range query, the objective
is to estimate the percentage of geometries g € D) that intersect with g. This problem
is based on [34], which studies selectivity for both range and join queries of spatial data,
using a histogram approach. Due to space constraints, we consider in the following only
the selectivity estimation of the range query operation, since the selectivity of join can be
considered an extension of this one, where each geometry of the second dataset represents

a query window for the geometries of the first one.
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Target values

We start from a subset of the datasets used in [34] which includes several datasets
of rectangle geometries following different distributions. For each of these spatial datasets
D, many range query windows g have been identified and the corresponding selectivity value
has been computed. Therefore, this problem is in the form m = f(D,q) € R!. Selectivity is
a value between 0 and 1. We build three models for this problem: GI-E, GG-E, and GV-E,

summarized in Table 4.1, and described next.

Geolmg model (GI-E)

We use a model that is very similar to GI — S model, and using as input a similar
histogram according to the reference work [34]. The histogram representation still matches
our representation approach described in Section 4.2.2. The aggregation functions include
the averages of the area, the horizontal length, and the vertical length of all geometries

intersecting each cell.

GeoGraph model (GG-E)

The difference between this model and the one used for the first problem is that
in this case the inputs are the MBRs of a geometry.

An MBR is compactly represented by four numerical values: ..., Ymin: Tmar
and Ymar, representing the minimum and maximum z and y coordinates of one geometry,
respectively. We also need to extend the notion of distance to work with rectangles instead
of points. There are several ways to compute the distance between two rectangles. The sim-

plest one is to pre-compute the centroid of each rectangle and then compute the Euclidean
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distances based on that. The centroid is defined as (Zms ‘;”*‘“’, y"“—“‘gmj The input ge-

ID|%6 where the first two columns represent the

ometries are represented as a tensor G € R
centroid used when computing the distances in the range query, and the last four columns

represent the MBR used in the message-passing step.

GeoVec model (GV-E)

The adopted architecture is similar for all problems. We used the centroid of
the rectangles to represent the geometries. First, we experimented with representing the
rectangles using five coordinates as polygons. However, this was not efficient since each
input includes thousands of shapes, and the encoder step was taking longer time. Instead,
we represented the rectangles similar to GG-E, using the centroid and the MBR as additional
features. Furthermore, sampling and padding are applied appropriately like the previous

problems.

4.3.5 Walkability Estimation

The last problem that we consider is for walkability estimation. The motivation to
consider this problem is due to its complexity, given that it requires a spatial join operation
involving two separate datasets, followed by an aggregation step. Building a reasonably
accurate model for this problem will give us more confidence about the suitability of the

two approaches for general spatial analysis.
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Problem definition

We define the walkability of a given geographic region to be about accessibility
of various amenities and services from any location within that region. Each geographic
region is given a score from 0 to 1, with 0 representing non-walkable regions. The calculation
involves two different sets of points. The first set represents nodes in the road network, but
only for the type of roads that are pedestrian-friendly. The second set includes the points
of interest (POI) within the same region, from a fixed set of ten categories, like shopping,
restaurants, etc. The main idea is that a point on the road network that is within a very
close distance from at least one POI of all these categories are considered to have a perfect
walkability score. The score for a region is simply the average of the scores for all points
within its road network.

The first step in computing the score is finding the nearest point from each POI
category for every node in the road network and storing the distances. The score for a
specific node in the network is computed on the basis of these distances. A POI that is
within a half-kilometer distance is given a score of 1, while those that are farther than two
kilometers are given zero. Then, the scores for each category are averaged to produce the
score for each node. Finally, the scores for each node in the road network are averaged, and

the value is the walkability score for the entire region. These steps are shown in Fig. 4.6.

Data preparation

First, we extracted road networks using [41] and the points of interest for several

geographic regions from OpenStreetMap (OSM). Then, we subdivide those large regions
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—— iy
For each road node N, compute
distance to closest POI by category.

Node | Restaurant | Shopping
N1 431 870
Conv:f:rt distances tu SCOTES.
¥
Node | Restaurant Score
N1 1.0 0.74

Region's Walkability Score = AVG{Score)

Figure 4.6: Example of walkability computation.

to smaller areas, to make the computations more feasible and to increase the number of
examples for training and evaluation. After that, we computed the exact walkability scores
as described earlier.

The resulting data could be very unbalanced. It could be quite common to have a
very small number of partitions that have a perfect walkahility score, while low walkability
scores have a very large number of examples. Therefore, to increase the effectiveness of the
training, an augmentation phase is necessary. In particular, two augmentation strategies
are used: we rotate the points around the region center with a random angle, and we shuffle
the labels of the POI categories randomly. Both changes do not affect the walkahbility score

because it is not dependent on the direction and all the POI categories have the same

weight.
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Finally, the data is pre-processed following our discussion in Section 4.2, noting

that this problem involves two datasets.

Target values

This problem can be formalized as a function m = f(D, I)') where D) is the nodes
dataset, and [ is for POIs. The value m represents the walkability score. We train three
models for each representation, GI-W, GG-W, and GV-W, shown in Table 4.1 and described

next.

Geolmg model (GI-W)

We use an architecture similar to the first problem. The input is represented as

R11x64x61 where we have one histogram channel for each type of points:

a histogram H
one for the road network, and the rest for the POI categories, one for each. All are based

on the aggregation function fr.,une. a8 described in Section 4.2.2.

GeoGraph model (GG-W)

We experimented with different variations for how to perform the joining of the
two datasets. We used the version that produced the best results. It first includes a set
abstraction layer between the POI points only. Then, the following set abstraction uses
the POI points and their features produced from the first layer as the reference points, and
computes features for the road nodes. Then, it is followed by a similar architecture as the

one used in the data synopsis problem.
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GeoVec model (GV-W)

The adopted architecture is similar for all problems. The main difference here is
using a stratified sampling step to ensure that the data is sampled in proportion to its size.
We use all the labels in the stratified sampling including the labels of the points of interest,
and the label that indicates the dataset. This ensures that points from all types of points

of interest in the region are included.

4.4 Experiments

In this section, we run an extensive set of experiments to evaluate how both types

of representations perform for all four problems.

4.4.1 Setup

Hardware

For CPU based processing, such as when computing ground truth values, the
tasks were ran on two AMD EPYC 77153 64-Core Processor with a total of 256 threads
and memory of 128GE. GPU-based tasks, e.g., training and inference, were run on a server
with AMD EPYC 7545 52-Core Processor with a total of 64 threads, 256GB of memory

and NVIDIA A100-SXM4-80GB GPU.

Datasets

The datasets used in the experiments are grouped into different collections, which

have been detailed in Table 4.2 based on their type, i.e., synthetic or real, and the problem
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for which they have been considered. In particular, we have: (i) collections that contain
synthetic datasets, i.e., type = syn, generated through the Spider Generator tool [106].
These collections are grouped based on the considered spatial distributions: uniform, di-
agonal, Gaussian, Sierpinski, bit, or parcel. The suffix “large” has been added to dis-
tinguish synthetic datasets with a larger number of geometries. Additionally, we obtain
the range_queries dataset from previous work [34] which includes a collection of synthetic
datasets with different spatial distributions and associated with the results of range queries
and their selectivity. (ii) Collections that contain real datasets, i.e., type = real, namely
weather and walkability, which are obtained from [155] and Open Street Map (OSM), re-
spectively.

Table 4.2: Dataset Collections Summary: “syn” and “real” states for synthetic and real

datasets, respectively, while “5D5” means spatial data synopsis, “CL" is spatial clustering,
“SEL” is selectivity and “WK” is walkability.

Collection Type | Problem | # Sets | Min Set Size | Max Set Size
diagonal VI sSDs 675 10000 0000
Faussian VT sSDs 300 10000 0000
sierpinski SVn SDS 300 10000 20000
uniform SVn SDS 300 10000 20000

diagonal_large VT sSDs 108 25000 100000
paussian_large VT sSDs 75 25000 THO00
sierpinski_large SVn SDS 100 25000 100000
uniform_large SVn SDS 100 25000 100000
bit SVn SDS 102 10000 20000
parcel SVn SDS 108 10000 20000
range_queries VT SEL E000 10240 974
weather real SDs, CL 1568 1025 11613
walkability real WK 20000 2 27009

All of these datasets are preprocessed following our three representations described
in Section 4.2. Some collections are only used in evaluation, while for the collections that

are used in training, we keep a 20% subset for testing.
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The following subsections describe in detail the obtained results for each considered

problem.

4.4.2 Data Synopsis

The models for this problem are trained to predict nine different values, given
a dataset ), as discussed earlier in Sec. 4.3.1, i.e., the maximmum and minimum average
value (hotspots), the location of hotspots, the Koy, and the box count values Ep and
E5. We evaluate these models from different perspectives. First, we look into how they
perform for different collections of datasets both those used in training and additional ones.
The ones used in training include a separate 20% that is used for this evaluation. We
summarize the results for this part for models GI-S, GG-S, and GV-5 in Table 4.3. The
last column is added to compare how the models perform to a random number generator,
since no baseline is available in this case. The metric used in this table is the average of
the weighted Mean Absolute Percentage Error of all the model outputs, where wMAPE =
(3oi g |y —i]) /(3211 |wi|) and y; is the actual value, while g; is the predicted value. Note,
that wMAPE is computed for each output value separately.

The first four datasets collections were seen in training. The GeoGraph model
(GG-5) performs better for the seen datasets and their scaled versions, like uniform and
uniform_large. There is only one case where it performs slightly worse than the other
approaches. For the parcel distribution, GG-S performs much better for the hotspot-related
values, but worse for some of the K, ajues and the box counts. However, we note that the
actual K, j,,.. where GG-S performs worse are very close to zero, and small deviations from

the actual value result in larger errors. All models, however, have much smaller errors
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than the random predictions. In general, GG-5 actually produces much better results for
the K, ., with the smallest radius. These results help give us confidence that the models
actually learn the functions they were trained to predict, especially since some distributions
were not seen in training, and most of the sets in the evaluation have hotspot positions that
were not seen in training. The results on the larger datasets show that the guality is still
consistent even if we make inferences on data sizes that are a few times larger than those
seen in training.

Table 4.3: Data Synopsis Summary by Collection (wMAPE)

Collection | GI-8 GG-5 GV-5 Random
Collections seen in training |
diagonal 0.105%  0.0660 0.0801 1.5825
gaussian 07006 0.1377 0.1660 23565
sierpinski 0.1271  0.1183 01235 27929

uniform 0.6664 0.1932 02632 102451
Collections not seen in training |
bit 0.3271 0.1831 03026  1.4528
parcel 0.2381 04653  0.2261 2.7672
weather 0.4323 0.3326 04937 08745

diagonal large | 0.1091 0.0638 0.0788  1.6031
sierpinskilarge | 0.1177 0.1075 0.1134 29641
gaussian large | 0.5805 0.1243 0.1633  2.2329
uniform large | 0.6520 0.1905 02970  9.7232

Next, we evaluate the results by output type and summarize the results in Ta-
ble 4.4. For this evaluation, we also use wMAPE, but this time it is computed for each
output value for all datasets across all collections. The table shows that GG-5 performs
better for hotspot prediction, similar performance for K, .., and worse for box counts.
It is not surprising that the image-based model works better for box counts since the first
step for computing the box counts is creating a histogram, where a similar histogram is
provided as input to the model. However, the Geolmg model performs noticeably worse

when it predicts K,uue with the smallest radius. This is most likely due to the fact that
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Table 4.4: Data Synopsis Summary by Output (wMAPE)

Attribute value Params GI-5 GG-5 GV-5 Random
hotspots min-value k=16 0.20 0.12 0.28 0.84
hotspots Tmin k=16 0.25 0.12 0.13 0.60
hotspots Ymin k=16 0.33 0.16 0.2 0.68
hotspots max-value k=16 0.05 0.04 0.11 0.31
hotspots Tmas k=16 0.25 0.18 0.25 0.74
hotspots Yma= k=16 0.19 0.14 0.18 0.72
hotspots min-value k=32 0.21 0.13 0.2 0.80
hotspots Tmin E=132 0.25 0.13 0.13 0.59
hotspots Ymin E=132 0.32 0.18 017 0.67
hotspots max-value k= 32 0.05 0.03 012 0.31
hotspots Tmas E=132 0.25 0.18 0.26 0.78
hotspots Ymae E=132 017 0.14 0.16 0.71
hotspots min-value k=64 0.21 0.13 0.18 0.78
hotspots Tmin k=064 0.25 0.12 0.15 0.60
hotspots Ymin k=064 0.32 0.18 0.18 0.69
hotspots max-value k=64 0.04 0.04 012 0.32
hotspots Tpae k=064 0.25 017 0.30 0.75
hotspots Yma= k=064 0.16 0.15 017 0.69
Koaiue r=0.025 | 1.88 0.1 0.76 16.30
Kuatue r = 0.05 0.56 0.60 .68 5.30
Kl.lﬂi'ﬂ! r=10.1 0.36 0.50 62 1.69
Koaiue r=10.25 0.34 0.15 0.42 0.60
box counts Eyg - 0,03 0.05 0.07 0.22
box counts Ea - 0,11 0.20 0.33 0.28

each pixel in the input histogram covers space that is multiple times larger than the radius.
This result is consistent with our expectations.

Moreover, we perform experiments on real-world datasets, specifically, the weather
collection. For this collection, we evaluated six models, three models trained on synthetic
data, GI-5, GG-5, and GV-5, and three models trained on weather data, GI-S-W, GG-5-
W, and GV-S-W. The results are shown in Table 4.5. The results are consistent with our
previous observations.

Furthermore, we evaluate the running time for estimating these values, using our
models, relative to computing them by using traditional algorithms. This is summarized in

Table 4.6. The prediction time by the Geolmg model remains small even for large sizes since
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Table 4.5: Data Synopsis for Weather Data Outputs (wMAPE)

Attribute value Params | GI-8 GG-5 | GV-5[ GI-5-W GG-5-W | GV-5-W | Random
hotspots min-value k= 16 040 022 0.52 0.07 0.07 0.12 0.55
hotspots Tmin k=16 046 022 0.15 |0.10 0.08 0.14 0.45
hotspots Ymin k=16 072 0.3 041 0.16 0.12 0.26 0.72
hotspots max-value k= 16 007 005 025 0.02 0.02 0.03 0.28
hotspots Tmae k=16 061 046 0.60 0.27 0.24 0.34 0.70
hotspots Ymas k=16 0.27 027 0.24 |[0a7 0.15 0.20 0.52
hotspots min-value k= 32 040 024 034 0.04 0.04 0.07 0.54
hotspots Tmin k=32 047 023 0.14 |0.10 0.09 0.14 0.48
hotspots Ymin k=32 0.70 039 0.34 (0.4 0.09 0.23 0.67
hotspots max-value k= 32 007 0.04 032 0.01 0.01 0.02 0.26
hotspots Tmae k=32 066 048 0.72 0.27 0.25 0.31 0.76
hotspots Ymas k=32 0.21 025 0.26 012 0.12 0.16 0.52
hotspots min-value k= 64 041 024 028 0.07 0.08 0.07 0.51
hotspots Tmin k=64 048 023 0.17 | 0.11 0.09 0.14 0.48
hotspots Ymin k=64 0.67 039 0.35 |[0.14 0.11 0.20 0.66
hotspots max-value k= 63 008 007 033 0.02 0.02 0.02 0.26
hotspots Tma. k=64 067 049 095 0.28 0.24 0.29 0.9
hotspots Tmas k=64 0.18 0.30 0.32 0.11 0.11 0.15 0.45
Kyatue r=0025]1.24 0.60 085 247 0.46 1.16 8.05
Kuatue r=005 |0.30 0.76 0.96 0.43 0.18 0.30 214
Koatue r=0.01 |[0.49 0.74 0.95 0.23 0.17 0.28 0.57
Kyatue r=025 (044 0.24 091 0.7 0.05 0.09 0.47
box counts Eo - 0.05 0.12 0.19 0.02 0.02 0.03 0.20
box counts Es - 0.30 0.64 1.32 0.01 0.01 0.02 0.49

the input size is fixed; however, the time to prepare the histogram increases with increasing
data sizes, even if it still scales well. Similarly, GV-5 scales well, since its input is bounded
in size.

The running time for the GeoGraph model can increase significantly with increas-
ing the dataset size, but it is still much lower than the time it takes to compute the target
values with traditional algorithms. We also evaluate how GG-5 scales with increasing the
dataset size. Some results are shown in Figure 4.7. We start with 10 thousand points
and keep doubling the size. We get a memory access error once we reach the size 28 = 104
points. The memory consumption increases linearly, while the inference time increases

sub-quadratically. The main effect is caused by the number of edges required for each
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message-passing step. Another observation we make is that the GeoGraph model converges

in a smaller number of epochs compared to the others, as shown in Figure 4.8.
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Figure 4.7: GG-S time and memory vs. Figure 4.8: Data Synthesis Validation
input size Loss by Epoch

Tahle 4.6: Execution time by distribution in seconds

. GI-5 Exact
Collection Inference  +Histogram GGS | GV-S value
uniform 0.02 1.61 237 0.23 199,54
diagonal 0.02 3.53 5.02 0.49 521.88
gaussian 0.01 1.55 2.38 0.22 338.21
sierpinski 0.01 1.61 3.02 0.22 178.17
weather 0.04 4.49 3.39 1.16 2051.31
bit 0.02 275 4.25 0.38 542,20
parcel 0.01 2.83 4.35 0.39 308.092
uniform_large 0.01 11.25 204 .86 | 0.37 270600
gaussian_large 0.01 10.93 20296 | 0.37 6749.55
diagonal_large 0.01 11.83 219.14 | 0.39 1756.75
gierpinski_large | 0.01 10.63 20547 | 0.36 1659.95

4.4.3 Clustering

We compare the clusters estimated by models with the clusters discovered by
ST-DBSCAN, which is what the model was trained to predict. We used three scores for
this evaluation: (i) A perfect homogeneity score indicates that all points within a predicted

cluster are within the same cluster in the ground truth. (ii) Completeness has a perfect score
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of 1.0 if all points in a single cluster in the ground truth are predicted to be within the same
cluster. (iii) The V-measure is an average of the other two scores. For more information
on these scores, see [177]. The results of this evaluation are shown in Table 4.7. The best
clustering was produced by GG-C, the non-parametrized GeoGraph model. Generally, the
models perform well in all cases except two. The two cases are the ones with MinPoints
equal to 5. It also happens that these parameters result in a larger number of clusters. We
also evaluate the running time, and computing the estimated results in both cases is much

lower compared to computing the ground truth with ST-DBSCAN.

Table 4.7: Evaluation of estimated clusters

Model | Param. Homogeneity Completeness V-Measure
GI-C (0.05, 200, 50) 0.86 0.04 0.80
GI-CP (0.02, 200.0, 5.0) 0.85 0.67 0.74
GI-CP (0.03, 50.0, 5.00 0.81 0.69 0.74
GI-CP (0.03, 200.0, 20.0) 0.83 0.79 0.81
GI-CP (0.05, 100.0, 50.0) 0.83 0.87 0.85
GI-CP (0.05, 200, 50) 0.85 0.89 0.87
GI-CP Average 0.83 0.78 .80
GG-C (0.05, 200, 50) 0.95 0.095 0.95
GG-CP | (0.02, 200.0, 5.0) 0.79 0.71 0.74
GG-CP | (0.03, 50.0, 5.00 0.73 0.68 0.70
GG-CP | (0.03, 200.0, 20.0) 0.80 0.81 0.80
GG-CP | (0.05, 100.0, 50.0) 0.85 0.87 0.86
GG-CP | (0.05, 200, 50) 0.85 0.88 0.86
GG-CP | Average 0.80 0.79 0.79
GV-C (0.05, 200, 50) 0.90 0.02 0.80
GV-CP | (0.02, 200.0, 5.0) 0.55 04 0.45
GV-CP | (0.03, 50.0, 5.00 0.51 0.35 0.4
GV-CP | (0.03, 200.0, 20.0) 0.75 0.67 0.7
GV-CP | (0.05, 100.0, 50.0) 0.82 0.81 0.81
GV-CP | (0.05, 200, 50) 0.83 0.81 0.82
GV-CP | Average 0.69 0.61 .64

4.4.4 Selectivity Estimation

We summarize the results in Table 4.8. We notice that the GeoGraph approach

performs better in most cases, from very low selectivity to higher selectivity. However,

133



notice that we only used the smaller data sizes for this problem, where each set is only
tens of thousands of points, whereas in our reference [34] much larger sizes were considered.
Also, notice that most of the examples have very low selectivity, due to the range queries

associated with the datasets.

Table 4.8: Selectivity estimation (wMAPE)

Selectivity Range | GI-E GG-E GV-E Random
[0.0, 1e-D5] 334E+03 5.33E+02 187E+03 4.31E+05
{1e-05, 0.0001] 1LB3E+02 J.72E4+01 B2 42E+01 7.92E+03
{0.0001, 0.001] L31E+01  3.B1E4+00 951E+00 1.04E+03
(0,001, 0.01] 3.52E+00  1.5E+00 235E4+00 1.41E+02
{0.01, 0.1] 4.32E-01 5.17E-01 4. B6E-01 1.57TE+01
(0.1, 1.0] TOE-01 3.18E-01 5.48E-01 236E+00

4.4.5 Walkability Estimation

We summarize the walkability results in Table 4.9. The table shows for each
walkability range the percentage of scores that are predicted within 0.1 of their actual
value. From the table, GI-W seems to work much better than the other two, which show
similar accuracy. We think this can be attributed to three aspects related to each method.
First, in this data set, the data is divided by 5km x 5km regions; this results in more
sparse histograms and less overlap of points in each histogram pixel. Second, the decrease
in accuracy in GG-W could be due to the way the dataset join is performed. While we
experimented with several variations in performing the join, there is still more room for
improvement. Third, in GV-W, the significant decrease in accuracy could be due to the
sampling. However, all three cases still produce reasonably good results and are much faster

than the exact method.
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Table 4.9: Summary of accuracy for walkability results

Tabal Wodal |0 U1, 0.0] (0.5, 0. T, 0, EN &, 06 (0.0 TE, 0. Avg
TW [ &% ;1A 7 5% 74 B B T T, =
Califormin oow | o BET 0%, £8% ET% % TH% 0% £8% ™
OV.W | M% B o B E4% % TH% EI% 5E% T
LW | 100 o % T TR T T L
Flarida oowW | % 8%, 1% 1% % 5% 5T BO%E
ov-w | R 0% B3 BB £1% B5% 43% TI%
TLW | W% LT % % =% Ei 0% B W L
Ttaly oo.wW | BE% B % B% ™% TE% 2% TBR 0% TR
av.w | R B0, ETH B 51% 8% 2% &% ET% TE%
W [ 100 T, TR TEE =R T T BT T, TR W
Mow York oow | Bi% D1% 1% Eis TI% 0% BE%, 4% 19% B1%
ov-w | 8% 3% e4% B TI% 100% 0% BI% [ % e8%
LW | 100 6% % 0% ET Ei a1 TE% 105 100 %
United Kingdom | Q0-W | 809 3% = 1% e 505 £0% BE%, B0 21% T
ov.w | % 6% 4% B % £9% TE% 6% AT 0%, 4%

Note: each column represents regions within a walkability range, and scores represent the percentage of
regions that received highly accurate estimates.

4.4.6 Discussion

In this part, we discuss the main takeaways from these results. From the data
synopsis results, we notice that position-based predictions and predictions that require
analyzing points at very small distances, like when the K,;. is very small, GeoGraph
is more suitable. For values that only require a global overview of the data, and where
localized values are less relevant, like when computing the box counts, Geolmg is more
suitable.

From the clustering results, we notice that all types of models generally work well
and estimate clusters efficiently. However, the model may not be accurate if the number
of expected clusters is large, especially if the model is parameterized. The results for this
problem serve as a motivation for other problems like spatial interpolation, and we expect
that GeoGraph would be more suitable.

From the selectivity results, we still notice that there are issues related to scalability
that need to be addressed for GeoGraph, especially when data sizes grow to millions of
points. Several directions can be investigated, such as partitioning, indexing, and sorting-

based methods. We leave this for future work. We also notice that better representations
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for geometries other than points are needed. However, a simple representation, such as
using the centroid point and pairing it with some features, is sufficient for many use cases.

From the walkability results, we notice that joining multiple datasets under Geo-
Graph still needs some improvements. Joining datasets under Geolmg is straightforward,
since we just align the histograms on top of each other. It worked relatively well in our
case, since the area is small (5km x 5km), and there is not much overlap on each pixel,
and there is a lot of sparsity. However, in other cases, Geolmg may not be suitable, and a
more accurate GeoGraph based approach will be needed. For GeoVec, better sampling or
partition approaches can be considered. For example, instead of just taking samples prior to
feeding to the model, some aggregations can be used. Furthermore, some hybrid approaches
can also be considered. For example, a set abstraction layer can be used to summarize the
points in each region, and then embeddings can be passed to a different model architecture.

We leave it for future work.

4.5 Related Work

Deep learning for geospatial data. The use of deep learning architectures with
geospatial data is improving. Recently, libraries like TorchGeo [193] have been introduced,
as well as geospatial foundation models like [153, 13, 205], and others, refer to [238] for a
recent survey. However, all of these are based on vision models and tailored for geospatial
raster data, which is a different modality than geospatial vector data.

Although there have been successful applications of deep learning with geospatial

vector data, full support is still lacking. There have been several proposals for better
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representing geospatial vector data for deep learning architectures. These include [147, 222,
149, 188] which all focused on representing a single object, either a point or a polygon, and
possibly encoding the context around the object. However, this is very limiting, since a
lot of geospatial problems require analyzing a huge set of geometries, such as the problems
we consider in this work. We integrated Poly2Vec [188] with the GeoVec architecture,
and it is a promising approach. The work in [146] provides a survey on different spatial
representations, including models that work with point sets. To the best of our knowledge,
this is the first work that studies point set models for geospatial applications, analyzing
their effectiveness for various spatial operations and learning about existing limitations.

Point-set architectures. Several architectures have been proposed that take a set of
points as input, and they are mainly related to the points-of-cloud domain, where a set
of points represents three-dimensional objects. We chose to study PointNet++ [169] due
to its suitability for the problems that we consider and the fact that it follows a multi-
scale hierarchical approach. While we focused on this architecture, we keep our discussions
general enough in a way where it is possible to replace different layer types since this might
produce higher quality results. However, our goal is not to provide the best accuracy
possible but to learn about the suitability of point-set-based approaches for problems that
involve geospatial vector data. Point Transformer [233] is one alternative, and its more
recent version PTv3 [219] provides more efficient aggregation by using space-filling curves.
Anyway, it does not support processing attributes associated with points, a requirement

for all our problems. Also, these new aggregations are not yet integrated with PyTorch
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Geometric [68] which is the library of choice. There are also other alternatives, and [146]
provides a good comparison among them.

Data synopsis. The K41y metric is based on Ripley’s K function, used in traffic
flow, neighborhood accessibility, clustering, and hotspot detection [101, 135, 199, 90, 141].
To address scalability, Spark-, GPU-, and heuristic-based solutions exist [216, 198, 48]. Box
counts [33] have been used in query optimization [209]. Other applications of synopsis
include similarity search [224]. Metric selection is application-driven, e.g. [181] develops
custom metrics, and we only considered a small subset. Clustering. It has a very wide
range of applications [18, 46, 49, 187]. There has been work on clustering with deep learning
[202, 20, 157, 104]. It involves different architectures, custom clustering loss functions, and
other steps. We focused on supervised learning on showing how the different representations
can replicate the operations of existing algorithms. We leave the unsupervised learning for
geospatial clustering for future work. Selectivity. Selectivity estimation is important for
query optimization; some related DL-based methods include [84, 34], and [231] provides
a survey. Walkability. We study walkability because it includes spatial joins. There are
many ways to measure walkability [207], and often it involves OpenStreetMap data [83, 133].
Spatial joins are expensive [236, 72, 218, 209]; our aim is to evaluate the effectiveness of
different representations in capturing an operation with a spatial join rather than advancing

walkability estimation.
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4.6 Conclusion

We have presented three different approaches Geolmg, GeoGraph, and GeoVec
for working with geospatial vector data and deep learning. We modeled four geospatial
problems following the three approaches and learned about their effectiveness and limita-
tions. The results show that all enable modeling complex geospatial operations. Future
research directions include improving scalability, designing more generalized models and
applications, and enabling models that work with multiple modalities of geospatial data.

Which will all take us closer to realizing the use cases that we envision.
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Chapter 5

GS-QA: A Benchmark for

Geospatial Question Answering

5.1 Introduction

Question Answering (QA) systems are designed to answer free-form questions.
Earlier QA works focused on questions based on a given text passage [53], while more recent
work focuses on open-domain (YA, where a large collection of documents or other data must
be searched to find the answer. Recent advancements have shown that Large Language
Models (LLMs) are excellent for synthesizing text responses given complex questions, and
can be used to build more robust QA systems. Recent work has proposed benchmarks for

the evaluation of the performance of LLMs in QA systems [25, 114, 52, 184].
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In the area of geospatial data management, ()A has the potential to disrupt the
way that people look for geospatial information, given the complexity of querying geospa-
tial data for non-experts. As an example, consider the question 'Which four star hotels are
within 50km of UCR towards LAX?' To answer such a question, first, the anchoring locations
must be identified, which are the Univesity of California, Riverside ('vcr') and Los Angles
International Airport ('Lax'). Then, their location coordinates must be retrieved. After
that, the spatial predicates must be identified, which are a range query within a 50 kilo-
meters radius and a direction filter based on an angle. Finally, hotels that are in locations
that satisfy the spatial predicates are retrieved, as shown in Figure 5.1.

Surprisingly, state-of-the-art conversational Al tools like GPT-4 are unahble to
correctly answer such questions, because they do not account for all the spatial predicates.
For example, passing the example question to ChatGPT returns popular hotels in Riverside
and some nearby cities that are not necessarily in the search area; that is, the directional
predicate is ignored. Changing the question by replacing LAX with Las Vegas, which is
towards the opposite direction, still produces the same answer.

Designing a system for answering such questions is challenging. First, understand-
ing spatial predicates and performing spatial reasoning are required. Current LLMs often
respond with popular entities, e.g., the names of popular hotels, which may not necessar-
ily be the best answer. Second, the answers to some questions can change over time, so
the LLM may not be up-to-date. Third, some questions may require synthesizing data

from multiple sources, which may include unstructured data sources. Building an effective
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Figure 5.1: Geospatial QQuestion Answering Example

geospatial (JQA system could enable users and practitioners from many fields to get reliable
answers without relying on specialized tools or languages.

There is limited work on benchmarking Geospatial Question Answering (GeoQA)
[108, 168, 103]. These have various limitations. First, they include a small number of
questions and no mechanism to generate more questions of given types. Second, they
assume the existence of a spatial knowledge graph, which is often not awvailable in practice,
or it may only store part of the necessary information to answer a question. Finally, they
have limited spatial operators or non-spatial conditions.

Evaluating Geo()A is challenging for various reasons. Geospatial data represent
many different types of entities, such as points representing restaurants, lines for roads,
polygons for region borders, etc. There are many types of questions that can be asked about
this type of data, such as asking about directions, the location of an object that satisfies some
conditions, and more, including questions that require aggregation and analysis of a large
number of records. Further, the generated question-answer pairs must be unambiguous. A
question must have a unique answer that can be computed deterministically given reference

data. In addition, we need a clear process for evaluating the correctness and quality of the
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generated question-answer pairs. Furthermore, we want a benchmark that can be easily
updated or expanded given reference data.

In this work, we introduce G5-(JA, a benchmark for evaluating open-ended answers
on questions that involve geospatial data. It includes 28 question templates, incorporating
a variety of spatial objects, spatial predicates, and output types, among others. It also
includes multi-source (i.e., multi-hop) questions that require multiple steps to be answered,
synthesizing information from multiple spatial and non-spatial sources. We provide one
hundred questions for each template, for a total of 2800 questions. We also propose var-
ious evaluation strategies appropriate for Geo(QA, which go beyond traditional text-based
matching used in existing QA work. We complement text-based matching with spatial-
based measures, such as relative distance error. We created and complemented a suite of
six diverse LLM-based Geo()A baselines, which combine LLMs, retrieval, and structured
querying (ie., text-to-SQL).

In summary, our contributions are as follows:

# We create a G5-QQA, a benchmark dataset comprising 2800 questions from 28 tem-
plates, with a wide range of spatial objects, predicates, and non-spatial information.

We have published GS-QA along with the baselines’ results [150].

# We develop a methodology for generating a large number of question-answer pairs
based on our templated and a reference database, using corresponding SQL query

templates.

# We implement several LLM-based Geo()A baselines, based on state-of-the-art retrieval

methods.
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# We propose a suite of text-based and geospatial-specific evaluation measures.

# We perform extensive experiments that show that existing baselines have low perfor-

mance for most of the query templates of G5-QA.

We start by summarizing the related work in the literature and how GS-QA fills
a needed gap in Section 5.2. In Section 5.3, we present our methodology used to create the
benchmark. In Section 5.4, we discuss the baselines that we use to demonstrate how to use
the benchmark. In Section 5.5, we provide experimental results evaluating the baselines.

Finally, in Section 5.6 we discuss future work and conclude.

5.2 Related Work

GeoQA Datasets. Existing benchmarks for open-domain Geo(QA include Geo-
Questions1089 [108] and GeoQuestions201 [168]. Both include natural questions with associ-
ated queries that get the answer from a reference knowledge graph, namely, YAGO2geo [103]
and one of its variants [40] in the case of GeoQuestions1089. We propose GA-QA over an
existing benchmarks such as GeoQuestions1089 for multiple reasons. First, they assume
the existence of a knowledge graph, whereas G5-(QA is an open-retrieval benchmark, i.e.,
it operates on top of heterogeneous data sources, including structured spatial databases
and document stores. Second, all G5-QA questions reference multiple entities, including
the question itself and when computing the answer. This is to ensure that the system is
evaluated based on performing spatial operations and not simple retrieval based on string
matching. Furthermore, our proposed benchmark includes a larger number of question cat-

egories and each category has a larger variety of questions. Also, in being able to automate
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the question generation process, our benchmark can be easily extended to include more

question categories. These differences are summarized in Table 5.1.

Table 5.1: Comparison between our benchmark and Geo(QA1089

Benchmark Proposed benchmark GeoQA1089

Main reference data OpenStrestMap Geospatial knowledge graphs
Cery language SQL (PostGIS) GeoSPARQL

Includes open retrieval | Yes No

Cuestion categories 28 ]

Number of questions 2800 1089

Creation method Automated template-based | Manual

Easily extensible Yes No

GeoQA Systems. Existing systems for GeoQA [51, 124, 108] focus on question
answering on a knowledge graph by converting the user question into a dependency parse
tree that extracts the final answer from the knowledge graph. Our system is more versatile
by utilizing the power of LLM. It can convert the user question into queries that run on
any data store, e.g., a database, and use the query result to formulate the final answer.

Closed-domain Spatial Reasoning. There has been work on evaluating spatial
reasoning, such as SPARTQA [158]. The problem here is: given a description (e.g. “We
have three blocks, A, B, and C. Block B is to the right of block C and it is below block A.")
we ask a question (e.g. “Which object is above a medium black square?”) that requires
spatial reasoning on the provided description. This work is different from our problem,
which is open-domain question answering. There is also work on visual spatial reasoning
[138], where the input is an image instead of a textual description. Similar works also fall
under the domain of spatial reasoning and spatial proximity, including [50, 125]. The work

in [107] evaluates spatial reasoning in the context of GeoQA.
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Benchmarks for LLM-based QA Ewaluation. With the rapid and wide
spread of LLMs, researchers have developed several benchmarks to evaluate LLMs on ques-
tion answering. Some benchmarks rely on multiple choice questions, e.g., MMLU [86] and
GPQA [175]. These benchmarks are more challenging and they require deep domain knowl-
edge. The proposed benchmark has more open-ended answers and we take that into account
when designing the evaluation strategy as detailed in the paper.

There are also domain-specific benchmarks such as MATH-500 [136] which evalu-
ates LLMs on solving math problems in a step-by-step approach. In this case, all the steps
are used to evaluate the model and not just the final answer. Our benchmark focuses on
spatial QA and it evaluates only the final answer. We believe that step-by-step evaluation
can be useful but we leave this for future work. In this case, the answer will need to change
to steps that resemble how GIS analysts approach the question. Another difference is that
the MATH-500 dataset was used for both training and evaluation while this paper focuses
on evaluation. Our QA dataset generator can also be used to generate data for training but
we leave this also for future work.

The evaluation of LLMs is very challenging, and the process is not yet standardized.
The work in [117] discusses the challenges and strategies for LLM evaluation. Some of
the challenges include contamination of benchmark data in training, tailoring prompts to
include examples very similar to the questions being asked, and reproducibility issues. This
informs how we designed our baselines.

Multi-hop questions. These types of questions require multiple steps in order to

be answered, because they typically involve fact-chaining. There existing datasets for these
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types of questions including [225, 196, 89, 204], and [170] provides a survey on this topic.
The main difference in our benchmark is that all the facts are related to a spatial object,
either identifying a spatial object by its that is referenced in the question or first answering
a question by retrieving a spatial object and then retrieving an external fact related to it.

Multi-modal question answering. These types of questions involve working
with multiple modalities, such as text and images. Some existing benchmarks for multi-
modal question answering include [183, 197]. Our benchmark also falls under this category,
since we work text and geospatial data. All our questions require reasoning over text,
including retrieving information from text documents, as well as perform some geospatial
analysis.

Text2SQL. Converting a natural language question to an SQL query is another
active area of research. In the literature, this problem is usually referred to as Text25QL
or NL2SQL. Several methods have been proposed, including LLM-based approaches [121].
There exist several benchmarks for this problem, such as [237, 126], but they are not
focused on geospatial queries. OQur work can serve as a reference point for the Text25QL

for geospatial data, as well as for building a scalable training dataset.

5.3 GS-QA Benchmark Creation

This section outlines our methodology for creating the GS-QA benchmark’s refer-
ence data, questions, and answers. First, Section 5.3.1 explains how we extract and prepare
geospatial reference data from OpenStreetMap. Then, Section 5.3.2 discusses the creation

of question templates by selecting predicates, spatial entities, and answer types. After
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that, Section 5.3.4 describes how to instantiate these templates to generate questions.
Section 5.3.5 explains the process of verifying question quality and answer correctness
to ensure question diversity. Finally, Section 5.3.6 discusses how to keep the benchmark

up-to-date as the reference data is updated.

5.3.1 Reference Database

The first step in creating the benchmark is to prepare the reference dataset that
the LLM will use to answer all questions. Our goal is to create a large number of questions
that are primarily focused on spatial objects and spatial operations. However, there are
four challenges in doing that, as mentioned earlier in the introduction. These include en-
suring the questions have a large variety, there is a standardized method to get the correct
answers, scalability, and handling data updates. The reference database we create is a struc-
tured database instance that we generate from OpenStreetMap (OSM). Building a reference
database with a known structure helps us with these challenges. First, it provides us with a
clear structure about the type of spatial objects available and the attributes associated with
them. This makes it more straightforward to create a diverse set of question templates. Sec-
ondly, the support of standardized SQL queries by the database makes it possible to create
queries that instantiate the question templates, as well as define their answers. Further-
more, by having standardized queries, it is possible to generate question/answer pairs on a
scale. Additionally, there are also advantages in relation to data updates and handling data
from multiple sources in the future. The database can also serve as a reference in RAG

(Retrieval Augmented Generation) systems.

148



We get our source data from OSM. We use it as our source because it is the largest
publicly available geospatial dataset. However, our methodology can be used on any source
data. We don’t use OSM directly since it is in a semi-structured format, and converting
it to a relational database provides all the benefits mentioned earlier. We obtain the most
recent version of OpenStreetMap for the entire United States of America from GeoFabrik
OpenStreetMap Extracts [77], which are updated daily. We use the extract produced on
February 2, 2024. We show in Section 5.3.6 how to update the generated question-answer
Ppairs using more recent versions.

Then, we use OSMX [191] to extract five different datasets. 1) Points of interest
(POI). which includes points for restaurants, shops, hospitals, and many more. 2) Ad-
ministrative boundaries, which contains boundaries for states, counties, cities, etc., at
different administrative levels. 3) Parks contains boundaries for recreational parks, nature
reserves, and sports stadiums, among others. 4) Water bodies which includes lakes, rivers,
streams, and others. 5) Roads and walkways includes roads for cars and pedestrians.
Readers can refer to [191] for more details on the extraction process.

Each object in OSM has a geometry attribute, which is the main attribute relevant
to creating our questions. Additionally, each object has a set of tags which add more
information to each object, e.g., park name or speed limit. Since tags are user-defined, they
can be very arbitrary and it would be difficult to store all of them as separate attributes.
Instead, we identified some common attributes that are useful for question answering, such
as name, a reference to a Wikipedia page, and address. Then, we selected a small subset

of other attributes that are related to specific categories like points of interest that provide
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Tahble 5.2: Reference database summary

Table Columns/Attributes Geometries | Records
Geometry, OSM 1D, Name,
Wikipedia, Address, Leisure,
Amenity, Tourism, Emergency,
Restaurant attributes.
Geometry, OSM ID, Name,
Wikipedia, Address, Leisure.
Geometry, OSM ID, Name,
Lake Wikipedia, Address, Water, All types TOERES1
Waterway.

Geometry, OSM ID, Name,
Wikipedia, Address, Highway.
Geometry, OSM ID, Name,
Wikipedia 1D, Address, LineStrings
Border type, Polygon
Adminstration level.

POI Points 267612

Park All types 007048

All types AGS2ATHA0

Region amarv

services, or are related to tourism, etc. These columns provide us with enough variety
to create a large set of natural questions. We summarize the selected attributes for all
tables in the database in Table 5.2. Refer to [163] for details about different attributes
and their possible values. Using the schema (columns) in Table 5.2, we create a database
instance using PostgreSQL with PostGIS. The statistics of our reference database are shown
in Table 5.2.

The name attribute is used to refer to entities in our questions-answer pairs. The
columns related to Wikipedia are used to retrieve information related to question entities to
create multi-hop questions that contain information from an additional information source.
This can provide another dimension for evaluating question answering systems.

The addresses are stored in multiple columns and are used for disambiguation,
since an object’s name may exist in many locations. Some address attributes like state
and county are appended to names to make them less ambiguous. The address attributes

are also used as an additional indicator of the importance of a POI, since many records
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do not have an address defined, although it is relatively straightforward to translate the
coordinates to an address, but it may not always be accurate.

The amenity column is associated with points of interest that provide everyday
services, like restaurants and coffee shops. Although there are many types of amenities, we
selected only a few types that would create natural-sounding questions and still provide a
wide variety of values. We only considered amenities related to sustenance such as restau-
rants and coffee shops, as well as hospitals and universities when we created the questions.
When the value for this column is restaurant, other columns can also be used to add ad-
ditional non-spatial descriptors such as the type of cuisine, availability of drive-through, or
outdoor seating. Later, this helps to add more variety to the questions.

From the tourism column, we selected ten categories, including hotels, museums,
theme parks, art galleries, etc. The museum column is used to add a non-spatial attribute
to the questions when the value in the tourism column is a museum.

In the leisure column, we consider values like park, beach resort, golf course,
nature reserve, sports center, among others. For water bodies, we consider lakes, bays,
rivers, streams, and a few others. For roads, we consider primary, secondary, residential,

and more.

5.3.2 Question Templates

To create a large number of questions that can efficiently benchmark a spatial
QA system, we first create guestion templates, and then use these templates to instantiate
an arbitrarily large number of questions. Table 5.3 lists all the 28 templates that we use.

Each template has one or more variables or placeholders that are substituted from the
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database to create a question instance. Table 5.4 lists all these variables and how they
get substituted. For example, template T1 can be instantiated into the question ‘Can you
suggest a restaurant within 1 km from San Diego Zoo?.

A question template is defined by (a) one or more predicates (e.g., “nearest neigh-
bor™), (b) one or more spatial anchor entities (e.g., “Yosemite National Park”), (c) output
type (e.g., “location”), and (d) a set of text phrases that can be used to instantiate a
question.

Additionally, for each question template, we create an associated SQL query tem-
plate that computes the answer to the question when applied to the reference database.

The templates are based on a variety of combinations of predicates and output
types. The table shows only one text example for each template, but each template has
several text phrases to choose from, adding to the richness of the generated questions. They
are based on a subset of spatial predicates, metrics, and aggregate functions from all the
operations supported by PostGIS. It would be intractable to include all combinations of
operations and functions of PostGIS in the benchmark. Instead, we focused on a smaller
subset of combinations that can be easily translated to natural language questions that
can be asked by everyday users. We note that even this smaller subset is already very
challenging to answer using existing LLM based tools, as will be shown later. However,
based on the question generation process that we define here. The benchmark can be easily
extended to support more operations and variety of questions in later iterations.

Furthermore, for some of these templates, specifically T1. T5, T13, and T17, we

created four more templates that include an additional non-spatial predicate, specifically
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Table 5.3: Question templates

D | Text Dutput Type | Spatial Prodicat
T1 | Cun you sugget [POLCAT] within [DISTANCE] fram |ANCH_POI? Tnnge
T2® | Cun you suggest [ POLNONSPAT] within [DISTANCE) fram [ANCH_POIT Tangs
T3 | Which [POLCAT] i loetod within [DISTANCE] in the [DIRECTION] of [ANCHPOIT Tange, Diroction
Tq1 | Which [POLCAT] can | find within [DISTANCE] Eom [ANCH_POIL] towards |ANCH_POLZ]? Tlangs, Towurds
T: | What i the noaret [POLCAT] fram [ANCHLPOI? Nearot Wi ghbar
TO" | What & the noaret [POLNORSFAT] Fom [ARCH FOIT ] Nenrt Ve ghbar
T7Y | What is the capacity of the noarest [POLCAT) Fam [ANCH_POI]T Eutity nnme ot Naghbar
Ta] | What is the noaret [POLLDAT] fram [ANCH POLextormal] 7 Nonrmt Neaghbar
TO | What i the cluset |POI_CAT) [DIRECTION] of [ANCH POI]T Nenrt Wi ghbar, Diroction
TI0 | What i the choset [POLCAT) Erom | ANGCH_POIL| townrds |ANCEPOIZ])T Nenrt Wi ghbar, Towards
TIT | What & the lrget [PARK_WATH] in [RECTON]T Tetorcts
TIZ | What i the langest [ROAD_WATW] in [REGION]? Tetorscts
T13 | Whero ean 1 Eued [POLCAT] within |DISTANCE] fron [ ANCHPOIL]? Tangs
T | Where aan | el [POICAT| within NS TANCE] Froan [POLNOREPATTT Tangs
TIG | Whero ean 1 Ened [POLCAT] locatcd within [DISTANCE] in the [DIRECTION] o [ANCH_POIT Tange, Diroction
T8 | What location has {POLCAT] within [DISTANCE] Eum [ANCHPOU] towards [ANCEPOLZI? | Tiangs, Towards
TI7 | Whero ean 1 Eud the nearmt [POLCAT] Bum [ANCH POLT Nearot i ghbar
TI8" | Whero ean 1 Eud the nearmt [POLMONSPAT] froen [ANCHLPOIL]? Nearot i ghbar
TIT | Where &= tha dlosest [POLCAT] [DIRECTIORT of [ARCHTOITT Nenrmt Waighbar, Direction
T2 | Whern i= tha closet [POLCAT] from [ANCELPOIL] towards [ANCELPOIZ]? Nenrt Wi ghbar, Towards
T2 | In which direction s [POICAT | loented within [DISTANCE] froom [ANCELPOT]? Angie Tangs
T | What & the dirostion townrds the closes [POLCAT] Fom [ANCH POIT Wearet Waghbar
T20 | How many [POLCAT] within [DISTANCE] o |ANCH POL]T Tangs
T24 | How many (POLCAT] arc there in (REGION]T Coart Tetorscts
T35 | Haw fnr can 1 Bod [POLCAT] within [DISTANCE] from [ANCH_POI]? - Tangs
T30 | Few Tar & the dosst [POICAT] Fom [ARCHPOIT Distanc Wearet Waghbar
TZ7 | What i the total arca of all [PARK_WATB] i [AEGION]? Area Tetorscts
TI8 | What i the total lungth of all [ROAD WATW] in [HEGION]? Longth Tetorscts

* Includis an sdditionnl non-spatisl prodicste, where POI_CAT is more sposifie.
T A nilti-bop question that asks sbout information retrieved fram another source.
¥ A multi-hop question whore the ANCH_POI is replsced with anique information from an externsl source.

T2, T6, T14 and T18, respectively. These are based on some of the attributes we included

in the reference database, such as the type of cuisine, the type of museum, etc. Additionally,

we created two more templates from TS as multi-hop questions, which are T7 and T8 that

include information that does not exist in the reference database. For T7, the information

the question is asking about does not exist in the reference database. Alternatively, for T8,

the name of the anchor point in the question is replaced by unique information about it

retrieved from another source. Both types of questions add another layer of difficulty in

which the QA system must synthesize information from multiple sources to find the final

answer. Next, we cover the building blocks of these templates in more detail.
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Table 5.4: Question Parameters Summary

Parameter Description
MName of anchoring POI from one of these categories:
ANCH_POI aquarium, attraction, \riewpoin!., art: gallery, theme park,
museum, gallery, zoo, hotel, university, park, nature reserve,
garden, stadium, hospital
POI category name: restaurant, café, fast food,
POLCAT plus all the categories in ANCH_POI.
A more specific POI category,
POLNONSPAT like cuisine for a restaurant, or museum type.
REGION MName of regic_rn from one of: -::itE}r, town, village,
island, municipality, county, neighborhood, suburb, state
MName of road or waterway type, including:
ROAD_WATW | primary, residential, pedestrian, etc., for roads
river, stream, and others for waterways.
MName of park or water body types, including:
PARK_WATE nature reserve, park, garden, golf course, etc., for parks
lake, bay, etc., for water bodies
DISTANCE Random distance in the range [1,200] kilometers.
DIRECTTON Direction one of: north, northeast, east, southeast, ete.
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Question Parameters

Anchor POI (ANCH_POI): This refers to a POI that is used to anchor the location of
the search for the desired entity. The categories we selected for this type are more prominent
POIs like attractions, museums, universities, and others. We avoided points that can exist
repeatedly within a small geographic area, such as restaurants. To further reduce ambiguity,
we attach the city and state to the name of the anchor point in a question.

POI category (POI_CAT): This refers to the type of POI the question asks about. The
answer to the question includes a non-spatial filter that selects points from this category.
Any type of POI category can be used, but we require that it be from a different category
than the anchoring point to increase the chance that the generated question is more similar
to questions that could be asked by everyday users.

As an example, we show how the previous two parameters can be used to instan-
tiate a template such as 'Where can I find the nearest {POI_CAT} from {ANCH_P0I}?' (T17 in
Table 5.3). The output category could be instantiated with restaurant while the anchor
point could be Alaska Pacific University, Anchorage, AK. Note that it is easy to also use
other types of objects such as roads as the anchoring ohject in a question, using the same
text phrase and the same query that obtains the answer.

More specific POI category (POI_NONSPAT): This is similar to the previous vari-
able, but it represents a more specific POI_CAT. For example, instead of just instantiating
with restaurant, the question can be instantiated with something more specific like restau-

rant with outdoor seating. This is discussed in more detail later in this section.
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Administrative regions (REGIONS): all the regions in the region table as described
in subsection 5.3.1 are used in questions involving topological operations and aggregations.
Parks and water bodies (PARK_WATB): The parks and water bodies, like lakes, are
used to instantiate questions that ask about areas. An example of such a template is 'What
is the largest {PARK_WATE} in {RECION}?' (T11 in Table 5.3).
Roads and water ways (ROAD_WATW): the different types of roads and waterways
such as rivers are used to instantiate questions asking about length. For example, a template
that includes these object is 'What is the total length of all {RD_WATW} in {RECION}?' (T28
in Table 5.3).

These parameters are summarized in Table 5.4. These make up a major spatial
component in the questions. The other major spatial component is the spatial filtering

operations.
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Spatial Predicates

All the questions that we generate contain at least one spatial predicate. In addi-
tion, the predicates determine what types of spatial objects are used. Next, we define the
five spatial predicates that we included.

Nearest Neighbor: this is the simplest spatial predicate, and it filters based on spatial
proximity. It requires an anchoring point, such as the user’s location, and provides the
nearest object that satisfies other predicates in the question. An SQL query for a question

that contains this predicate will include the following:

ORDER BY pgeometry <-> anchor_point ASC LIMIT 1;

Range: similar to the nearest-neighbor predicate, but also requires providing a distance
limit. In this predicate, there might be multiple possible answers within the provided

distance. The SQL will include something like:

ST_DWithin(geometry, anchor_point, distance)

Direction: This adds another predicate to a question, which filters based on the direction
the user is interested in, such as: north, west, northeast, etc. We define eight directions and
specify a specific angle range for each as shown in Figure 5.2. For example, the northeast

direction will have the following SQL predicate:

degrees (S3T_Azimuth(anchoring point, geometry)) BETWEEN 22.E5 AND &7.5
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Figure 5.2: Direction angle ranges

Towards: For this predicate, an additional anchor point is added that determines the

direction in which the user is interested. The angle is computed with the following SQL:

degrees (8T_Azimuth(ancrhor_peinti, anchor_point2))

The geometries are then filtered similar to the direction predicate, but the angle range is
based on the computed angle £22.5.
Intersects: This type of predicate takes a defined region as its anchor, like the boundaries
of a city or a state, instead of anchoring points as the previous predicates. The intersection
predicate selects the objects that intersect with the provided boundary, and we use it in
questions that ask for aggregate values.

The direction and towards predicates are combined with one of the nearest neighbor
or range predicates. As such, in total, we have seven different spatial selectors. Although

there are many predicates that we can consider, we selected these five predicates to generate
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a diverse set of spatial questions. More variety can be easily added in the future, for example,

to consider more topological operations such as contains, overlaps, touches, etc.

MNon-Spatial Predicates

These provide an additional aspect to create more complex questions. They are based on
other attributes that exist in our tables that we defined in Section 5.3.1. We only selected
non-spatial predicates for points representing restaurants, museums, and hospitals. For
museums, the predicate is to specify the type of museum in which the user is interested.
For restaurants, the predicates are about the cuisine, but also about services such as delivery,
drive-through, or outdoor seating. And for hospitals, we added a predicate for filtering for
hospitals that provide emergency services. We can easily add many more predicates of
this type, but the ones that we selected provide us with enough variety to generate many
natural-sounding questions. This component is used to create four additional templates
from T1, TS, T13, and T17. These are templates T2, TG, T14, and T18. The difference is
in how POI_CAT is instantiated. For example, with the inclusion of a non-spatial predicate
that specifies the type of museum, it would be instantiated with the phrase 'art museun',

and the SQL will include this predicate museum = 'art'.

Output Types

The output type or the answer type also adds another aspect to the questions. The user
may ask about the name of an entity based on the provided predicates or about the location
of the desired entity, such as the coordinates or the address. Additionally, the outputs can
also be obtained from spatial operators such as distance, area, and length, which can also

be aggregated according to the question.
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Entity name: The display name of the spatial object that matches the question.
Location: The coordinates or the complete address of the spatial object that matches the
question.

Direction: The azimuth angle in degrees toward which the spatial object that matches
the predicates of the question can be found starting from the anchor point of the question
and where zero represents the north direction.

Distance: The distance at which the spatial object that corresponds to the predicates of
the question can be found, starting from the anchor point of the question.

Count: The number of spatial objects that match the question according to the topological
operation it requires.

Area: The area in meters squared of the spatial object or objects that match the predicates
of the question.

Length: the length in meters of the spatial object or objects that match the predicates of
the question.

Ezxternal: external responses involve information retrieved from outside the system (out-
of-schema) after determining the spatial objects that answer the question. Examples include

the capacity, the year it was created, the person who designed, etc.

Apggregate operations

Some templates require an aggregation step before producing the final answer. These tem-
plates include those that ask for the total area or length, or the count, as well as the

templates that ask about the entity that has the maximum area or length.
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5.3.3 Open Retrieval

We also create a set of multi-hop questions, which involve information that is
not part of our reference data described in subsection 5.3.1. This adds another layer of
complexity to these questions.

We create this by selecting one of the entities in a generated question, which
could be an anchor POI or the entity that represents the answer. Then, we retrieve some
information from Wikipedia about it, such as the year it was built, who built it, among
several other attributes.

We create two types of multi-hop questions. The first type involves asking about
out-of-schema information for the entity of the answer, like T7 in Table 5.3. There are
several ways to phrase the question in this case, for example, 'What is the nearest hospital
from ...7' can be l:hzl.l]gedtu 'What type of emergency department is available at ...7'. So to
answer such a question, first the nearest hospital must be determined, then out-of-schema
information about it must be obtained.

The second type of multi-hop question involves modifying the name of the anchor
point with out-of-schema information; see T8 in Table 5.3. One such example is that when
the anchor point is a university, then its name can be replaced by 'the university with ...
as its mascot'.

These two types add more complexity, since the answer cannot be directly obtained
from the reference data. And require multiple steps and synthesizing information from

multiple sources to obtain the correct answer.
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Although we only included these two types, it is possible to add more variety based
on them. For example, region names can be replaced with descriptions about something
that uniquely identifies them. Also, instead of just using Wikipedia, other sources can
be used. However, we believe that the two types that we included and the attributes we
considered are sufficient to test the ability of ()A systems to answer questions that involve
multiple steps, especially since selecting suitable attributes and ensuring that they translate
to natural-sounding questions involves some manual work. Also, later we show that even at
this level of complexity the baselines we consider fail in answering these types of questions.

Next, we discuss the methodology for instantiating a question from a template and

identifying the correct answers.

5.3.4 Question Generation

In this section, we discuss how to generate questions from a template. The com-
plete process is shown in Figure 5.3, which shows an example of a question instantiated
using the T3 template from Table 5.3. Each template has a fixed set of possible phrases in
addition to the one shown in Table 5.3. The first step is to select a text phrase randomly
from all the phrases available for the template that were created and stored in a previous
step. In this step, we used an LLM to create different phrases for each template of ques-
tions. We also manually edit the LLM output to ensure that all text phrases for a template
are valid. Each template also has an associated SC)L template. Once we have the question

phrase and the SQL template, we can start with instantiating them.
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Template: T3

v

1. Select a paraphrased verzion of the template

Which{POI_CAT} is available within
{DISTANCE} kilometers in the
{DIRECTION} direction of
{ANCH_POI}?

1. Select the POI category for the answer
POI_CAT = stadium

v

3. Select the anchoring POI

ANCH_POI = Strawberry Hill, San

Francisco, CA

!

4. Select distance and direction

DISTAMCE=1T0
DIFECTION = east

v

5. Instantiate question phrasze

Which stadium is available within 170
kilometers in the east direction of
Strawberry Hill, San Franciseo, CA7

v

6. Instantiate SQL query

SELECT * FROM pois

[WHERE ST DWithin{...,
1700000

IBND leisure = "stadium'

IBND degrees (5T _Azimuth(...})

BETWEEN €7.5 RND 112.5;

¥
5. BEun 5QL Query and get answers
ANSWERS =[] |

¥

6. Verify and append to questions

Figure 5.3: Example of Generating a (Juestion from a Template
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In the next step, we start by selecting a value for POI_CAT that the question
asks for. The category is selected randomly from a defined list of possible categories.
Additionally, for templates with a non-spatial filter, the filter is appended to the category
name and added to the SQL query. Once a category and its filter are determined, a POI
that matches it is selected randomly. This POI is used to limit our search in the next step.
We do this to ensure anchor points are chosen in locations with existing answers, as we
exclude questions without answers. Without limiting the search space, the generator takes
a long time to find questions with answers. We excluded questions without answers, though
evaluating a QA system on such questions could be insightful. However, generating such
questions is simple, as we can create them using random names and coordinates. Next,
we randomly select a POI for ANCH_POT from a predefined list of categories and within the
restricted region identified above. After that, we randomly select a value for DIRECTION and
DISTANCE. All parameters are now defined. Next, both the question phrase and the SQL can
be instantiated. The question text is also passed to a grammar checker and correction tool
because some templates require pluralizing a name or appending the ‘a‘ or ‘an‘ articles.

The next step is to run the instantiated SQL query to get the answers. If the
SQL yields no answers, the question is skipped. and the process restarts with new values.
Otherwise, a verification and quality check step is applied before the question is appended
with all its associated entities to a question bank.

For multi-hop questions, the question is modified after identifying relevant out-of-

schema information based on its type. This process was described in subsection 5.3.3.
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Other templates are instantiated following a similar procedure based on the type
of objects in the template.

For each template, in the question generation step, we generate 1000 questions,

with the exception of TT and T8. A total of 26, 000, all of which have passed this quality
check. Additionally, a number of 150 questions for each multi-hop type, TT7 and T8, are
included, since they are more expensive to generate. In the final benchmark, we include
only 100 questions of each type, which adds up to 2800 questions. Next, we discuss the
process of how these questions were selected from the larger set.

Using a question template that has POI_CAT and ANCH_POI as parameters, such
as TS5, we can divide its 1000 gquestions into hundreds of smaller sets. For example, in
this case all the questions that ask about a “restaurant” (POI_CAT), and starting from a
“park” (ANCH_POI.category), will be grouped together. Given the variety in all of these
parameters, we will have more than 100 groups, and we select one question from each group
that enhances the variety and richness of the questions included in the benchmark. We were
able to perform this selection by identifying a set of parameters that allow the questions to

be grouped into more than 100 groups for each template.

5.3.5 Quality Checks

This section outlines how we check the quality of benchmark questions. In per-
forming quality checks, we make an attempt to ensure that the guestions are reasonable.
That they can be asked by average users and are not ambiguous to a human reader. For
this reason, we only consider more prominent records when instantiating a question. Omne

reason for requiring this is that it helps us avoid inaccurate or incomplete records, since
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0O5M is crowd-sourced. This verification step involves multiple types of checks. For POls,
we require that they have a name and some address attributes. While it is possible to geoen-
code a point’s coordinates to an address, we use this as a simple indicator of prominent
POIs, since a large percentage of POIs in OSM do not have these fields set. For other types
of objects, like regions, we require that they have a Wikipedia page available if they are
used in anchoring a question, since a lot of regions are administrative regions, and may not
even have a name. A region with a Wikipedia page ensures that we select more prominent
regions. Additionally, for questions that have a number as their answer such as length,
distance, area, and count, we ensure that the answer is not zero.

Finally, we manually review about 10% of the questions for each template with

their answers to ensure their correctness.

5.3.6 Keeping G5-QA Up-to-date

It is important to keep the benchmark based on the most recent reference data,
because geospatial data is constantly being updated. Since we are using OSM as our main
source, in this section we discuss how the benchmark can be updated to match the most
recent version of OSM.

For every question that we included in the benchmark, we store with it the OSM
records that were used in building the question. Each OSM record has a unique identifier.
The process is straightforward and starts by obtaining the most recent version of OSM,
and rebuilding our database using it. Next, for every question in the benchmark, we check
if any of its associated records changed and update the values if needed. The next step is

rerunning the SQL query again to get the answers and update them if needed. Then, the
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question must also pass the quality checks that we described earlier. For questions that do
not pass the quality check, we can discard them and include a new generated question from

the same template and possibly based on the same categories but associated with new OSM

records.

5.4 Baselines

To test the validity of our benchmark, we build six baselines to evaluate how they
perform on it. The purpose of building these baselines is three-fold. First, they allow us to
understand how the state-of-the-art LLMs behave with the benchmark, which can reveal
interesting research problems. Second, the results of these baselines will allow future, more
efficient techniques to be compared with these results. Third, they provide an example of
how the benchmark can be used and verify its function.

We define three types of baselines and each is tested with two LLMs, one proprietary
and another open-source, for a total of siz basclines. We also add an additional baseline
that is based on a random answer generator. The first type of baselines is based on feeding a
question directly to an LLM without any context. The second type of baseline incorporates
a Text2S(Q)L step that takes the question and possibly some context about the tables in the
database to translate the question into an SQL query first. Then, the SQL query is passed
to our database, and the answer is used as additional context for the model to provide the
final answer to the question in a textual form. The third type involves Retrieval Augmented
Generation (RAG). In this method, a datastore is used to maintain reference data. Before

passing a question to the LLM, a retrieval step is performed to get the most relevant records
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Table 5.5: Baseline combinations

Label | LLM Text2SQL | Retrieval
G GPT4-o0 ® ®

L Llama 3.2 | x ®

GT GPT40 e ®

LT Llama 3.2 | ®

GR GPT40 ® v’

LR Llama 3.2 | x v

R Random * *

for the question from the datastore. The retrieved records are appended to add context to
the LLM to help enhance the final answer. In total, we have six baselines summarized in

Table 5.5, and each is discussed in detail in the following subsections.

5.4.1 Bare LLM Baselines

We select two popular models for all our baselines, one proprietary and one open-
source. These models will help evaluate how state-of-the-art LLMs perform when asked
questions from our benchmark, given the various scenarios when different types of context
are provided. Next, we briefly describe the models that we use.

GPT-4o: It is a transformer model developed by OpenAl and achieved state-of-
the-art results in several domains at the time of its release. It can take as input multi-modal
data including text, images, and audio, and can generate all three types [12]. This model’s
context window is 128 thousand tokens, and its maximum output size is a little over 16
thousand tokens.

Llama 3.2: An open-source model developed by Meta. It achieved state-of-the-
art in various natural language tasks. Its context window size is 128 thousand tokens, and

we use a distilled version with 3 billion parameters [14].
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In the first two baselines, G and L, as shown in Table 5.5, we use prompt engineer-
ing to feed the question to the LLM without any additional work. The prompts are designed
to provide a concise answer in a standard format that is expected by the benchmark and

easy to evaluate. The following is the system prompt:

Answer the provided user question while satisfying the following requirements:
1. do not include any parts of the guestion in the answer you must provide the
— answer directly.

2. provide only the property the user is asking for, like name of an entity, its
—+ location, distance, directiom.

3. don't provide information the user didmn't ask for.

4. any mumber must be written as words and rounded to the nearest ten.

5. only use metric umits.

We found that this prompt provides concise answers that are relevant to the questions,

which are more suitable for text-based evaluation discussed in Section 5.5.1.

5.4.2 Text25QL Baselines

This baseline uses an LLM to answer questions in three steps. First, it uses the
LLM as a Text250QL generator to create a SQL query out of the question. This step also
feeds the database schema to guide the generation process. Second, it runs the produced
SQL query on a traditional database to get the answer. Finally, it feeds the SQL result as

context to the LLM to produce the final answer in the desired format.
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Question

_i How many spectators can the nearest |
i stadium from The Comner ... hold?

|

Create Text2SQL Prompt

¥
LLM

SELECT * FROM pois ;
WHERE leisure = 'stadium’'
'ORDER BY geomstry <->

OSM Relational
Database

i {"po1_name": "Negoesco Stadium", ;
"osm_1d": 358857211, ..}

Create prompt
with context

v

LLM

r

i Negoesco Stadium 1s the closestto .. |
' with capacity of 3000. ;

Figure 5.4: Question Answering Pipeline with Text25QL
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The Text25QL problem using LLMs has recently received a lot of attention. There
are various benchmarks specifically for this task, like [74, 127, 237]. Although our objec-
tive is not to provide a Text25(Q)L benchmark, our benchmark can be specifically used to
evaluate queries that include spatial components. We will include this evaluation later
in the experiments. Figure 5.4 shows the complete (QA pipeline when Text25QL is used.
The Text25QL prompt includes the user’s question, and context that includes information
about the database schema like the table names, and information about each table and its
columns. After passing the prompt to the LLM, we extract the SQL query produced by the
LLM, and execute it on our database. If the query is valid and produces an output. This
output is used as context to get the final answer to the user’s question. The baselines GT

and LT are based on this pipeline.

5.4.3 Retrieval Augmented Generation Baselines

One way to improve the quality of the generated answers is to use Retrieval Aug-
mented Generation (RAG) [120]. This method works by first running a similarity search
to retrieve the most similar documents to the question and then uses them as context to
answer the question by the LLM. Note that technically the previous Text250Q)L pipeline
can also be considered a RAG method, but here we mainly refer to dense-retrieval methods
[235]. In dense-retrieval, the search is based on embeddings that represent some text. In
our case, we use the distilled LLAMA model to generate our embeddings. A datastore is

needed for an efficient RAG-based baseline. We build it using the LLAMA embeddings,
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_. How many spectators can the nearest |
stadium from The Comer ... hold? |

Vector Data Store

"The Comer ...", !

Negoesco Stadium 1s the closestto ...
with capacity of 3000.

Figure 5.5: Question Answering Pipeline with RAG
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and use ChromaDB [16], an open-source database for storing those embeddings, and per-
forming efficient searches. We create our datastore by including all records in all the tables
in the reference database that we used when generating the questions, and a small subset
of Wikipedia, containing those pages that were considered when generating the multi-hop
questions.

To answer a question, we first encode it using the same distilled LLAMA model,
and then we use ChromaDB to get the top-10 records with the most similar embeddings.
After that, we prompt the LLM with the question and provide the closest documents as

context to get the final answer. The baselines GR and LR are based on this pipeline.

5.5 Experiments

In this section, we study the effectiveness of the baselines described in Section 5.4
on the GS-QA benchmark. Simply applying standard text-based evaluation techmiques,
comparing the answer string to the ground truth string, is not adequate, given the inherent
structure of spatial answers. For example, two answers may not share any words, but they
may be spatially too close to each other. For that, we consider a comprehensive suite of
spatial-aware evaluation measures, in addition to standard text-based measures, as discussed

in Section 5.5.1. The results are presented in Section 5.5.2 and a discussion in Section 5.5.3.

5.5.1 Evaluation Strategy

We use two evaluation approaches: tert-based matching, and structured spatial-

aware evaluation.
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The text-based matching searches for common words between the ground truth and
the generated answers. Before matching, a simple preprocessing step is applied to remove
punctuation, convert to lower case, and convert numbers to words. Then, three values are
computed. Precision is the percentage of common words between the two sentences divided
by the number of words in the predicted sentence. Recall is the percentage of common
words divided by the number of words in the ground truth answer. The F1 score is the
harmonic mean of the two scores. When precision and recall are both zero, we also set F1
to zero. We do not consider scores like BERTScore [230], since when evaluating addresses
or entity names exact matching is required as compared to semantic similarity.

For the structured spatial-aware evaluation, the answer is first converted to a
JSON document, using the 3B Llama 3.2 model and a prompt specifying the desired JSON
schema, as in the following example:

The nearest science museum is the Orlando Science Center,
located in Orlando, Florida, approximately fifty kilometers

north of the Central Florida Zoo & Botamical Gardemns,

Sanford, FL.

Converted to JSON:

{
"name": "Orlando Science Center",
"address": "Orlando, Florida",
"distance": 50, "azimuth_angle": 90,
"count": null, "length": oull, "area": null
¥

174



MNote that inaccuracies might occur in this step, such as setting the angle to 90° for
the north direction when north is 0°. Also, additional attributes such as "architect” might
be included for multi-hop questions. Based on the JSON fields, we consider spatial-aware
measures, customized for each output type, as shown in Tahble 5.6. Specifically, when the
answer type is an entity name, we use the same metrics as in the free-text form. We expect
that the scores in this case will be better because of the more compact representation,
compared to the text-based matching approach. Similarly, multi-hop answers are evaluated
as text using the same metrics.

When the answer type is a location, it is evaluated in two ways. First, the address
text is the three text-based measures. In addition, we calculate the distance in meters
between the geo-encoded position of the predicted address and the expected position. The
distance is divided by a threshold, which we set to five hundred kilometers. If the distance
is more than the threshold, the error is set to the maximum value of one. Also, given this
threshold, an error of 0.01 is equivalent to five kilometers in distance. We use the Open
Street Map free geoencoding service, called Nominatim [15]. This step may not always be
accurate.

When the answer type is an angle, we evaluate using both an exact match text
approach and a geometric metric. For the text-based approach, the angles are converted
to their description, and if both angles fall in the same range, they will be an exact match.
Angle ranges are obtained by dividing the 360°, into eight equal ranges, as shown in Fig-
ure 5.2. For the angle value, an angle error score is computed using the following equation,

where zero is an exact match and one is a 180 degrees difference.
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w’ if |anglel — angle2| < 180
Angle Error = (5.1)

360— lel —angle2 .
|E"EIED = |.., otherwise

For all other output types, which are numeric, the relative error is used to measure

the quality using the following equation.

|Prediction — Actual|

Relative Error = Actual

(5.2)

For all questions in the benchmark, the actual answer for the output types Area,
Length, Distance, and Count is never zero, which makes the relative error defined for all
questions. For all output types, when the attribute related to it is missing or is out of the
expected range, the question is counted as not attempted, such as when the address value
is missing or empty and the output type is location. Additionally, the geoencoding step
may not produce an output, which might indicate that the address is malformed, and these
questions are also counted as not attempted for the distance error score.

For questions that can have multiple valid answers, like questions with the Range
predicate, each predicted answer is compared to all possible answers, and only the best
scores are reported.

There are some considerations for questions that can have multiple valid answers.
One consideration is to rank all the possible answers based on some quality metric. For
example, when there are many restaurants that fit the criteria of the questions, we give
more weight to more popular ones. Furthermore, some types of questions can be interpreted

differently. For example, users asking about lakes may only be interested in natural lakes,
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Tahle 5.6: Metrics used for parsed output

Recall F1 Distance | Angle | Relative
Output Type Full-text | Parsed | Error Error | Error
Entity name w v
Location w v
Direction v w
Area w
Length v
Distance w
Count '

Tahble 5.7: Percentage of attempted questions in parsed answers

Output type | G | GR | GT | L | LR | LT | R

name 0097 077 093 095 082 092 096
loc 1.0 074 087 099 09 089 098
angle 001 087y 08 092 072 084 051
area 009 089 076 099 044 099 1.0
count 083 087 09 094 074 086 053
distance 009 084 09 1.0 08 096 097
length 049 031 05 083 034 08 085

while the system may consider man-made lakes and seasonal lakes. We leave the evaluation

of these special cases for future work.

5.5.2 Ewaluation Results

In the experiments, we organize the results by output types, as shown in Table 5.3,
because each type may have its own unique evaluation measures (Table 5.6).

Attempted questions We mark a question as attempted if the generated JSON
contains a value for the required key, e.g., for the key “address,” “name” or “distance.”
We provide a summary of the percentage of questions attempted in Table 5.7. We see that

numeric questions are less likely to be answered, which we discuss in more detail for each

output type.
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Table 5.8: Evaluation of templates with entity name

Recall on full text output F1 on parsed output

G |GR|GT|L |LH‘.|LT |R G |GR|GT |L |LH‘.|LT |H‘.

T1 [0.07 0.03 0.06 0.08 0.07 0.08 0.0 (039 0.43 0.36 035 0.29 0.34 035
T2 |0.09 0.02 0.13 0.13 0,12 0.12 0.0 (026 023 0.39 0.27 0.24 0.26 0.29
T8 |0.11 0.06 0.14 0.1 008 0.1 00 (0.2 022 0.85 0.20 0.22 0.26 0.3
T4 |0.03 0.02 0.02 0.04 003 0.03 0.0 [0.48 045 04 046 0.36 0.41 047
Ts |0.18 0.06 0.42 0.18 0,13 0.16 0.12(017 008 0.42 01 0.11 0.09 012
T6 |0.14 0.09 0.46 0.21 0.14 0.2 0.15(0.14 0.14 0.45 0,16 0.12 0.15 0.15
7 |0.01 0.02 0.06 021 0.14 0.23 0.0 |0.01 0.02 0.01 0.03 0.01 0.04 0.04
T8 |0.15 0.08 0.15 0.17 0.15 0.17 0.1 [0.15 0.11 0.14 012 0.11 011 0.1
T9 |0.15 0.09 0.18 0.16 0,12 0.16 0.0 (013 008 0.17 012 0.07 0.12 013
Ti0 |0.12 0.05 0.09 0.12 009 0.1 0.0 (009 004 0.08 0.11 0.07 0.08 0.09
Ti1 |0.38% 0.34 0.39 0.34 028 0.33 0.0 (045 044 0.46 0.3 0.25 0.28 0.25
TiZ |0.26 0.26 0.23 0.19 0,12 0.18 0.0 [0.26 0.26 0.24 0,16 0.14 0.16 0.12
AVG|0.14 0.09 0.19 0.16 0.12 0.16 0.03(0.24 021 0.29 0.21 017 0.19 0.20

Return type: Entity name We show the results for twelve templates from
Table 5.3 in 5.8. We consider two scores. For the free text output, we look at the recall
(R) score. For the parsed output, we use the F1 value to compare the true answer to the
extracted entity name, or the multi-hop attribute in the case of T7. This score only includes
the attempted questions as defined earlier. We notice that the baseline GT has considerably
higher scores for several question categories.

Moreover, we manually checked many of the answers, and noticed a lot of the
answers are correct, and they correlate with the scores shown in the table. Also, one
observation is that the scores are affected by common words in the entity names. For
example, many parks and lakes have the word 'Park’ and 'Lake’ in their official names.
Therefore, if the official name has only two words, the presence of these words would give
precision and recall at 50%. On the other hand, some names are spelled a little differently

than the reference answer, which results in penalizing correct answers. With regard to
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Table 5.9: Evaluation of templates with location

F1 for address text

Distance Error

G |[GR|GT [L [LR[LT [R

G [GR[GT[L [LR[LT R

T13

Ti4

Tis

T16

T17

Ti18

T19

0.27 0.19 0.25 0.24 0.22 0.24 0.26
0.24 0.20 0.25 0.19 0.17 0.21 0.24
0.20 0.17 0.20 0.14 0.13 0.18 0.20
0.38 0.35 0.38 0.26 0.28 0.28 0.36
0.19 0.15 0.24 0.16 0.16 0.18 0.08
0.10 0.09 0.17 0.10 0.09 0.07 0.16
0.14 0.10 0.16 0.09 0.11 0.10 0.15
0.13 0.06 0.13 0.14 0.11 0.16 0.20

0.45 0.53 0.48 0.54 0.58 0.52 0.84
0.34 0.54 0.45 0.55 0.63 0.54 0.80
0.45 0.52 0.54 0.54 0.60 0.52 0.66
0.19 0.39 0.19 0.50 0.68 0.63 0.68
0.46 0.57 0.39 0.70 0.58 0.62 0.87
0.64 0.64 0.54 0.61 0.67 0.66 0.80
0.49 0.57 0.44 0.61 0.57 0.63 0.81
034 0.74 0.32 0.61 0.77 0.71 0.80

AVG

0.21 0.16 0.22 0.17 0.16 0.18 0.21

0.42 0.56 0.42 0.58 0.63 0.60 0.78

multi-hop questions, TT and T8, we noticed that none of the baselines correctly answered
any of the questions.

Return type: Location The results are provided in Table 5.9. Looking at the
distance error score, we see that several templates have errors noticeably better than the
random baseline. We observed that many valid addresses were provided, especially by the
baselines using GPT-40. However, there are a few cases where the baseline did not provide
an address, and in the parsing step, the LLM selected the address of the ANCH_POI from
the question instead of the answer.

Return type: Direction We show the results in Table 5.10. Since the angle
has a limited range of possible values, we first compute the expected error for a random
number generator baseline. We find the expected angle error to be 0.5, since on average
the angles would be at 90° difference in either direction. Based on this, we notice that for
T22, which is based on the k-nearest-neighbor predicate, all the angle errors are around
the expected error for a random generator, even though there are quite a few questions
where the correct direction was predicted. For T21, the error is less because the score keeps

the best matching prediction to any of the possible correct answers. The expected error
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Tahle 5.10: Evaluation of templates with direction

TID F1 for parsed direction Angle Error

G |GH‘. |GT|L |LR |LT |R G |GR |GT|L |LR|LT |H‘.
T21 |0.62 0.54 0.62 0.57 0.45 0.56 0.53(0.16 0.23 0.19 0.20 0.26 0.21 0.20
T22 |0.16 0.19 0.16 0.11 0.13 0.18 0.09(0.51 0.48 0.50 0.51 0.49 0.52 0.54

depends on the number of possible correct answers and the number of predictions. For
example, if we have only one possible correct answer, and three predictions were provided,
the expected error for a random generator is around 0.25. We obtained these expected
errors by running a simple simulator. Note that the error is also affected by the number
of unattempted questions as defined earlier, since these get an error of 1.0. Similar to the
location-based questions, we think a more sophisticated evaluator would first evaluate the
predicted entity and that it exists in the reference data, which could be different from the
reference data used for building the benchmark, and that it matches all the specifiers in the
question. Only after that can we evaluate its direction relative to the ANCH_POI in the
question.

Other return types We provide a summary for the remaining templates in
Table 5.11. Note that we limit the relative error to a maximum of 1.0. Hence, any baseline
with a score of 1.0 provided answers very far from the correct answer.

The baselines performed worse compared to the random number generator for
template T25. For template T26, G performs a little better than random, and this happens
when the provided answer has a small distance, since most of the correct answers have
small distances. We think the evaluation of these types of questions should also evaluate
the correctness of the entity where the distance is measured. Otherwise, the LLM may

provide some random numbers that may seem correct. Note that we store the entire entity
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Tahble 5.11: Relative error for templates with numeric answers

Output type|TID|G_|GR|GT |[L [LR|LT [R
T23[0.77 1.00 0.78 0.74 0.78 0.75 0.96
T24[0.98 0.95 0.97 0.83 0.92 0.86 0.98
Distance | L25]0.95 003 0.96 0.96 0.94 0.96 0.81
T26(0.88 0.92 0.95 0.95 0.93 0.93 1.00
Area T27[0.99 0.9 0.99 0.92 0.99 0.92 0.98
Length T280.85 0.84 0.82 0.87 0.87 0.90 1.00

Count

in the reference answer, and the associated SQL query to the questions gets the entity as
well as the distance, in case the user has their own reference data.

T27 and T28 are analytical queries that require aggregating the area or length
of many geometries that intersect with a provided search area. Baseline LT for template
T27 seems to have a few questions with good answers, but we think this is also due to
randomness, rather than an actual quality prediction. For example, it produces 50000 as
an answer to many questions, and it happens that some questions have an answer that is
close to this value. We also make a similar observation for T28. Another thing for T28,
is that many gquestions were left unattempted, and this is due to the parsing stage, while
the baseline provides some number text. The parsing step does not detect this numhber as

a length value, and either ignores it or assigns it to the distance value.

5.5.3 Discussion

Analysis of Text250QL performance The Text25QL pipeline resulted in signif-
icant improvements in the answers for templates T5 and T6. As mentioned, both templates
are only based on the nearest neighbor predicate and other non-spatial predicates. We

categorize the generated SQ)L queries into valid and invalid, and summarize the results in

Table 5.12. GPT4-0 (G) generated valid queries for about 73% of the questions, while the
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Table 5.12: Text25QL error summary

Category Subcategory | L | G
Ran successfully 117 1832
Valid SQL Timed out 528 203
| Total ™~~~ ~ 7 T T TN 645~ 2085
Syntax error 743 16

Function does not exist 692 274
Operator does not exist 116 2
Column does not exist 306 405
Imvalid SQL | Relation does not exist 169 0
Missing FROM clause 126 3

Sub-query error 4 ar
Other 43 28
| Total ™~~~ T T T 7F 2100~ TEE ]

distilled LLAMA (L) generated valid queries for only about 23% of the questions. Note
that a valid query does not necessarily mean the query resulted in retrieving the correct
answers. A large percentage of the queries timed out. The time limit for each query is set to
be twice that of the maximum time it takes to run any of the queries in the corresponding
template that we use to get our true answer. Furthermore, the queries that ran successfully
may retrieve incorrect answers. Also, we limit the retrieved records to only 20 records, since
some of the generated queries result in retrieving a very large set. We further categorize the
invalid SQQL queries into multiple sub-categories. A lot of errors are caused due to improper
use of spatial functions and predicates. There are clearly a lot of improvements needed for
a more accurate Text25(Q)L when it comes to geospatial data.

Analysis of RAG performance From the previous results, it is clear that the
dense-retrieval-based baselines GR and LR consistently perform the worst. This is mainly
due to the quality of the embeddings, which we found to not give importance to location
information. To evaluate this method further, we manually crafted a few examples to test

its quality. For example, when we search using non-spatial terms like the type of cuisine,
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generally relevant records are retrieved. However, when we search using the name of a city
usually it does not retrieve relevant records. When combining non-spatial keywords with the
name of a region, usually records relevant to the non-spatial keywords are retrieved. Clearly,
a more suitable dense-retrieval method that gives importance to geospatial information is
needed, since a keyword-based sparse-retrieval might have performed better.

Summary of results The results show that only questions with entity name
output type provided relatively good answers and only for those questions with the simplest
spatial predicate. However, for other answer types, the baselines mostly provide random

answers. We also discussed the existing limitations in the evaluation method.

5.6 Conclusion and Future Work

We created an extensible benchmark, GS-QA, for spatial QA, based on an au-
tomated question and answer generator. GS-(QA includes a variety of spatial predicates,
geospatial and non-geospatial entities, and output types. We proposed spatial-specific evalu-
ation measures that go beyond standard text-based matching. We have shown that existing
LLM-based baselines are not sufficient to answer such questions.

We have identified several future research directions. First, while we have proposed
an evaluation strategy that takes spatial characteristics into account, a more sophisticated
and standardized evaluation is still needed. For example, we may want to quantify how
good the answer “California” is if the correct answer is “Los Angeles.” Further, instead of
just evaluating based on the final answer, we can also evaluate the correct identification of

the releant geospatial entities. Moreover, when extracting a spatial entity from an LLM’s
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response, parsing errors may occur, which need to be quantified. Second, we argue that
more advanced Geol)A systems are needed. Such systems must be able to handle a variety
of spatial predicates and integrate non-spatial information, like in the case of multi-hop
questions that we included. Third, better retrieval methods that take geospatial information
into account are needed, as seen in the discussion for the Text2SCQL and RAG results.
Finally, research is needed to support even more advanced geospatial questions that could

be asked by geospatial analysts in areas such as urban planning and epidemiology.
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Chapter 6

GeoGen I: Towards General
Geospatial Point Data (Generation

from Text

6.1 Introduction

Spatial data generation is critical for the development, testing, and evaluation of
new algorithms, index structures, and systems. Synthetic data offer a key advantage over
real-world datasets by allowing researchers to control characteristics such as size, distribu-
tion, and location to match their needs and to promote reproducibility and fair comparison.
However, most existing spatial data generators rely on simple statistical or fractal-based
models that fail to capture the complexity of real-world spatial distributions [213, 32, 73].

As a result, evaluations based on such synthetic data often overlook the challenges posed by
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more realistic scenarios. Although the availability of real spatial datasets is improving [79)],
they remain difficult to find at the desired scale or region, limiting their practical utility.
This gap underscores a pressing need for a data generation framework that combines the
flexibility of synthetic data with the variety of real-data distributions. Such a tool would
not only streamline experimentation but also lead to more reliable and generalizable system
evaluations.

An effective spatial data generator should meet three essential criteria. First, it
must support a broad range of distributions that go beyond the standard statistical models
to better reflect real-world spatial variability. Second, it should be easy to use and avoid
complex configurations with many obscure parameters. Third, it should allow grounding
the data to specific geographic regions which helps combining the generated data with other
datasets.

Recent advances in generative Al have enabled models to synthesize complex data
types, including text [44], audio [139], images [179, 172], and even videos [190], with re-
markable quality. These developments have opened new opportunities for synthetic data
generation across other domains. However, current generative models lack an inherent
understanding of spatial context and geographic semantics, rendering them ineffective for
producing realistic spatial data [81, 67]. Recent work has explored the use of machine learn-
ing to run agent-based simulations [23] or generate trajectory data [92, 137, 130]. While
promising, these approaches are tailored to specific data types and require significant over-

head to setup and use.
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Figure 6.1: Two generated datasets in the same region with two different prompts

This paper introduces GeoGen I, a framework for generating geospatial point data
from natural language prompts. For example, given the prompt “generate residential build-
ing locations in Irwindale, CA”, the system synthesizes a plausible spatial point distribution
resembling building placements in the specific region. Figure 6.1 illustrates an example of
two datasets gemerated by the same model in the same region, but with two different
prompts, one for power line poles and one for buildings. Even though both are randomly
generated data, each one follows a distinct pattern, e.g., a linear distribution for power lines
and a clustered distribution for buildings. The use of a generative model has the promise of
supporting virtually an endless number of distributions. It is also easy to use since it runs
on natural language prompts. Finally, it can be localized to specific locations as we later
show in this paper.

Developing GeoGen I as a general-purpose geospatial data generator entails sev-
eral challenges. 1) Data availability: Training requires a large and diverse collection of
geospatial datasets paired with descriptive text across various locations. 2) Represen-

tation learning: The model must learn associations between spatial distributions and
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corresponding textual descriptions. 3) Spatial awareness: The system must incorpo-
rate contextual map data to differentiate between regions and generation location-specific
outputs.

GeoGen 1 addresses the above challenges to produce an end-to-end framework as
follows. First, it constructs a large number of data examples from real datasets by applying
spatial and attribute-based partitioning to extract a huge number of examples from a few
real datasets. Second, it employs contrastive learning to jointly train a text encoder and
geospatial encoder, aligning their representations in a common embedding space. Third,
it incorporates contextual map data, e.g., land cover or satellite imagery, that guides the
generative model and makes it aware of the underlying map data. Finally, it uses a diffusion
model to generate the data distribution, which is then converted into sets of geospatial
points.

We built a prototype of the proposed model to test its applicability in data gener-
ation. We found that the model can generate patterns similar to those of real data across
different datasets. We trained multiple version of the generator model, and conducted
various evaluations to assess the quality and highlight existing limitations.

The remainder of the paper is structured as follows. First, in Section 6.2 we provide
an overview of the proposed system. Second, in Section we discuss the data preparation pro-
cess and how to curate a dataset and associate it with labels. Then, we discuss the encoders
for generating geospatial data embeddings and associating them with text embeddings in
Section 6.4. After that, in Section 6.5 we discuss the data generator model, and the steps

to convert generated histograms to geospatial points with valid coordinates. Following, in
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Section 6.6 we provide our experiments, including a detailed discussion. We discuss the

related work in Section 6.7, and provide the conclusion and future work in Section 6.8,

6.2 Overview of GeoGen I

Figure 6.2 provides an overview of, GeoGen 1, our proposed spatial data generator.
Inspired by text-to-image diffusion models, GeoGen I adapts this generative framework to
the geospatial domain. The generation process consists of three main stages, data prepara-
tion, embedding, and generation as further detailed below.
Stage 1: Data Preparation: This stage processes input datasets into a training-ready
format. It takes as input three types of data. 1) Hegion boundaries: Polygons represent-
ing geographic divisions, e.g., states, counties, or cities, that define the spatial scope for
training. 2) (eospatial data: Point datasets, e.g., building locations, roads, or power poles,
that capture various spatial distributions. 3) Contertual map data: Auxiliary information
about regions, e.g., land use, elevation, or satellite imagery, used to condition generation on
physical geography. This stage first applies a three-way spatial join to partition geospatial
features into the predefined regions. The data is then grouped by dataset-specific attributes,
e.g., building type, to enrich the representation. Finally, we synthesize a textual description
based on the region and data grouping to pair the data with natural language input. This
stage is further explained in section 6.3.
Stage 2: Embedding: This stage encodes both the text description and spatial data
into a shared embedding space. The key challenge is to capture not only individual repre-

sentations but also their alignment. To address this, we use contrastive learning [93, 171]
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to concurrently train dual encoders that minimize the distance between the text encoding
and its corresponding dataset encoding. This jointly learned embedding enables effective
conditional generation. Further details are in section 6.4.
Stage 3: Generation: This stage trains a diffusion model [192] to generate new spatial
datasets from text. The forward diffusion process incrementally adds noise to an input
spatial dataset xp to produce a sequence xj -- -z, with x, being pure noise. A denoising
maodel is then trained to reverse this process, step-by-step, transforming =}, ; to x}. Starting
from pure noise, this iterative denoising yields a synthesized dataset zj, which is decoded
into a final set of spatial features. The denoising steps are guided by the embedding used
for conditioning to produce the desired output. This stage is described in more detail in
section 6.5.

Based on this design, we implement a working prototype of GeoGeo I and conduct
a rigorous experimental evaluation. We assess the generated data using both qualitative
and quantitative methods. A central challenge addressed in this work is how to objectively
evaluate the realism and utility of generated spatial data. The prototype and evaluation

are further explained in section 6.6.

6.3 Data Preparation

The first challenge in building a generalized spatial data generator is the lack of
large-scale, ready-to-use datasets for training. In particular, we require a large number of
real datasets each paired with a descriptive text prompt to effectively learn the mapping

between spatial distributions and semantic descriptions. These datasets must capture the

191



diversity observed in real-world spatial patterns. This stage describes how to take a small
number of real datasets and systematically enrich them to produce a large number of training
corpus. The core idea is to partition each dataset both spatially, by location, and non-
spatially, by other attributes, to generate numerous subsets. For each resulting subset, we
synthesize a corresponding text description. Below, we introduce the three types of input

data and then describe the preparation pipeline.

6.3.1 Input Data Types

Geospatial Data: This includes real-world point-based datasets such as building footprints
or road intersections, which form the core training input for learning spatial distributions.
These datasets can be sourced from public repositories, e.g., UCR-Star [79], and may include
rich attribute information. We focus on datasets that contain additional metadata, such as
building type, to support finer-grained learning and grouping during preprocessing.
Region Boundaries: This dataset defines a set of geographic regions, e.g., cities or states,
that serve as spatial units for segmentation. While arbitrary partitions such as grid cells
or random rectangles are possible, we choose real administrative or natural regions for
three reasons. 1) Real regions often encapsulate meaningful and coherent spatial patterns,
whereas random partitions may lack content or context. 2) Named regions can be leveraged
to enrich text prompts with place-specific descriptions (e.g., urban vs. rural). 3) Users are
more likely to query or evaluate generated data in recognizable regions rather than arbitrary
spatial units.

Contextual Map Data: This dataset contains auxiliary contextual information from

the map that helps the generator ground the data to spatial features. This can range
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Figure 6.3: Spatial join and grouping

from generic data, e.g., satellite view, to more specific data, e.g., land use, land cover, or
elevation. There are two important points to consider for this part. First, the contextual
data should be relevant to the spatial data distribution for it to be useful. Second, as the
contextual data gets more complex, the model will need more and more data to be able to

learn the distinct patterns.

6.3.2 Preparation Process

Figure 6.3 illustrates the first part of the preparation workflow, namely, spatial join
and grouping. Given the spatial datasets, region boundaries, and contextual map layers,
we first perform a ternary spatial join to associate each spatial feature to its context with
the appropriate geographic region. This produces a set of region-specific partitions for both
the spatial and contextual data as shown in the figure.

Next, we apply a grouping step within each region based on non-spatial attributes.

For example, buildings can be grouped by usage type, e.g., single-family, multifamily, or
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commercial, while other datasets can be grouped by time, e.g., hor, day or season. This
breakdown creates smaller, semantically coherent subsets that the model can learn more
effectively.

For each resulting subset, we then synthesize a tert description composed of key-
words from all three input sources. From the geospatial data, we extract the dataset type,
grouping attribute, e.g., multifamily, and the main keywords that appear in other fields,
e.g., descriptions or tags. From the region, we extract the region type and name and any
other high-level classification, e.g., city or rural area. From the contertual data, we can op-
tionally extract relevant keywords, e.g., climate or terrain, although our prototype focuses
on raster-based features without keyword extraction.

Finally, we rasterize the geospatial data into a fixed-resolution histogram grid, e.g.,
64 = 64, and resize the contextual raster layers to match this resolution. This alignment
allows both inputs to be processed jointly by the diffusion model’s U-Net architecture, as

described in section 6.5.

6.4 Geospatial Data Embeddings

An embedding is a dense vector of floating point numbers that summarizes the
information provided to the model that produced it. It is very crucial to have embeddings
that accurately capture the information in the input domain. There are several use cases for
embeddings. In generative models, they are used to guide the training to produce the desired
output. Generally, good quality embeddings result in higher quality outputs as opposed to

only providing a text description directly, encoded as a sequence of fixed word identifiers,
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for example. Embeddings are also used in dense retrieval methods. In this case, they enable
retrieving data based on how similar their embeddings are, using some similarity metrics.
They also enable linking information from one input domain to another. For example,
embeddings of text descriptions can be used to retrieve images with embeddings similar
to that of the provided description. Such a use case is enabled by training two models
together using methods like contrastive learning. Where one model takes data from one
input domain like text, and one model takes from another domain like images, and the two
models are trained together to generate similar embeddings for paired inputs from both the
text and image domains. While there is a lot of research on text and image embeddings,
there is no existing model for embedding geospatial vector data. In this section, we discuss
the different aspects needed for building a geospatial encoder. We discuss the process of
contrastive learning, then discuss text embeddings generally and from the perspective of
geospatial data. Then, we discuss the topic of geospatial embeddings, and what we expect
it can capture, and different types of geospatial encoders that can be designed. Finally, we
discuss the applications that can result from having a good quality and general geospatial

encoder.

6.4.1 Contrastive Learning

The main idea behind contrastive learning is associating similar samples, posi-
tive pairs, and pushing away dissimilar samples, negative pairs, in the embedding space.
Contrastive learning also enables working with multi-modal data, by associating data from
multiple modalities in the embedding space, such as associating text to images, and vice

Versa.
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It is enabled by using a contrastive loss function like the Info Noise-Contrastive
Estimation (InfoNCE). When training for two modalities like text and images, like in
CLIP [171], and ALIGN [93], the InfoNCE loss is computed in both directions. First,
the loss is computed for each image in relative to all text pairs, as shown in Equation 6.1.
In this loss, the similarity between an image and its paired text is measured in the numer-
ator, and its similarity to all other texts in the denominator. The values are also scaled

using a temperature parameter 7.

1 Z—lﬂg exp(sim(z;, y;))/7) (6.1)

Fimee =N 24T E T explsim(zi, 17))/7)

Similarly, the same equation is used in the other direction, by computing the
similarity between a given text and all images, as shown in Equation 6.2. Then, both
losses are added together for all pairs, which makes the ALIGN loss shown in Equation 6.3.
The loss aims to minimize the similarity distance between positive pairs and maximize the
distance between negative pairs. This way, text descriptions get embeddings similar to

embeddings of images that have content that matches the text.

1 exp(sim(y;, z;))/7)
Liet =73 ) —lo 6.2
N 2 TN cxploim(ye 25))/7 ©2)
£ = 5 (Cimage + Luon) (6.3)

This same learning approach can be used to build a model that encodes geospatial

data and enables all the applications provided by it. Figure 6.4 illustrates the concept
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Figure 6.4: Example of contrastive learning

of encoding geospatial data into an embedding space that associates with embeddings of
texts that summarize their content. Next, we discuss the text encoder component from the

perspective of geospatial applications.

6.4.2 Text Encoder

Having a text encoder that generates embeddings similar to that of embeddings
of data from other modalities is very crucial. It enables many applications for translating
data between different input domains, such as text-to-image or image-to-text, which can
include data generation or retrieval. A good encoder also enables more rich text descriptions
without being limited to fixed text descriptions or a fixed set of classes.

There are several choices in the case of text encoders. The first option is using
an existing pre-trained text encoder without any finetuning. In this case, the geospatial
encoder will be trained to generate embeddings similar to those of the already existing text
encoder, which might be limiting its quality. The second is using an existing text encoder
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but adjusting it during the training, which might help in improving the text embeddings.
This might help produce more representative embeddings and still benefit from the pre-
training of the text encoder. The third option is building a new model and training it from
scratch. This might be needed if our text descriptions are unique compared to an existing
text encoder designed based on text descriptions for images, for example.

In our prototype, we train a custom model from scratch based on the ALIGN [93]

architecture, and we compare it to a pre-trained version.

6.4.3 Geospatial Encoder

There are many design choices involved in designing a geospatial encoder. First,
the choice for the model architecture, which dictates how to represent the geospatial data.
For example, a typical vision encoder using a ResNet [85] can be used. In this case, the data
must be represented in an image format such as a rasterized version of the vector data or
a summary histogram. Other architectures include graph neural networks, point set-based
architectures, and transformer models. The representations for these architectures would
require a custom graph representation. a point-set representation which requires minimal
processing, or a vector-based representation for each geometry object using encoding tech-
niques like Poly2Vec [189]. In the current prototype, we use a vision model and represent
the data as histograms.

Second, deciding what type of regional context to provide with the model. In
the case of vision models, we can use a remote-sensing image as context, for example.
Other choices also include processed rasters, such as, a raster for land use, road networks,

vegetation index, among others. In this prototype, we use remote-sensing images as context.
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For other architectures, like graphs and point sets, each node can be associated with some
features about its geographic location. It will also still be possible to use raster images in
those models by introducing some layers that merge the two representations.

Third, deciding on the data resolution is another challenge. As discussed in Sec-
tion 6.3 patterns in datasets can be observed at different resolutions. In the case of the
geospatial encoder, it is important to decide on specific resolutions and region areas. For
vision models, the input is always a fixed-size image. Rescaling the image to very small
sizes can result in losing information required to see the patterns in the data. For other
architectures, like point sets, this is less of an issue since they take variable-sized input, and

inputs are normalized using their MBR.

6.4.4 Potential Applications

While our goal of building these encoders is to build a text to geospatial data
model, these encoders can be used in various applications. For example, they can be used
in the other direction: building models that take geospatial data as input and generate
text descriptions for them. Another potential and important application is building vector
databases for geospatial data. We highlight the potential of this use-case in the experiments.
However, to build something more general purpose and ready for real-world use-cases, a large
effort in data preparation is needed. This involves a variety of datasets, the scale of the
datasets. It is also important to study the quality of the datasets to ensure their suitability

for such applications.
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6.5 Geospatial Data Generator

The geospatial data generator is the last component in this prototype. First, we
design a denoising UNet, trained following a diffusion process. Then, we discuss how this
model is used to generate the histograms. Finally, we discuss the process for converting the

histograms to geospatial data.

6.5.1 Model architecture and training

Since we represent the data as histograms, we can use vision-based approaches to
design this model. Typically, a UNet architecture is used to generate images. This archi-
tecture takes images as inputs and produces images as outputs. It is comprised of multiple
convolutional down blocks that encode the input, followed by multiple convolutional up-
blocks for decoding the output of the down-blocks and producing images in the desired
shape. When working with multiple modalities, such as generating images from text, text
encodings are added to the encoded input after the down-blocks. This conditions the model
to generate the desired output. Furthermore, the model is trained following a diffusion
process [192]. In this way, the model is not trained to generate the desired output in one
step, but following an iterative process. In each step, the model takes some noisy input and
is trained to predict the noise that is then subtracted from the noisy input. In the context
of geospatial data, there are two choices that we are making.

The first choice involves the choice of histogram representation. In this case,
we represent the histogram in two layers. The first layer is a mask with zero/one values

indicating whether there are points in the corresponding pixel or not. The second layer is
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the actual point count in the corresponding pixel. The reason we make this choice is that
the histogram mask helps in discarding noisy pixels in the final generated histogram, as
we will discuss later. One alternative to this approach is to divide this into two separate
models. The first model is used to only estimate the histogram mask, which can use a
Bernoulli diffusion process, which is more suitable for discrete data. Then, the output mask
can be used as an angmentation image in the model that generates the histogram.

The second design choice is related to the region context. In this case, it is provided
in two ways. First, by providing a raster image augmented with the noisy input histogram.
In this case, we used the land cover image, but we also tested with a 3-channel satellite
image of the region. Second, the text encodigns also have information about the region.

Figure 6.5 shows the architecture of this model and an example of one training
step. In each training step, the noise generator selects a random noise step to add to the
input. In this case, t = 0 is the original input without any noise added, and ¢ = 1000 means
the input is complete Gaussian noise. In this step, a random time step (t + 1) is selected,
and the noisy example is used as the input. The model is trained to predict the noise that
is subtracted from H;, ) in order to move it to the less noisy example H;. The noise is
not added to the land cover image. Doing this for many iterations results in a model that
is good at removing the noise given the conditioning text and the augmented images.

The generation process goes through a full loop of denoising. Every sample starts
at step t = 1000, which is complete noise, and is gradually de-noised to step ¢ = 0, which is

the final output histogram.
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Figure 6.5: Denoising UNet Architecture

6.5.2 Histogram to geospatial points

Given the generated histograms, we want to convert them to their final form as
geospatial points in the correct reference space. To do this, first, we do some pre-processing
to clean the histogram and remove some noise based on the mask. Then, we scale the
histogram and generate the points using a Gaussian generator given a desired cardinality and
the density in each histogram cell. Finally, the generated points are translated to the correct
reference space given the MBR of the region. This process is shown in Algorithm 4. Since
the model produces continuous values, we first use the threshold to convert the histogram
mask to binary values. Higher thresholds can be used when we are more sensitive to noise.
By default, we set the threshold value to 0.5. Then, all the values in the count histogram are

set to zero where the mask is zero. After that, the count histogram is converted to a density
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histogram. We do this to control the cardinality of the data which is the parameter k in
this procedure. Then, a Gaussian generator takes the density histogram and the cardinality
k to produce k points following the density histogram. This is described in Algorithm 5,
which generates points around the center of each histogram cell based on its density. These
points are then translated to the same reference space as their region using the MBR. of the
region. This is the final step that completes the pipeline from text description to finally

generated points based on the description and on the desired geographic region.

Algorithm 4 ProcessHistogram

Require: mask: histogram mask

Require: hist: count histogram

Require: t: mask threshold

Require: k: total number of points to generate

Require: mbr: minimum bounding rectangle for mapping
1: procedure ProcEssHisTocraM(mask, hist, t, k, mbr)
2: mask + (mask > t)

hist[mask == 0] + 0

s+ ¥ hist

density +— if s > 0 then hist/s else 0

pts +— GAUSSIANGENERATOR(density, k)

return TRANSLATET 0COORDINATES(pts, mbr)

Algorithm 5 GaussianGenerator
Require: density: density histogram
Require: k: total number of points to generate
1: procedure GAUSSIANGENERATOR(density, k)
2. points + []
counts + density = k
for all (i, j) in density do
n + round(counts[i][j])
forl=1tondo
x + Normal(i + 0.5, 7)
y < Normal(j + 0.5, )
points.append((z,y))
10 return points
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6.6 Experiments

In this section, we perform a set of experiments to evaluate the different com-
ponents in this prototype and evaluate some of the design choices, as well as to highlight

future research directions.

6.6.1 Setup
Hardware

We used a server with AMD EPYC 7545 32-Core Processor with a total of 64

threads, 256GB of memory and an NVIDIA A100-SXM4-80GEB GPU.

Datasets

We prepare four datasets based on the ebird dataset, buildings, and two subsets
from points of interest in OpenStreetMap, including power lines and traffic signals. We
only extract data within the boundaries of California. For the region boundaries, we use
the boundaries of administrative regions, like cities, counties, etc. This is summarized in
Table 6.1. For the text descriptions, we used a key-value pair JSON representation including
the region name and the dataset. For the region context, we considered two alternatives:
satellite images with three RGB channels and land-cover images that only contain one

channel.
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Table 6.1: Prepared Data Count

Dataset Training Validation Total
Buildings 682 164 846
Traffic Signals 578 143 721
Power Lines 500 119 619
Bird Observations 682 151 833
Total 2442 577

Models

First, we train the encoder models: the text encoder (TE), and the geospatial
encoder (GE). The encoders are designed similar to ALIGN [93]. Then, we train three

different variations of the denoising UNet. All UNet variations have the same architecture

but different inputs. This is summarized as follows:

# TE: a text encoder that takes the descriptions of the geospatial data, which we rep-

resent as key-value pairs.

s GE: a geospatial encoder (convolutional neural network) that takes a raster image

and a histogram of geospatial data.

s Ul: a UNet model that is conditioned on embeddings from our text-encoder (TE)
which represent the prompt, and the input histogram is augmented with a raster RGB

image.

s U2: a UNet model that is conditioned on embeddings from our text-encoder (TE) ,

and the input histogram is augmented with a land-cover image.

# U3: a UNet model that is conditioned on embeddings from the pre-trained ALIGN

text encoder, and the input is just the histogram without augmentation.
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Next, we go over a set of evaluations. We start by performing a qualitative evalua-
tion where we look at the generated data by all the models. Then, we perform a quantitative
evaluation to evaluate the generated data using some quality metrics. Finally, we evaluate

the encoders and the quality of the embeddings that they generate.

6.6.2 Qualitative evaluation

We perform a qualitative evaluation by observing how the generated data by all the
models compares with data from the ground truth. We show an example for each dataset for
each model in Figure 6.6. The blue circles represent data from the ground truth for the text
used in the prompt. The red circles represent the data generated by the model. All of these
are examples from the validation set. In general, we notice that all three models U1, U2, U3,
can differentiate between the four different datasets. For example, power lines tend to follow
some line patterns, traffic signals tend to follow a grid-like pattern, while bird observations
tend to be more sporadic, and buildings tend to be clustered and dense. However, we notice
that the generated data doesn't follow some low details, such as not generating buildings
in water areas or generating the traffic signals around road intersections. Furthermore,
all models can generate noisy examples. However, we find that the gquality of the data is
sufficient enough for generating synthetic data for data augmentation for different tasks.
Some of the noisy examples can be discarded using some of the quality metrics. We later

discuss potential directions for future improvements in Section 6.6.5.
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Figure 6.6: Showing one example for generated data for each dataset by each model

6.6.3 Quantitative evaluation

Next, we perform a quantitative evaluation to compare the three UNet models by

comparing the generated data for each dataset to the ground truth datasets.

Kernel Geospatial Embedding Distance (KGD)

This evaluation is based on the Kernel Inception Distance (KID) [38], which is used
to evaluate the similarity between images based on their embeddings from the Inception [195]
image classification model. However, we cannot use such a model to get embeddings for our
geospatial data. Instead, we can use the embeddings from our Geospatial Encoder model.
This metric includes using a polynomial kernel that takes two embeddings and generates
some value. Then, the expected value for this kernel among all pairs in the real data is

computed, followed by the expected value for all pairs in the generated data, and finally
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the expected value between every real and generated pair. This is shown in Equation 6.4,
where x.a' are for real data, and y.,3' are for generated data. For this score, lower values
are better, indicating more similar distributions. We used this metric because it does not
require a large sample size and our validation set for every dataset includes only a few

hundred examples.

KID = Ez,:r' [kl:ﬂ.‘, :r‘r}] + E!‘I'.!f [k{y: yj}] - EE:E,y [k(:r? y}] {64}

The results for the evaluation using this metric are provided in Table 6.2. The way
to read these values is that for each true dataset, its corresponding generated dataset should
have the closest score to zero compared to the other generated datasets. Based on this, we
can see that only two cases match this criteria. Possible explanations for the closeness of
the scores between the different distributions could include the presence of noisy examples

in all datasets and the sparse nature of the input datasets.

Geospatial Embedding Based Evaluation

In this evaluation, we use the embeddings of the prompts from the text encoder
(TE) and the embeddings of the generated data from the geospatial encoder (GE). This is
similar to an evaluation based on the CLIP Similarity [88] score. This evaluation is more
easier to interpret compared to the previous one. We evaluate based on the recall based
on the closest matching embeddings. For example, given an embedding for a generated
histogram for a given prompt, if its closest text embedding is from the same dataset, it will

be counted for the score RG1, meaning recall at one. Similarly, R@5 means that one of the

208



Table 6.2: Comparison of KGD scores by dataset

True Dataset Gen Dataset M1 M2 M3
building building -0.0195 -0.0138 0.0018
building ebird 0.0291 -0.0018 0.0169
building power -0.0222  0.0187 0.0093
building signal -0.0030  0.0199 0.0128
ebird building 0.0065 0.0087 0.0196
ebird ebird 0.0077 0.0083 -0.0014
ebird power 0.0076 0.0151  -0.0043
ebird signal -0.0004 -0.0039  -0.0202
power building 0.0056 -0.008%  0.0086
power ebird 0.0366 0.0131 0.0360
power power 0.0167 -0.0101  -0.0048
power signal 0.0104 -0.0135 0.0009
signal building 0.0071L 0.0086  0.0240
signal ebird -0.0010 -0.0103  -0.0056
signal power 0.0047 0.0124 0.0002
signal signal 0.0116 -0.0182 -0.0052

top five closest text embeddings are from the same data. We also use the Mean Reciprocal

Rank (MRR), shown in Equation 6.5.

1 gL 1
MRER = ~ ; — (6.5)

The results for this evaluation are shown in Table 6.3. The scores are close to
the MRR we get when evaluating the embeddings of training data from the encoder that
we discuss later in Section 6.6.4, which is around 70%. This result also shows that M3 is
slightly better than M1 and M2. This also corresponds to our observations when performing
the qualitative evaluation, although all three models perform somewhat similarly. These
results show a relation between the quality of the generated data and the gquality of the

encoders. We evaluate the encoders in more details next.
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Table 6.3: Cross-modal retrieval performance generated data histograms to validation data
texts. Dataset matching only.

Model R@1 R@5 R@10 R@50 MRR

M1 0.5355 0.9324 0.9844 1.0000 0.6984
M2 0.5130 0.9307 0.9913 1.0000 0.6870
M3 0.5962 0.9393 0.9827 1.0000 0.7419

6.6.4 Ewaluation of encoder

In this section, we evaluate the two encoder models TE and GE. First, we evaluate
the cross-modal retrieval between the image embeddings and the text embeddings. In this
evaluation, both the location and the dataset must be matching between the geospatial
embedding and the text embedding. We show this evaluation in Table 6.4. We compare our
model to pre-trained models for images. Since the pre-trained models are not trained on
similar data, they don’t work on relating the histograms and the texts. However, our model
can relate the two modalities, with 0.89 MRR for the validation data. To learn more about
if our model gives more focus to the location as compared to the dataset, we divide the
evaluation into two parts. First, we evaluate by matching only on the dataset, and we show
the results in Table 6.5. The results for this comparison show similar values for the R@1.
The pre-trained model shows values close to a random recall for R@1 which is 25%, since
we have four datasets. Second, we evaluate by matching only on the region, and we show
the results in Table 6.6. This result shows much higher values compared to the combined
evaluation. This indicates that encoders focus more on the region labels as compared to

the datasets. There could be many reasons for explaining this behavior. One main reason

could be related to the quality and size of the datasets that we use.
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Finally, we evaluate the text encoder only. We compare the embeddings of the
texts from the validation set to the embeddings in the training set. This evaluation is
shown in Table 6.7. While our model worked well in associating the geospatial embeddings
to the text embeddings, the text encoder by itself does not work well for associating similar
texts between the training and validation data. However, one thing we note is that all the
combinations of regions and datasets in the validation data are not seen in the training.
For each region, the model only sees a few of the datasets, and the others are kept for
training, so the combinations are mutually exclusive. The pre-trained text-encoder models
can associate well the dataset labels but not the region labels, since the dataset labels are

also common in image datasets, like birds and building, etc.

Table 6.4: Cross-modal retrieval results for datasets & regions

Model Dataset R@l1 R@5 R@10 RG@50 MRR
Train 0.4959 0.9967 1.0000 1.0000 0.7129

Our Model - 0.8146 0.0879 0.0879 0.9806 0.8074
ALIGN Train 0.0000 0.0020 0.0037 0.0258 0.0035
Val 0.0017 0.0121 0.0243 0.1127 0.0139
oLP Train 0.0008 0.0041 0.0057 0.0200 0.0040
Val 0.0017 0.0156 0.0225 0.0971 0.0136

Tahble 6.5: Cross-modal retrieval results for dataset only

Model Dataset R@G1 R@G5 R@10 RG@50 MRR
Train 0.5057 1.0000 1.0000 1.0000 0.7203
Our Model

Val 0.8195 0.9945 0.9965 1.0000 0.9029
ALICN Train 0.2068 04717 0.6167 0.9828 0.3315
Val 0.2166 0.6499 0.9497 1.0000 0.4188
CLIP Train 0.3493 0.5762 0.6691 0.9496 0.4589
Val 0.2877 0.4437 0.6603 1.0000 0.3816
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Table 6.6: Cross-modal retrieval results for regions only

Model Dataset R@l1 R@5 R@10 RG@50 MRR
Train 0.9959 1.0000 1.0000 1.0000 0.9977

Our Model 1) 0.0827 0.0879 0.0879 0.9896 0.0849
ALICN Train 0.0004 0.0078 0.0152 0.0737 0.0089
Val 0.0017 00173 0.0364 0.1542 0.0181
- Train 0.0016 0.0127 0.0197 0.0786 0.0117
Val 0.0017 0.0208 0.0364 0.1490 0.0184

Tahble 6.7: Validation text embedding compared with training text embeddings

Model Retrieval Type R@ml Ras5 R@10 R@s50 MRR
Our Model Datasets Only 01724 07502 00386 1.0000 0.4091
Regions Only 04189 04238 04250 04263 0.4212
ALIGN Datasets Only 08452 09996 1.0000 1.0000 0.9188
Regions Only 01511 0.2179  0.2350  0.2735 0.1833
CLIP Datasets Only 09639 1.0000 1.0000 1.0000 0.9830
Regions Only 00192 0.0622 01061 02514  0.0465

6.6.5 Discussion

In this section, we discuss the implications of these results and possible future

directions.

Dataset preparation

The datasets that we prepared showed clearly distinctive behavior, and the models
that we trained can differentiate between them. However, there are still many challenges
associated with dataset quality especially when working with datasets from multiple sources.
For example, it is challenging to assess that there is a strong correlation between the datasets
themselves and the attributes used for creating the text labels. Furthermore, when working
with multiple datasets, it can be challenging to ensure that patterns in some datasets have
similar behavior in another dataset that was labeled differently. In our case, we looked

manually at different datasets and selected ones that clearly show distinctive behavior.
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However, this can be challenging to verify at scale. For example, if we partitioned the bird
observations dataset by bird species, it is too challenging to verify that the data in each
partition shows distinctive behavior. Sometimes distinctive behaviors can only be observed
at a higher level and not at the city or neighborhood level. This brings us to another aspect,
which is the resolution of the data. In our prototype, we defined the regions based on
administrative regions and scaled all of them to 64 by 64 images. A more general approach
should probably use a fixed aspect ratio and incorporate different resolutions, while the
histograms are built for each dataset based on its appropriate resolution. A more general
approach should probably use a fixed aspect ratio, and incorporate different resolutions,

while the histograms are built for each dataset based on its appropriate resolution.

Geospatial encoder

The encoders that we trained can associate between the geospatial data embed-
dings with the embeddings of their text descriptions. The detailed evaluation showed that
the embeddings tend to give higher weights on the regional context data as opposed to the
geospatial data description. This could also be due to the dataset size and quality discussed
earlier. It could also be related to how the data is partitioned since the combinations of
text descriptions in the training are different from those in the validation. We still think
that multi-modal encoders such as these have many promising applications for geospatial

data retrieval and other applications.
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Data generation

The data generator model can differentiate between the different datasets and
produce similar distributions. The quality of the produced images is sufficient for data
augmentation. However, the models do not pick up on small details like generating points
for buildings on top of water areas. Omne potential way to address this is to use masking
augmentations to guide the training. For example, we can provide a mask for the road
network when generating traffic data or power lines. Or alternatively, provide a mask
for other types of land cover, like urban areas for buildings. There are many works for
generating data at a specific location in an image using a masking layer [27] is one such
example. While we used land cover for augmentation which contains this information,
perhaps it is too general, and the model did not pick up on those patterns. It could also be
that our dataset is not rich enough to enable the model to pick up on those small details.
Furthermore, we only considered histograms of size 64x64. This is perhaps not sufficient to
produce high-quality histograms. For image generators, typically there is a set of models,
where the first model produces a low-resolution image, and the following models resize the

image and increase its clarity. We leave the investigation for this for future work.

6.7 Related Work

Several works have explored image generation from text, including DALL-E2 [172],
which proposed a diffusion prior step that translates text embeddings to image embeddings,
resulting in higher quality images. Also, Imagen [179] provided state of the art image

generation and showed that larger language models for text embeddings result in better
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images. Others focused on specific cases like SpaText [27], which focused on generating
images based on textual descriptions and specific regions of existing images. Such work can
be useful in geospatial data generation, such as generating data around the boundaries of
objects like roads. A comprehensive survey presented in [223] covers diffusion models for
various data generation tasks such as text-to-image and text-to-video; however, discussions
about geospatial applications are still limited.

Some of the recent efforts in geospatial data generation have focused on produc-
ing raster data using diffusion-based models. MESA [43] uses a diffusion model trained
on global remote sensing data to synthesize high-quality terrain from textual descriptions.
DiffusionSat [109] similarly generates satellite imagery from text inputs, incorporating ad-
ditional conditioning information such as geographic coordinates, timestamps, and sen-
sor specifications. Moreover, RSVQ-Diffusion [75] leverages a diffusion-based architecture
to produce satellite images conditioned on textual descriptions. SatSynth [203] generates
synthetic satellite images, with a segmentation mask, and highlights the benefits of data
augmentation. Other works focused on more application-specific generation. These include
SEEDS [129] for weather forecasting, and [118] for rain prediction. MapGen-Diff [201] takes
remote sensing images and produces a corresponding map image, and similarly [167).

Some works have discussed the vision for geospatial foundation models [220]. We
think the work in this paper takes us a step closer to realizing these visions, including
highlighting all the current challenges. Some works have discussed more details like privacy

implications when building geospatial foundation models [173].
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For works related to geospatial data embeddings, one notable work is SatCLIP [171]
which is similar to CLIP [171]. However, this model is only trained on satellite images for
the image encoder, and the other encoder only takes the latitude and longitude of the center
of the region. It is not related to geospatial vector data and does not incorporate rich textual
descriptions. Existing encoders for geospatial vector data typically are application-specific.
These include: KnowSite [140], for embedding urban knowledge graphs, and T-JEPA [128],

which provides a self-supervised trajectory embedding model, among others.

6.8 Conclusion

We introduced GeoGen 1, a framework for generating geospatial point data from
text prompts. The models generate data that is distinctive and showing similar behavior to
real data. However, several limitations remain. First, dataset preparation is still challeng-
ing, like verifying that partitions exhibit distinctive patterns, especially when relying on
loosely labeled data. Second, the model resolution is low (64x64), which restricts the detail
it can capture. This affects the generator’s ahility to avoid errors like placing buildings over
water. Third, the encoders seem to rely more heavily on regional context than the text
descriptions, which may reflect shortcomings in the training data or the encoder alignment.

Future work should focus on improving dataset quality and label consistency, in-
corporating multi-resolution generation, and exploring masking techniques to enforce spatial
constraints. These directions could make the system more robust and allow it to generate

higher-quality spatial data suitable for a wider range of applications.
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Chapter 7

Conclusions

This thesis presented a set of systems and models aimed at improving the storage,
processing, and generation of large-scale geospatial vector data. Each chapter addressed
a specific limitation in the current ecosystem, offering practical solutions that scale and
generalize.

SpatialParquet introduced a columnar file format tailored for geospatial data,
demonstrating how the column representation enabled significant data savings through com-
pression and encodings like FP-delta. The data statistics stored with the column also enable
more efficient querying. dsJSON tackled the long-standing inefficiency of distributed JSON
processing by integrating selective parsing, robust partitioning, and schema inference di-
rectly into Spark. It filled a critical gap in enabling scalable analytics over semi-structured
data. While we made some progress, support for geospatial data in data lakes is still lack-
ing, especially with new innovations such as data lake formats like Apache Iceberg, which

incorporate storing more statistics and enable more efficient querying.
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In deep learning for geospatial vector data, we showed that the three modeling
approaches, Geolmg, GeoGraph, and GeoVec, are viable, but come with trade-offs in gen-
eralization and scalability. Future works can focus on providing more scalable alternatives,
solutions for more complex spatial data such as complex lines and polygons, and also so-
lutions for integrating vector and raster data. The GS-QQA benchmark highlighted major
deficiencies in current LLM-based systems when dealing with spatial reasoning. It also
outlined several areas where more robust evaluation and retrieval strategies are necessary.
Finally, GeoGen I demonstrated the feasibility of generating geospatial point data from text
but exposed clear limitations in data curation and quality, as well as challenges related to
resolution and location context. For future research, focus can be given to data curation
and quality assessment, and also generation based on masked regions, to guide the generator
to specific parts of the region, such as generating traffic signals around road intersections.

Together, the systems and experiments in this thesis make some progress in provid-
ing more support for geospatial data in data lakes and deep learning applications; however,

significant open problems remain.
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