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Quantum computation shows promise for addressing numerous classically intractable problems,
such as optimization tasks. Many optimization problems are NP-hard, meaning that they scale
exponentially with problem size and thus cannot be addressed at scale by traditional computing
paradigms. The recently proposed quantum algorithm [1] addresses this challenge for some NP-
hard problems, and is based on classical semidefinite programming (SDP). In this manuscript, we
generalize the SDP-inspired quantum algorithm to sum-of-squares programming, which targets a
broader problem set. Our proposed algorithm addresses degree-k polynomial optimization prob-
lems with N ≤ 2n variables (which are representative of many NP-hard problems) using O(nk)
qubits, O(k) quantum measurements, and O(poly(n)) classical calculations. We apply the proposed
algorithm to the prototypical Max-kSAT problem and compare its performance against classical
sum-of-squares, state-of-the-art heuristic solvers, and random guessing. Simulations show that the
performance of our algorithm surpasses that of classical sum-of-squares after rounding. Our re-
sults further demonstrate that our algorithm is suitable for large problems and approximates the
best known classical heuristics, while also providing a more generalizable approach compared to
problem-specific heuristics.

I. INTRODUCTION

Recent research in quantum computation has sug-
gested that quantum resources may enable computa-
tional advantages. Such an advantage could have pro-
found implications in several fields, including drug devel-
opment, materials science, machine learning, and opera-
tions research [2–5]. An application of particular interest
is combinatorial optimization. While combinatorial op-
timization problems are ubiquitous [6–9], they are often
NP-hard, meaning that their complexity scales exponen-
tially with problem size. This rapidly renders them in-
tractable for classical computers. Since this exponential
scaling is similar to that of the quantum Hilbert space, it
has inspired numerous quantum investigations [1, 10–23].
However, exactly solving NP-hard optimization problems
on variational quantum devices maintains many of the
same exponential overheads as classical solvers [24].

To combat these overheads, more efficient yet less accu-
rate techniques known as approximation algorithms are
typically used. Improving the performance and study
of these algorithms remains a central research area in
classical optimization theory [6–8, 25–33]. One class of
classical approximation algorithms that have garnered
significant attention in quantum computing research is
semidefinite programming (SDP). SDP targets quadratic
optimization and is often used in the context of NP-hard
problems, e.g. MaxCut and Max-2SAT, which are ex-
pressible as quadratic optimizations over integer-valued
variables [28]. SDPs can be used to construct relax-
ations, as they are optimized over non-integer values –
those relaxed solutions can then be rounded back into

the space of feasible solutions. As polynomial-time algo-
rithms, SDPs work well for problem instances of consid-
erable size, but ultimately become computationally im-
practical at scales relevant to many industrial and re-
search applications.
Significant work has been done to develop a quan-

tum algorithm that efficiently approximates solutions to
Max-2SAT and similar NP-hard problems. Quantum
semidefinite programs (QSDPs) have been proposed [10–
13, 15, 16], but require the estimation of up to O(2n) ob-
servables for some problems, and many are unsuitable for
near-term devices. Variational approaches [14, 17–22] are
somewhat more suitable for near-term devices, but con-
tinue to require an exponential number of observables
in the worst case. To address these limitations, quan-
tum semidefinite programming with the Hadamard test
and approximate amplitude constraints (HTAAC-QSDP)
[1] was recently proposed as a nearer-term and sample-
efficient variational QSDP. HTAAC-QSDP can find ap-
proximate solutions for problems with up to N ≤ 2n

variables using only O(n) = O(log2N) qubits, O(n) ex-
pectation values, and O(poly(n)) classical calculations1.
This efficiency is largely furnished by estimating the ob-
jective functions with the Hadamard test and enforc-
ing the problem constraints with approximate amplitude
constraints.
Like classical SDPs, HTAAC-QSDP specifically ad-

1 Throughout this manuscript, we use N to denote the number of
variables in the problem and n ≥ log2 N to denote the number
of qubits required to encode N variables.
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dresses quadratic optimization. As an extension of
HTAAC-QSDP towards higher-dimensional tasks (e.g.,
NP-hard problems that are represented as higher-degree
polynomial optimization problems), we propose and sim-
ulate a quantum algorithm based on a well-known classi-
cal approach, sum-of-squares (SOS). Our proposed algo-
rithm, an SOS-inspired quantum metaheuristic for poly-
nomial optimization with the Hadamard test and approx-
imate amplitude constraints (HTAAC-QSOS), targets
degree-k polynomial optimization problems. HTAAC-
QSOS uses O(nk) qubits, O(k) quantum measurements,
and O(poly(n)) classical calculations to approximate so-
lutions for problems with N ≤ 2n variables. We focus
on formulating the algorithm for an illustrative NP-hard
problem that is expressible as degree-k polynomial opti-
mization: Max-kSAT.

In this manuscript, we present the general HTAAC-
QSOS framework and apply it to the prototypical Max-
kSAT problem, comparing its performance against both
classical SOS and state-of-the-art heuristic solvers. Sim-
ulations of HTAAC-QSOS are run for Max-3SAT in-
stances with up to 110 variables and 1100 clauses. Our
results demonstrate that HTAAC-QSOS is tractable for
large problems and is competitive with the best known
classical solutions. Section II describes the pre-existing
approximation methods (namely, SDP, HTAAC-QSDP,
and SOS) in the context of Max-kSAT. Section III
introduces the proposed HTAAC-QSOS. We compare
HTAAC-QSOS to classical benchmarks by simulating
HTAAC-QSOS for Max-3SAT on a classical machine.
Section IV discusses the results and suggests a future
research direction.

II. PRELIMARIES

In this section we review the existing approximation
techniques relevant to our proposed method, HTAAC-
QSOS, in the context of Max-kSAT. This includes the
two standard classical optimization techniques – semidef-
inite programming (SDP) and sum-of-squares (SOS) pro-
gramming – which serve as both algorithmic founda-
tions and practical benchmarks for HTAAC-QSOS. We
also summarize the recently-proposed HTAAC-QSDP [1],
upon which HTAAC-QSOS is based. We begin by intro-
ducing Max-kSAT.

A. The Max-kSAT Problem

Maximum Satisfiability (Max-SAT) is a quintessential
example of an NP-hard combinatorial optimization prob-
lem. Max-SAT can be used in practical settings to solve
optimization problems arising in data analysis and ma-
chine learning, and studying this problem provides in-
sight into computational complexity theory and analy-
sis of approximation algorithms [7, 25]. Given a list of
Boolean (true or false) clauses each consisting of Boolean

variables, the goal of Max-SAT is to find a truth assign-
ment of these variables that maximizes the number of
satisfied clauses (i.e., those that evaluate to True). Max-
kSAT is a special case of Max-SAT, where each clause
is restricted to contain k variables. Max-kSAT is NP-
hard, simpler to analyze, generalizable to Max-SAT, and
well-studied [7, 25, 26, 28, 29], making it an attractive
benchmark for quantum computing approaches to NP-
hard problems. Max-2SAT (k = 2) can be expressed as a
quadratic optimization problem. Generally, Max-kSAT
can be formulated as a degree-k polynomial optimization
problem over integer-valued variables.

FIG. 1: Algorithmic Context for HTAAC-QSOS.
In classical optimization theory, the standard approach
towards quadratic optimization problems is SDP
(semidefinite programming). The generalization of this
approach for degree-k polynomial optimization
problems, where k is a natural number, is called SOS
(sum-of-squares) programming. In the quantum regime,
the recently-proposed HTAAC-QSDP (SDP-inspired
quantum metaheuristic for quadratic optimization) [1]
is a variational quantum analog to classical SDPs. Our
proposed HTAAC-QSOS (SOS-inspired quantum
metaheuristic for polynomial optimization) is likewise a
higher-dimensional generalization of HTAAC-QSDP.

SDP for Max-2SAT and SOS programming for Max-
kSAT are standard classical relaxations that upper
bound the solution. Figure 1 contextualizes these ap-
proximation algorithms. In addition, heuristic solvers
(often based on local search or variational algorithms)
aim to find feasible solutions to optimization problems
quickly without guarantees on solution quality [25, 26,
29]. Since industrial applications often prioritize speed,
these solvers may work well in practice but are frequently
catered towards specific problems.
For concreteness, we focus our discussions of SDPs and

HTAAC-QSDP on the problem Max-2SAT. We then de-
scribe how similar methodology may be extended to solve
the Max-kSAT via SOS. Despite our focus on SAT prob-
lems, we remind the reader that these optimization tech-
niques readily generalize to other optimization problems
[9, 34].

B. Max-2SAT and Semidefinite Programming

Max-2SAT presents a set of clauses, each containing
two Boolean variables. The goal is to maximize the
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number of satisfiable clauses by optimally assigning the
Boolean variables.

In this section, we detail the Goemans-Williamson
(GW) approximation algorithm for Max-2SAT [28]. The
GW algorithm is highly regarded due its favorable ap-
proximation ratio, which is conjectured to be optimal
among polynomial-time algorithms. In particular, it is
proven that the GW algorithm for Max-2SAT will de-
liver solutions with an expected value of at least 0.87856
times the optimal number of satisfied clauses. To approx-
imate a solution using the GW algorithm, we first express
Max-2SAT as a quadratic optimization problem. Then,
we construct a relaxation of the problem as a semidef-
inite program (SDP). Finally, the solution to this SDP
is rounded to produce a feasible, albeit potentially sub-
optimal, solution to the Max-2SAT problem.

1. Max-2SAT

In this section we consider a Max-2SAT instance on
N − 1 boolean variables, whose values are represented
as {xi}i∈{1,...,N−1}

2. A Max-2SAT instance is a series of
clauses written, without loss of generality, in Conjunc-
tive Normal Form (CNF)3. In CNF, a clause containing
variables xi and xj is written as (xi∨xj), where either or
both of xi and xj may be replaced by their negations (de-
noted ¬xi and ¬xj , respectively) and ∨ denotes the log-
ical “or”. Max-2SAT is the sum of all these clauses. We
note that Max-kSAT problems are similarly expressed,
with k variables per clause.
We define another set of N variables that corre-

spond to the boolean variables {xi}i∈{1,...,N−1}, writ-
ing {yi}i∈{0,1,...,N−1} such that yi ∈ {1,−1} for all
i ∈ {0, 1, ..., N − 1}. Notice that we have introduced
the variable y0 which has no corresponding boolean vari-
able. This y0 defines the truth value, that is, we say xi
is true if yi = y0 and false if yi ̸= y0. While introduc-
ing y0 is not necessary for a classical representation of
the problem, we will see its importance for the quantum
formulation later in this section.

To denote the truth value of a clause C, we write
v(C) = 1 if C is true and v(C) = 0 if C is false. Then, the
truth value of xi and ¬xi may be expressed as a function
of {yi}i∈{0,1,...,N−1}:

v(xi) =
1 + y0yi

2
and v(¬xi) =

1− y0yi
2

. (1)

2 We note that N − 1 is a deliberate choice to simplify notation
when we introduce an auxiliary variable.

3 In Conjunctive Normal Form, clauses consist of literals (boolean
variables and their negations) connected by the logical “or”, de-
noted by ∨. These clauses are sometimes connected by the logi-
cal “and”, denoted by ∧. Any propositional formula, or equation
with some truth value, may be written in CNF form [35].

The truth value of a clause (xi ∨ xj) is then given by

v(xi ∨ xj) = 1− v(¬xi)v(¬xj)

=
1 + y0yi

4
+

1 + y0yj
4

+
1− yiyj

4
.

(2)

The value of other clauses can be similarly expressed. If
xi or xj are negated, then we replace the corresponding
yi or yj with −yi or −yj . The truth value of all clauses of
length-2 may then be expressed as a quadratic function.
The maximum number of satisfiable clauses is therefore
written as a maximization over

∑
ℓ v(Cℓ) where Cℓ is the

ℓth clause in the given list of clauses. This is simply
a linear combination of the quadratic terms seen in Eq.
(2), yielding

maximize
∑
i<j

(ai,j(1− yiyj) + bi,j(1 + yiyj)))

subject to yi ∈ {−1, 1}, ∀i ∈ {0, ..., N − 1},
(3)

where ai,j and bi,j are scalar constants defined by the
specific problem instance, and i, j ∈ {0, 1, ..., N − 1}.
While y0 has a separate definition from other vari-
ables in {yi}i∈{1,...,N−1}, we can treat y0 the same as
{yi}i∈{1,...,N−1} once this quadratic function is deter-
mined.
In classical optimization, Eq. (3) is called a quadratic

optimization problem. Other NP-hard problems such as
MaxCut and MaxBisection may be similarly expressed as
quadratic optimization problems. The conversion from
the NP-hard problem instance to a quadratic optimiza-
tion problem is done in polynomial time [9, 28].
We note that the polynomial objective function con-

sists of only constant and quadratic (i.e., even-degree)
terms. If we were to eliminate y0 (for example, by fix-
ing the convention that yi = 1 indicates xi as true and
yi = −1 indicates xi as false for all i ∈ {1, ..., N − 1}),
then the resulting polynomial objective would also con-
tain linear (odd-degree) terms. We find even-degree opti-
mization problems favorable for their matrix forms, that
is, their variable matrices can be defined as an outer prod-
uct between vectors of variables. The role of y0 is thus to
formulate the polynomial objective with only even-degree
terms. In general, any polynomial can be made even by
introducing a variable analogous to y0.

2. Semidefinite Programming (SDP)

Semidefinite programming (SDP) and corresponding
rounding procedures are standard techniques in classical
optimization for bounding quadratic optimization prob-
lems such as Max-2SAT.

SDP is a class of convex optimization problems that
aims to extremize a linear objective function over sym-
metric positive semidefinite matrices S+ under a set of
constraints. With diverse applications in control theory
and combinatorial optimization [8, 27, 32, 33, 36], SDPs
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are often used to bound solutions to NP-hard maximiza-
tion problems. Specifically, such NP-hard problems are
expressed as quadratic optimizations (often over integer-
valued variables), the encoding of which is relaxed such
that optimization can take place over the space of pos-
itive semidefinite matrices. This new SDP matrix for-
mulation provides a more tractable and relaxed form of
the original problem; however, we emphasize that this
relaxed form is not equivalent to the original NP-hard
problem. Rather, the SDP relaxation strictly broadens
the solution space, upper bounding the “feasible region”
of the original NP-hard problem. The solution that cor-
responds to this upper bound is potentially outside the
feasible region, so a rounding procedure returns it to the
valid solution space. This yields an approximate lower
bound (but possibly sub-optimal) solution.

In general, the relaxed SDP form of these optimization
problems is given as

minimize
X ∈ S+

⟨W,X⟩

subject to ⟨Aµ, X⟩ = bµ ∀µ ≤M,
(4)

where W is an N ×N symmetric matrix encoding a spe-
cific problem instance, matrix Aµ and scalar bµ describe
problem constraints, and the angled brackets denote the
matrix outer product

⟨A,B⟩ = Tr
(
ATB

)
=

N∑
i,j=1

Ai,jBi,j (5)

for some matrices A and B. These SDPs are exactly
solvable using classical techniques such as interior point
methods [8].

Returning to the Max-2SAT problem, we can reformu-
late the quadratic optimization form of Max-2SAT in Eq.
(3) as an SDP. The variables yi are relaxed to take on
a vector form vi ∈ SN , where SN ⊂ RN represents the
unit sphere in N dimensions. Then, the quadratic form
in Eq. (3) is relaxed to

maximize
∑
i<j

(W+
i,j − vTi vjW

−
i,j)

subject to vi ∈ SN , ∀i ∈ {0, ..., N − 1},
(6)

where W+
i,j ≡ ai,j + bi,j and W−

i,j ≡ ai,j − bi,j are ma-

trix elements. The objective in Eq. (6), or number of
satisfiable clauses, becomes

1

2

(〈
W+, 1N

〉
+
〈
W−, X

〉)
(7)

where 1N is an N×N matrix of all ones, and Xi,j = vTi vj .
Eq. (6) is equivalent to the SDP

minimize
X ∈ S+

〈
W−, X

〉
subject to Xi,i = 1, ∀i ≤ N.

(8)

We remark again that the SDP formulation is a re-
laxation of Max-2SAT. To obtain an approximate so-
lution within the feasible space of the Max-2SAT in-
stance, un-rounded solutions vi ∈ SN are rounded back
to yi ∈ {1,−1} by determining which side of a random
hyperplane they fall on. The resulting {yi}i∈{0,1,...,N−1}
are substituted into Eq. (3) to determine the number of
satisfied clauses in the rounded solution.

C. HTAAC-QSDP for Max-2SAT

In this section, we review the recently-proposed
HTAAC-QSDP [1]. As a variational quantum analog to
SDPs, HTAAC-QSDP finds heuristic solutions for prob-
lems with N ≤ 2n variables using only O(n) qubits, O(1)
quantum measurements, and O(poly(N)) classical calcu-
lations. As with other variational quantum algorithms
[23], the key elements of HTAAC-QSDP lie in the formu-
lation of the loss function. The loss is determined using
observables on the quantum state |ψ⟩ = UV |0⟩⊗n

, and is
minimized via the variational quantum circuit UV . Al-
though HTAAC-QSDP is a general SDP technique, the
precise loss function formulation is problem-dependent.
In the following sections, we detail the application to
Max-2SAT.

1. Evaluating the Objective

Beginning with the SDP formulation in Eq. (8), we re-
place the matrix X with the density matrix ρ = |ψ⟩ ⟨ψ|,
where |ψ⟩ =

(
ψ0 ψ1 ... ψ2n−1

)T
in the computational

basis. In particular, ψi corresponds to yi for all i ∈
{0, 1, ..., N − 1}, where we recall N ≤ 2n. The elements
ρi,j of ρ represent yiyj , such that the quantum equivalent
of Eq. (8) is 4

minimize
ρ

〈
W−, ρ

〉
subject to ρi,i = 2−n, ∀i ≤ N.

(9)

The objective function may be written as as an expecta-
tion value 〈

W−, ρ
〉
= Tr

(
W−ρ

)
= ⟨Ψ|W− |Ψ⟩ (10)

and W− may be used to generate a unitary UW− ,

UW− = eiαW
−

= 1 + iαW− − α2

2!
(W−)2 +O((W−)3).

(11)

4 To ensure that the dimensions of W− and ρ match, W− may be
“padded” with 2n − N rows and 2n − N columns of zeroes. In
this work, the notation is the same for padded and non-padded
versions of a matrix.
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Then, the value of the objective function ⟨ψ|W− |ψ⟩ may
be approximated by using a Hadamard test to evaluate

Im(⟨ψ|UW− |ψ⟩) ≈ α ⟨ψ|W− |ψ⟩ . (12)

The Hadamard test is a quantum computing subroutine
that estimates Im(⟨ψ|UW− |ψ⟩) and other expectation
values in the loss function. To generalize this subroutine
we could simply replace |ψ⟩ with an arbitrary n-qubit
state and UW− with an arbitrary n-qubit unitary. The
circuit used to execute the Hadamard test is shown in
Figure 3, which shows that the Hadamard test uses only
a single expectation value on an ancilla qubit

⟨σz
anc.⟩W− ≡ Im(⟨ψ|UW− |ψ⟩) (13)

instead of the N ≤ 2n expectation values that would be
otherwise required to fully characterize ρ.
We note that the variational circuit UV is designed

such that the elements ψi of |ψ⟩ must be real. Thus, the
objective ⟨Ψ|W− |Ψ⟩ is real, and Eq. (12) holds. Further
discussion on the limits of this approximation is included
in the original HTAAC-QSDP manuscript [1].

2. Approximate Amplitude Constraints

For Max-2SAT we wish to approximately enforce the
constraint ρi,i = 2−n from Eq. (9). We note that enforc-

ing ρi,i = 2−n is equivalent to enforcing |ψ0|2 = |ψ1|2 =

... = |ψ2n−1|2 up to normalization. This yields 2n − 1
degrees of freedom, defined by 2n − 1 unique equations5.
We can rewrite this set of 2n − 1 equations using the
following Pauli strings of length 1 to n:

⟨σz
a, ρ⟩ = 0, ∀a ≤ n, yielding

(
n

1

)
equations

⟨σz
aσ

z
b , ρ⟩ = 0, ∀a < b ≤ n, yielding

(
n

2

)
equations

...

⟨σz
1σ

z
2 ...σ

z
n, ρ⟩ , yielding

(
n

n

)
equations.

(14)

The total number of equations is given by

n∑
p=1

(
n

p

)
=

n∑
p=0

(
n

p

)
− 1 = 2n − 1. (15)

Each of the Pauli strings in Eq. (14) yields an equation∑
i ci|ψi|2 = 0, for ci ∈ {1,−1}.

5 A unique set of equations is defined here as a set in which not
equation can be deduced from other equations in the set. For
example, {a = b, b = c} are unique, but {a = b, b = c, a = c} are
not unique.

From Eq. (15), exactly enforcing the constraint re-
quires O(2n) observables. To avoid this, Patti et al. [1]
propose approximate amplitude constraints. We approx-
imately enforce ρi,i = 2−n by truncating Eq. (15) at
p = 2, such that we only consider the O(n2) Pauli strings
up to length 2. All other terms give an extra degree of
freedom (d.o.f.). This series may be truncated at higher p
to make the approximation more precise, in exchange for
less-favorable polynomial scaling. The effect of this trun-
cation is further explored in the original HTAAC-QSDP
paper [1].
Since this method is approximate, HTAAC-QSDP in-

cludes an additional component to supplement the above
Pauli string constraints. We introduce a diagonal matrix
P and a “population-balancing” unitary

UP = eiβP

where Pi,i = −

Pmax −
∑
j

∣∣W−
i,j

∣∣ ,

Pmax = max
i

∑
j

W−
i,j .

(16)

This helps to offset any asymmetric weights, and the ex-
pectation value of this unitary may be estimated using a
Hadamard test.

3. The Loss Function

All three elements – the objective function, population-
balancing unitary, and Pauli strings – may be combined
as a single loss function to be minimized. The loss func-
tion is given by

L = ⟨σz
anc.⟩W− + λ

 ∑
⟨σ,ρ⟩∈P

⟨σ, ρ⟩+ ⟨σz
anc.⟩P

 . (17)

The first term ⟨σz
anc.⟩W− results from the Hadamard test

used to estimate the objective function, the second term∑
⟨σ,ρ⟩∈P ⟨σ, ρ⟩ represents the set of Pauli strings P, and

the third term ⟨σz
anc.⟩P is from the Hadamard test used

to estimate the population-balancing unitary. The sec-
ond and third terms make up our approximate amplitude
constraints, and are weighed by a Lagrange multiplier λ.

4. Retrieving Solutions

Once the loss is minimized, there are two ways to re-
trieve solutions from the resulting quantum state. One
method uses sample-efficent estimation (SEE) and yields
an un-rounded solution. Another method requires full
state tomography (FST), but its complexity does not
depend on the degree of the polynomial and the result
mimics classical rounded solutions.
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FIG. 2: Our proposed HTAAC-QSOS. HTAAC-QSOS is a variational algorithm, such that a n-qubit variational
circuit UV is applied to quantum subsystems (green) and iteratively modified to minimize a specified loss function.
The loss approximates a degree-2D polynomial optimization problem with up to N ≤ 2n variables using expectation
values calculated from the total quantum system (blue). The solution is extracted by conducting full state
tomography (FST) and rounding the resulting quantum state, or by using sample-efficient estimation (SEE) to
directly estimate the un-rounded SAT value (purple).

SEE may be used to directly estimate a solution from
|ψ⟩ with the quantum analog to Eq. (7),

2n−1
(
⟨0|⊗n

H⊗nW+H⊗n |0⟩⊗n
+ ⟨ψ|W− |ψ⟩

)
. (18)

The first term represents constant terms, where
H⊗n |0⟩⊗n

is the equal superposition of all states. This
may be evaluated using the Hadamard test, where the

unitary is UW+ ≡ eiαW
+

acting on the quantum state
H⊗n |ψ⟩⊗n

. We evaluate

⟨σz
anc.⟩

⊗H
W+ ≡ Im[⟨0|⊗n

H⊗nUW+H⊗n |0⟩⊗n
]

≈ α ⟨0|⊗n
H⊗nW+H⊗n |0⟩⊗n

.
(19)

The second term is equivalent to quadratic terms in the
objective. Thus, the solution given by SEE is

2n−1

α

(
⟨σz

anc.⟩
⊗H
W+ − ⟨σz

anc.⟩W−

)
. (20)

While this solution is un-rounded, it is a good approxi-
mation of a rounded solution in the limit of well-behaved
constraints. When the constraints are exactly enforced,
the solution approaches the optimal rounded solution.

Alternatively, by using FST and a simple rounding
procedure, we may extract a guaranteed feasible solu-
tion. We assign yi = sign(ψi) and substitute the resulting

{yi}i∈{0,1,...,N−1} into the objective from Eq. (3). While
this is sample-intensive on a quantum machine, it may
be suitable as a quantum-inspired algorithm [37].

D. Max-kSAT and Sum-of-Squares Programming

In this section, we describe how Max-kSAT may be
expressed as a polynomial optimization problem and
approximated with classical sum-of-squares (SOS) pro-
gramming. We first consider an extension from Max-
2SAT to Max-3SAT.

1. The Polynomial Optimization Problem

In Max-3SAT, clauses are written in the form (xi ∨
xj ∨ xk), where any of xi, xj , and xk may be replaced
by their negations. By incorporating y0 analogously to
Max-2SAT, the truth value of the clause (xi ∨xj ∨xk) is
expressed as

v(xi ∨ xj ∨ xk) = 1− v(¬xi)v(¬xj)v(¬xk)

=
1 + y0yi

8
+

1 + y0yj
8

+
1 + y0yk

8
+

1− yiyj
8

+
1− yiyk

8
+

1− yjyk
8

+
1 + y0yiyjyk

8
.

(21)
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The value of other clauses can be similarly expressed.
If any of xi, xj , and xk are negated, then we replace
the corresponding yi, yj , or yk with −yi, −yj , or −yk.
Once these polynomials are formulated for every clause,
y0 may be treated identically to {yi}i∈{1,...,N−1}. The
truth value of all clauses of length-3 may then be ex-
pressed as a degree-4 polynomial. The maximum number
of satisfiable clauses is therefore written as a maximiza-
tion over

∑
ℓ v(Cℓ), where Cℓ is the ℓth clause in the

given list of clauses. This is a linear combination of the
quadratic and degree-4 terms in Eq. (21),∑

ℓ

v(Cℓ) =
∑
i<j

(
a
(1)
i,j (1− yiyj) + b

(1)
i,j (1 + yiyj)

)
+

∑
i<j<q<l

(
a
(2)
ij,ql(1− yiyjyqyl) + b

(2)
ij,ql(1 + yiyjyqyl)

)
(22)

where a
(1)
i,j , b

(1)
i,j , a

(2)
ij,ql, and b

(2)
ij,ql are scalar constants de-

fined by the specific problem instance, and i, j, q, l ∈
{0, 1, ..., N−1}. The result is a non-convex degree-4 poly-
nomial objective, consisting of only even-degree terms.

We note that we may obtain a degree-3 polynomial if
we eliminate y0 (for example, by fixing the convention
that yi = 1 indicates xi as true and yi = −1 indicates
xi as false for all i ∈ {1, ..., N − 1}). Classical SOS can
target degree-3 polynomials, but formulating polynomi-
als with even-degree terms using y0 is more suitable to
our quantum approach.

To generalize this formulation to Max-kSAT, we intro-
duce some notation. Max-kSAT may be formulated as
a degree-k polynomial without y0, and as a degree-2D
polynomial with y0 where D ≡ ceil(k/2). The maximum
degree of the polynomial objective is 2D, and we also
we define d ∈ {1, ..., D} such that 2d denotes the degree
of individual terms in the objective. For example, in
Max-3SAT we have a degree-4 polynomial objective, and
therefore D = 2. Within this degree-4 polynomial we
have constant, degree-2, and degree-4 terms, such that
2d = 0, 2, and 4 respectively. Because constant terms
do not impact the solution of an optimization problem,
they are dropped and d ∈ {1, 2}. Since any polynomial
can be made to have only even-degree terms using y0
and our proposed algorithm makes use of the even-degree
characteristic, we focus on degree-2D polynomials in our
discussions.

2. Sum-of-Squares (SOS)

SOS programming is a core discipline in operations re-
search [30]. In this section, we provide a cursory overview
of the relevant SOS formulae, providing a more detailed
treatment in the Appendix.

SOS programming determines whether a degree-2D
polynomial function F (y), where y = {yi}i∈{0,1,...,N−1},

can be factored as a sum of squares. We express F (y) as

F (y) = bTQb, (23)

where Q is a symmetric matrix and

bT =
(
1 y1 y2 ... yn y1y2 ... yDn

)
. (24)

is a “polynomial basis”. This basis enables the general-
ization to higher-degree polynomials. The matrix Q can
be interpreted as a “weight” matrix of coefficients. It is
proven that F (y) = bTQb is a sum of squares if and only
if Q is positive semidefinite. SOS is therefore solvable by
SDP [30].

In the context of polynomial optimization, we can de-
fine F (y) ≡ −p(y) − γ where p(y) is the polynomial ob-
jective and γ is a real number. Writing F (y) as SOS is an
algebraic certificate of nonnegativity, that is, F (y) > 0.
Then, p(y) ≤ −γ, and we may derive an upper bound
−γ on p(y).

In the context of Max-kSAT, a problem instance is
expressed as degree-2D polynomial optimization, which
is then written as SOS to determine an upper bound.
Similarly to the SDP approach, a rounding procedure
may be used to identify a feasible solution and a lower
bound. Rounding procedures typically involve random
sampling similar to that in the GW algorithm. Details
and an example are provided in Appendix A.

E. Approximation Guarantees and Caveats

To further contextualize the SDP and SOS approxi-
mation methods we can consider the simplest approxi-
mation algorithm for Max-kSAT: random guess, where
each variable is assigned to be true with probability 1/2.
This yields a (1− (1/2)k)-approximation algorithm, that
is, the approximated solution is expected to be at least
(1− (1/2)k) times the optimum solution [9]. This is the
baseline guarantee, and we hope to obtain solutions that
are closer to the optimal with methods such as SDP and
SOS.

While SOS provides a strict upper bound on the ob-
jective function, the rounded SOS solution has no ap-
proximation ratio guarantee. The approximation ratio
given by the GW algorithm for Max-2SAT is lost in the
generalization to Max-kSAT. Furthermore, the rounding
procedure for SOS suffers from a lack of algebraic con-
sistency. Algebraic consistency refers to the requirement
that the element representing yi and the element repre-
senting yj multiply to equal the element representing yiyj
in the polynomial basis b (Eq. (24)) [38].

For a polynomial objective function of degree-2D and
N variables, SOS requires the manipulation of matrices
with dimension NO(D) × NO(D) due to the polynomial
basis b. While an improvement over the brute force solu-
tion, this renders SOS intractable for large problem sizes,
such as those found in industrial applications and scien-
tific research.



8

III. THE PROPOSED ALGORITHM:
HTAAC-QSOS

In this section we present our proposed algorithm:
an SOS-inspired quantum metaheuristic for polynomial
optimization with the Hadamard test and approximate
amplitude constraints (HTAAC-QSOS). As a continua-
tion of the previous discussion, we apply HTAAC-QSOS
to Max-3SAT, simulating the algorithm and compar-
ing it against classical benchmarks. We also show how
HTAAC-QSOS for Max-3SAT generalizes to Max-kSAT.
Finally, we describe a generalized overview of HTAAC-
QSOS for any polynomial optimization problem.

A. HTAAC-QSOS for Max-3SAT

1. Evaluating the Objective

The polynomial objective function for Max-3SAT (Eq.
(22)) may be rewritten as

∑
ℓ

v(Cℓ) =
∑

i>j>q>l

((
W

+,(1)
i,j +W

+,(2)
ij,ql

)
−
(
yiyjW

−,(1)
i,j + yiyjyqylW

−,(2)
ij,ql

)) (25)

where

W
+,(1)
i,j = a

(1)
i,j + b

(1)
i,j , W

−,(1)
i,j = a

(1)
i,j − b

(1)
i,j ,

W
+,(2)
ij,ql = a

(2)
ij,ql + b

(2)
ij,ql, and W

−,(2)
ij,ql = a

(2)
ij,ql − b

(2)
ij,ql.

(26)

The variables {yi}i∈{0,1,...,N−1} are encoded using com-
putational basis states, identically to HTAAC-QSDP.
The objective function becomes

1

2


constant terms︷ ︸︸ ︷〈

W+,(1), 1N

〉
+
〈
W+,(2), 1N2

〉 (27)

− 1

2

〈
W−,(1), ρ

〉
︸ ︷︷ ︸
degree-2 terms

+
〈
W−,(2), ρ⊗ ρ

〉
︸ ︷︷ ︸

degree-4 terms

 (28)

where 1N is an N × N matrix of all ones and 1N2 is an
N2 ×N2 matrix of all ones. The problem becomes

minimize
ρ

degree-2 terms︷ ︸︸ ︷〈
W−,(1), ρ

〉
+

degree-4 terms︷ ︸︸ ︷〈
W−,(2), ρ⊗ ρ

〉
subject to ρi,i = 2−n, ∀i ≤ N

(29)

where the objective function is the sum of two expecta-
tion values,〈

W−,(1), ρ
〉
+

〈
W−,(2), ρ⊗ ρ

〉
= ⟨ψ|W−,(1) |ψ⟩+

(
⟨ψ| ⊗ ⟨ψ|

)
W−,(2)

(
|ψ⟩ ⊗ |ψ⟩

)
.

(30)

A core contribution of this work lies in the introduc-
tion of the product state for degree-4 terms. The prod-
uct state ρ ⊗ ρ is a tensor product over two identical
states ρ, such that its elements (ρ⊗ ρ)ij,ql = ρi,jρq,l rep-
resent the degree-4 terms yiyjyqyl. This is the quantum
analog to the polynomial basis in SOS. However, while
SOS programming is solved with SDPs by including the
polynomial basis as additional constraints, our proposed
algorithm naturally preserves these constraints by encod-
ing solutions as product states. HTAAC-QSOS therefore
requires no additional constraints apart from those in-
cluded in the original problem.
In terms of implementation, we propose a “multiple

register” approach. Each “register” is an identical n-
qubit quantum subsystem. Degree-2 terms are evaluated
with a Hadamard test on a single register ρ and a unitary

UW−,(1) = eiαW
−,(1)

, similarly to Max-2SAT,

⟨σz
anc.⟩W−,(1) = Im (⟨ψ|UW−,(1) |ψ⟩) . (31)

To evaluate degree-4 terms in the objective function,
two identical copies of the state ρ are prepared on two
registers. A Hadamard test is implemented by operat-
ing on both registers with a larger 2n-qubit unitary i.e.,

UW−,(2) = eiαW
−,(2)

,

⟨σz
anc.⟩W−,(2) ≡ Im ((⟨ψ| ⊗ ⟨ψ|)UW−,(2)(|ψ⟩ ⊗ |ψ⟩)) .

(32)

The circuit diagram for these two Hadamard tests is
shown in Figure 3, where d = 1 and d = 2 respectively.

FIG. 3: Hadamard test on nd qubits. The value

Im
(
⟨ψ|⊗d

U |ψ⟩⊗d
)
, where |ψ⟩ ≡ UV |0⟩⊗n

, may be

estimated by measuring a single ancilla qubit.

Specifically, ⟨σz
anc.⟩ = Im

(
⟨ψ|⊗d

U |ψ⟩⊗d
)
, where σz

anc.

is the Pauli-Z on the ancilla qubit. In HTAAC-QSDP
we always take d = 1. In HTAAC-QSOS, the values of d
reflect the degree of the polynomial objective.



9

2. Approximate Amplitude Constraints

We want to enforce the constraint ρi,i = 2−n for all
i ≤ N . In Section IIC 2, we describe how we may approx-
imately enforce this constraint using O(n2) Pauli strings
and a population-balancing unitary. Since we encode the
objective function using product states, we do not re-
quire any additional constraints. Specifically, we write
Pauli string equations

⟨σz
a, ρ⟩ = 0, ∀a ≤ n

⟨σz
aσ

z
b , ρ⟩ = 0, ∀a < b ≤ n

(33)

and define the population-balancing unitary

UP = eiβP

where Pi,i = −

Pmax −
∑
j

∣∣∣W−,(1)
i,j

∣∣∣
 ,

Pmax = max
i

∑
j

W
−,(1)
i,j .

(34)

The population-balancing unitary has the same formu-
lation as described in Section IIC 2, but with W−,(1) in
place of W−. The purpose of the population-balancing
unitary is to approximate the frequency at which a vari-
able appears, and the larger matrix W−,(2) is therefore
not required.

3. Retrieving Solutions

Extending the SEE method in Section IIC 4, we eval-
uate the un-rounded solution using the quantum analog
of Eq. (28)

2n−1 ⟨0|⊗n
H⊗nW+,(1)H⊗n |0⟩⊗n

+ 22n−1 ⟨0|⊗2n
H⊗2nW+,(2)H⊗2n |0⟩⊗2n

+ 2n−1 ⟨Ψ(1)|W−,(1) |Ψ(1)⟩
+ 22n−1 ⟨Ψ(2)|W−,(2) |Ψ(2)⟩ .

(35)

The first term is estimated using a Hadamard test with
unitary UW+,(1) acting on state H⊗n |0⟩⊗n

, and the sec-
ond term is estimated using a Hadamard test UW+,(2)

acting on state H⊗2n |0⟩⊗2n
. The third and fourth terms

are part of the objective function in Section IIIA 1. The
un-rounded solution for Max-3SAT is

2n−1

α

(
⟨σz

anc.⟩
⊗H
W+,(1) − ⟨σz

anc.⟩W−,(1)

)
+

22n−1

α

(
⟨σz

anc.⟩
⊗H
W+,(2) − ⟨σz

anc.⟩W−,(2)

)
.

(36)

To obtain the rounded solution we require FST, and
follow the same procedure outlined in Section IIC 4.

B. Simulating HTAAC-QSOS for Max-3SAT

We test our proposed algorithm by simulating
HTAAC-QSOS for Max-3SAT on a classical system and
benchmarking results against classical SOS and heuristic
methods. To present our results, we define observed per-
formance, or the ratio between the HTAAC-QSOS result
and the classical benchmark result for a given problem
instance. In Tables I and II, this ratio is calculated and
averaged over several instances of the same size.

1. SOS vs. HTAAC-QSOS

To test the performance of HTAAC-QSOS against
SOS, we generate several Max-3SAT instances by draw-
ing variables from a uniform distribution and removing
clauses with repeating variables. The SOS techniques
[31] are used to obtain classical solutions. We choose
problems with 20 variables each because they may be
approximated by SOS within reasonable time.
We remark that SOS often yields very tight upper

bounds, frequently finding the optimal solution [9, 38].
However, since these upper bounds do not necessarily
correspond to feasible solutions, we use a rounding pro-
cedure (described in Appendix A 2) to return the SDP so-
lutions to the feasible region. We use the rounded result
as a classical benchmark. The rounded result is typically
within 92% to 96% of the upper bound for the problem
sizes used [38]. Results are provided in Table I.
Both the SEE and rounded FST objective values from

HTAAC-QSOS are consistently greater than that of the
rounded classical SOS solution, despite encoding only a
rough approximation of the problem. Notably, the un-
rounded SEE objectives are less than their correspond-
ing rounded FST objectives, implying favorable round-
ing behavior. We hypothesize that this rounding behav-
ior can be attributed to the algebraic consistency main-
tained by HTAAC-QSOS. Algebraic consistency refers to
the requirement that the element representing yi and the
element representing yj multiply to equal the element
representing yiyj in the polynomial basis. This prop-
erty is naturally preserved by the product states used
in HTAAC-QSOS, but not by the rounding procedure in
classical SOS. This results in a much simpler rounding
scheme for HTAAC-QSOS, and one that yields heuris-
tics that are closer to the optimal solution, based on our
simulation result.
Moreover, in SDP relaxations, the rank of the solu-

tion may serve as an indicator of solution quality. Many
polynomial optimization problems yield a natural SDP
relaxation. If the SDP relaxation has a rank-1 solution,
then the relaxation is exact, and there is no gap between
the upper bound and the rounded solution. Intuitively,
this suggests that rank-1 solutions are more desirable
[36]. SDP relaxations often yield full-rank solutions. The
solution to HTAAC-QSOS is always a pure state and
therefore is rank-1, suggesting that HTAAC-QSOS may
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Max-3SAT Problem Size HTAAC-QSOS (SEE) HTAAC-QSOS (FST)

# of var. # of clauses Best Found Average Best Found Average

20

80 1.040 1.039 1.084 1.078
100 1.042 1.041 1.084 1.079
120 1.025 1.024 1.071 1.067
140 1.027 1.026 1.079 1.076
160 1.004 1.003 1.050 1.045
180 1.001 1.008 1.047 1.044

TABLE I: Observed performance with respect to classical SOS. Simulations of HTAAC-QSOS are used to
approximate solutions for randomly-generated Max-3SAT instances with 20 variables and a given number of clauses.
Both the sample-efficient estimation (SEE) and full state tomography (FST) methods for retrieving solutions are
used. This is repeated over the space of loss hyperparameters, with the best and average solutions identified. For
each Max-3SAT problem size, the four HTAAC-QSOS results (best SEE solution, average SEE solution, best FST
solution, average FST solution) are divided by the rounded classical SOS solution and then averaged over multiple
problem instances.

result in solutions that yield a smaller optimality gap
when rounded.

2. Classical Heuristic vs. HTAAC-QSOS

To gauge the performance of HTAAC-QSOS for larger
problems, we draw instances with 70 to 110 variables
from the 2016 MaxSAT evaluation [26]. Since classical
SOS is intractable for larger problems, the best known so-
lutions are given by the winning heuristic solutions from
the MaxSAT evaluation. These solvers primarily leverage
local search algorithms and problem-specific heuristics.
Like HTAAC-QSOS, these solvers prioritize speed over
approximation ratio guarantees. The observed perfor-
mance is therefore calculated with respect to these solu-
tions, and averaged over instances of the same size given
by the MaxSAT evaluation. The results are given in Ta-
ble II, and Figure 4 shows loss and observed performance
over 100 training epochs for a Max-3SAT instance with
110 variables and 1100 clauses.

The un-rounded SEE solutions’ objective value are
within ten percent of the objectives from the best clas-
sical heuristic, and the corresponding objectives of the
rounded FST solutions are within three percent. Figure
4 shows that the un-rounded objectives, rounded objec-
tives, and loss are strongly correlated. Un-rounded solu-
tions consistently yield rounded FST solutions that are
close to the optimal.

While these initial simulations of HTAAC-QSOS for
Max-3SAT yield objectives that are slightly less than
those given by existing classical heuristic solvers, the
advantage of HTAAC-QSOS lies in its generalizability.
Classical incomplete solvers may be specifically tailored
to Max-SAT, but the HTAAC-QSOS framework can
be generalized to any polynomial optimization problem.
While HTAAC-QSOS works with even degree polynomi-
als, this is without loss of generality because odd-degree
polynomials can be made even through the introduction
of an auxiliary variable such as y0 [8, 9].

FIG. 4: Loss and Observed Performance of
HTAAC-QSOS over Epochs. HTAAC-QSOS is used
to find a heuristic solution for a Max-3SAT instance
with 110 variables and 1100 clauses. These plots show
loss (left), one minus the ratio between the un-rounded
SEE solution and the best classical heuristic (middle),
and one minus the ratio between the rounded FST
solution and the best classical heuristic (right).

C. HTAAC-QSOS for Max-kSAT

The proposed SOS-inspired approach for Max-3SAT
may be easily applied to Max-kSAT. The number of
qubits required scales linearly with k, and the number
of constraints is independent of k.

1. Evaluating the Objective

Max-kSAT can be expressed as a degree-2D polyno-
mial optimization problem, where 2D = 2 ceil(k/2) is
the maximum degree of the polynomial objective6. The

6 We remind the reader that Max-kSAT can also be expressed as
a degree-k polynomial optimization problem, but we introduce
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Max-3SAT Instance HTAAC-QSOS (SEE) HTAAC-QSOS (FST)

# of var. # of clauses Best Found Mean Best Found Mean

70
700 0.911 0.903 0.985 0.978
800 0.909 0.901 0.984 0.981
900 0.910 0.909 0.986 0.979

90

700 0.899 0.898 0.978 0.969
800 0.903 0.902 0.979 0.972
900 0.906 0.905 0.977 0.966
1000 0.911 0.910 0.980 0.973
1100 0.908 0.907 0.978 0.972
1200 0.902 0.901 0.976 0.970
1300 0.906 0.905 0.978 0.971

110

700 0.906 0.905 0.972 0.961
800 0.909 0.908 0.974 0.961
900 0.900 0.899 0.979 0.970
1000 0.907 0.906 0.973 0.963
1100 0.908 0.907 0.981 0.971

TABLE II: Observed performance with respect to heuristic solvers. Simulations of HTAAC-QSOS are used
to approximate solutions for Max-3SAT instances with 70, 90, or 110 variables and a given number of clauses. Both
the SEE and FST methods for retrieving solutions are used. This is repeated over the space of loss hyperparameters,
with the best and average solutions identified. For each Max-3SAT problem size, the four HTAAC-QSOS results
(best SEE solution, average SEE solution, best FST solution, average FST solution) are divided by the winning
heuristic solution from the MaxSAT evaluation [26] and then averaged over multiple problem instances.

polynomial consists of only even-degree monomial terms
of degree-2d, such that d ∈ {1, ..., D}. The generalized
problem is written as

minimize
ρ

D∑
d=1

〈
W−,(d), ρ⊗d

〉
subject to ρi,i = 2−n, ∀i ≤ N

(37)

where the objective function is a sum of expectation val-
ues

D∑
d=1

〈
W−,(d), ρ⊗d

〉
=

D∑
d=1

⟨Ψ(d)|W−,(d) |Ψ(d)⟩ (38)

and we define |Ψ(d)⟩ ≡ |ψ⟩⊗d
to simplify notation.

Each ⟨Ψ(d)|W−,(d) |Ψ(d)⟩ encodes terms of degree-2d
and can be estimated using the Hadamard test,

α ⟨Ψ(d)|W−,(d) |Ψ(d)⟩ ≈ Im(⟨Ψ(d)|UW−,(d) |Ψ(d)⟩) (39)

where UW−,(d) ≡ eiαW
−,(d)

(see Figure 3). To be spe-
cific, we evaluate all terms of degree-2d by first simulta-
neously and separately preparing d identical copies of ρ.
Then, we use the nd-qubit unitary UW−,(d) to conduct
the Hadamard test upon the entire quantum system –
all d copies. Repeating this for all possible values of
d ∈ {1, ..., D}, we can evaluate all terms in the objective
function. We therefore require a total of O(D) = O(k)

y0 here to make the polynomial even and therefore simpler to
address with our quantum approach.

Hadamard tests and O(nD) = O(nk) qubits to estimate
the objective function.
This is our “multiple register” approach, where each

register of n qubits hosts a copy of ρ. This allows us
to generalize the original HTAAC-QSDP framework for
degree-k polynomial optimization with O(k) time and
resource complexity.

2. Approximate Amplitude Constraints

The Pauli strings and the population-balancing uni-
tary are formulated identically to those in Max-3SAT (see
Section IIIA 2), since the equality constraint in the opti-
mization problem is the same. Thus, the number of mea-
surements required to approximately enforce constraints
is independent of k.

3. Retrieving Solutions

The un-rounded SEE solution for Max-3SAT in Eq.
(36) can be generalized to

D∑
d=1

2nd−1

α

(
⟨σz

anc.⟩
⊗H
W+,(d) − ⟨σz

anc.⟩W−,(d)

)
, (40)

where we recall D = ceil(k/2) and each term may be
evaluated with a Hadamard test. We therefore require
O(k) = O(D) Hadamard tests to determine this un-
rounded solution.
The second rounding method follows the same proce-

dure described in Section IIC 4. This method is the same
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for all values of k, and involves full state tomography the
n-qubit subsystem.

D. HTAAC-QSOS for Polynomial Optimization

We recall that any degree-k polynomial optimization
can be made into a degree-2D polynomial with terms of
degree 2d, where d ∈ {1, ..., D}, using a auxiliary variable
[8, 9]. For the quadratic optimization problems addressed
with HTAAC-QSDP, D = 1 and d = 1. In the poly-
nomial optimization problems we address with our pro-
posed HTAAC-QSOS, we allow D ≥ 1 and d ∈ {1, ..., D}.
Terms of degree-2d may be approximated with d quan-
tum subsystems of n qubits each. Therefore, we require
O(nD) = O(nk) qubits to estimate the objective func-
tion. Furthermore, the property of Pauli strings to form
a complete basis suggests that they may be used to en-
force any linear equality constraint. To retrieve the so-
lutions, the SEE and FST methods may be generalized.
The SEE method requires O(D) = O(k) Hadamard tests,
namely, one for value of d ∈ {1, ..., D}. The FST round-
ing method for polynomial optimization over binary vari-
ables requires full state tomography of a n-qubit subsys-
tem, but is constant in k.

IV. CONCLUSIONS AND OUTLOOK

In this manuscript, we propose a SOS-inspired
quantum metaheuristic for polynomial optimization
(HTAAC-QSOS), that extends the recently proposed
HTAAC-QSDP algorithm [1] using classical sum-of-
squares (SOS). This technique yields a heuristic that
is scalable to challenging and useful problems, such as
those found in operations research and similar research
applications. Moreover, HTAAC-QSOS is generalizable,
and scales linearly with the degree of the polynomial.
Notably, HTAAC-QSOS exhibits superior rounding be-
havior compared to classical SOS methods, likely due to
its preservation of algebraic consistency through product
state encoding.

In our study of Max-kSAT, we emphasize as the degree
k of the polynomial objective increases, only the evalua-
tion of the objective changes. In fact, the number of ap-
proximate amplitude constraints required in Max-kSAT
is independent of the degree of the polynomial objective.
While classical SOS requires additional constraints with
the increase of k, these constraints are naturally con-
served by the product state encoding in HTAAC-QSOS.
If the Hadamard tests are conducted sequentially on a
set of D = ceil(k/2) registers, then the time and resource
complexities of HTAAC-QSOS are therefore only linear
in k, whereas the less-favorable complexities of classical
SOS are polynomial. Alternatively, if we want Hadamard
tests to be conducted simultaneously on more registers,
then HTAAC-QSOS is constant in time and quadratic
in resources (i.e., qubits) with respect to k. HTAAC-
QSOS thus has the potential to address a broader class
of polynomial optimization problems than previous quan-
tum approaches or problem-specific classical heuristics,
while maintaining better scaling than classical SOS meth-
ods as the degree of the polynomial increases.
The generalization to any polynomial optimization

may be tested by applying the HTAAC-QSOS approach
to other families of polynomial optimization problems,
including those that are optimized over continuous vari-
ables. In these continous cases, the rounding step of the
FST solution method may not be required. One possible
application is in quantum chemistry, where the SOS hi-
erarchy (i.e., the reduced density matrix method) is used
to study weak coupling perturbation theory [39]. SOS
is also used as an approach towards the best separable
quantum state problem [40].
Additionally, the high performance of the FST

rounding method in classical simulations suggests that
HTAAC-QSOS may be a strong candidate for a quantum-
inspired algorithm. Since the circuit does not need to
be implemented on qubits, the Hadamard test is not re-
quired, and we may directly evaluate the objective func-
tion using the weight matrix.
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Appendix A: Sum-of-Squares (SOS) and Rounding
Procedures

In this section of the appendix, we provide more de-
tails on the sum-of-squares (SOS) method as well as its
rounding procedures.

1. SOS Hierarchy

While there exist several relaxation algorithms and
rounding procedures used to approximate solutions to
Max-kSAT and similar problems, we choose SOS as
the most standard and systematic method as a classical
benchmark for our algorithm.

Let F (y) be a multivariate polynomial, where y de-
notes the N variables {yi}i∈{0,1,...,N−1}. The goal of
classical SOS is to write F (y) in such a way that the
nonnegativity of F (y) becomes obvious. Specifically, the
existence of an SOS decomposition

F (y) =
∑
j

q2j (y), (A1)

where qj(y) are some polynomials in y, is an algebraic
certificate of nonnegativity.

The SOS hierarchy is a hierarchy is convex relaxations,
ordered with increasing power and computational cost.
The Dth level of the hierarchy corresponds to polyno-
mial optimization problems with a degree-2D polynomial
objective. The first level of the hierarchy, where D = 1,
corresponds to an SDP for a quadratic optimization prob-
lem. To consider higher-degree polynomials, new vari-
ables and constraints must be introduced such that the
problem may then be solved as a larger SDP with ad-
ditional constraints. Specifically, we draw a connection
between SOS and semidefinite matrices with the follow-
ing theorem.

Theorem 1. A degree-2D multivariate polynomial F (y)
is a sum-of-squares if and only if there exists positive
semidefinite matrix Q such that

F (y) = bTQb (A2)

where b =
(
1 y1 y2 ... yN y1y2 ... yDN

)T
. The vector

b is the polynomial basis, and the matrix Q is called the
Gram matrix.

A proof is provided by [30].

To show how SOS is applied to polynomial optimiza-
tion problems, we consider a generic problem of the form

maximize p(y)

subject to hj(y) = 0, ∀j ∈ {1, 2, ...,M}
(A3)

where p(y) is a polynomial objective that is not neces-
sarily convex, hj(y) = 0 are equality constraints, and M

is the number of constraints. Using the given problem,
we define a new polynomial7

F (y) ≡ −p(y)− γ +
∑
j

tj(y)hj(y), (A4)

where γ a real-valued variable, and tj(y) is a polynomial
with its degree limited by D. If F (y) may be factored
into a sum of squares for a some value of γ and some
polynomials tj(y), we guarantee that F (y) ≥ 0. When
the constraints are satisfied such that hj(y) = 0, we ob-
tain p(y) ≤ −γ such that −γ forms an upper bound on
p(y). Formally, we want to obtain a tight upper bound
bound on p(y) by solving

maximize γ

subject to F (y) is SOS.
(A5)

Since we look for solutions where hj(y) = 0, the polyno-
mials tj(y) in Eq. (A4) function as additional degrees of
freedom that allow tighter upper bounds.

As a very simple example, let us consider a Max-3SAT
problem with two clauses: (x1∨x2∨x3) and (¬x1∨¬x2∨
x3). The equivalent polynomial optimization problem is

maximize
1

4
(y0y3 − y1y2 + y0y1y2y3) +

7

4

subject to y2i = 1 ∀i ∈ {0, 1, 2, 3}
(A6)

where the objective function is formulated using Eq.
(21). The result may be approximated using the SOS
in Eq. (A5), where

F (y) ≡− 1

4
(y0y3 − y1y2 + y0y1y2y3)−

7

4

− γ +

3∑
i=0

ti(y)(y
2
i − 1).

(A7)

This is results in a polynomially-sized SDP by Theorem
1. Specifically, we define

b ≡
(
1 y0 y1 y2 y3 y0y1 y2y3

)T
(A8)

and determine Q as a function of γ and the coefficients
of ti(y) such that F (y) is SOS, that is, F (y) = bTQb =〈
bbT , QT

〉
. In this way, the problem becomes the SDP

maximize
Q ∈ S+

⟨W,Q⟩

subject to
〈
bbT , Q

〉
= F (y)

(A9)

where W is defined such that ⟨W,Q⟩ ∝ γ. Solving the
SDP, we obtain an upper bound −γ = 2, as we expect.

7 SOS is often used to determine a lower bound on the solution of
the original problem. Here, we want to find an upper bound. To
make the notation more straightforward, we introduced a factor
of −1 to p(y) in our formulation of F (y).
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2. Rounding Procedures

The rounding procedure used in our SOS solution is
equivalent one of the rounding procedures described by
van Maaren et al. [38], and the steps are as follows. It
can be shown that the optimal solution Q of the SOS
method described in the previous section has an eigen-
value zero. We determine the orthogonal basis of eigen-
vectors v1, ..., vL ofQ that have eigenvalue zero, such that
vTl Qvl = 0 for l ∈ {1, ..., L}. Then, we randomly sample
a vector λ =

(
λ1 ... λL

)
from the L-dimensional unit

sphere and use this to generate a linear combination of
these eigenvectors,

P =
l∑

l=1

λlvl. (A10)

The elements of P are rounded to +1 or −1, and the
results are used as the solution {yi}i∈{0,1,...,N−1} to the
original polynomial optimization problem.

We note that the vectors vl for l ∈ {1, ..., L} do not
preserve algebraic consistency, that is, the product of ele-
ments corresponding to yi and yj do not necessarily equal
the element corresponding to yiyj . There are methods
to mitigate this, such as those developed by Ref. [38].
In their experiments using Max-3SAT problems with 20
variables, the rounded result reaches 97.2% of the upper
bound.
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