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Abstract. Computational tools for robot design require algorithms mov-
ing between several layers of abstraction including task, morphology,
kinematics, mechanism shapes, and actuation. In this paper we give a
linear-time algorithm mapping from kinematics to mechanism shape for
tree-structured linkages. Specifically, we take as input a tree whose nodes
are axes of motion (lines which joints rotate about or translate along)
along with types and sizes for joints on these axes, and a radius r for
a tubular bound on the link shapes. Our algorithm outputs the geome-
try for a kinematic tree instantiating these specifications such that the
neutral configuration has no self-intersection. Output designs have lin-
ear complexity. The algorithm approach is based on understanding the
mechanism design problem as a planning problem for link shapes, and
arranging the joints along their axes of motion to be appropriately spaced
and oriented such that feasible, non-intersecting paths exist linking them.
Since link bending is restricted by its tubular radius, this is a Dubins
planning problem, and to prove the correctness of our algorithm we also
prove a theorem about Dubins paths: if two point-direction pairs are
separated by a plane at least 2r from each, and the directions each have
non-negative dot product with the plane normal, then they are connected
by a radius-r CSC Dubins path with turn angles < 7. We implement our
design algorithm in code and provide a 3D printed example of a tubular
kinematic tree. The results provide an existence proof of tubular-shaped
kinematic trees implementing given axes of motion, and could be used as
a starting point for further optimization in an automated or algorithm-
assisted robot design system.

Keywords: Kinematics, Path Planning, Computational Geometry, Du-
bins Paths, Computational Robot Design
1 Introduction

When designing linkages for robots, it is necessary to achieve specified poses or
motions while avoiding self-intersection. Even with engineering expertise in nav-
igating layers of kinematic and geometric abstractions, this is challenging as the
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number of degrees of freedom scales up. Design algorithms mapping kinematic
specifications to mechanism shapes could help non-experts design robots and
assist experts in exploring the large space of morphologies. A foundational step
is characterizing what types of kinematics are possible to geometrically realize
with what classes of link and joint shapes. Here, we study kinematics specified
by joint axes of motion and linkage shapes abstracted by their tubular bounds.

1.1 Related Works

Our previous work [7] gives a design algorithm for tubular kinematic chains im-
plementing specified axes of motion, along with a catalog of tubular origami
patterns implementing links and revolute and prismatic joints. The approach
is based on understanding the robot design problem as a path planning prob-
lem for link shapes. Since the tubular radius constrains the bending curvature,
this is a 3D Dubins planning problem. Since higher-order joint types can be
constructed as sequences of revolute and prismatic joints [30], this algorithm
can make chains with arbitrary kinematics. However, the chain design algorithm
does not generalize to trees because it can involve looping “backwards” around
previously-generated parts of the linkage in ways that would make collision avoid-
ance guarantees between different branches elusive.

Computational Design Our work falls into the subfield of computational
robot design. The primary objectives of developing robotic design tools are to
reduce prerequisite expertise and enhance efficiency and reduce workload for the
designer. Current design tools help users create fabricable plans from structural
or functional specifications using modular composition [2822] and optimiza-
tion [6]. Interactive design [242] requires detailed specification of components
and placement, often followed by optimization to align with objectives [I5I12].
Automated design approaches translate task specifications into robot shapes
with methods such as evolutionary algorithms [T9/T3], search algorithms combin-
ing discrete modules [I4], or optimizations over parameterized modules [I]. Such
methods can give robot designs tailored to the desired goals, but lack formal
guarantees of design existence. In contrast, our work takes different input (gen-
eral kinematics specified by axis of motion, rather than task specifications) and
is guaranteed to produce a linkage shape implementing the given kinematics.
Another line of work addresses kinematic synthesis, producing axes of motion
for a kinematic chain [21], tree [26], or more general linkage [33] achieving given
positions or trajectories. Such approaches do not give specific linkage shapes
implementing their output kinematics, so they could be combined with our work
since we take axes of motion as input and give concrete designs as output.

Dubins Paths Our work is founded on Dubins path planning to find tubular
shapes linking joints together. A Dubins path is a continuously differentiable
path with a minimum turning radius r. Widely applied in motion planning for
turning-constrained vehicles [34120I5/18], theory characterizing Dubins paths has
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been studied in 2D and 3D. In 2D, shortest paths have form CSC or CCC (or
subsequences thereof), where S is a straight line segment and C is an arc of the
minimal radius [I0]. For 2D poses > 4r apart, shortest paths are CSC [25].

In 3D, shortest paths are either CSC paths, coplanar CCC paths with the
middle arc having turn angle > 7, or radius-r helicoidal (H) paths [27]. Com-
puting optimal paths is not analytically solved. For CSC paths, shortest paths
can be found numerically via a variety of constructions [IG/I7/3TI32/3]: for
example, [3] analytically reduces the problem to finding zeros of a degree-12
single-variable polynomial and then solves for zeros numerically. (Another line
of work extends 2D Dubins paths into a third dimension with its own separate
derivative constraint [8I20023]29], which is a mathematically different problem).

When using Dubins paths to represent linkage shapes, additional constraints
are needed to enforce that the linkage will not loop back to locally self-intersect.
If position-direction pairs are 4r away and separated by a plane whose normal
has non-negative dot product with each of the directions, then [7] conjectures
that they are connectable by a CSC path with turn angles < w. We prove that
conjecture here (Thm. [1)) and use it for our tree construction algorithm.

1.2 Contributions and Outline

We study the problem of designing kinematic trees implementing given axes of
motion: we prove this is solvable (Thm. with a design of linear complexity
by providing a construction algorithm (Alg. [I]) giving one such tree structured
as a series of bent cylinders. Alg. [l has essentially linear runtime (it can be
made linear by replacing certain unnecessary optimization-based heuristics with
procedures selecting any constraint-satisfying solution).

Our design approach involves placing joints along their given axes separated
and oriented such that Thm. [1| (conjectured in [7] and proven here) guarantees
they are connectable by CSC link paths which (to avoid local self-intersection)
have C arcs with turn angles < 7. Informally, Thm. [T] states that if two point-
direction pairs are separated by a plane at least 2r from each, and neither direc-
tion is “backwards” with respect to the plane normal, then they are connected by
a radius-r CSC Dubins path with turn angles < 7. This enables a plane sweep
technique for placing joints. We implement Alg. [I] in Python, building on our
repository from [II]. To show that the tubular abstraction corresponds to phys-
ically realizable shapes, our supplementary materialsE| give a preliminary sketch
of a modular generation procedure for 3D printing, and show a printed example
of a 3-fingered hand.

Sec. [2| defines terms, states the design problem for tubular kinematic trees
from kinematic specifications and motivates our choice of input and output struc-
tures. Sec. [3|states our tree design algorithm (Alg.[1]) and its runtime complexity.
Sec. [] discusses our implementation of the algorithm in Python, with example
results. Sec. |p| proves Thm. (1} and then Sec. |§| uses this to prove Thm. [2| (cor-
rectness of Alg. . Sec. [7| concludes with directions for future work.

!Supplementary materials can be found in the links for this paper’s entry under
“Related Publications” at https://sung.seas.upenn.edu/research/kinegami/|
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2 Definitions and Problem Statement

2.1 General Kinematic Definitions

To define joints, links, and kinematic trees in general, we follow standards in the
robotics literature [30]. A joint is a connection between two structures constrain-
ing their relative motion. The relative position of the structures is described by a
state variable. A particular state value identified as neutral is typically encoded
as zero. A revolute joint allows rotation about a line called the axis of motion
(often encoded using Denavit-Hartenberg parameters): the state is a relative an-
gle about the axis. A prismatic joint allows translation along an axis of motion:
the state is a relative distance along it.

A link is a structure connecting joints. A link is rigid if its shape can vary
only by rigid transformations. A kinematic tree is a tree-structured assemblage of
links connected by joints. A configuration of a kinematic mechanism is a vector
of state variables for each joint. A configuration is wvalid if the corresponding
geometry has no self-intersection (except where rigidly attached joints and links
connect).

2.2 Problem Input and Output

When developing algorithms for mechanism design, choosing appropriate ab-
stractions for inputs and outputs involves balancing expressiveness, fabricability,
and computational efficiency concerns.

The key input to our algorithm is a tree of axes of motion on which to
place joints. We use these because they can exactly express degrees of freedom
appropriate for a mechanism’s goals while leaving enough design freedom to
allow provable guarantees (because there is infinite space on an axis along which
to place a joint).

As output, our design approach gives kinematic trees as a series of branching
and bending cylinders. This choice, and our overall design strategy, is based on
understanding linkage design as a path planning problem. Since any link takes
some amount of space it has some constraint on its bending radius, so it can be
understood as containing a Dubins path related to its shape:

Definition 1 ([27]). A (radius-r) Dubins path is a continuously differentiable
curve in R™ with minimum turning radius r, i.e., with mazimum curvature 1/r.
A C component of a Dubins path is an arc of radius r. An S component is
a line segment. A component may be degenerate (length 0). A CSC path is a
Dubins path composed of a C component, then an S component, then another C
component.

Then a Dubins path can be understood as characterizing a class of link shapes
contained within the extrusion of a circle along the path:

Definition 2. A tubular link is a rigid link bounded by the extrusion of a radius-
r circle along a radius-r Dubins path, called the centerline path of the link.
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(a) Revolute joint with (b) Prismatic joint with (c) Revolute joint with
attachment type z attachment type z attachment type z

Fig. 1. Notation for tubular joints (Def. . The proximal base is in gray. The distal
base is in white, and is depicted in both the neutral state and a different state.

The tubular abstraction can express a wide variety of morphologies, but is
geometrically simple enough to be computationally practical and to be useful for
collision avoidance guarantees. It is also physically realizable, e.g. by 3D printing,
as we demonstrate in supplementary materials Sec. [A]

A tubular link connects to joints along its circular ends, so the corresponding
notion of a tubular joint is contained in cylinders swept forward from the circles
(notation is illustrated in Fig. [1]):

Definition 3. For a given radius r, a tubular joint 7; is a joint which, in the
neutral configuration, has its physical structure bounded by a radius-r cylinder.
It connects to incoming links at the proximal end of the cylinder and to outgoing
links at the distal end. The cylinder’s central axis direction a; is the attachment
direction to the links: the end tangent of the incoming link’s centerline path and
(in the neutral configuration) the start tangent of the outgoing path.

A tubular joint’s pose has position o at the cylinder center and orientation
(f{i Vi il) where % = line(o;,2;) is the axis of motion and &; € {X;,2;}. The
a; € {x;,z;} condition means that links can connect either along the azxis of
motion (as in most prismatic joints or in-axis revolute joints) or orthogonally
to it (as in elbow-like revolute joints).

Attachment directions are classified into binary attachment type a; € {z, z}
(the point of this distinction is that attachment direction is a vector requiring
the joint’s orientation to be defined, while attachment type can be used as part

of the joint specification prior to finding its specific orientation).
pProT

The cylinder’s base centers are called the proximal position 0; "~ = 0; — 5a;
and distal position 0! = o; + %éi respectively, where l; is the joint length.

A waypoint is an empty (i.e., length l; = 0), stateless tubular joint with
attachment direction &; = z; (useful for adding specifications on link paths).

We can now define tubular designs and the input specifications for their
kinematics:
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Definition 4. A tubular kinematic tree design T is a tree whose nodes are
tubular joints at specific poses and whose edges are annotated by tubular links
connecting these joints.

A design has fully specified geometry (joint poses and link paths). Our design
problem is to find such poses and paths from the kinematic specification:

Definition 5. A tubular joint kinematic specification is a tuple IC; = (<z_l>, li,a;)
consisting of the axis of motion <z_l->, length l;, and attachment type a; for a tubular
joint. A tubular tree kinematic specification Z is a tree whose nodes are joint
kinematic specifications K; and whose edges represent connectivity by a link.

Problem 1 (Tubular Kinematic Tree Design). Given a joint radius r and a
tubular tree kinematic specification L, find a radius-r tubular kinematic tree de-
sign T implementing the specification with the neutral configuration valid.

Thm. 2] proves that Alg. [I] solves Prob. [[in all cases.

3 Tubular Tree Construction Algorithm

Our algorithm (Alg. [1) takes in a tubular radius r and a kinematic tree spec-
ification Z (Def. [f]), and outputs a tubular kinematic tree design 7~ (Def.
instantiating the specification. The central challenge is to arrange joints along
their axes of motion with tubular links connecting them without intersection.

The algorithm builds off the work in [7] that designs tubular kinematic serial
chains. That algorithm proceeds along the chain and sequentially places joints
along their axes of motion, each one at least 4r outwards from a tangent plane
to the bounding sphere of the chain structure generated so far. The construction
suffices to avoid self-intersection in serial chains, but directly generalizing it to
trees can lead to intersections between branches. To avoid this, we propose to
place joints with positions strictly increasing in a consistent “forward” direction
and sweeping a plane forward in front of each new joint as we add it to the
structure. Joint placement order is based on a depth-first traversal of the input
specifications; branching paths proceed sideways outside the structure generated
so far and then forward to the other side of the plane.

Our algorithm begins by choosing a forward direction i not orthogonal to
any joint’s axis of motion. It places the root joint arbitrarily on its axis of motion
and initializes the bounding cylinder C about it facing n. Then it proceeds to
place joints one-by-one in depth-first order, putting each new joint J. along its

axis of motion such that its whole bounding sphere (radius be = 1/ (l./2)* + 72
about o.) is at least 4r in front of the end plane P of C, as in Fig. a). After
placing each new joint, it expands C to encompass the new joint and links while
preserving its direction as n, as in Fig. (b) Specifically, C is expanded sideways
and forward/backward as needed separately to encompass the bounding sphere
of a given joint and of the C components of each link: detailed procedures are

in supplementary materials (Alg. and Alg. [B.2)).
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When adding a new child of a parent that already has children, the algorithm
inserts intermediate waypoints to route the path sideways outside of C and then
forward to P before placing the new joint at least 4r in front of P (Fig. c))
Specifically, it places the first waypoint 47 in front of the bounding sphere of

Algorithm 3.1: ConstructKinematicTree(r, Z)

Input: Tubular radius r, tubular tree kinematic specification Z (each node is
a joint’s axis of motion %7, attachment type a; € {z, 2z}, and length [;)
Output: Tubular kinematic tree design 7~ implementing the specifications
with no self-intersection in the neutral configuration
1 N < any direction not orthogonal to any % as a heuristic, we choose
arg max, . g2 Ming, ez |A - unitDirection(%7) |
2 0p < any point along b=t
3 T < initialize tree to root Jp with pose (ForwardOrientation(%, n),00),
specified attachment type ao, and specified length [y

4 C < bounding cylinder in direction n of ball <oo, bo = (%0)2 + 7“2)

5 Po < current end plane of C
6 for index ¢ > 0 in depth-first traversal of Z do

7 p < index of parent(c)
8 if J, already has children in T then
9 0y, ¢ point closest to o, in P, + 4rn subject to being r out from C
10 Jw, < waypoint at 0., with z,,, = i (other axes chosen arbitrarily)
11 L., + radius-r extrusion of CSC path from (03", a,) to (0w, , 1)
12 Add Ju, to T as a child of J, linked by L.,
13 C < ExpandCylinderTolncludeLink (C, £.,,)  //Alg.
14 Pw, < current end plane of C
15 Oy,  ray(0yw,, 1) NPy,
16 L, < radius-r cylinder in direction n from 0y, t0 0w,
17 Jwy < waypoint at 0y, with Z,, = i (other axes chosen arbitrarily)
18 Add Ju, to T as a child of J,, linked by L.,
19 C < ExpandCylinderTolncludeLink (C, L.,)  //Alg.
20 Puw, < current end plane of C
21 p < w2
22 end
23 | b.+ /()" +r>  //Joint bounding radius
24 0. < any o. € <z—c> with signedDistance(Pp, 0.) > 4r + b.: as a heuristic,
we minimize ||oc — op]
25 Je + joint with pose (15‘01rvva1rd01rientation(<z_c>7 ), 0.), type ac, length I
26 a. + X, if ac = x, z. otherwise
27 L. + radius-r extrusion of CSC path from (03", 4,) to (02", a.)
28 Add J. to T as a child of J, linked by L.
29 C + ExpandCylinderTolncludeBall (C, o.,b.)  //Alg.
30 C < ExpandCylinderToIncludeLink (C, £.) //Alg.
31 P. + end plane of C

32 end
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Fig.2. (a) If J. is the first child of J,, the algorithm places it along its axis of
motion %o as close as possible to J, such that its entire bounding sphere is beyond
P, = Pp + 4rir. (b) After placing J. along its axis, it is joint to [, with a tubular
link tracing a CSC dubins path, and the bounding cylinder C expands to include the
new link and the bounding ball of J.. (¢) If Jc is not the first child of J,, it adds
intermediate waypoints routing the path outside of and then around C.

the parent joint J,, and r out from C.Then it places the second waypoint on P
directly in front of the first. Both waypoints are oriented with a; = z; = n, i.e.,
they face directly forward.

Then to place J., the algorithm finds its bounding radius b, = (%)2 +7r2
and selects joint position o, € % such that its whole bounding sphere ball(o,, b..)
is at least 4r in front of P. Specifically (though arbitrarily), subject to those con-
straints the algorithm places o, as close as possible to the immediate predecessor
(its parent in Z if this is that parent’s first child to be added, the second way-
point if not). The algorithm orients 7. to ensure that a. is not facing backwards:
it sets z. to the forward direction of <z_c> and X, to the direction about <z_c> max-
imizing %, - n. This operation, called ForwardOrientation(Z),ﬁ), is written in
algorithm form in supplementary materials Alg.

For each input joint the algorithm insterts the joint itself and at most three
links and two waypoints, making the design complexity linear. It can be im-
plemented with linear runtime provided the heuristics on lines [I] and [24] are
replaced with procedures seeking any solution satisfying the constraints rather
than a heuristically “optimal” one.

4 Implementation and Results

We implement Alg. [1] in Python, building on our code base from [II] for se-
rial chains, and test it on several example input{’} Results are shown in Fig.
(a-c). Examples include (a) a serial chain with no branching, (b) a binary tree
with multiple layers and some intersecting and coincident joint axes (a “hard

2Parts of the code were written in the presence of GitHub Copilot auto-complete.
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(a) Serial chain generated by algorithm (b) Algorithm output involving

multiple layers of branching

(¢) Algorithm output given the axes of motion  (d) Manually arranged joints for
from the 3D printed hand example 3D printed hand example

Fig. 3. Example tubular kinematic tree designs with the links in medium gray, joints
in dark blue, and axes of motion as dashed lines. (a) also has the bounding cylinder
and its end plane illustrated for the placement of its last joint. (a-c) are outputs of our
algorithm, while (d) has joints manually placed along the same specified axes as (c).

case” for self-intersection avoidance), and (c) a tree with three branches from
the same source and several joints in each of these branches. All inputs resulted
in valid designs implementing the given kinematics without self-intersection in
the neutral configuration. These examples are large (long limbed, with joints
spaced far apart) due to the algorithm’s conservative spacing of joints to guar-
antee self-intersection avoidance. For example, Fig. d) shows joints manually
placed along the same specification as Fig. c). This is the example fabricated
in supplementary materials Sec. [A]

5 Existence of CSC Paths with Turn Angle < 7

Alg. [[] works based on the premise that it is possible to grow an kinematic tree
by sweeping a plane in its normal direction n and placing new joints in front
of it. Specifically, it ensures that each new joint is at least 4r in front of the
previous and has attachment direction &; not facing backwards (i.e., &; -n > 0).
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To show that this makes them connectable by links without local self-collision,
we will require Thm. [I]

To prove Thm. [T} we will break down a CSC path into CS and SC components
where the S segments must connect and align along a plane P between them.
Since SC paths are just CS paths in reverse, we begin by proving properties of
CS paths ending in P, first in 2D and then in 3D. Fig. [ illustrates notation.

Lemma 1 (2D CS Paths). In a plane Q, let O C Q be an oriented circle with
radius r parameterized by angle 0, and let O = Q — interior(O) be the portion
of Q on and outside of O. Define the proper tangent q' of a point q € O
as q = %%(q), the unit tangent agreeing with the circle orientation. Define
g : O — O as the function such that the proper tangent from g(p) points to p,

i.e., such that p € ray(g(p),g(p)’)-

1. The function g is well defined (i.e., for every point p € O, there exists a
unique point g(p) on O whose proper tangent points to p) and smooth.

2. Let £ C O be a line intersecting O at most at a single point, and g, be the
restriction of g to L. If £ does not intersect O, then gy is injective.

Proof. 1. Without loss of generality, say O is centered at the origin. Consider
an arbitrary point q € O in polar coordinates q = (r,8q4). For any ¢ > 0, let

fiqQ) =q+tq' €0 (1)

be the result of travelling a distance ¢ from q along q'. We can write this
map in polar coordinates as f; : O — IR, x S! given by

fi(q) = (V1?2 + 12, arctan(t/r) + 04) (2)

which is clearly injective (since r and ¢ are fixed, it is just a constant scaling
and rotation outwards). Its image is the circle about the origin of radius
V2 + 12, so we can define an inverse f; ' (p) from that larger circle to O.
Now, given any point p € O expressed in polar coordinates p = (||p|/, 0p), let
t = /||Ip||2 — 72.This gives f; ! (p) € O constructed to have proper tangent
point to p. This point is unique by injectivity of f; and since t = 1/||p||? — 72
is the only choice for t > 0 making ||p|| = V72 + 2.

This lets us define g by g(p) = f{l(p). In polar coordinates, this is

Moll2 — 12
gp)=f"'(p) = <r, 0p — arctan :) = <7‘, 0p — arctan W) (3)

which is smooth with respect to both 6, and ||p|| (since ||p|| > r).

2. Let £ C O — O be a line not intersecting O, and suppose p1,p2 € £ have
g(p1) = g(p2) which we will call q. Then the proper tangent of q points to
both p; and ps, i.e., p1,p2 € ray(q,q’) C £Nray(q,q’). Since £ does not
intersect O, it cannot be colinear with this ray, so it can only intersect it at
a single point. Therefore p; = ps. U
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(a) Lemma 1 notation (b) Lemma 2 notation

Fig. 4. Notation for (a) Lem.[I]and (b) Lem.

Next we will consider how CS paths behave in 3D. The radius-r arcs from
a point-direction pair (o, &) form a horn torus H parameterizable by arc turn
angle @ and azumith angle ¢ about line(o,d). For example, in a frame where
o=0andd= (0,0,1), the horn torus is

(1 + cosB) cos p
H(O,0) =1 (14 cosB)siny | . (4)
sin ¢

The following lemma gives smooth maps from P to points and tangents on H
corresponding to CS paths to P (see Fig. 4| for notation illustration).

Lemma 2 (3D CS Paths). Let (o,d) be a 8D Dubins pose and P be a plane.
Suppose o is at least 2r from P. Let H : St x St — R? be the horn torus of
radius-r arcs from (o,d), parameterized as H(0, ) by turn angle 0 and azumith
. Then:

1. There exists a function h : P — H taking a given p € P and outputting a
point q = h(p) = H(0q, pq) on the torus such that:
(a) q is the arc endpoint of a CS path from (o,d) to p, i.e.,

oH
P=q+ t% (Oq, ©q) (5)

for some real t > 0, and
(b) q and p have the same azumith pq = @p.
2. Let n be the normal vector to P pointing towards the opposite side to o. If
fi-d >0, then the C arc in such a path has turn angle 04 € [0, 7).
If H does not intersect P, then h is injective.
Ifn-d>0, Athen h is smoqth.
Suppose i -d > 0, and let £ : P — S? be given by
5 10H
£(p) = - (h(p)) (6)

G Co

the S unit direction of the CS path implicitly defined by h. Then f is smooth.
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Proof. Note that since o is at least 2r from P, the only way H and P could
intersect is if o is exactly 2r from P and P is parallel to d. In this case, H and
P intersect at a single point with turn angle 6 = .

Given p € P, let pp be its azumith angle about (o, d) (if p is along line(o, d),
the azumith is not well defined but choosing any angle for it works for the
following). Let @ C IR® be the plane defined by azumith ¢p, and let O =
H(S', o) be the circle on H with azumith ¢}, (there are two torus circles on @,
one in direction ¢p and the other in direction m + ¢p: O is the former). Note
that £ = QNP is a line (the planes must intersect because they both contain p,
but cannot coincide completely because @) contains o ¢ P).

1. Applying Lem. in plane @ to line ¢, there exists a point gy(p) whose proper
tangent g(p)’ points to p. Then the arc along O to g(p), followed by the
segment in direction gy(p)’ to p, is a CS path from (o, &) to (p,ge(p)’). So
we can define h(p) = g/(p). O

2. Consider a point q = H(q, pq) With turn angle 64 € (7, 27), and suppose
that its proper tangent points towards P, i.e., ray(q,q’) intersects P. Let p
be the point of intersection: it must be a single point (rather than the whole
ray) because 04 # 7 so p ¢ P which means ray(q,q’) ¢ P.

Having turn angle 64 € (7, 27) means ray(q, q') points “backwards” to inter-
sect the Dubins axis line(o,d) behind 0. We will see below that if fi - d > 0
then q and p have opposite azumiths (i.e., in the ¢ = ¢4 plane they are
separated by the Dubins axis). Since h is defined to preserve azumith, this
means q # h(p). But p is the only point in P that the proper tangent from
q points to, so q € Im(h). Since no point with turn angle in (7, 27) is in
Im(h), all of the CS paths implicitly defined by h have turn angle in [0, 7].
Suppose f - d = 0, i.e., P is parallel to the Dubins axis. Since ray(q,q’)
points backwards towards the Dubins axis and intersects P, and P is at
least 2r from o and never intersects the Dubins axis, ray(q,q’) must cross
the Dubins axis before reaching P, so the azumith of p is ¢q + 7, not ¢q.

Alternatively, suppose 1 - d > 0. Since o is behind P relative to the A
direction by at least 2r, having n - d > 0 means P intersects the Dubins axis
in front of o: call this intersection point ps. Since ray(q,q’) intersects the
Dubins axis behind o, for p to occur between q and the Dubins axis means
that it is strictly behind H relative to d, so the line ¢ from p to p2 would
pass through #. But p, p2 are both on P so £ C P, so this would mean P
intersects H, which we noted above can only happen when P is parallel to
d (which contradicts - d > 0). O

3. Suppose H does not intersect P, and let pi,p2 be distinct points in P.
Since the Dubins axis intersects P at most once, at least one of them is
not at this intersection and thus has well-defined azumith. If their azumiths
differ, then h(p;) and h(ps) will have distinct azumiths (since h preserves
azumith) so h(p1) # h(pz). Otherwise they have the same azumith, so we
can apply Lem. [1| in their shared azumith plane @ with £ = P N Q and get
h(p1) = ge(p1) # ge(p2) = h(p2) because gy is injective (since £ C P does
not intersect H). O
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4. Suppose n-d > 0. Let 7 C H be the points on H whose proper tangents
point towards P.First we will deal with the case where H does not intersect
P, and therefore restricting the codomain of h to 7 makes h bijective. In this
case it has inverse h=! : 7 — P, and parameterizing 7 by turn angle § and
azumith ¢ gives a bijective parameterization of P as h=1(6, ). Now to show
fis smooth, it suffices to show smoothness with respect to each parameter.
First, we will see that h is smooth with respect to the azumith ¢. Note that
fixing 0 along H defines a cone about the Dubins axis. The intersection of
this cone with P is a smooth curve (a half-hyperbola if i - d= 0, an ellipse
ifa-d> 0), so travelling along this curve in P represents rotating ¢ for
fixed 6. Since rotating ¢ for fixed  defines a circle (which is a smooth curve)
along H, h is smooth with respect to ¢.

Second, we will consider varying 6 within a plane @ with fixed ¢ = ¢p.
Within @, there are two torus circles: O = H(S?, pp) is the one facing
towards p, but there is also *7O = H(S!, ¢, + 7) on the other side of 0. By
Lem. [1} we know gy is smooth, and taking the tangent with respect to 6 is
smooth, so h is smooth along the subset of £ = @ NP with azumith ¢ (as
opposed to o +m). If ni-d = 0, this subset is all of £ so we have smoothness of
f with respect to 5. Otherwise, we have to deal with where £ crosses over the
Dubins axis. Let s = ray(o, a) N ¢, and note that this is generated by 6 = 0.
At s the azumith is undefined, and on each side of it on ¢ the azumiths are
@ and @ + 7 respectively. Since the respective circles meet at o which has
0 = 0, the map gy from either circle agrees there, witnessing the continuity
of h at s. Furthermore, along each circle we have %g(f (0,¢) = rd, SO % =rd
is well-defined. Similarly, the symmetry between the circles (along with a
direction flip of 8 to account for the fact that travelling along ¢ decreases
6 along one circle but then increases it along the other) gives agreement
between sides of the subsequent derivatives with respect to 6.

Finally we return to the case where H intersects P. This can only happen if
f-d=0and they intersect at a single point pg. Letting ¢y = ray(po, pPp),
note that change in azumith is orthogonal to £y, and thus sweeping azumith
defines P by a line sweep. Therefore we can bijectively parameterize P by
azumith ¢ and distance s along the azumith-constant line. The same analysis
as above shows how h is smooth with respect to ¢. For smoothness with
respect to s, the only place where this differs from the above analysis for
6 is that ray(po,py) € P differs in s but has the same turn angle 7. This
exception does not break smoothness of h because pg is on the boundary of
7 (since increasing 6 past po makes the proper tangent not point to P). [

. We have shown h is smooth. The partial derivative %—7; is also smooth, as is

multiplying by % So f is the composition of smooth maps, and therefore it
is smooth. O

Now we can use the smoothness of the f maps to find a point on a plane

where the CS and SC paths on each side connect and align, proving Thm. [T}
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Fig. 5. Notation for the proof of Thm. [l} (a) in 3D and (b) in plane P.

Theorem 1 (3D CSC Paths With Bounded Turns). Let P be a plane
with normal n. Let 01,05 € R? be positions and 31 32 € S? be 3D unit vectors
indicating direction. Suppose 0 is at least 2r behind P, oz is at least 2r in front
of plane, oy at least 2r in front of P, n - d, >0, and i - d2 > 0. Then there
exists a CSC path whose turn angles are < m from 01 facing d, to o facing d,.

Proof. A valid CSC path is a CS path from (o1, dl) to (p,t) where p € P, then
an SC path from (p,t) to (o, dg). Let H1,Hs be the horn tori of radius-r arcs
from (01,&1) and (og, —&2) respectively. Since o7 is at least 2r behind P and
f-d; > 0, Lem. says there exists a smooth map fi:P— 52 giving the S
direction of a CS path from (oy, 611) to a given p € P. Considering the SC part
of the path in reverse and P oriented with —n, Lem. [2] similarly gives a smooth
map fg P — S? giving the S direction of a CS path from (02, —dg) to a given
p € P. We are looking for a point p € P inducing CS and SC paths that align,
i.e., a zero of the map s = f'l + fg. Note s is smooth because fl and f'g are.

Let f7,f],s” be the projections of f1, f'g, s onto P (smooth vector fields on
P). Let HT , H} be the projections of the tori onto P. Let B be any bounding ball
including both H; and Hs strictly in the interior, and let B” be its projection (a
disc) onto P. Now consider any point p € B” C P. Since f{’(p) is the direction
from a point on HJ (in the strict interior of BP) to p which is on the boundary,
fF (p) is transverse (non-tangent) to the circle and pointed outwards. The same
is true for f7 (p), and thus for s”. So s” is a vector field pointing transversely
outwards along the boundary of B”, so the Poincaré-Hopf Theorem [4] says it
must have a zero at some point po € B”. Since f;(py) and f5(po) are both unit
vectors and they point on opposite sides of P, f] (po) + f3 (po) = 0 implies that
fl(po) + f2(po) = s(po) = 0 as desired. This forms a CSC path from (0y,d;) to
(02,d2) with S direction fl(po) = —fg(po) intersecting P at pg. O
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6 Proof of Tubular Tree Construction Algorithm

Theorem [I] justifies how we space out the joints to ensure the existence of valid
link paths, so we are now ready to prove the correctness of Alg. [I]

Theorem 2 (Tubular Kinematic Tree Construction). Given a tubular
radius r and a tubular tree kinematic specification I, Alg. [1| outputs a tubu-
lar kinematic tree design T composed of radius-r tubes implementing the input
specifications with no self-intersection in the neutral configuration.

Proof. Our algorithm places joints with &7 = ¢ (0i,%i), and links joints based on
the input tree structure, ensuring the result satisfies the kinematic specification.
So showing correctness means verifying that (1) the construction succeeds (i.e.,
that all geometric operations are valid) and (2) that the resulting tree has no
self-intersection in the neutral configuration.

1. Most of our operations are direct constructions, but three require justifica-
tion that solutions exist: (a) the choice of a (line[I]), (b) the optimization
placing o. (line24)), and (c) the existence of CSC paths for links (lines

(a,b) The choices of i and o, are closely related: o, is constrained to be on %
and at least 4r 4 b, in front of P,. So a solution is guaranteed to exist if
<z_c> crosses Pp + (4r +bo)n, ie., if <z_c> is not orthogonal to n. Since there
are finitely many joint axes, there must exist a direction not orthogonal
to any of them (we prove this in supplementary materials Sec. , ie.,
where 1n-Z; > 0 for all axes. Choosing i to maximize the minimum |f1-Z;]|
achieves this.

(¢) To avoid local self-intersection, we need paths with turn angles < 7.
Since waypoint 2 is placed directly in front of waypoint 1, an S path
connects them. All other link cases are constructed such that the child’s
proximal position is > 4r farther (in n) than the parent’s distal position.
The algorithm orients each joint with &, - n > 0, so Thm. [I| (Sec. [5)
guarantees that there exists a CSC path from the parent to the child
with turn angles < 7.

2. To show there is no self-intersection, we first need to see that the bounding
cylinder correctly includes everything generated so far. It is expanded to
encompass the bounding balls of each new joint and of each link C arc: the
nontrivial part is to show that this also includes the link S components. Since
an S component in a CSC link is the convex combination of its end discs and
the end discs are contained in the C components’ respective bounding balls,
any convex set (including our cylinder) including the C bounding balls also
includes the S components.

Now we show by induction that there is no self-intersection except between

links from the same parent (which are allowed to intersect because they are

inherently rigidly attached). In the base case, the structure consists only of
the root joint so there is nothing else for it to intersect with. The inductive
step is to add a new joint J. as a child of [J,. Suppose as an inductive
hypothesis that the currently-generated structure has no self-intersection
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except between links from the same parent. Since the new link(s) and joint
we add for 7, are sequentially connected and move strictly forward, the new
structure does not intersect with itself. It remains to show that this does not
intersect anything previously generated except the allowed link intersection
at the distal end of 7.

Since links have C arc angles < 7 and joints cannot face backwards (i.e.,
4; -0 > 0), an outgoing link does not intersect with its parent joint 7, or
the incoming link to Jj,. Since the tree is generated depth-first and joints are
placed with bounding spheres are strictly increasing along n, we know that
anything that currently exists past P, is a descendent of J,. Furthermore,
since every child of p has bounding sphere beyond P), = P, + 4rn, anything
that already exists between P, and P, is part of another link directly from
Jp (which is permissible for the new link to intersect). Then the new link
exits C either in front (if this is the first child of Jp, in which case there is
nothing in front to intersect with) or out the side in between P, and P,
Then since the subsequent waypoints, links, and new joint are outside of C,
they cannot intersect anything previously generated. O

7 Conclusion

We prove that any kinematic specification with a tree morphology can be im-
plemented as a tubular structure of a given radius, justifying the validity and
generality of abstracting kinematic tree designs by their tubular skeleton. The
existence guarantee is based on a design algorithm which has essentially linear
runtime and gives linear-complexity designs, making it suitable as a step within
a system with more computationally intensive goals helping non-experts design
robots and helping experts explore high-degree-of-freedom morphologies.

As future work, we plan to incorporate additional constraints and objectives
in a design pipeline giving more practical results. On the input end, this may
leverage existing kinematic synthesis techniques [21I26] to turn task specifica-
tions into axes of motion which our algorithm then turns into a concrete design.
On the design end, this may include post-generation optimization to minimize
length, maximize compactness, or satisfy a space constraint. We are also inter-
ested in accounting for reachability and maneuverability properties (i.e., ensur-
ing self-collision avoidance in certain non-neutral configurations) and mechanical
analysis of actuators and forces. Finally, we plan to incorporate our algorithms
into an interactive graphical tool for human-in-the-loop design which outputs
fabricable files for origami or 3D printing.
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A Modular Fabrication of Tubular Kinematic Trees via
3D Printing

To show that the tubular abstraction is physically realizable, we sketch a modular
fabrication procedure based on 3D printing and construct an example 3-finger
hand. The core idea is to break down a tubular kinematic tree design into its
component joints and links, and generate STL files of sequentially connectable
modules for each.

A.1 Modular Procedure

We have a set of parameterized module designs (Fig. for tubular links, string-
actuated revolute joints with link attachment direction & = x, and hemispherical
caps (example end effectors).

Links are generated as hollow circular extrusions along specified CSC Dubins
paths. Where a parent joint has multiple children (and thus multiple outgoing
connections), its outgoing paths are joined together where they connect to the
parent, generating a single branching link structure. Fig. a) shows an example
branching link, and Fig. c) shows a link for a non-branching link on a straight
line segment.

Revolute joints with link attachment direction & = % (i.e., orthogonal to
the axis of motion) are constructed as a proximal piece, a distal piece, and a
cylindrical pin connecting them, as shown in Fig. b). Each end has a hollow
cylinder on the inside. The distal side has a pair of holes on opposite ends to
which to tie strings to actuate the joint via antagonistic pulling. The proximal
side has holes to pass the strings back into the tube, so they can route inside the
previous links and joints to reach the root and be pulled externally. The string
attachment is depicted in Fig.

Both links and the proximal ends of joints have a grid of holes at the proximal
base to facilitate string routing and avoid entanglement. Module generation also
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3
o

a) Branch Link b) Revolute c) Straight Link d) Cap

Fig. A. CAD for (a) branch link, (b) revolute, (c) straight link, and (d) cap modules.

D
D s

Fig. B. Strings are tied to the revolute joint module at (1), loop around the outside,
are fed back in at (2), and are threaded through a grid hole at (3).
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incorporates screw size, wall thickness, and other parameters ensuring they can
attach together sequentially.

A.2 Hand Example

As an example of the fabrication system, we build a 3-fingered hand. The joints
are arranged manually, but the link shapes are generated algorithmically from
this arrangement (i.e., by finding CSC paths from the proximal pose of the
parent to the distal pose of the child). We choose axes of motion and joint
arrangements to enable the hand to have three distinct grasp types: spherical,
pinch, and cylindrical. The hand is fabricated from polylactide (PLA) on a Prusa
MINI 3D printer. The result is shown in Fig. [C] It successfully forms the expected
configurations to hold a ball, a piece of paper, and a cylinder. However, the joint
design and string routing could use further refinement to improve grip strength
and stability.

V2 %)

s &

(a) Spherical grasp (b) P;nch grasp (c) Cylindrical grasp

Fig. C. A 3D printed tubular hand performing (a) spherical, (b) pinch, and (c) cylin-
drical grasps. The clamp at the root fixes the actuating strings in each configuration.
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B Helper Operations for Tree Construction Algorithm

Alg.[Ilmaintains a bounding cylinder C of the structure generated so far, keeping
constant the direction n of its central axis. Alg. and Alg. specify how to
do expand the cylinder to include newly added structures while preserving the
direction as 1.

Meanwhile, Alg. defines how each joint is oriented about its axis of mo-
tion, ensuring that z; is along <z_Z> and that neither z; nor x; faces backwards
(relative to n).

Algorithm B.1: ExpandCylinderTolIncludeBall(C, o, b)

Input: Cylinder C, point o, radius b

Output: Cylinder C’ in the same direction as C, bounding C and ball(o, b)
(cs, ce) < start and end points of C central segment

A< (e —cs)/llce — el

S <+ plane(cs, )

¢, < ¢ + min(signedDistance(S, o) — p,0)i

P <« plane(ce, 1)

¢, + c. + min(signedDistance(P, o) + p,0)h

S’ + plane(c}, h)

O < minimal circle in 8’ bounding proj(C,S’) and circle(proj(o, S’), b)
C' + cylinder from O in direction 1 and length ||c. — c]|

© 00N O A WN -

Algorithm B.2: ExpandCylinderTolncludeLink(C, £, r)

Input: Cylinder C, CSC link £, tubular radius r
Output: Cylinder C’ in the same direction as C, bounding C and £
e1, ez < end points of S segment in £ centerline path
if L starting C arc is non-empty then
c; < center point of starting C arc in £ centerline path
‘ C' + ExpandCylinderTolncludeBall (C, c1, 2r)
else
| €’ + ExpandCylinderTolncludeBall (C, e1, )
end
if £ ending C arc is non-empty then
¢y « center point of ending C arc in £ centerline path
‘ C' + ExpandCylinderTolncludeBall (C, c2, 27)
else
‘ C' + ExpandCylinderTolncludeBall (C, ez, )
end

© 0 N o 0ok N
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Algorithm B.3: ForwardOrientation(‘z’, )

Input: Axis ‘Z’, unit vector fi not parallel to Z’

Output: Orientation (X,y,2) where z points along
1 Z < unit direction along =z signed such that z-n > 0
2 X < unit direction orthogonal to Z maximizing Xo - i
3y 2Z2XX

Z,%x-n>0,andz-n>0

C Proof That There Exists a Suitable Direction for n

Lemma 3 (Direction Existence). Given k lines £1,..., 0, in R", there exists a
unit vector i € R™ not orthogonal to any of these lines.

Proof. Since orthogonality is position-independent, we can suppose without loss
of generality that all the lines pass through the origin. The unit vectors orthogo-
nal to a line ¢; define a unit circle ¢; centered at the origin, which is a great circle

of the unit sphere centered at the origin. Since finitely many circles ¢y, ..., cg
cannot cover a sphere, there must exist a direction not orthogonal to any of these
lines. O

We thank a reviewer for this proof, which replaces a long inductive argument
that was mostly tedious notational book-keeping.
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