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ARTICLE INFO ABSTRACT
Keywords: To account for hydrodynamic interactions among solvated molecules, Brownian dynamics
Brownian dynamics simulations require correlated random displacements g = D'/2z, where D is the 3N x 3N Rotne-

Hydrodynamic interactions

; Prager-Yamakawa diffusion tensor for a system of N particles and z is a standard normal random
Correlated random displacements

vector. The Spectral Lanczos Decomposition Method (SLDM) computes a sequence of Krylov

RPY tensor . . . | :
Matrix square root subspace approximations g, — g, but each step requires a dense matrix-vector product Dq with a
Krylov subspace Lanczos vector q, and the O(N?) cost of computing the product by direct summation (DS) is an
Lanczos iteration obstacle for large-scale simulations. This work employs the barycentric Lagrange treecode (BLTC)
Barycentric Lagrange treecode to reduce the cost of the matrix-vector product to O(N log N) while introducing a controllable

approximation error. Numerical experiments compare the performance of SLDM-DS and SLDM-
BLTC in serial and parallel (32 core, GPU) calculations.

1. Introduction

Brownian dynamics (BD) is a coarse-grained computational technique used to study the diffusion and association of solvated
molecules while accounting for solvent-mediated hydrodynamic interactions [1-3]. In this approach the molecules are represented
by a set of N particles (also called beads), x; € R3,i=1: N. The Ermak-McCammon algorithm [4] updates the configuration
X =(Xy,...,Xy) € R3N by the following rule,

X(t+ A =x(1) + kA—tTDf+(V~D)At+g, (g)=0, (ggT):ZAtD, [€))
B

where At is the time step, k p is Boltzmann’s constant, T is temperature, D isa 3N X 3N diffusion tensor, f is an external force vector,

and g is a vector of correlated random displacements with mean zero and covariance matrix 2A¢D. A common choice for D is the

Rotne-Prager-Yamakawa (RPY) tensor [5,6] which is composed of 3 X 3 submatrices D(x;,x j) fori,j=1: N defined by
kgT

D(x;,x;) = M 35

(2a)
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(Xi’xj)_—Snnxij 3+x,-jx,-j+—xizj (5 3—x,-jx,-j) , £, X;j = 2a, (2b)
kT 9 Xij 3 Xij A A L.

D(X,-,Xj)=% |:<1—§7 I3+§7X,-jxij 5 l?é], x,-j<2¢1, (ZC)

where 7 is the solvent viscosity, a is the particle radius, I5 is the 3 X 3 unit tensor, and X;; = x;;/x,; is the particle-particle unit vector
with x;; =X; — X;,x;; = |x;;|. The RPY tensor satisfies V - D =0 and is symmetric positive-definite for any particle configuration. The
main cost in BD simulations is due to computing the matrix-vector product Df and the correlated random displacements g; the next

two subsections describe several methods for reducing the cost.
1.1. Fast methods for matrix-vector product

The matrix-vector product Df required in each time step of a BD simulation can be written as

N
(Df), =Y Dxx)f, i=1:N, f=(,...0)", (€))
j=1
where the kernel function D(x;,X;) gives the pairwise interaction between a target particle x; and a source particle x;. Since the RPY
tensor is dense, direct summation of Eq. (3) requires O(N ?) operations which is prohibitively expensive when N is large. This type of
N -body problem occurs throughout computational physics and several methods have been developed to reduce the operation count
to O(N log N) or O(N). Among the earliest of these methods for gravitational and electrostatic interactions, the treecode [7] and
Fast Multipole Method (FMM) [8] employed analytic kernel approximations and later on these methods were extended to particle
interactions involving Stokes kernels [9]. There have also been parallel implementations of these methods for Stokes kernels [10,11]
and the RPY tensor [12]. In addition, kernel-independent methods using alternative approximations were developed including the
KIFMM [13], black-box FMM [14], and H -matrix methods [15,16], and several of these have been applied to matrix-vector products
with the RPY tensor [17,18].

1.2. Fast methods for correlated random displacements

The vector of correlated random displacements can be obtained as

g= Bz, “4)

where z is a standard normal random vector and B is any matrix satisfying BBT = D (we have set 2A¢ = 1 to simplify notation). One
option for B is the lower triangular Cholesky factor of D, but the factorization requires O(N3) operations so this approach is restricted
to relatively small systems [4,19,20]. Another option is the positive-definite square root matrix D!/2, which can be computed from
the spectral factorization D = VAV, where A is the diagonal matrix of eigenvalues and V is the orthogonal matrix of eigenvectors.
In this case the correlated random displacements are expressed as

g=D'"z=V AV Ty, (5)

where A!/2 is the diagonal matrix of positive square roots of the eigenvalues of D.

For large systems however, computing the spectral factorization of D is expensive and this motivated the development of methods
which produce a sequence of approximations g, — g. In principle these methods become exact for k = 3N, but in practice they are
used for k << 3N. Fixman’s method [21] sets g, = p,(D)z, where p,(x) is the kth degree Chebyshev polynomial approximation to
x!/2 on an interval containing the spectrum of D. Each step requires a matrix-vector product with D which can be accelerated by the
FMM [22], but this approach also requires bounds on the spectrum of D and this is an additional cost [23]. Another option called the
Spectral Lanczos Decomposition Method (SLDM) computes an approximation g, in the k-dimensional Krylov subspace based on D
and z using Lanczos iteration; see [24-26] and references therein. As in Fixman’s method, each SLDM step requires a matrix-vector
product with D, but bounds on the spectrum are not needed. Several studies have applied the FMM, KIFMM, and H -matrix methods
to accelerate the matrix-vector product in SLDM calculations [17,12,18]. Other efficient methods for computing correlated random
displacements include the Truncated Expansion Approximation (TEA) which produces an approximation to g under the assumption of
weak hydrodynamic coupling [27,28], and a molecule-centered method that treats intermolecular hydrodynamic interactions more
simply than intramolecular interactions [29].

1.3. Present work

Here we employ a recently developed fast summation method, the barycentric Lagrange treecode (BLTC), to accelerate the matrix-
vector product in SLDM calculations with the RPY tensor. The BLTC uses barycentric Lagrange interpolation at Chebyshev points to
compute well-separated particle-cluster interactions [30,31]. The method is kernel-independent with relatively simple implementation
and low memory requirements, and it was previously applied to compute matrix-vector products with the generalized RPY tensor [32,
33]. The present work is its first application to computing correlated random displacements using the SLDM.



L. Wang and R. Krasny
Journal of Computational Physics 525 (2025) 113743

The remainder of the article is organized as follows. Section 2 describes the Spectral Lanczos Decomposition Method (SLDM) for
computing correlated random displacements in the form g = D'/2z. Section 3 describes the barycentric Lagrange treecode (BLTG) for
the matrix-vector product needed in each step of the SLDM. Section 4 discusses implementation details. Section 5 presents the error
and run time for the BLTC applied a single matrix-vector product. Section 6 presents serial and parallel SLDM-BLTC calculations for
systems with up to N =1e7 particles. The results are summarized in Section 7.

2. Spectral Lanczos decomposition method (SLDM)

The goal is to compute correlated random displacements in the form g = D!/2z, where D is the RPY tensor and z is a standard
normal vector. The vector g can be computed by spectral factorization as in Eq. (5), but this is expensive for large systems and
the SLDM can be employed to efficiently compute an approximation as follows [25,26,17,18]. Consider the k-dimensional Krylov
subspace,

K (D,z) =span{z, Dz, ... ,Dk_lz}, k=1:3N. 6)
Lanczos iteration produces an orthonormal basis {q, ..., q; } for K;(D,z) and a k X k symmetric positive-definite tridiagonal matrix,
O
a
Tk - ﬂ 1 2 ﬁ:2 , (2]
0 Pt

where T}, = QZDQk and Q, is the 3N X k matrix whose columns are the Lanczos vectors. Note that q; =z/||z|| and z = ||z| |le’1‘,

where the vector 2-norm is taken here and below and e’f is the first column of the k X k identity matrix. Then projecting g onto the
k-dimensional Krylov subspace yields an approximation,

g =0,01g=0,0] D'*2=|2||0, 0] D'/*Q,e". ®

This is still expensive because it requires D'/2, but the cost can be reduced as follows. Consider the spectral factorization of the
tridiagonal Lanczos matrix,

T, =P, P!, ©)

where X, is the diagonal matrix of eigenvalues and P, is the orthogonal matrix of eigenvectors. Then the inner term in Eq (8) can be
written as
1/2 1/2
07 D'?Q, = QTVA?VTQ, ~ 01 (0, P)=) (0 P)TQ, = P.E)* P, (10)
where Q{Qk = I, is used, and two approximations were made, (1) the eigenvalues of D are approximated by the eigenvalues of

T, and (2) the eigenvectors of D are approximated by the columns of Q, P,. Substituting Eq. (10) into Eq. (8) yields the SLDM
approximation for the correlated random displacements,

1/2
g = lz10, Px,* PTek. an

The scheme is given in Algorithm 1. Lines 3-9 comprise the Lanczos iteration with reorthogonalization in line 10 to stabilize
the scheme in finite precision arithmetic [34]. Line 12 is the spectral factorization of the tridiagonal Lanczos matrix T, which is
inexpensive for k << 3N. Line 14 gives the stopping criterion which requires the relative increment between successive iterations
to be less than the user-specified tolerance 7. The computational bottleneck is the matrix-vector product w = Dq, in line 5 which is
required in each iteration. Next we describe the BLTC used to accelerate this operation.

3. Barycentric Lagrange treecode (BLTC)

It is convenient to rewrite Eq. (3) in the following form,

N
ux,) = ZD(xi,yj)f», i=1:N, (12)

j=1

where x; is a target particle and y; is a source particle. In this work the target and source particles are the same, but the treecode
can accommodate cases in which they are different [35]. The cost of computing u(x;) in Eq. (12) by direct summation scales like
O(N?) and the barycentric Lagrange treecode (BLTC) reduces this to O(N log N) using particle-cluster approximations. The following
subsections describe the treecode structure, barycentric Lagrange interpolation, particle-cluster approximation, and finally the BLTC
algorithm.
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Algorithm 1 Spectral Lanczos Decomposition Method (SLDM).

1: input: particles {r;,i =1 : N}, standard normal vector z, tolerance 7

2: output: approximate vector of correlated random displacements g, ~ D'/?z
3: initialize q, =0,q, =z/||z||, , =0
4: for k=1,2,3,...
5:  w=Dq,
6: a,=wlq,
7i 0 W=W-oa G = B Qg
8 f=Iwll
9 . =W/h
10:  reorthogonalize q,,, against q,...,q, and set O, =[q; -~ q;,,]
11: if k>2, then
12: compute spectral factorization T, = P, X, PkT using LAPACK routine dsteqgr
13: g, = 12110, P.Z/* PTe!
14: if |18, — 8k_111/118k || < 7, then exit; else continue iteration, end if
15:  endif
16: end for
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o ® R ~
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Fig. 1. Particle-cluster interaction, (a) target particle x; interacts with source cluster C = {y,}, (b) target particle x; interacts with proxy source cluster C= {s}
consisting of Chebyshev interpolation points, cluster center y,, cluster radius r, particle-cluster distance R.

3.1. Treecode structure

The BLTC follows the Barnes-Hut treecode structure [7], where however barycentric Lagrange interpolation is utilized in place of
a monopole approximation [31]. The loop over source particles y; in Eq. (12) is replaced by a loop over source clusters C,

u(x) =Y ux,C), u(x,C)= Y Dx,y)f;, i=1:N, 13)
C y; eC

where u(x;, C) is the interaction between a target particle x; and a cluster of source particles C = {y, }. In this work the clusters are 3D
cubes and the set of all clusters has a tree structure as explained below. Fig. 1a depicts a particle-cluster interaction, where y, is the
cluster center, r is the cluster radius, and R is the particle-cluster distance. The particle-cluster interaction u(x;, C) can be computed
directly as in Eq. (13), but if x; and C are well-separated, then the interaction can be approximated using barycentric Lagrange
interpolation as described below. A target particle x; and source cluster C are considered to be well-separated if the multipole
acceptance criterion (MAC) is satisfied,

r/R<0, (14)

where 0 is a user-specified parameter; in this case x; interacts with the proxy source cluster C= {sx} given by a tensor product grid
of Chebyshev points as depicted in Fig. 1b. Next we review barycentric Lagrange interpolation [30].

3.2. Barycentric Lagrange interpolation

Consider a function f(¢) on the interval [—1, 1] and Chebyshev points s; = cos(kz/n),k =0 : n. The barycentric Lagrange form of
the interpolating polynomial is

W
n
-5 1/2, k=0ork=n,
P(t)=2]~k(t)fk» Lk(1)=n7ks wy=(=Dk6;, & = / . (15)
= w, I, k=l:n—1,
f:Ot_Sf
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Algorithm 2 Barycentric Lagrange treecode (BLTC).

1: program main

2:  input: particle positions x;, forces f;, i=1: N

3:  input: treecode parameters, MAC 6, degree n, maximum leaf size N,

4:  output: matrix-vector product u(x;),i =1 : N in Eq. (13)

5:  build octtree, compute proxy forces fk(C) for each cluster C

6: fori=1: N; pc-interaction (x;, root); end for

7: end program main

8: subroutine pc-interaction (x;,C)

9:  if MAC is satisfied, compute particle-cluster approximation in Eq. (17)
10:  else if C is a leaf, compute particle-cluster interaction directly by Eq. (13)
11:  else for each child C’ of C; pe-interaction (x;,C’); end for
12:  endif
13: end subroutine pc-interaction

where the Lagrange polynomials satisfy L, (s,) = 6;,, and the barycentric weights w) take the indicated form in the case of Cheby-
shev interpolation points [36]. Polynomial interpolation at the Chebyshev points is spectrally accurate [37], and this form of the
interpolating polynomial is numerically stable and efficient [30,38]. To interpolate on a general interval [a, b], the Chebyshev points
are linearly mapped to [a, b], but the weights do not change. Barycentric Lagrange interpolation can be extended to 3D cubes by a
tensor product in the Cartesian coordinates.

3.3. Particle-cluster approximation

Now consider a target particle X; and a well-separated cluster C. Let 8 = (sy, sy, 5y,) denote the tensor product grid of Chebyshev
points adapted to the cluster as shown schematically in Fig. 1b; the Chebyshev points play the role of proxy particles for the source
particles y; in C. In this case the RPY kernel can be approximated by barycentric Lagrange interpolation with respect to the source
particle y; = (y;;, 2, ¥;3) keeping the target x; fixed,

n n

n
Dy~ D D Y D si) Ly, (7;) Ly, (7)) L, (v73), ¥, €C. (16)
k=0 kp=0 k3=0

Then substituting Eq. (16) into Eq. (13) and switching the order of summation yields the particle-cluster approximation,

ux, O)x Y D Y D8O, (O = Y, Ly, 05 Ly, 00) Ly, 001, a7

k1=0ky=0k3=0 y,€C

where fk(C) are proxy forces associated with the proxy particles sy in cluster C. The proxy forces fk(C) are independent of the target
particle x; and are computed when the tree is built. Given the proxy forces, the operation count for the particle-cluster approximation
u(x;,C) in Eq. (17) is O(n®) independent of the number of source particles in C.

3.4. BLTC algorithm

The BLTC is described in Algorithm 2. Lines 2-3 input the particle data and treecode parameters comprising the MAC 0, degree n,
and maximum leaf size N. Line 5 builds an octtree of particle clusters. The root cluster is a cube containing all the source particles.
The root is bisected along the Cartesian axes and the eight children become subclusters of the root. The child clusters are similarly
bisected, and the process continues until a cluster contains fewer than N, particles. The proxy forces fk(C) are computed along
with the clusters. Line 6 is a loop over the target particles. Starting from the root cluster, the recursive subroutine pc-interaction
computes the particle-cluster interaction u(x;,C). In line 9 if the MAC is satisfied, the interaction is approximated by barycentric
Lagrange interpolation as in Eq. (17). Otherwise in lines 10-11 the code checks the child clusters, or if the cluster is a leaf (no
children), then the interaction is computed directly by Eq. (13). The operation count is O(N log N), where the factor N arises from
the loop over target particles and the factor log N reflects the number of levels in the tree. The BLTC is kernel-independent in the
same sense as the KIFMM [13], black-box FMM [14], and H-matrix methods [15,16] in that it requires only kernel evaluations for
arbitrary target-source pairs rather than analytic kernel expansions.

4. Implementation details

In these tests the solvent viscosity is # = 1. The particles have radius ¢ = 0.1 and are uniformly randomly distributed in the cube
[0, L]? with particle volume fraction defined by

4ra’ N
303

Under typical biomolecular conditions the particle volume fraction lies in the range 0.1 < PVF < 0.4 [29,39]; most of the present
calculations use PVF = 0.12, but some results for PVF = 0.004, 0.04, 0.4 are also presented as noted in the text. The BLTC has three

PVF =

18)
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Table 1
RPY matrix-vector product Df, system size N =1e6, particle volume fraction PVF = 0.12, BLTC MAC 6, degree n,
treecode approximation error in Eq. (19), run time (s), direct sum run time = 8409 s, calculations on one CPU core.

n 0=09 6=0.8 6=0.7 6=0.6
error run time (s) error run time (s) error run time (s) error run time (s)

2 4.04e-2 25 2.64e-2 32 1.64e-2 45 9.62e-3 67

3 1.62e-2 40 8.80e-3 52 4.59%e-3 72 2.15e-3 106

4 6.40e-3 57 2.81e-3 74 1.19e-3 102 4.50e-4 150

5 2.90e-3 91 1.05e-3 119 3.51e-4 162 1.05e-4 240

6 1.33e-3 124 3.88e-4 162 1.03e-4 222 2.44e-5 324

10

—
o
w

run time (s)

—_
o
n

1 E E E
10
10°° 104 1073 1072 107
error

Fig. 2. RPY matrix-vector product Df, system size N =1e6, particle volume fraction PVF = 0.12, BLTC MAC 0, degree n, treecode approximation error in Eq. (19),
run time (s), direct sum run time = 8409 s, calculations on one CPU core.

user-specified parameters, the multipole acceptance criterion (MAC) 6, polynomial degree n, and maximum number of particles in a
leaf which is set to N, = 1000. Since the direct sum for the largest system size N =1e7 is prohibitively expensive, in that case the
error is computed at a subset of 2000 particles and the run time and peak memory usage are extrapolated from smaller systems. The
code was written in double precision C++ and is available for download [40].

Serial and parallel CPU calculations were performed at the University of Wisconsin-Milwaukee Mortimer Faculty Research Cluster,
where each node is a Dell PowerEdge R440 server with two 16-core Intel(R) Xeon(R) Gold E5-5218 processors at 2.30 GHz and 128GB
RAM. The code was compiled using the Intel icpc compiler with -O2 optimization. Serial runs used a single core and parallel runs used
32 cores on a single node with OpenMP. Parallel GPU calculations were performed at the University of Michigan Great Lakes Cluster
using an NVIDIA Tesla V100 GPU for the matrix-vector product (line 5 in Algorithm 1) and an Intel Xeon Gold 6148 processor at
2.4 GHz and 180GB RAM for other SLDM operations including vector inner products, reorthogonalization, and spectral factorization
(lines 6-14 in Algorithm 1). The code was compiled using the NVIDIA pgc++ compiler with -fast optimization and OpenACC.

5. Numerical results: BLTC for a single matrix-vector product Df

This section reports the BLTC performance for a single matrix-vector product Df, where D is the RPY diffusion matrix and the
forces f; are sampled from a standard normal distribution with mean zero and unit variance. The particle volume fraction is PVF =
0.12. The treecode approximation error is defined by

error = 12D = (DO (19)
[1(DE) ||
where the superscript indicates whether the matrix-vector product is computed by the treecode (tc) or direct summation (ds).

Table 1 records the error and run time (s) for several values of the MAC 6 and polynomial degree n with system size N =1e6.
The data is also plotted in Fig. 2 to show the scaling more clearly. The BLTC becomes more accurate as the MAC 6 decreases and
the degree n increases, but in that case the run time also increases. For future reference we define two parameter sets, BLTC-hi with
(6,n) =(0.7,6) yielding about 4-digit accuracy with run time 222 s, and BLTC-lo with (6, n) = (0.9, 3) yielding about 2-digit accuracy
with run time 40 s. Note that the direct sum run time in this case is 8409 s, so the treecode is much faster.

Table 2 compares the matrix-vector product using the BLTC and direct summation (DS) for system size N =1e5, 1e6, 1e7. The
BLTC error increases only slightly with system size. For the largest system size N =1e7, the DS run time (s) and peak memory (MB)
were obtained by extrapolation. The DS run time scales like O(N?) and the BLTC run time scales approximately like O(N log N).
The DS memory scales like O(N) corresponding to the particle data, while the BLTC memory also includes the tree data structure
and O(n®) Chebyshev interpolation points in each cluster. Hence the BLTC-hi memory is larger than the BLTC-lo memory, but even
in the worst case the BLTC-hi memory is only slightly more than twice the DS memory.
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Table 2

RPY matrix-vector product Df, system size N =1e5, 1e6, 1e7, par-
ticle volume fraction PVF = 0.12, direct summation (DS), BLTC-hi
(6,n) = (0.7,6), BLTC-lo (8,n) = (0.9,3), treecode approximation error
in Eq. (19), run time (s), peak memory (MB), calculations on one CPU
core.

error run time (s) peak memory
(MB)
N=1e5 DS - 82 8.8
BLTC-hi  6.79e-5 13 20
BLTC-lo  1.1le-2 2.6 11
N=1e6 DS - 8409 88
BLTC-hi  1.03e-4 222 169
BLTC-lo  1.62e-2 40 103
N=1e7 DS - 850772 880
BLTC-hi  1.12e-4 3218 1479
BLTC-lo  1.62e-2 544 996

Table 3

RPY matrix-vector product Df, system size N = 1e6, particle volume fraction PVF = 0.12, direct sum (DS), BLTC-hi
(6=0.7, n=06), BLTC-lo (8 =0.9, n=3), 1 core, 32 cores, GPU, run time (s), parallel efficiency PE (%), speedup (DS
run time divided by BLTC run time).

DS BLTC-hi BLTC-lo

run time (s) PE run time (s) PE speedup run time (s) PE speedup
1 core 8409 100% 222.0 100% 37x% 40 100% 210x
32 cores 363 72% 13.6 51% 27X 4.5 28% 81x
GPU 42 - 1.4 - 30x% 0.23 - 183x%

Table 3 presents serial and parallel results for the matrix-vector product with system size N = 1e6 computed using DS, BLTC-hi and
BLTC-lo including the run time (s), parallel efficiency PE (%), and speedup (DS run time divided by BLTC run time). With 32 cores, DS
has 72% parallel efficiency, while the parallel efficiency is 51% for BLTC-hi and 28% for BLTC-lo; even so, the BLTC calculations are
faster; the DS run time is 363 s, while the BLTC-hi run time is 13.6 s (27X speedup) and the BLTC-lo run time is 4.5 s (81X speedup).
The GPU calculations are faster yet; the DS run time is 42 s, while the BLTC-hi run time is 1.4 s (30x speedup) and the BLTC-lo run
time is 0.23 s (183X speedup).

6. Numerical results: SLDM-BLTC for correlated random displacements D'/2z

This section reports the performance of SLDM-BLTC for computing the correlated random displacements D'/2z. First we investigate
the scheme’s accuracy and convergence properties. Recall that the method provides a sequence of approximations g, to the exact
vector g = D!/2z. Aside from computer roundoff error which was addressed by reorthogonalization, there are two additional sources
of error in these calculations, (1) the SLDM iteration error at step k assuming the matrix-vector product is computed by direct
summation, and (2) the treecode approximation error that occurs when the matrix-vector product is computed by the BLTC. The
following quantities are used to measure the accuracy of the results [23,26],

d
_ g =gl g gl

k= k=
1811l

S
ds ’ k T
g |1 27 Dz

lgT'g, — 27 Dz|
- SkSk 7 T (20)

In these expressions g, is the SLDM vector at step k, and further below a superscript ds or tc is added to indicate whether the matrix-
vector product is computed by direct summation or the BLTC. The first quantity, I;, measures the increment between step k and step
k —1; this is used in the stopping criterion. The second quantity, E; , measures the error in g, , where the reference gf:f was computed
using direct summation for the matrix-vector product and iterating until the increment saturates close to machine precision; the error
is generally not available because computing the reference is expensive. The third quantity, E,{ , which we call the inner product

error, satisfies E]{ =0 for all k > 1 in exact arithmetic [26].
6.1. Accuracy and convergence properties of SLDM-BLTC

We consider a test case with system size N =1e5 and particle volume fraction PVF = 0.12. Fig. 3 shows the error E; (solid lines)
and increment I; (dashed lines) versus step k, where the matrix-vector product is computed by direct sum (DS), BLTC-hi and BLTC-lo.
Results are shown for (a) k=1 : 750, (b) k=1 : 125.

First consider the increment ;. The BLTC-hi increment matches the DS increment to within plotting accuracy; they both decrease
rapidly in the first few steps, then transition to exponential decay, and then saturate close to machine precision. Convergence of the
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Fig. 3. SLDM for D'/?z, system size N =1e5, particle volume fraction PVF = 0.12, error E, (solid lines) and increment I, (dashed lines) versus step k, (a) k=1 : 750,

(b) k=1 : 125, matrix-vector product by direct sum (DS), BLTC-hi (§ = 0.7,n = 6), BLTC-lo (6 = 0.9, n = 3), BLTC-hi increment matches DS increment to within plotting
accuracy.
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Fig. 4. SLDM for D'/?z, inner product error E[ versus step k, system size N = 1e5, particle volume fraction PVF = 0.12, matrix-vector product by direct sum (DS),
BLTC-hi (§ =0.7,n=6), BLTC-lo (§ =0.9,n = 3).

increments implies that the gzs and g‘kC sequences converge to well-defined limits, but as we shall see, the limit obtained using direct
summation is different than the limit obtained using BLTC-hi. The BLTC-lo increment matches the DS and BLTC-hi increments until
reaching level le-4; afterwards it increases sharply and the calculation breaks down at step k =92 when the smallest eigenvalue of
the Lanczos matrix T; becomes negative; this will be discussed below.

Next consider the error E;, where the reference, gfsf, is the limit of the SLDM-DS calculation. The results show that the DS error
decreases exponentially until it saturates close to machine precision, but essentially throughout the entire iteration the DS error is
approximately ten times larger than the DS increment; a similar result was obtained for system size N =1e3 by Ando et al. [26]. The
BLTC-hi error matches the DS error until around step k = 75 after which it saturates at level 4e-4; this means that the g;f vectors
computed by BLTC-hi converge to a well-defined limit, but the limit is different than the reference vector gfgf computed by direct
summation. The BLTC-lo error matches the DS and BLTC-hi errors until around step k = 20, after which it saturates at level 5e-2 until
breakdown occurs at step k = 92.

For practical reasons the SLDM stopping criterion is based on the increment, I; <z, but when the criterion is satisfied, the error
E, is generally larger. For example in Fig. 3 if 7 =1e-3, the stopping criterion is satisfied at step k =40 for DS, BLTC-hi and BLTC-lo
calculations, but the DS and BLTC-hi errors are 9 times larger than the increment, while the BLTC-lo error is 32 times larger. Hence
the increment can give a false sense of confidence in the accuracy of the correlated random displacements. It should be noted that
the errors E; in the DS, BLTC-hi, and BLTC-lo calculations initially overlap for more than one order of magnitude down to roughly
E, = le-1, and hence if only low accuracy in the SLDM iterations is needed, then the BLTC-lo can be used.

Alternatively, the inner product error E,{ has been used to monitor convergence of the Chebyshev polynomial approximation
method [23]. Fig. 4 shows that in the present SLDM calculations, E}{ is independent of the step k; the DS inner product error is
close to machine precision (consistent with the result that £ 1{ =0 for all k in exact arithmetic [26]), while the BLTC-hi inner product

error is 5e-8 and the BLTC-lo inner product error is 1e-4. Hence in these calculations the inner product error Elf reflects the treecode
approximation error rather than the SLDM iteration error and it cannot be used as the stopping criterion.

6.2. Eigenvalues of Lanczos matrix T},

Recall that step k in the SLDM requires computing the square root of the Lanczos matrix 7}, where in principle the eigenvalues of
T, are positive real numbers. Fig. 5 plots the maximum, minimum and median eigenvalues of T}, versus step k when the matrix-vector
product is computed by DS, BLTC-hi and BLTC-lo. Note that the BLTC-hi eigenvalues fall on top of the DS eigenvalues. The maximum
eigenvalue is almost independent of step k, while the median and minimum eigenvalues decrease slightly as the iteration proceeds.
The BLTC-lo maximum and median eigenvalues match their DS and BLTC-hi counterparts until the BLTC-lo calculation breaks down
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Fig. 5. SLDM for D'/?z, system size N = 1e5, particle volume fraction PVF = 0.12, eigenvalues of Lanczos matrix 7} versus step k, maximum (4,,,,), minimum (4,,),
median (4,,.4), matrix-vector product by DS (black solid line), BLTC-hi (blue solid line), BLTC-lo (red dashed line). (For interpretation of the colors in the figure(s),
the reader is referred to the web version of this article.)
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Fig. 6. SLDM for D'/?z, increment I « versus step k, system size N = 1e5, particle volume fraction PVF = 0.004, 0.04, 0.4, matrix-vector product by (a) DS, BLTC-hi
(BLTC-hi results fall on top of DS results), (b) BLTC-lo.

at step k = 92. The BLTC-lo minimum eigenvalue matches the others until step k = 75, after which it decreases sharply until step
k =92 when it becomes negative; at this point the calculation of the square root matrix Tkl /2 fails and the SLDM-BLTC-lo calculation
breaks down. We tried to correct this by setting the negative eigenvalues to zero, but more and more eigenvalues became negative
and were to set zero, and the results became highly inaccurate.

6.3. Effect of particle volume fraction

Next we consider the effect of the particle volume fraction for N =1e5 randomly distributed particles in a cube, where the cube
size is varied to obtain small PVF = 0.004, medium PVF = 0.04, and large PVF = 0.4. Fig. 6 shows the increment I; versus step k,
where the matrix-vector product was computed by (a) DS, BLTC-hi, and (b) BLTC-lo. In frame (a) the BLTC-hi results fall on top of
the DS results and the increments decrease faster for smaller PVF. In frame (b) note that the horizontal axis has been expanded. In
fact the BLTC-lo increment matches the DS and BLTC-hi increments for small PVF = 0.004. For medium PVF = 0.04, the BLTC-lo
increment falls below 1le-5 after which it increases sharply and breakdown occurs at step k = 142 as discussed above. For large PVF
= 0.4, the BLTC-lo increment reaches level 1e-3 and breakdown occurs at step k = 66.

6.4. Run time versus error

Fig. 7 shows the SLDM run time (s) versus error E, for N = 1le5 randomly distributed particles in a cube with PVF=0.12. The
matrix-vector product was computed by direct sum (DS, red symbols) and by the treecode (BLTC, blue symbols). Four combinations
of SLDM tolerance and BLTC MAC were computed, (7,0) = (le-2, 0.9), (1e-3, 0.8), (1e-4, 0.7), (1e-5, 0.6), as shown along the top of
the plot, and for each (r,0) combination, the BLTC degree n is shown in the legend and increases from right to left on each connected
blue line. For each value of the tolerance, a vertical red dashed line is drawn through the DS error. The calculations were done on
one CPU core.

First consider the direct sum results. Reducing the SLDM tolerance 7 also reduces the DS error, but the DS run time increases
because more iterations are needed to satisfy the stopping criterion. For a given tolerance 7, the DS error is about ten times larger
than 7, and this is consistent with the error and increment results in Fig. 3. Next consider the BLTC results. For each combination
of tolerance 7 and MAC 6, the BLTC error converges to the DS error as the degree n increases. The BLTC is faster than DS; for high
accuracy with 7 = le-5, the BLTC with MAC 0 = 0.6 and degree n = 6 is 4 times faster than DS, and for low accuracy with 7 =
le-2, the BLTC with MAC 6 = 0.9 and degree n =3 is 30 times faster than DS. Hence in SLDM calculations with a given tolerance 7,
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Table 4

SLDM for D'/?z, system size N = 1e5, 1e6, 1e7, particle volume fraction PVF = 0.12, matrix-vector product by direct
sum (DS) and treecode (BLTC), calculations with tolerance ¢ = 1le-4 are denoted DS-hi, BLTC-hi (§ = 0.7, n=6) and
those with tolerance 7 = le-2 are denoted DS-lo, BLTC-lo (0§ = 0.9, n = 3), error E,, iteration count (iter), run time
(s) on 1 core, 32 cores, speedup (1 core run time/32 core run time), GPU run time (s), speedup (1 core run time/GPU
run time), na indicates run time is more than 28 hours.

N =1e5 1 E, iter 1 core 32 cores GPU

run time (s) run time (s) speedup run time (s) speedup

DS-hi le-4 1.149e-3 72 5940 217 27.4% 18.6 319.4x
BLTC-hi le-4 1.170e-3 72 954 68 14.0x 36.6 26.1x
DS-lo le-2 1.332e-1 10 825 36 22.9x 2.7 305.6x
BLTC-lo le-2 1.33%-1 10 26 2.7 9.6X 1.6 16.3x
N = le6

DS-hi le-4 na 111 na 40340 na 4862 na
BLTC-hi le-4 na 111 24693 1574 15.7x 714 34.6x
DS-lo le-2 na 12 100949 4355 23.2x 517 195.3x
BLTC-lo le-2 na 12 478 52 9.2x 19.8 24.1x
N = 1le7

DS-hi le-4 na na na na na na na
BLTC-hi le-4 na 170 na 33519 na 15474 na
DS-lo le-2 na na na na na na na
BLTC-lo le-2 na 12 6537 658 9.9x 212 30.8x

computing the matrix-vector product using the BLTC yields a significant speedup while maintaining the same accuracy as direct
summation.

6.5. Parallel performance

Table 4 records the SLDM parallel performance for system size N = 1e5, 1e6, 1e7 with particle volume fraction PVF = 0.12.
The matrix-vector product was performed using direct summation (DS) and the treecode (BLTC). Calculations with tolerance v =
le-4 are denoted DS-hi and BLTC-hi (§ = 0.7, n = 6), and those with tolerance ¢ = 1e-2 are denoted DS-lo and BLTC-lo (6 = 0.9,
n = 3). Results are shown for 1 core, 32 cores, and 1 GPU, where in the latter case the matrix-vector product (line 5 in Algorithm 1)
was done on the GPU and the other SLDM operations including vector inner products, reorthogonalization, and spectral factorization
(lines 6-14 in Algorithm 1) were done on 1 CPU core. The Table shows the error E,, iteration count (iter), run time (s) on 1 core and
32 cores), speedup (1 core run time/32 core run time), GPU run time (s), speedup (1 core run time/GPU run time). Complete results
were obtained for the smaller system size N =1e5, and only partial results are available for the larger systems due the cost of the
calculations; cases in which the run time is greater than 28 hours are labeled na (not available).

For system size N = le5 and given tolerance 7, the DS and BLTC have almost the same error E;, which is roughly ten times
larger than 7 as seen before. For system size N = 1e6, 1e7, the error is not available due to the high cost of the reference solution,
but Table 2 showed that the BLTC error for a single matrix-vector product is nearly independent of N and we expect this also holds
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for SLDM-BLTC. For cases in which results are available, the iteration count increases as the system size increases, but for each
tolerance 7, the SLDM-DS and SLDM-BLTC have the same iteration count.

Focusing on system size N = 1e5 where complete results are available, DS-hi achieves the highest speedup, followed by DS-lo,
then BLTC-hi and then BLTC-lo; this ordering prevails on 32 cores and the GPU, but the speedup is higher on the GPU than on
32 cores. In terms of actual run time, for high accuracy, BLTC-hi is faster than DS-hi on 32 cores, but slower than DS-hi on the GPU;
this is due to several factors, (1) the direct sum parallelizes very well on the GPU, (2) the system size N =1e5 is still small enough
that the O(N?) scaling is not yet fully felt, and (3) the BLTC-hi is penalized by having operation count O(n*) with relatively high
interpolation degree n = 6. The situation is different for low accuracy, where BLTC-lo is faster than DS-lo on both 32 cores and the
GPU.

Where available, results in Table 4 for system size N = 1e6, 1e7 show the advantage of BLTC compared to DS and the advantage
of the GPU compared to 32 cores for high and low accuracy. Hence combining algorithmic acceleration (due to the BLTC) with
hardware acceleration (due to the GPU) provides a significant reduction in run time without sacrificing accuracy.

A final comment concerns the GPU calculation. Table 3 showed that for system size N = 1e6, a single matrix-vector product on
the GPU has run time 1.4 s for BLTC-hi and 0.23 s for BLTC-lo. This can be used to estimate how much of the GPU run time reported
in Table 4 is spent on the CPU versus the GPU. For instance with system size N =1e6, the BLTC-hi calculation took 714 s and 111
iterations; assuming 1.4 s for each matrix-vector product, this implies 155.4 s for the GPU and 558.6 s for the CPU; the BLTC-lo
calculation took 19.8 s and 12 iterations; assuming 0.23 s for each matrix-vector product, this implies 2.76 s for the GPU and 17.04 s
for the CPU. This means that a large portion of the reported GPU run time was actually spent doing SLDM operations on 1 CPU core
and hence a further reduction in run time could be gained by parallelizing those operations.

7. Summary

To account for hydrodynamic interactions among solvated molecules, Brownian dynamics simulations require correlated random
displacements g = D!/2z, where D is the 3N x 3N RPY diffusion tensor for a system of N particles and z is a standard normal
vector. The Spectral Lanczos Decomposition Method (SLDM) computes a sequence of approximations g, — g, but each step requires
a dense matrix-vector product Dq with a Lanczos vector q, and the O(N?) cost of computing the product by direct summation (DS)
is an obstacle for large-scale simulations. Here we employed the barycentric Lagrange treecode (BLTC) to reduce the cost of the
matrix-vector product to O(N log N) while introducing a controllable approximation error. The BLTC is kernel-independent with
relatively simple implementation and low memory requirements. Numerical experiments were performed to compare SLDM-BLTC
with SLDM-DS for randomly distributed particles in a cube. The main results are as follows.

+ The error E; and increment I, were computed for system size N = le5 and particle volume fraction PVF = 0.12, where the
reference for the error was obtained by iterating SLDM-DS until I, reached machine precision. In DS calculations, at a given
step k the error E; is an order of magnitude larger than the increment I; (this was also previously seen for system size N =
le3 [26]).

In BLTC calculations with N =1e5 and PVF = 0.12, two parameter sets were considered, BLTC-lo for low accuracy and BLTC-hi

for high accuracy.

— The BLTC-hi increment matches the DS increment down to machine precision, but the error saturates at 3-4 digit accuracy;
this means that the BLTC-hi calculation converges, but the limit is different than in the DS calculation.

— The BLTC-lo increment matches the DS and BLTC-hi increments for small k, but the error saturates at 1-2 digit accuracy while
the increment continues decreasing to level 1le-4 after which it increases sharply and the calculation breaks down when the
smallest eigenvalue of the Lanczos matrix T;, becomes negative.

- Hence with proper choice of parameters the SLDM-BLTC can reduce the increment I, to any desired level, but the error E;
may be substantially larger.

SLDM-DS and SLDM-BLTC calculations were performed with PVF = 0.004, 0.04, 0.4 and system size N = 1e5. The iteration

converges faster for small PVF and slower for large PVF. For all three PVFs, the BLTC-hi increment matches the DS increment down

to machine precision, however the BLTC-lo increment matches the others down to machine precision only for small PVF =0.004

and breaks down before reaching machine precision for larger PVF = 0.04, 0.4.

The SLDM-DS and SLDM-BLTC run time and error were reported for single core calculations with convergence tolerance r =

le-2, 1e-3, 1le-4, 1e-5, system size N = 1e5 and PVF = 0.12. With proper choice of parameters, the BLTC error is close to the

DS error while running faster.

Single core serial calculations were compared with 32 core and single GPU parallel calculations for N = 1e5, 1e6, 1e7 and 7 =

le-2, 1e-4. Due to the expense of SLDM-DS, the reference solution and hence the error E, could only be computed for N = 1e5.

— For system size N = 1e5 and given tolerance 7, BLTC and DS have essentially the same error.

— Where results are available, SLDM-DS and SLDM-BLTC require the same number of iterations to reach a given tolerance 7.

— In most cases where results are available, the BLTC runs faster than DS, and the GPU runs faster than 32 cores; for example
with N = 1e6 and 7 =1e-2, DS-lo took 4355 s on 32 cores and 517 s on the GPU, while BLTC-lo took 52 s on 32 cores and
19.8 s on the GPU. This shows the efficiency gained by combining algorithmic acceleration (due to the BLTC) and hardware
acceleration (due to the GPU).
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Future research should examine the effect of approximation errors in the RPY matrix-vector product on the quality of BD simula-
tions. In particular, since the present work considered only randomly distributed particles in a cube, the SLDM-BLTC should be tested
for more realistic particle distributions representing polymers and biomolecules, especially where high accuracy may be needed as
with intrinsically disordered proteins [41]. There are potentially several ways in which the correlated random displacements could
be computed more efficiently, for example by preconditioning the SLDM [42-44] or applying a rational approximation of the ma-
trix square root [45,46]. Further improvements of the GPU calculation could include parallelizing the SLDM operations that were
performed here in serial and using an FMM extension of the BLTC on multiple GPUs [47,48].

While the present work dealt with RPY interactions in unbounded free space, another goal is to implement SLDM-BLTC with peri-
odic boundary conditions. An earlier version of the treecode based on Taylor series (TTC) was used to compute Coulomb interactions
in molecular dynamics simulations with periodic boundary conditions. Two approaches were considered; (1) the fundamental cell
was replicated to one level of images and the particle-particle Coulomb interactions were computed using the TTC [49], (2) Ewald
summation was applied where the real-space term involving the complementary error function was computed using the TTC, while
the reciprocal-space term was computed directly [50]. However, the TTC computes the Taylor coefficients of the Coulomb potential
recursively and this causes thread divergence on a GPU, while the barycentric Lagrange operations in the BLTC are kernel-independent
and non-recursive and they can be done without thread divergence. Hence the BLTC could replace the TTC for computing periodic
RPY interactions using either of these approaches. Other potential applications for SLDM-BLTC with periodic RPY interactions in-
clude the Positively Split Ewald method where the real-space and reciprocal-space terms are positive-definite [51,52], as well as
hydrodynamic interactions in confined doubly-periodic geometry [53].
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