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Abstract. Cyber-physical systems (CPS) increasingly require real-time,
high bandwidth data communication and processing. To address this,
Time Sensitive Networking (TSN) provides latency-bounded data trans-
mission at one or more gigabits-per-second throughput. However, it does
not commonly connect directly to I/O devices, such as sensors and ac-
tuators. In contrast, Universal Serial Bus (USB) is ubiquitous for device
I/0, but has yet to be widely adopted for host-to-host networking.
This paper considers the use of a common USB software stack for both
device I/O and host-to-host communication. We compare against a sys-
tem using USB for device I/O and TSN for host-level networking. Our
findings show that a unified approach using USB results in reduced soft-
ware complexity, simplified bus coordination, and more effective miti-
gation of priority inversion when transferring data across multiple bus
segments. Experiments show that end-to-end latency is within expected
delay bounds, and is reduced if the same USB software stack is used for
all communication with a given host. This suggests that bridging chal-
lenges exist in current systems, which are solved by either extending a
high-bandwidth bus such as TSN to support device I/O, or enhancing
USB with improved networking capabilities.

Keywords: Cyber-Physical Systems - Universal Serial Bus - Time Sen-
sitive Networking

1 Introduction

Increasingly complex cyber-physical systems (CPSs) [49/36] are emerging in do-
mains such as automotive, industrial control, avionics and robotics. These sys-
tems often require high bandwidth, low-latency sensor data processing and con-
trol. This involves data collection from arrays of input devices (e.g., LIDARs and
cameras, in the case of autonomous vehicles), and real-time processing on one
or more compute nodes. Different compute nodes may interface with different
devices needed for input and output, and then coordinate their data processing
tasks by sharing information across a network.

Controller Area Networking (CAN) [31/T4] has proven to be a dependable so-
lution for information transfer between microcontrollers, but lacks the bandwidth
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to meet the demands of modern cyber-physical systems. Ethernet [T6/443I1T],
supports higher bandwidth but does not provide the tight timing guarantees re-
quired for real-time communication. Consequently, Time-triggered Ethernet [34]
and now Time-Sensitive Networking (TSN) [20/40] have been developed as ways
to guarantee communication delay constraints.

Originally applied to audio-video bridging (AVB), TSN is now being con-
sidered as a standard for use in automotive [10], aerospace [55] and industrial
control applications. While it supports clock synchronization, bandwidth reserva-
tion, and predictable host-to-host networking, it does not provide a commonly
adopted approach for communication with input/output (I/O) devices. Chip
manufacturers have suggested the use of medium access control devices [I7] as a
means to connect microcontrollers to networks such as Ethernet and TSN. Until
this technology is widely adopted, the problem of integrating high-bandwidth,
low-latency sensors and actuators to compute nodes in emerging CPS domains
is left to other bus technologies.

USB is a ubiquitous approach to connect I/O devices to hosts, although
it is less commonly used for host networking. This is in part because it was
not originally envisioned as a peer-to-peer technology. Hence, it would appear
that TSN is preferred for host-to-host networking, while USB is better suited to
device I/O. However, the use of two different buses leads to potential bridging
problems at the host-level, to ensure traffic is able to disembark one bus in time
to be ready for when the next bus is available for use. Coupled with the need
for two different protocol stacks and device drivers, different packet formats, bus
speeds, and arbitration protocols, there is often a delay moving traffic from one
bus to another. This paper addresses the question: “if we used the same protocol
stack for device I/O and host-based communication, would we be able to simplify
coordinated data transfers, reduce latency and potentially improve throughput?”
Consequently, we consider using USB as a unified solution for both host-to-host
networking and device I/O, with the opportunity to schedule communication
transactions across different buses.

Contributions. We use USB’s debugging capability (xDBC) found in the xHCI
specification, to achieve predictable host-to-host communication, while carefully
synchronizing with the transfer of I/O device data. By applying our xDBC imple-
mentation to Linux, we show that a USB-only system exhibits lower worst-case
end-to-end transfer latency than the best-case scenarios using both TSN for host
networking and USB for device I/O. We then implement xDBC in the Quest
real-time OS [53] to show how integrated USB networking and device I/0 is
able to reduce the end-to-end latency even further.

We believe that current cyber-physical systems would benefit from a single
bus solution for coordinated time-sensitive, high bandwidth networking and de-
vice I/O. This suggests that either a bus such as TSN should be extended to
communicate directly with sensors and actuators, or a device-centric bus such as
USB should be enhanced with better networking features. For complex topolo-
gies spanning longer distances, combining USB and TSN might be preferred.
USB could be used for clusters of nearby hosts close to devices, and TSN used
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for back-end networking. This would allow for real-time data processing and
control tasks to coordinate operations, with tighter time bounds, on hosts that
are short hops away from sensors and actuators.

The rest of the paper is structured as follows: Section [2] provides background
information. Section [3] then describes the challenges of a dual-bus design for
device I/O and networking, and explains the proposed use of USB xDBC to
solve these problems. The section is completed with a description of the latency
models used to estimate the worst-case performance of unified (USB-only) versus
dual (USB and TSN) bus communication. Section |4 presents our experimental
evaluation for both unified and the dual-bus approaches. Related work is then
discussed in Section [} followed by conclusions and future work in Section [0}

2 Background

2.1 Universal Serial Bus

USB is a master-slave protocol that connects a host computer (the master) to
one or more peripheral devices (the slaves). As of USB 3.0, a device operates at
one of four possible communication rates: low, full, high, or super speed, with
maximum throughput of 1.5 Mbps, 12 Mbps, 480 Mbps and 5 Gbps, respectively.
Recent advances with USB 3.2 now increase bus bandwidth up to 20 Gbps, with
USB 4 going as high as 40 Gbps. The effective bandwidth for a device depends on
its speed, and how the system software programs the host controller to schedule
USB packets on the corresponding bus instance.

Each USB device is defined by a set of descriptors that are readable by the
host. These descriptors correspond to the device, its configurations, interfaces
and supported endpoints. A device descriptor defines the number of configura-
tions supported, amongst other information. A configuration descriptor defines
the number of interfaces supported, as well as the maximum bus power con-
sumed by the physical device. Only one configuration for a given device is active
at any time. An interface descriptor specifies the number of endpoints as well
as the function those endpoints serve. For example, a USB keyboard with an
integrated mouse will have two interface descriptors, one each for the keyboard
and the mouse. An endpoint descriptor specifies a maximum packet size, trans-
fer type, transfer direction (input or output) and polling interval for periodic
transfer of the endpoint.

There are four endpoint transfer types: (1) Bulk transfers - Used for lossless
transmission of non-real-time data. A USB thumb drive is an example of USB
device with a bulk endpoint; (2) Isochronous transfers - Used for loss-tolerant
real-time data transmission. A USB camera typically comes with isochronous
endpoints; (3) Control transfers - Used for lossless transmission of device con-
figuration data; (4) Interrupt transfers - Used for lossless real-time data trans-
mission. This type of endpoint is found on devices such as keyboards.

Bulk and control transfers are asynchronous, while isochronous and inter-
rupt are periodic, with a defined interval between transactions. The specification
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guarantees that high-speed periodic transfers are limited to 80% of a microframe,
leaving at least 20% to asynchronous transfers. USB 3 superspeed periodic traffic
occupies up to 90% of the microframe time, guaranteeing at least 10% for bulk
and control data.

A USB host stack consists of a host controller and the software. Software
encompasses device-specific drivers, a host controller driver, and various operat-
ing system interfaces for communication between devices and applications. USB
transfers are always initiated by the host. Peripheral devices only respond to
host requests. A transfer request from software on the host to a device might be
carried out by several USB bus transactions. The number of transactions needed
is decided by the maximum packet size of the endpoint and the number of bytes
requested by the software. A transfer request of 1024 bytes, to an endpoint with
maximum packet size of 512 bytes, requires two data transactions. Transactions
are scheduled on the bus in frames of 1 ms with low and full speed devices,
and in microframes of 125us with high (USB 2.0) and super-speed (USB 3.x)
devices. A transaction will not be scheduled by the host controller if it cannot
be completed in the same frame or microframe.

2.2 USB Extensible Debug Capability (xDBC)

USB 3.x supports host-to-host communication using the xHCI built-in debug
capability known as xDBC. This capability, originally designed as a debugging
mechanism, allows for two USB host machines to communicate using a pair
of super-speed bulk (IN and OUT) endpoints. Software techniques are able to
reserve bandwidth for bulk transfers by restricting the traffic associated with
periodic endpoints [69]. Alternatively, newer chipsets equipped with an eXten-
sible Device Controller Interface (xDCI) allow for dual role (host and device)
controller switching, and customizable endpoint configurations for host-to-host
communication. As we are yet to properly investigate xDCI capabilities, we re-
strict this paper to studying xDBC versus TSN.

2.3 Time Sensitive Networking (TSN)

TSN describes a set of standards to extend IEEE 802.1Q [2] Ethernet with clock
synchronization and timing guarantees for message transfers. From a high-level
perspective, the TSN standards of concern in this paper include: (1) Traffic
shaping and scheduling, and (2) Time synchronization. TSN provides a Time
Aware Shaper (TAS) and Credit-Based Shaper (CBS) to model and shape the
traffic. Clock synchronization across all hosts in a network is achieved using the
IEEE 802.1AS [3] Generalized Precision Time Protocol (gPTP).

This paper focuses on the IEEE 802.1Qbv Time-Aware Scheduler (TAS) [I].
TAS is based on time-division multiple access (TDMA), to allocate network
bandwidth shares across different time slots. TAS supports three type of classes:
A, B, and lowest-latency control data traffic (CDT) class. Three bits of the Pri-
ority Code Point (PCP) field in VLAN tags are used to assign protocol priorities.
This limits the number of priority classes to 8, whereas in USB it is possible to
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support up to 1024 [54]. TSN may, however, implement more service classes in
software, within each of the 8 priority classes assigned using VLAN tags.
Figure [I|shows a schedule where each cycle contains both timing-critical and
best effort traffic, each in its own time slice. To prevent best effort traffic from
interfering with critical traffic, TSN uses what are called Guard bands. These
are dedicated time windows before timing-critical scheduling periods, in which
initialization of new best effort transmissions are prohibited. Guard bands ensure
high-priority traffic is isolated from best effort transfers. However, they result
in lost bandwidth, since the time used for a guard band is not used by any
traffic class. The derivation of a guard band depends on knowledge of the largest
packet size. For a 1Gbps Ethernet connection and a maximum transmission unit
(MTU) size of 1500 bytes (1542 bytes on the wire), the guard band is set to:

1542bytes _
125x10bytesx T 12.3ps.

Cycle N | Cycle N+1
< > < >
1
High Criticality Best Effort Guard Band: High Criticality Best Effort Guard Band
v v [’

\
] [ [ ] [ ]

Time ——»

Fig. 1. Time Aware Scheduler Example.

Guard band problems are partially mitigated in one of two ways: (1) using
knowledge of the packet length, a TSN scheduler determines its transmission
time, and allows the packet to be sent only if it does not interfere with high-
priority traffic, or (2) frame preemption is used to halt the transmission of lower-
priority traffic when high-priority data is ready to be sent. Both approaches
require complex hardware support, which is not yet enabled in Linux.

3 Technical Overview

3.1 Challenges of Non-Unified I/O and Networking

We now focus on the challenges faced by systems using different bus architectures
for I/O and networking. Figureshows the problem of moving data between USB
(e.g., for device input) and TSN, as it traverses host-level stacks. High-priority
outgoing data via a TSN-based 1210 Network Interface Card (NIC) misses its
TDMA window and waits for best effort traffic, due to lack of synchronization
between USB 125us microframes, user-level processing, and TSN.

Figure [3| presents an example of optimal alignment between USB and TSN
subsystems. Two assumptions are made in this case. First, we assume the follow-
ing delays are time-bounded: (1) the system latency for submitting a USB read
request from user-level to the kernel (Apg, ), (2) the time to return the data from
the device to user-level (Aps,), (3) the user-space processing time (Ayser), and
(4) the system delay to forward outgoing data through the networking stack to
the TSN-capable network controller (Apg,). As we will see later, this is a chal-
lenging assumption to make without support from a finely-tuned RTOS. Second,
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Fig. 4. Clock Misalignment of USB and TSN.

and more improbable, is the assumption that the TSN scheduling cycle aligns
perfectly with when the processed USB data is ready for forwarding.

Figure [f] shows how clock misalignment results in high-priority data missing
its allocated TSN time slot, causing it to wait for best effort traffic. The increased
latency for high-priority data may result in a scheduling avalanche [58] in down-
stream nodes, or loss of critical information if buffers overflow. Mitigating this
problem requires a coordination mechanism that works on top of the I/O and
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networking subsystems. Two possible approaches include: (1) introducing more
buffering, or (2) imposing more pessimistic constraints on the TSN scheduler.

Increased buffering would allow more I/O packets to be stored in system
memory until their scheduled release time on TSN is reached. While this lowers
the probability of losing packets, it potentially increases latency, as I/O packets
wait for their release. Aside from buffering, the high-criticality traffic time win-
dow could be increased in the TSN time-aware scheduler. This, however, may
result in noticeable throughput degradation for any low-criticality or best effort
trafic class.

Besides the scheduling and coordination challenges faced by dual-bus sys-
tems, fundamental design differences between USB and TSN also limit their
combined capabilities. One problem is that TSN has fewer traffic priority classes
than USB does. Priority inversion is then possible, as I/O packets of different
criticality levels may need to share the same priority-class window in TSN.

3.2 TUnified USB Stack Solution

Having shown the challenges of a non-unified architecture, we now present a
unified networking and device approach using USB. We focus on USB 2 high-
speed device I/O as it is still more commonly used than USB 3.x. However,
for host-to-host networking, we consider xDBC. xDBC allows for 5 Gbps peak
bus bandwidth, which surpasses the commonly used 1Gbps, and even the newer
2.5Gbps, TSN networks.

[ ]USB 2: 512 Byte Data Packet []USB 3: 512 Byte Data Packet

usB 2} |

micro-frame [

Aysp,

N 1
micro-frame Time

Aos, | Auss, | Aos, | Ayser | Aos,

\ \

HOST]

|
0
i

UsB 3|
Fig. 5. Unified I/O and Networking Transfer over USB.

Figure [f] depicts an example where high-priority sensor traffic is read from
an I/O device, processed in a user-level context, and sent over an xDBC network
connection. In this example, both I/0 reads and xDBC writes use a common USB
software stack to submit requests. Using knowledge of active device transfers
and their importance allows the USB stack to reserve bandwidth for when time-
sensitive (high-criticality) data needs to be forwarded to a remote host. Thus,
the stack is able to reserve time on the xDBC bus precisely after information is
processed in user-space and needs transmitting. This is possible by having the
USB stack use information about the time to process user-level data, Ayser,
for a given traffic priority class. Our stack is made aware of this information,
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and, combined with awareness of active USB request blocks (URBs), it avoids
assigning best effort or low-priority traffic to the xDBC bus when it predicts it
is needed by high-priority data. Some prior works have shown that it is possible
to implement such real time scheduling on USB [41169].

We have implemented host-level networking support using xDBC in both
Linux and the Quest RTOS. A Debug Target machine uses an xDBC driver to
expose itself as a USB device, as shown in Figure[6] A Debug Host machine enu-
merates the target via a USB debug device driver. The xDBC capability allows
the target to expose two Bulk endpoints for both IN and OUT communication.
An example data path using the IN communication endpoint starts with the
user-level call to usb_write() on Host 1. This results in a system call, which
is re-directed to the xDBC driver. This immediately invokes the xdbc_write()
function, which queues a TX event and notifies the USB host controller once
the data is ready to be sent. The xDBC driver also polls the host controller
regularly for xDBC-related events that need to be handled, such as comple-
tion of sending a packet by the host controller. On the receiving side, the USB
debug device driver is responsible for submitting the read requests. Once those
requests have been submitted, the debug device driver proceeds to wait until the
Host Controller invokes an IRQ handler, which ends up transferring the data to
user-level. Information flow from Host 2 to Host 1 is possible by swapping the
usb_read/write() operations, and using the OUT communication endpoint.

Debug task: { Debugger task:
usb_write() usb_read()

System Call Interface System Call Interface

..................................... e g ) R
f i

xDBC Driver E USB Debug
\ 4 H i Device Driver

xdbc_write() h § ; v

H

H

S H ; H

H ; { host_read() ] :

Process events H : '

y : ; :
H

H i H

H

-

-

| ; ! - RQ ) !
je=rrn | S
: rocess events ' : Wait for H

Ring the doorbell ! completion
USB Host Controller I USB Host Controller L
(Debug capability enabled) T (Debug capability disabled)

Debug Target (Host 1) Debug Host (Host 2)

Fig. 6. Example USB xDBC Datapath.

3.3 Latency Model

This subsection presents a latency model for both unified and dual-bus solutions.
Our analysis considers a system with a sensory device and two hosts, where a
user application on one host (Host 1) reads from the sensor over USB 2, and
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forwards data to a second host (Host 2) using either USB 3 or TSN. The end-to-
end latency, Ago., is defined as the time between the initiation of a sensor read
request on Host 1 and the reception of data on Host 2.

In our analysis, we make the following assumptions: (1) whenever a request
is made to the sensor, data is immediately available for transfer between the
USB sensor device and the host, (2) a user-level task predictably transfers one
data packet from the I/O device onto the network every period, (3) OS-level
latencies are bounded, and (4) a software time-aware TSN traffic shaper has a
125us scheduling cycle and a window for high-criticality traffic of size b; bytes.

From Figures [3] and [4] we define the following terms:

— Aps,: Represents the worst-case system overhead to issue a USB read from
user-space to the USB host controller.

— Aypspe: Represents the worst-case time for the host controller to transfer a
USB 2 packet.

— Aops,: Represents the worst-case system overhead for a USB packet to be
returned to user-space from the USB host controller once the data is avail-
able.

— Ayser: Represents the worst-case time that the user program takes to process
USB data.

— Aops,: Represents the worst-case time to submit a packet from user-space to
the network controller.

— Argn: Represents the worst-case TSN packet transmission time.

— Apsps: Represents the worst-case USB 3 packet transmission time using
xDBC.

We categorize Agq. into host and communication delays for ease of analysis.
For the host delay, we consider Apysp,, = Aos1 + Aos2 to be the total system
time to complete a USB read request. This is followed by Ay, as defined above.
Then, Ayspry = Aos, represents the system latency to send a USB 2 packet
onto xDBC, whereas Arsn,, = Aops, is the latency to send an equivalent
Ethernet packet to the TSN NIC. We extend Figures [3] and [4] with the overhead
of receiving data on Host 2. This is represented by Aysp,, when using xDBC,
and Argng,, when using TSN.

For the total communication delay, we define Apy,sa-5 to be the bus ar-
bitration delay. This represents the time from when the data arrives into the
device queue until it is transmitted, which we consider negligible. Apyansfer is
the worst-case transfer latency for b; bytes of data over the respective medium,
which corresponds to Ayspa, Ausps and Argy. We define Arransfer vsB2,
Arransfer vsps and Appansrer Tsn to differentiate transfers across the respec-
tive buses. Finally, A propagati(n: is the time needed to propagate signals across
a bus, which we assume is negligible.
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Therefore:
AusBrx + Arransfer_vsp2  if using
+Ayser + AusBrx USB
+ATransfer UsB3 + AUsBrx
Aege < (1)
AusBrx + ATransfer vsp2  if using
+Ayser + Arsng TSN
+Arransfer_ TSN + ATsNpx

Arpansfer depends on the specific bus protocol, but is represented as follows:
ATransfer =h+ 80ép + (aX LObits + 8'7le) (2)

In the equation, h denotes the time required for the host to prepare a trans-
mission request. In this paper, we consider peak bandwidths of 480 Mbps for
high-speed USB 2, 5 Gbps for superspeed USB 3, and 1 Gbps for TSN. For
the USB host controller, h is typically 5 nanoseconds, and no more than 304
nanoseconds for a 1Gb 1210 TSN-enabled NIC [30]. p represents the protocol
overhead. This includes the Ethernet address and VLAN tags, among others,
for TSN, and synchronization transfers (SYNC) and CRC checks in the case of
USB. For USB 2 high-speed bulk transfers this value is 55 bytes, while for the
USB 3 it is 48 bytes. Protocol overheads for TSN come to 42 bytes per transfer.
« is the latency of transferring one bit of data over the corresponding bus. In the
case of high-speed USB 2, « is 2.08 nanoseconds, while for superspeed USB 3
and for 1 Gbps TSN, it is 0.2 and 1 nanoseconds respectively. Op;+s accounts for
worst-case bit stuffing and we consider it only used in USB 2 transfers, where it
has a fixed value of 19/6~/3.17. The final variable, v, is also a USB 2 exclusive
overhead and it is the cost of host-device bit-level synchronization on the packet
payload. Its value is 7/6a1.17 for USB 2. We assume ~ to be 1 for TSN and
USB 3 since they do not rely on bit stuffing for their synchronization.

The transfer delay formula in nanoseconds for USB 2 high-speed data is:

ATransfer vsp2 = h+8ap + (ax [Opits + 87b;])
=5+ 8x2.08x55
+(2.08% [3.17 + 8x1.17xb; )
= 021.7 + (2.08x [3.17 + 9.36xb;)

(3)

The transfer delay formula in nanoseconds for USB 3 superspeed data is:

Arransfer UsBz = h+8ap + (ax [Opits + 87b;])
=5+ 8x0.2x48
+(0.2x [0+ 8x1xb;])
= 81.8 4 (0.2x [8xb;])

(4)
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Finally, the transfer delay formula in nanoseconds for 1 Gbps TSN is:

Atrransfer_ TSN = b+ 8ap + (ax |Opits + 8vb;])
= 304 4 8x1x42
+ (1x [0+ 8x1xb;])
= 640 + [8xb;]

4 Evaluation

This section presents our analysis of two systems, one based exclusively on USB
and another involving TSN, with the goal of comparing their networking charac-
teristics. We conduct two set of experiments, one with two connected nodes and
another with four nodes connected in a ring topology. Our host nodes are Cin-
coze DX1100 embedded PCs, each equipped with an Intel Core i7-8700T 2.4GHz
CPU. All USB connections to the DX1100 machines are made using USB 3.2
Genl ports. These host machines also come equipped with Intel 1210 network
interface cards (NICs), which provide native TSN support. In addition to the
two host machines, we also use a single Teensy 4.1 controller board to mimic the
sensor input of a cyber-physical system that sends fixed-size packets. The Teensy
4.1 features an NXP iMX RT1062 System-on-Chip (SoC), with a 600 MHz Arm
Cortex M7 processor, and a USB 2.0 high-speed bus. The two host machines
in our USB experiments are connected via a crossover cable through an xDBC
port of the USB Host Controller for networking. Host-to-host connectivity for
the TSN experiments uses a standard 1GbE cable.

In our Linux-based experiments, both hosts use kernel version 6.9.0, patched
with PREEMPT _RT [50], version rt5. Comparison experiments are also per-
formed with the Teensy connected to Host 1 running the Quest RTOS [I3],
which in turn uses xDBC to connect to Host 2, similarly running Quest. We
developed a custom CDC-ACM driver for USB2 for both Linux and Quest to
ensure similarly predictable read latency from the Teensy to Host 1.

Linux/USB and Quest/USB experiments use USB for both device I/O and
networking, as shown in the test setup of Figure [7] Linux/TSN experiments
use USB for device I/O and TSN for host-to-host communication, as shown
in Figure[8] The USB read and write functions in Linux represent transfers via
TTY device file descriptors. Similarly, the sendto and recvfrom socket functions
interact with the Linux networking stack. For Quest, usb_read and usb_write
system calls transfer data between the host and the specific end-point associated
with a target bus.

While our experiments represent relatively simple host-to-host communica-
tion topologies, future work will focus on more scalable networks such as 3- and
4-dimensional hypercubes. A series of latency experiments read 5,000 512-byte
packets from the Teensy, at a rate of 1 every 2.5ms on Host 1. These are processed
in user-space and then forwarded to Host 2.

Both USB xDBC and TSN-based experiments in Linux consist of sender and
receiver user-level programs, which run on isolated CPU cores. For Quest, user-
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level programs on each host run with a real-time Sporadic Server [60] budget of
88us every 125us, to match the period of a USB microframe. Time measurements
in Linux are performed using clock gettime, while in Quest using the RDTSC
feature of x86 processors. We have confirmed in Linux that both techniques are
adequate by comparing them head to head.

HOST 1 HOST 2 HOST 1 HOST 2

PP b_read() P
@usb,re;d()@ >® @ Ezb_\fzte()r_@ @usb_rea;ﬁ() @ ig:;to() recvfrom() @

----------------------------------------------------------------------------------------

i UsB cDC-ACM i ‘ i UsB Core | USB cDC-ACM { Networking Stack | e Stack!
[ R A | S B YT S Pt | [y
B - e -
Fig. 7. Unified USB Testing Setup. Fig.8. USB+4+TSN Dual Bus Testing
Setup.

4.1 TSN Test in Linux

A Time-Aware Shaper (TAS) is currently supported in mainline Linux through
the Time-Aware Priority Shaper (TAPRIO) queue discipline (qdisc). The TAPRIO
qdisc supports the mapping of Linux networking priorities onto the NIC hard-
ware queues, which are additionally supported by a Gate Control List (GCL)
scheduling state machine that provides predictable traffic egress. In addition to
the qdisc support offered by Linux, we also utilize the Linux gPTP daemon to
synchronize the clocks between two hosts.

After successfully synchronizing clocks between the two host machines, the
end-to-end latency experiments begin by recording the start-time, ts, of a USB
read request to the Teensy. Once a 512 byte packet is successfully received from
the Teensy, it is forwarded to a network socket, with ¢; added to its payload.
Similarly, the arrival time, ¢, is recorded on Host 2, when the packet is received
in user-space. Agg. is then measured to be t, — t.

Four TSN experiments with varying traffic window sizes assess the variance
caused by uncoordinated I/O and networking transfers. These experiments re-
spectively use 8, 16, 62 and 112 microsecond transmission windows for high-
priority traffic. The smallest window of 8 microseconds is more than sufficient to
transfer 512 bytes at 1 Gbps. Due to space constraints, full results for two of the
tests are recorded in this paper (see Figures [9] and [10]), while summary statis-
tics for all of the experiments are shown in Figure [I3] In all cases we kept the
TAPRIO cycle size equal to 125 ps to mimic the USB microframe, and allowed
PTP packets throughout all of the 125us. However, the high priority traffic from
the Teensy is only allowed to be transmitted from Host 1 during its exclusive
time window.

Between all the transmission window sizes, the 8us window results in a high-
est observed latency and variance. As explained in Sections [2 and [3] missing the
allocated window slot results in packet buffering, which if done at high frequency
causes the backlog in the NIC queues. Additionally, packets could remain queued
in the kernel, and if they miss their transmission window on the first host, they
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may cause a chain of misses down the line. As of yet, extending temporal knowl-
edge of GCL up to the user-space is a challenging process that requires very
detailed profiling of the kernel transmission latencies in order to correctly antici-
pate arrival of the packets to the NIC. With the inclusion of the I/O stream from
a different bus, and without any low-level mechanism to synchronize the two,
it is not feasible to operate tight control loops across the I/O and networking
subsystems needed for real-time control.

We proceed to increase the transmission window size to 16us, 62us, and
112pus. The last window size of 112us represents the largest window possible
that still includes a guard band of 13us. This guard band is based on the largest
possible 1500 byte Maximum Transmission Unit (MTU) and 42 byte Ethernet
packetization overhead, which requires 12.344us transmission latency on a 1
Gbps line. As seen in Figure [I3] broadening the transmission window results in
lower variance by eliminating timeslot misses.

It is worth noting that txtime-assist mode was not used for the TSN ex-
periments, even though it is intended to more precisely ensure the egress of
data meets its GCL schedule. Synchronization issues with PTP and TAPRIO
are known to exist when using txtime-assist mode, as discussed in [51]. Mech-
anisms to solve this problem involve using multiple i210 ports, but those were
not available with our setup.

We now combine our modeling analysis from Section [3] with our empirical ob-
servations made through measurements. We first benchmark the reading of 512
byte packets off the Teensy in order to observe the combined latency of Apg,,
Ayspa, and Apg,. On our Linux system, we observe a maximum Teensy read
latency to be: 354.45us. The Ayge, maximum observed latency is 3.32us. The
observed maximum latency for Apgn, . is 199.518s. When it comes to Argn,«
we use SO_TIMESTAMPING functionality in Linux to measure the OS over-
head of network transmission. The maximum outgoing latency is 28.679us.

It is important to remember that for the worst-case modeling we must also
include a potential 125us penalty a packet might experience if it misses its trans-
mission window. And finally, we refer to EquationElto obtain the Aryansfer TSN
for 512 byte packets, which is 4.736us. Adding all of these values results in a the-
oretical upper bound of 715.703us for end-to-end latency over TSN using Linux
on Hosts 1 and 2. This is noted in Figures [9] and with a red line.
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4.2 TUSB Test in Linux

To the best of our knowledge no RTOS that we know of has support for both TSN
and real-time USB stacks. Since we are interested in doing faithful comparisons
of both approaches, we have opted to test single-bus USB designs both in real-
time Linux and in the Quest RTOS. As shown in previous works [69/4T22//54]
and in Section [2] USB offers a great potential to unify the I/O and networking
buses in real-time systems. Even though its USB stack is not explicitly designed
with real-time characteristics in mind, PREEMPT RT-enabled Linux offers an
opportunity to compare USB and TSN on the same OS platform, mitigating
any major differences that might arise from varying OS implementations. By
comparison, the Quest RTOS will then be used to demonstrate the benefits of a
unified real-time USB stack for multiple bus instances.

As for TSN, our USB tests in Linux run on isolated CPU cores in order
to avoid system disturbances where possible. We have opted to not use the
SCHED FIFO or SCHED RR policies since our measurements show they result
in degraded performance on our test setup. Linux exposes xDBC functionality
as a runtime serial communication mechanism. The Linux Debug Host is able
to enumerate a Debug Target and access it as a ttyUSB device through the
TTY layer, while the Debug Target communicates with the host via a ttyDBC
interface. We disable the TTY-layer buffering and flow control mechanisms to
prevent latency variability.

USB is a master-slave protocol that performs synchronization with the host
at the hardware level. It does not natively support nor require a PTP-like mech-
anism for clock synchronization. To ensure USB and TSN measurements are as
comparable as possible, we keep the gPTP daemon in Linux to have synchronized
clocks across our two hosts. Besides the host-to-host link being USB xDBC, our
Linux USB test is similar to that involving TSN. Once again, Host 1 records
the initial timestamp, t,, right before issuing a read request to the Teensy. After
Host 1 receives the Teensy data, and verifies its correctness, it forwards it to
xDBC. A user-level program on Host 2 reads the ttyUSB interface to receive the
data from xDBC. Once the program has obtained the packet, it is inspected to
ensure it has the correct signature, and its arrival time t, is recorded.

Figure [T1] shows the obtained results of our experiment. As we can see, the
Linux USB measurements fall within our modeling bound and tend to average
around 382us, with a maximum delay of 470us. These measurements shows that
the Linux USB solution provides comparable performance to that achieved with
TSN when it has a wide transmission window. However, in the USB case we do
not need to statically allocate large portions of a microframe and still achieve
similar or better performance.

We conclude the experiments involving Linux transfers over a unified USB
network, by comparing to predicted results using the latency model from Sec-
tion 3.3l We start by reusing the same maximum values for Teensy read re-
quests (Ayspry) and Ayser, which are 354.45us and 3.32us, respectively. For
Ay sy, we measure the difference between when the user-level process issues a
usb_write() and the lowest point in the USB xDBC stack on Linux before the
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packet is split into Transfer Request Blocks (TRBs). The maximum of this value
is measured to be 64.662us. On the Aysp,, datapath, the largest measurement
is 78.664us. Referring to Equation [ we calculate the amount of time needed to
transfer the 512 byte packet over xDBC. This is 0.901us for superspeed USB.
The upper bound for A, is 501.997us, as shown in Figure[IT]once again by the
horizontal red line.
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cies. cies.

4.3 USB Test in Quest

For the purposes of analyzing USB in the context of cyber-physical systems
with hard real-time constraints, we turn to the Quest RTOS. Throughout our
testing process we set the budget to 88us and period to 125us respectively.
The reasoning behind the period value is that we are interested in operating at
the timing granularity of 125us USB microframes. The budget value represents
70% of 125us period, which gives the host enough time to perform meaningful
processing on the packet and perform coordination between the device I/O and
networking stacks. The USB test in Quest is similar to that in Linux. It consists
of reading a packet, adding necessary signatures (or timestamps), and forwarding
the data along to the egress stream.

As mention earlier, USB does not explicitly require clock synchronization
mechanisms such as PTP, since the synchronization is embedded within the pro-
tocol hardware layer. This, along with the fact that Quest does not yet support
gPTP functionality, requires the measurement of packet round-trip latencies, to
collect all the timing data within a single clock domain. Our measurements in
Quest use the RDTSC mechanism of x86 processors to measure time.

We again derive a latency bound for the USB-based Quest solution by obtain-
ing the maximum latency measurements for varying subsections of our datapath.
Starting with the Teensy read latency in Quest, we observe the maximum value
of 38.03us. Apser has a maximum value of 0.0225us. Likewise, Aysp,., has an
upper bound of 55.238us, while Aysp,, is within 46.038us. Equation [ yields
a worst-case latency for 512 byte packet transfers of 0.901us. To calculate the
worst case latency in Quest we also have to consider the possibility of a missed
period, which in our case is 125us. Thus, Ago.<265.23us.
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Figure [I2] shows the end-to-end latency measurements for Quest. Looking at
the numerical statistics in Table [} and the histograms in Figure [I3] it is clear
that USB communication in Quest outperforms all other forms of communica-
tion involving Linux. USB communication in Quest has a worst-case end-to-end
latency that is more than 4 times lower than the best-case involving TSN for
Linux. Notwithstanding, unified USB communication in Linux achieves lower
worst-case end-to-end latency and delay variation than any TSN scenario.

Metrics
10° = Min
- Avg

Max

104

10°

Latencies (us) (Log Scale)

102

TSN 8ps. TSN 16ps TSN 62us TSN 112ps Linux USB Quest USB

Fig. 13. Combined Statistics for All Experiments.

Min |Max Avg Std

TSN 8us  |176.47|1962558.64|696740.65|301966.31
TSN 16pus |264.97|25105.43 |618.75 859.83
TSN 62us |275.50(712.90 550.21 70.71
TSN 112pus|243.62|701.97 514.75 61.75
Linux USB|256.35(470.93 382.05 19.62
Quest USB|81.55 |168.07 108.61 14.57

Table 1. End-to-End Latency Statistics (us).
4.4 Throughput Measurements

Finally, TSN throughput measurements are performed using iPerf3 on Linux.
These measurements are for host-to-host communication, without involving the
Teensy. Comparisons with the throughput for USB xDBC on Quest are recorded
in Table [2| using different packet payloads from 512 to 2048 bytes. As is seen,
USB is able to outperform a 1GbE TSN i210 NIC. This shows that USB xDBC
is capable of satisfying high-throughput demands of modern cyber-physical sys-
tems, potentially better than TSN. Future work will consider optimizations to
our USB communication stack, to take advantage of the higher bandwidths of
USB 3.2 Gen2 (20Gbps), and newer buses.

512 Bytes|1024 Bytes|2048 Bytes
USB:|1014.153 |1010.859 [1006.255
TSN:|936 934 934

Table 2. Throughput Measurements (Mbps) for Different Payloads.
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Note that USB’s peak bandwidth of 5Gbps compared to TSN’s 1Gbps (in
these experiments) does not significantly influence the latency benefits of a
single-bus approach to networking and device I/O. Even accounting for the dif-
ference in protocol bits added to equal payloads of USB versus TSN packets, the
transmission delay difference across each bus is less than a few microseconds.
As USB and TSN measured throughputs are actually much closer, as seen in
Table [2] the practical transmission delay differences of the two buses have even
less of an impact on the end-to-end latencies shown in Figure [I3]

4.5 Multi-hop Host-Based Networking

All experiments so far consider point-to-point communication. We now investi-
gate USB networking performance using multiple hosts. We limit the network
size to four hosts, arranged in a ring as shown in Figure This might represent
a zonal architecture used in an automotive software-defined vehicle, for example,
where host-based processing is performed close to the sensors and actuators. Such
configurations minimize communication latencies essential for real-time control,
whereas larger network deployments introduce excessive delays that compromise
system responsiveness.

@ VCPU / SCHED_DEADLINE PROCESS

Host 1 Host 2 Host 3 Host 4
User Program User Program User Program User Program
—@® i —

OS Networking Stack

Physical Layer Physical Layer Physical Layer Physical Layer

Fig. 14. Experimental four-node ring using DX1100 hosts.

We evaluate the following three scenarios: (1) Ethernet-based Ring (Linux
PREEMPT RT), (2) USB-based Ring (Linux PREEMPT _RT), and
(3) USB-based Ring (Quest RTOS). Case (1) considers standard Ethernet
without TSN features enabled, as we focus on a single traffic class. This con-
figuration represents optimal TSN performance where all gates remain open,
eliminating scheduling constraints and guard band overhead. Case (2) replaces
Ethernet links with USB connections using xDBC. Finally, Case (3) replaces
PREEMPT RT-enabled Linux with Quest.

For each of the three scenarios, above, we measure the throughput of 1024-
byte packets, representative of sensor data, around the ring. A second experiment
measures the round-trip latency of 1024-byte packets, transferred every 500ms
from the first host, around the entire ring. The 500ms delay between each transfer
represents a sampling interval to retrieve data from a sensor, but this has no
bearing on the actual round-trip latency once a packet begins propagation.
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Data traversing each host is forwarded by a user-level process. Linux configu-
rations use a SCHED_DEADLINE policy, while Quest processes are associated with
equivalent VCPUs [I3], having 90us runtime budget and 150us deadline param-
eters. These parameters are sufficient to maximize user-level data-forwarding
rates without hogging CPU resources.

Throughput results, shown in Table [3] demonstrate that Quest with USB
networking achieves superior performance (221.00 Mbps), exceeding the Ether-
net baseline by 13.3%. Linux with USB networking exhibits reduced performance
(112.71 Mbps) due to TTY subsystem constraints. Originally designed for termi-
nal I/O, the TTY layer introduces substantial overhead through line discipline
processing, kernel workqueue scheduling, and context switching mechanisms un-
suited for high-frequency data exchange.

Table 3. Average Throughput in 4-Node Ring Topology

Configuration Throughput (Mbps)
Ethernet + Linux PREEMPT _RT 195.08
USB + Linux PREEMPT RT 112.71
USB + Quest RTOS 221.00

Latency experiment results, shown in Table[d] reveal Quest with USB achieves
the best average and maximum performance (1.091 ms, and 1.100ms, respec-
tively), while Linux with USB demonstrates lower delay variation (0.004 ms
standard deviation). Ethernet exhibits elevated latency and variability, reflect-
ing the overhead inherent in conventional networking stack architectures.

Table 4. Round-Trip Latency in 4-Node Ring Topology

Configuration Min (ms)|Max (ms)|Avg (ms)|Std Dev (ms)
Ethernet + Linux PREEMPT RT| 1.429 1.800 1.614 0.263
USB + Linux PREEMPT _RT 0.884 1.217 1.214 0.004
USB + Quest RTOS 0.999 1.100 1.091 0.025

The experiments in this section point to the viability of USB as a technology
for host-based networking, where processing nodes are within a few hops of sen-
sors and actuators. Results show competitiveness with Ethernet-based networks.
For many cyber-physical systems, it seems that USB is a potential candidate for
networking and device I/O. Where hosts must naturally perform data processing
tasks, the avoidance of using switches is an added appeal of USB, as it keeps the
necessary hardware, wiring and cost of networking to a minimum.

4.6 Discussion

The results presented above serve to show the challenges faced by host-level
bridging. A host-level bridge links multiple bus segments so that data is pro-
cessed and forwarded between compute nodes. While TSN provides support for
real-time host-level networking, it does not solve the end-to-end problem, as
it does not provide a means to communicate directly with input and output
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devices. This paper serves to encourage the community to either extend TSN
with more widespread support for I/O devices, or to consider supporting a USB
standard for host-level networking. USB 4.0 already has support for host-to-host
communication, but it has yet to be considered for industrial-grade real-time ap-
plications and networks. For small CPS networks, USB offers a lot of potential
(e.g., in automotive domains where zonal architectures [39] are becoming a topic
of interest, and researchers are attempting to build software defined vehicles and
networks [247T47]).

The current limitations for USB concern the signaling strength, which lim-
its bus segments to a few meters [67/68]. This distance can be increased using
repeaters, powered hub-devices that allow up to 7 bus segments to be chained
together, or USB powered cables that reach greater than 15 meters. However, a
new USB standard is needed for links that span larger distances. An additional
limitation of USB is that it is not a full peer-networking solution. As it operates
in a master-slave configuration, it limits topologies to stars and trees [69] . Ring,
hypercubic and arbitrary graph topologies require additional hardware [21] (e.g.,
active bridge cables [29], custom USB switches, or combinations of host and de-
vice controllers). Notwithstanding, these challenges are possibly easier to address
than implementing a full end-to-end solution for TSN, which requires all devices
to have a suitable medium access controller [17].

Now that many Intel processors feature embedded DWC3 [6263] USB (xDCI)
device controllers as a complement to xHCI, it is possible to build relatively
complex USB networking topologies. This is possible by configuring each host to
have one xDBC connection, one xDCI (device controller) connection, and up to
127 host controller connections to remote hosts configured as devices. The USB
specification limits devices to 127 per host controller.

A 4-dimensional hypercubic topology is possible using up to 2 device connec-
tions comprising either xDBC or xDCI, while all other host connections employ
xHCI per compute node. Proof: Let the device connections be designated in-
coming and the host connections be outgoing, although both types may actually
be bi-directional using USB IN/OUT endpoints. We know a hypercube has 2
nodes in any dimension, and for an n-dimension hypercube, we have 2" nodes.
The total number of edges is nx 2™~ This is because each of the 2" nodes has
n edges (one per dimension), but they are each shared with one neighbor. As
all edges are effectively directed (either being associated with xHCI, xDBC or
xDCI), then there must be a total of nx2("~1) incoming edges. Any edge that is
incoming to a node must also be outgoing from another node, so the total out-
going edges equals the total incoming edges, which equals the total edges. If any
node has at most 2 incoming edges (for xDBC and xDCI), and there are 2™ nodes,
then the total incoming edges in the entire graph is 2x2", but this must equal
the total edges. Hence, 2x2" = nx2®=D implying 2x2x2("~1) = px2(n=1),
Thus, n = 4, for a max-sized hypercube of 2* = 16 nodes.

While USB is limited to timing at 125us (the size of a microframe), this

serves well for many latency-sensitive applications. Researchers have already
implemented a USB-CAN gateway controller [59], suggesting that USB is capable
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of handling latencies incurred by CAN bus data. We believe that a combination
of USB and TSN network solutions will be useful in the future, allowing for
small-scale host-level networks to employ USB, while more complex topologies
use TSN. Such a heterogenous approach would make for an interesting solution
to traffic routing, and isolation of data of different criticality levels.

5 Related Work

Related work on timing-predictable cyber-physical systems [7] studies the con-
struction of task pipelines to ensure end-to-end guarantees between the arrival
of sensing data and the corresponding control output [22l23]. Systems such as
Scout [44] schedule paths through as sequence of services that are treated as
schedulable entities, but this differs from our focus on investigating the use of
USB as a single-bus solution for networking and device I/O. Similarly, RAD-
FLOWS [48] investigates a design framework for predictable data communica-
tion from a theoretical perspective, independent of technologies such as USB
and TSN discussed in this work.

Other work has more generally addresses real-time bus communication in
both theoretical scenarios [3733/5] and physical implementations [I5J72I35I38/65].
Tindell et al [65] investigate the worst case transmission delay due to blocking of
higher priority tasks, taking jitter into account in their analysis. Davis et al [14]
provide a revised study of CAN, correcting for earlier analytical flaws. Likewise,
Zuberi and Shin [72] address the utilization problem of CAN-bus networks, using
a mixed traffic scheduler that combines both Earliest Deadline First and Dead-
line Monotonic Scheduling. Others provide a scheduling analysis of CAN [1F],
assuming messages are scheduled using a FIFO rather than priority queue. In the
realm of USB, Huang et al [2728] attempt to provide QoS guarantees for USB
1.1 and 2.0, by modifying the endpoint descriptors within the host controller
driver. In contrast, our work focuses on the use of USB as a combined bus solu-
tion for networking and device I/0, showing the performance capabilities in the
presence of host-to-host communication based on xHCI’s debug capability.

Work by Ruan et al [54] considers the use of USB interrupters to differen-
tiate between I/O transactions for tasks of different priorities and timing re-
quirements. Similarly, work on USB bus scheduling provides guarantees to bulk
data transfers in the presence of isochronous and periodic transactions [69/4122].
Common to these works is the use of software-based scheduling techniques to
control the submission of USB transactions to the host controller, thereby shap-
ing the means by which the hardware orders transfer requests.

We compare with TSN [T9/5746], since it stands to be one of the most signif-
icant networking technologies in cyber-physical systems. Others describe studies
on TSN testbeds [62I819], to simulate real-world systems, and application us-
age in industrial automation [56/66], automotive [64J70/4516], and robotics [25]
research. More specific research aspects of TSN, include work on time synchro-
nization [20/32], credit-based shaping [42I18], and scheduling [6II12].
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6 Conclusions and Future Work

This paper investigates the bridging of buses to exchange data between devices
and hosts. Bridging is necessary in cyber-physical systems, with task pipelines
connecting sensors and actuators to a network of hosts. Empirical results show
that using USB for both networking and device I/O is a viable solution for
collecting, processing and distributing high bandwidth, low-latency data.

Linux experiments using USB host-to-host communication, in conjunction
with USB CDC-ACM device transfers, achieve average and worst-case end-to-
end latencies that are better than when TSN is involved in data transfer. This is
true even for large TSN transmission windows, suggesting that USB multi-hop
communication in Linux is a promising approach. In comparison, combined USB
networking and device I/O in Quest achieves a worst-case end-to-end latency
that is more than 4 times lower than the best case involving TSN, with 512-byte
payload transfers. Additionally, our observations of the throughput with USB
suggest it has the potential to handle data rates on par with, or higher than
TSN, at least over short range, small-scale host-based networks.

Future work will investigate the use of USB xDCI (eXtensible Device Con-
troller Interface), to form more complex USB or hybrid USB+TSN networks [69].
We are similarly interested in studying differentiated service support [54] to pro-
vide end-to-end quality-of-service guarantees to separate communication streams.
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