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Abstract—A common problem when using model predictive
control (MPC) in practice is the satisfaction of safety specifications
beyond the prediction horizon. While theoretical works have
shown that safety can be guaranteed by enforcing a suitable
terminal set constraint or a sufficiently long prediction horizon,
these techniques are difficult to apply and thus are rarely used by
practitioners, especially in the case of general nonlinear dynamics.
To solve this problem, we impose a tradeoff between exact
recursive feasibility, computational tractability, and applicability
to “black-box” dynamics by learning an approximate discrete-time
control barrier function and incorporating it into a variational
inference MPC (VIMPC), a sampling-based MPC paradigm.
To handle the resulting state constraints, we further propose
a new sampling strategy that greatly reduces the variance of
the estimated optimal control, improving the sample efficiency,
and enabling real-time planning on a CPU. The resulting
Neural Shield-VIMPC (NS-VIMPC) controller yields substantial
safety improvements compared to existing sampling-based MPC
controllers, even under badly designed cost functions. We validate
our approach in both simulation and real-world hardware
experiments.

I. INTRODUCTION

Model Predictive Control (MPC) is a versatile control ap-
proach widely used in robotics applications such as autonomous
driving [71], bio-inspired locomotion [9, 30], or manipulation
of deformable objects [54], to name just a few. These methods
address safety by incorporating state and control constraints
into the finite-horizon optimization problem, ensuring that the
system remains safe over the prediction horizon [9, 44, 54, 69].
However, safety of the system beyond the prediction horizon
is often overlooked by practitioners, potentially leading to the
violations of safety constraints at future timesteps.

This is a well-known problem in the field of MPC. The
question of whether a sequence of safe control actions can
always be found under an MPC controller has been studied
extensively in the literature under the name of recursive
feasibility [37, 47, 11, 27, 45]. A simple method of achieving
recursive feasibility is by enforcing a control-invariant terminal
set constraint at the end of the prediction horizon [37, 11].
However, it is difficult to find such a control-invariant set
for general nonlinear systems. Methods such as bounding the
system dynamics [11, 10, 21] often result in over-conservative
sets, while methods that numerically solve the Hamilton-Jacobi
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Fig. 1: Conventional sampling vs. the proposed Resampling-
Based Rollout (RBR) approach. In this AutoRally example,
the blue dot must sample future trajectories and compute an
optimal control while avoiding the black obstacles. Our method
rewires all sampled trajectories to be safe, resulting in a more
accurate sampling distribution, whereas the standard approach
samples from a Gaussian distribution and wastes computations
on unsafe trajectories.

PDE [46] scale exponentially with the number of state variables,
and hence this approach is computationally infeasible for
systems with more than, say, 5 state variables [48].

Even without considering recursive feasibility, nonlinear con-
strained optimization is a challenging problem. Traditionally,
constraints are handled using techniques such as interior-point,
sequential quadratic programming and augmented Lagrangian
type methods [51], which mostly rely on accurate linear or
quadratic approximations of the cost and constraints. However,
these gradient-based methods can get stuck in local minima
or fail to converge when the problem is highly nonlinear.
Moreover, first and second-order gradient information is
needed to solve these optimization problems, which is often
not available for “black-box” systems. Consequently, MPC
controllers that rely on these underlying nonlinear constrained
optimizers [51, 33, 25] inherit the same limitations.

One way to address these previous limitations is to use
sampling-based optimization methods, which have become
popular within both the robotics and model-based reinforcement
learning communities. In particular, variational inference MPC
(VIMPC) [52, 40, 69, 6, 55, 56] has emerged as a popular
family of methods that pose the control problem as an inference
problem instead of an optimization problem through the control
as inference framework [4, 67, 60], and perform variational
inference to approximate the resulting intractable optimal
control distribution. Popular MPC controllers within this family
include Model Predictive Path Integral (MPPI) [71] and the
Cross-Entropy Method (CEM) [61, 69], which have been
applied to robotics tasks such as autonomous driving [71],
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Fig. 2: Overview of Neural Shield VIMPC (NS-VIMPC). Offline, using DPNCBFs, we collect a dataset and train a NN
approximation Bθ of a DCBF. Bθ is used to impose the DCBF descent condition (16) as a state constraint. Online, we modify
the VIMPC architecture to use resampling-based rollouts to improve the sampling distribution of the Monte Carlo estimator in
the presence of the DCBF state constraints. In addition, we integrate the DCBF safety condition (14b) into the optimization
objective function as in (18).

bipedal locomotion [9], manipulation of deformable objects
[54], and in-hand manipulation [49], among many others.
Using this framework, constraints can be easily handled by
appropriately manipulating the posterior control distribution
without facing the same optimization challenges as traditional
gradient-based methods. However, the problem of safety beyond
the prediction horizon still remains a challenge and has not
been addressed by existing works that employ VIMPC.

In this work, we present a novel sampling-based MPC
approach that provides safety beyond the prediction horizon by
using control barrier functions to enforce the control-invariant
set constraint for VIMPC controllers. To tackle the challenge
of finding control-invariant sets for general nonlinear systems,
we extend our previous work on learning neural network
approximations of control barrier functions using policy neural
control barrier functions (PNCBF) [64] to the discrete-time
case. Inspired by particle filtering and sequential Monte Carlo
methods, we further propose a novel sampling strategy for
handling state constraints in VIMPC that significantly improves
the sampling efficiency and enables real-time planning on a
CPU. Results from both simulation and hardware experiments
suggest that the resulting Neural Shield-VIMPC (NS-VIMPC)
controller outperforms existing MPC baselines in terms of
safety, even under adversarially tuned cost functions.
Contributions. We summarize our contributions below.

• We extend policy neural CBF (PNCBF) to the discrete-time
case and propose a novel approach to train a discrete-time
PNCBF (DPNCBF) using policy evaluation.

• We propose Resampling-Based Rollout (RBR), a novel
sampling strategy for handling state constraints in VIMPC
inspired by particle filtering, which significantly improves
the sampling efficiency by lowering the variance of the
estimated optimal control.

• Simulation results on two benchmark tasks show the efficacy
of NS-VIMPC compared to existing sampling-based MPC
controllers in terms of safety and sample efficiency.

• Hardware experiments on AutoRally [24], a 1/5 scale
autonomous driving platform, demonstrate the robustness
of NS-VIMPC to unmodeled dynamical disturbances under
adversarially tuned cost functions.

II. RELATED WORK

Sampling-based MPC. Sampling-based MPC has become
a popular alternative to traditional MPC methods that use
gradient-based solvers, in part due to the advent of parallel
computing and the recent advances in GPU hardware. By
not using gradients, sampling-based MPC can be applied
to any problem without having specific requirements on the
problem structure. MPPI [71] is a popular sampling-based MPC
approach that formulates a variational inference problem, then
solves it in the case of the Gaussian distribution, having strong
connections to stochastic optimal control [72] and maximum
entropy control [63]. Separately, the Cross-Entropy Method
(CEM) [61] has become popular in the reinforcement learning
community [69], in part due to its simplicity. Both approaches
were recently shown to be part of the VIMPC family of MPC
algorithms [52]. Consequently, some works have looked at
expanding the VIMPC family to include different choices of
divergences [69] and sampling distributions beyond Gaussians
[40, 52].
Safety in Sampling-based MPC. Research efforts such as
[80] and [3] assess the risk associated with uncertain areas
in the state space during the exploration phase, and enhance
MPPI’s safety by incorporating a risk penalty into its cost
function. While these methods empirically enhance safety, they
lack formal assurances. Another class of MPPI alternatives,
for instance, [72, 57], leverage an auxiliary tracking controller
to follow the MPPI output trajectories, improving robustness
against unforeseeable disruptions, but these improvements are
limited when the simulation-to-reality gap is significant. More
recently, the use of Control Barrier Functions (CBF) [66, 79]
has offered formal safety guarantees for MPPI controllers.
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Nonetheless, [66] is restricted to linear systems with saturating
CBFs, and also neglects control input limits. This can lead
to Gaussian control distributions constrained by a CBF-based
chance constraint, increasing the likelihood of local optima due
to limited exploration. In contrast, [79] and [81] incorporate
a CBF into the cost function and resolve a local optimization
problem to reinforce CBF safety conditions for more complex
nonlinear systems. However, the approach in [79] and [81]
uses a distance-based CBF while ignoring the control limits.
Our proposed Neural Shield MPPI (NS-MPPI) controller,
as a specific form of the proposed NS-VIMPC framework,
effectively resolves the critical issues identified in [66] and
[79].

Different Proposal Distributions for VIMPC. There are many
works that investigate the sampling distribution of VIMPC.
The MPPI variant in [78] uses covariance steering to assign a
terminal covariance to the sampling distribution, but this relies
on expert knowledge on how the covariance should be designed.
Reference [55] learns a normalizing flow to approximate the
optimal distribution, but it does not address the problem of
recursive feasibility on its own. Another direction looks at
changing the effective sampling distribution by modifying
the underlying dynamics system to be more amenable to
calculations. The works [72, 57] leverage an auxiliary tracking
controller, thus changing the sampling distribution to be the
output of the stable tracking controller. However, this requires
the construction of such an auxiliary tracking controller, which
can be difficult to perform for arbitrary nonlinear discrete-time
systems. In contrast, our proposed resampling-based rollouts
(RBR) can be viewed as a way of easily improving the proposal
distribution without the need for any specialized problem
structure.

Duality between Control and Inference. The proposed
resampling strategy in our work is similar in spirit to [75, 58]
in that factor graphs, a method used originally for estimation,
is adapted for control purposes. In [84] a linear optimal
control was used to improve the performance of particle filters.
However, to the best of our knowledge, our approach is the
first to adopt the resampling mechanism from particle filters to
improve the performance of sampling-based MPC controllers.

Control Barrier Functions. Designing CBFs with control-
invariant safe sets is not a trivial task. As a result, previous
works only seek saturating CBFs that do not consider input
constraints [73, 43, 76]. Some works use hand-tuned CBFs
to prevent saturation [70, 12], which can lead to overly
conservative safe sets. Other works develop CBFs with input
constraints for specific types of systems [13, 14]. The emerging
neural CBFs [85, 83, 59, 86] allow for more general dynamics
utilizing machine learning techniques; however, they can still
saturate the control limits. Our novel Discrete-time Policy
Neural Control Barrier Function (DPNCBF) approach trains
a neural CBF conditioned on the full system state while
respecting control limits, enabling the discovery of a large
control-invariant set. By formulating the problem as a discrete-
time avoid task, DPNCBF customizes safety based on any given

control policy, and can integrate seamlessly with discrete-time
controllers, enhancing its practical utility. Table I compares the
proposed DPNCBF with other reachability-based methods.

TABLE I: Relationship between DPNCBF and other reachabil-
ity methods.

Method Avoid Discrete (Arbitrary) Policy-Conditioned

Bansal and Tomlin [5] ✓ ✗ ✗
Fisac et al. [22] ✓ ✓ ✗
Hsu et al. [32] ✗ ✓ ✗
So et al. [64] ✓ ✗ ✓
He et al. [31] ✗ ✓ ✓

DPNCBF (ours) ✓ ✓ ✓

The proposed novel NS-VIMPC control framework utilizes
DPNCBF to improve the efficiency of sampling by redirecting
control sequences to previously identified safe states, thereby
focusing sampling efforts in secure regions. This efficient
sampling method will be discussed in detail later in Section IV.
As a result, NS-VIMPC tackles the challenge of exploration
versus exploitation by adaptively distributing computational
resources, governed by an innovative neural CBF.

III. PROBLEM FORMULATION

We consider the discrete-time, nonlinear dynamics

xk+1 = f(xk, uk), (1)

with state x ∈ X ⊆ Rnx and control u ∈ U ⊆ Rnu . Let UK
denote the set of control trajectories of length K. Following
the MPC setup, we assume that a cost function J : UK → R
encoding the desired behavior of the system is given. Moreover,
we consider state constraints defined by an avoid set A ⊂ X
described as the superlevel set of some specification function
h, i.e.,

A := {x ∈ X | h(x) > 0}. (2)

The goal is then to find a sequence of controls u =
{u0, u1, . . . , uK−1} ∈ UK that minimizes the cost function J
while satisfying the system dynamics (1) and safety constraints
xk ̸∈ A for all k ≥ 0.

A. Variational Inference MPC For Sampling-based Optimiza-
tion

To solve the above optimization problem, we deviate
from traditional MPC solvers and use a variational inference
MPC formulation to solve the problem via sampling-based
optimization. To this end, we make use of the control-as-
inference framework [41] to model the problem. Specifically,
let o be a binary variable that indicates “optimality” such that,
for all controls u ∈ UK ,

p(o = 1 | u) ∝ exp(−J(u)), (3)

We assume a prior p0(u) on the control trajectory. The “optimal”
distribution can then be obtained via the posterior distribution

p(u | o = 1) =
p(o = 1 | u)p0(u)

p(o = 1)
= Z−1 exp(−J(u))p0(u),

(4)
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where Z :=
∫
exp(−J(u))p0(u) du denotes the unknown

normalization constant. Since sampling from p(u | o = 1) is
intractable, we use variational inference to approximate the
posterior p(u | o = 1) with a tractable distribution qv(u)
parametrized by some vector v by minimizing the forward KL
divergence, i.e.,

min
v

DKL

(
p(u | o = 1) ∥ qv(u)

)
. (5)

In the special case of qv being a Gaussian distribution with
mean v and a fixed control input covariance Σ, intrinsic to the
robotic system of interest [71], we can solve (5) in closed-form
to obtain the optimal v∗ as (see Section B1 for details)

v∗ = Ep(u|o=1)[u]. (6)

While this expectation cannot be readily computed because
p(u | o = 1) is intractable to sample from, we can use
importance sampling to change the sampling distribution to
some other distribution r(u) that is easier to sample from,
leading to

v∗ = Er(u)
[
p(u | o = 1)

r(u)
u

]
(7)

= Er(u)
[
Z−1 exp(−J(u))p0(u)

r(u)︸ ︷︷ ︸
:=ω(u)

u

]
. (8)

Using samples u1, . . . ,uN drawn from r, we compute a Monte
Carlo estimate v̂ of the optimal control sequence v∗ (see
Section B2 for details) as follows,

v̂ =
N∑
i=1

ω̃iui, (9)

ω̃i :=
ω(ui)∑N
j=1 ω(u

j)
. (10)

Note that the Z in ω(u) is canceled out in the computation of
ω̃i in (10) and hence can be ignored.

Remark 1 (Self-normalized importance sampling). Note
that the weights ω̃i in (9) are not from the regular importance
sampling estimates in (8) due to the normalization by
the sum of the weights in (10). Instead, (9) is a self-
normalized importance sampling estimator (SNIS), which
uses an estimate of the weights ω but results in a biased,
though asymptotically unbiased, estimator. This fact is not
present in many existing works on both VIMPC (e.g.,
[52, 69]) and MPPI (e.g., [71]). See Section B2 for more
details.

Remark 2 (Connections to MPPI and CEM). In the case
where we choose p0(u) = q0(u) and r(u) = qv̄(u) for
some previous estimate of the optimal control sequence v̄,
the above variational inference MPC framework reduces to
MPPI (see Section B3 for details). Moreover, Cross-Entropy
Method (CEM) also falls in the VIMPC framework [52, 69].

B. Constraint Handling In Variational Inference MPC

One advantage of sampling-based MPC is that it is simple
to incorporate hard constraints. One can include an indicator
function in the cost function that heavily penalizes constraint
violations (e.g., see [71, 72, 6, 8]). Specifically, for some large
constant C > 0, we can modify the cost function as

Jnew(u) = J(u) + C
K∑
k=0

1xk∈A. (11)

From the inference perspective (3), we can interpret Jnew (11)
as saying that o = ocost ∧ oconstraint, where,

p(ocost = 1 | u) ∝ exp(−J(u)), (12)

p(oconstraint = 1 | u) ∝ exp

(
−C

K∑
k=0

1xk∈A

)
. (13)

However, a problem with (13) is that it looks at safety
only within the prediction horizon and does not consider the
probability of staying safe beyond the prediction horizon. To
tackle this problem, we will use a discrete-time control barrier
function (DCBF), which we introduce in the next section, to
enforce that the states remain within a control-invariant set.

C. Discrete-time Control Barrier Functions (DCBF)

A discrete-time control barrier function (DCBF) [79] asso-
ciated to the avoid set A is a function B : X → R such that1

B(x) > 0, ∀x ∈ A, (14a)
B(x) ≤ 0 =⇒ inf

u∈U
B(f(x, u))−B(x) ≤ −α(B(x)), (14b)

where α is an extended class-κ function [77]. As in [79], we
restrict our attention to the class of linear extended class-κ
functions, i.e.,

α(B(x)) = a ·B(x), a ∈ (0, 1). (15)

The following theorem from [79] proves that a controller
satisfying the condition (14b) renders the sublevel set S =
{x | B(x) ≤ 0} forward-invariant.

Theorem 1 ([79, Property 3.1]). Any control policy π : X → U
satisfying the condition

B(f(x, π(x)))−B(x) ≤ −α(B(x)), (16)

renders the sublevel set S = {x | B(x) ≤ 0} forward-
invariant.

Hence, one way to guarantee recursive feasibility, and thus
safety beyond the prediction horizon, is to enforce the condition
(16) at every time step of the optimization problem. Another
point to note is that S is a control-invariant set, and thus the
constraint B(xK) ≤ 0 can be imposed as a terminal state
constraint to guarantee recursive feasibility for MPC as is
done classically [37, 11]. Thus, one can try to enforce these
constraints by incorporating them into the cost function as

1Note that we use the opposite sign convention as compared to [79].
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in (11) [79], i.e., modify the cost according to one of the
following options,

Jnew(u) = J(u) + C
K∑
k=0

1B(f(x,u))−B(x)>−α(B(x)), (17)

Jnew(u) = J(u) + C
K∑
k=0

[
B(f(x, u))−B(x) + α(B(x))

]
+
.

(18)

However, this approach has two problems. First, for sufficiently
large C, samples that violate the DCBF constraint will have
a normalized weight of near zero, rendering these samples
useless. Conservative DCBFs may cause the majority of the
samples to violate the constraint (16) and hence have zero
weight, resulting in poor estimates of the optimal control and
wasted computation. Second, while constructing a function B
that satisfies (14a) is relatively simple, it is much harder to
construct a function B that also satisfies (14b), contrary to the
case with (continuous-time) control barrier functions [64, 83]
(see also Remark 3 below). Consequently, many works that
integrate control barrier functions into MPC often only propose
functions for which (14a) holds and not (14b) [79], rendering
the safety guarantees of Theorem 1 invalid.

In the next section, we address these two problems via a
novel resampling method that reuses computations from zero-
weight samples and learns a DCBF that tries to respect both
(14a) and (14b) using policy value functions.

Remark 3 (Differences between discrete-time and continu-
ous-time control barrier functions under unbounded controls).
Note that in the continuous-time case where having an
unbounded control space U , control-affine dynamics, and
a non-zero ∂Ḃ

∂u are sufficient to guarantee that B is a valid
control barrier function. This is because (14b) generally
holds for a function B that satisfies (14a) in the continuous-
time case under these assumptions. However, the same does
not apply to discrete-time under general nonlinear dynamics
f since (16) is nonlinear in u, let alone the fact that robotic
systems in real life are unable to exert infinite forces and
hence generally do not have unbounded controls.

Remark 4 (Constraint satisfaction in the variational infer-
ence framework). One potential issue with incorporating
DCBF constraints into the cost function J is that, while
p(u | o = 1) may have zero density on the set of controls that
violate the DCBF constraint, this does not necessarily hold
for the approximating distribution q since we are minimizing
the forward KL divergence [34]. In particular, the mean v
of qv, which is the control to be used, may not satisfy
the DCBF constraint. One way to guarantee that v does
satisfy the DCBF constraint is to assume that the set of
controls that satisfy the DCBF constraint is itself convex
(see Appendix F). However, this is an unrealistic assumption
that is often violated by state constraints such as obstacle
avoidance.

Despite these shortcomings, we observed in our ex-
perimental results that this method of enforcing DCBF
constraints on p(u | o = 1) indeed drastically improved
safety. We leave further theoretical exploration of this issue
as future work.

IV. NEURAL SHIELD VIMPC
In this section, we propose Neural Shield VIMPC (NS-

VIMPC), a sampling-based MPC paradigm that efficiently
samples trajectories using a DCBF modeled using a neural
network. We illustrate the proposed NS-VIMPC algorithm in
Fig. 2.

A. Approximating DCBF Using Neural Policy Value Functions
Let xπk denote the state at time k following the control policy

π : X → U . Define the policy value function V h,π as,

V h,π(x0) := max
k≥0

h(xπk ). (19)

We have the following theorem.

Theorem 2. V h,π satisfies (14a) and (14b) and is a DCBF.

Proof: From the definition of V h,π (19), we have that

V h,π(xk) ≥ h(xk), (20)

V h,π(xk) ≥ V h,π(f(xk, π(xk))). (21)

Using the definition of the avoid set A (2) and (20), it
follows that V h,π(x) > 0 for all x ∈ A, satisfying the first
condition (14a) of a DCBF. When V h,π(xk) ≤ 0, we have
−α(V h,π(xk)) ≥ 0, and (21) implies that,

V h,π(f(xk, π(xk)))−V h,π(xk) ≤ 0 ≤ −α(V h,π(xk)). (22)

Since π(xk) ∈ U , this implies the second condition (14b).
Thus, the policy value function V h,π is a DCBF.

Although we have constructed a DCBF from (19), the
challenge is that the policy value function V h,π cannot be
easily evaluated at arbitrary states since the maximization in
(19) is taken over an infinite horizon. To fix this, we train a
neural network approximation V h,πθ of V h,π, extending the
approach of [64] to the discrete-time case. To begin, we first
rewrite (19) in a dynamic programming form,

V h,π(x0) = max
{

max
0≤k≤T

h(xπk ), V
h,π(xπT )

}
. (23)

We can then train a neural network V h,πθ to approximate the
value function V h,π by minimizing the loss

L(θ) =

∥∥∥∥V h,πθ (x0)−max

{
max

0≤k≤T
h(xπk ), V

h,π
θ (xπT )

}∥∥∥∥2
over all states x0. One problem, however, is that the minimizer
of (IV-A) is not unique. For example, if h(x) ≤ h̄ for all x, then
V h,πθ = h̄ is a minimizer of (IV-A) but does not necessarily
satisfy (19). To fix this, we follow the approach of [22, 62] and,
inspired by reinforcement learning [65], introduce a discount
factor γ ∈ (0, 1) to define the discounted value function

V h,π,γ(xk) = max
{
h(xπk ), (1−γ)h(xk)+γV h,π,γ(xπk+1)

}
,

(24)
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and the corresponding loss L,

L(θ) =
∥∥∥V h,π,γθ (xk)− V̂ h,π,γθ (xk)

∥∥∥2 , (25)

V̂ h,π,γθ (xk) = max

{
h(xπk ), (1− γ)h(xπk ) + γV h,π,γθ (xπk+1)

}
.

(26)

Finally, instead of using the learned V h,π,γθ directly in (16),
we first take the maximum with h and use Ṽ h,π,γθ defined as

Ṽ h,π,γθ (x) := max{h(x), V h,π,γθ (x)}. (27)

This guarantees that Ṽ h,π,γθ (x) ≥ h(x) and hence the zero
sublevel set of Ṽ h,π,γ will be a subset of h. Hence, imposing
the state constraint Ṽ h,π,γ(x) ≤ 0 will, at the very least,
prevent violations of the original state constraints during the
prediction horizon, and potentially also induce a state constraint
that is closer to the true control-invariant set than the original
sublevel set of h.

Remark 5 (Neural Network Verification of DCBFs). We
emphasize that our goal here is to obtain a good approxi-
mation of a DCBF Bθ using a neural policy value function
V h,π,γθ , and not necessarily to obtain a true DCBF. Verifying
whether the learned V h,π,γθ is a true DCBF requires neural
network verification which can be intractable or inconclusive
(see Appendix 1 in [36] on the NP-completeness of the NN-
verification problem). This is especially true in the discrete-
time case where the condition (16) may not be affine in the
control u.

Nevertheless, as we show later, empirical results show that
using an approximation of a DCBF is sufficient for enabling
the use of much shorter prediction horizons without sacrificing
safety.

B. Efficient Sampling Using Resampling-based Rollouts

We tackle the problem of wasted samples with zero weights
by drawing inspiration from the sequential Monte Carlo
[18] and particle filter [28] literature, and by performing a
per-timestep resampling during the rollout, which we call
Resampling-Based Rollouts (RBR). Specifically, the control-
as-inference problem formulation (3) gives us a temporal
decomposition of p(oconstraint = 1 | u) (13) in the case of
state constraints when C → ∞, as follows

p(oconstraint = 1 | u) ∝
K∏
k=0

1xk ̸∈A. (28)

Hence, we can write the posterior p(u | o = 1) as

p(u | o = 1) ∝ p(ocost = 1 | u)p(u)

(
K∏
k=0

1xk ̸∈A

)
. (29)

By treating the term on the right as a “measurement model,”
it allows us to use particle filtering [28] to solve the control-
as-inference problem. The update of the particle filter weights
ŵik at time step k for particle i is written as

ŵik = ŵik−11xk ̸∈A. (30)

Fig. 3: Resampling-based Rollouts (RBR). Inspired by particle
filtering, at each step of the trajectory rollout, we uniformly
resample any samples that violate the state constraints among
the set of safe samples. In this example, since the state xa1
violates constraints, it has a weight ŵa1 = 0. The control ua1 is
rewired to state xc1 (since ŵb1 = ŵc1 = 1, xb1 and xc1 has equal
chance of getting ua1), resulting in a new sample state xa2 .

Then, we resample the particles with probability proportional
to their weights ŵik to obtain a new set of particles ui. Due to
the indicator function in the weight update (30), the weights
are either 0 or 1. Assuming there exists a particle that satisfies
the state constraint, applying systematic resampling [38] results
in “rewiring” particles that violate the constraint to particles
that still maintain safety, reusing the computation from zero-
weight samples (see Fig. 3). Note that we check state constraint
N(K − 1) times for potential resampling during a rollout (once
for each particle, all time steps except the last). When all
particles violate the constraint, we do not resample. In this
case, since we want to minimize constraint violations, we
still use the cost term (18) such that trajectories with higher
constraint violations have higher costs.

While we can prove that this resampling is unbiased from the
particle filter perspective, we also provide a more direct proof
of this fact without the analogy to particle filters.

Theorem 3. For a probability density function f and set S,
let a be sampled from the conditional density f(x | x ∈ S),
and let b be sampled from the unconditional density f, such
that a and b are independent. Define the “rewired” random
variable b̃ to be equal to b if b ∈ S and a otherwise, i.e.,

b̃ = 1b∈Sb+ 1b̸∈Sa (31)

Then, b̃ is also sampled from the conditional density f(x |
x ∈ S), such that b̃ and a have the same distribution, b̃ d

= a.

The proof is given in Section D2. Consequently, we can
use b̃ in a Monte Carlo estimator and still obtain unbiased
estimates, as shown in the following Corollary (proof is given
in Section D3).

Corollary 1. For any function w, the Monte Carlo estimate
of E[w(x)] under the conditional density f(x | x ∈ S) using
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random variables a and b̃ is unbiased, i.e.,

E[
1

2
w(a) +

1

2
w(b̃)] = E[w(x)]. (32)

Intuitively, resampling improves the efficiency of the Monte
Carlo estimator, since most of the samples do not violate the
state constraints and hence contribute to the weighted sum
with non-zero weight. We can also theoretically prove that
resampling improves the variance of the resulting Monte Carlo
estimator. In the following theorem, we show how resampling
reduces the exponential growth of the variance on the prediction
horizon to a constant factor in the limit as the number of
samples N goes to infinity.

Theorem 4. Let the horizon K > 0, consider U =
[−1, 1], and define the avoid set and the dynamics such
that u ∈ [0, 1]K is safe, and unsafe otherwise. Let the
prior distribution p(u) be uniform on [−1, 1]K and let
p(o = 1 | u) be the indicator function for u ∈ [0, 1] such
that the posterior distribution p(u | o = 1) is uniform
on [0, 1]K , and the proposal distribution r(u) = 1/2K

is uniform on U . Then, the variance of the Monte Carlo
estimator of the optimal control law

v̂ =
1

N

N∑
i=1

p(ui | o = 1)

r(ui)
ui, (33)

grows exponentially in K, i.e.,

Var[v̂k] =
1

N

(
1

3
2K − 1

4

)
, k = 1, . . . ,K. (34)

Using resampling, the variance is upper-bounded by,

Var[v̂k,resample] = O

((
1

1− 2−N

)K
+ (1− 2−N )K

)
.

(35)

The proof of Theorem 4 is given in Section D4. As shown
in Theorem 4, although the variance is still exponential in
K using resampling, the base of the exponential decreases
to 1 exponentially in the number of samples N . In other
words, in the limit as N → ∞, the variance of the estimator
using the proposed RBR is bounded by a constant factor.
This novel approach reduces the variance of the Monte Carlo
estimator of the optimal control law in a way that mirrors
the relationship between Sequential Importance Sampling
(i.e., particle filters without resampling), where the variance
increases exponentially with the horizon length, and Sequential
Monte Carlo (i.e., particle filters with resampling), where the
(asymptotic) variance only increases linearly [19].

Another method to theoretically quantify the improvement
in the variance of the estimator is via the effective sample
size (ESS) [19, 20]. ESS is defined as the ratio between the
variance of the estimator with N samples from the target and
the variance of the SNIS estimator [20]. It can be interpreted as
the number of samples simulated from the target pdf that would
provide an estimator with variance equal to the performance

of the N -sample SNIS estimator. However, since the ESS is
computationally intractable, the approximation (made formal
in [20])

ÊSS :=
1∑N

n=1 w
2
n

, (36)

is more often used in practice. The following theorem shows
that performing RBR results in either the same or higher
ÊSS, given certain assumptions (proof is given in Sec-
tion D5).

Theorem 5. Let w = [w1, . . . , wm, 0, . . . , 0] denote the un-
normalized weight vector without resampling, where the last
N−m entries are zero due to violating the safety constraints.
Let w′ = w + c = [w1, . . . , wm, cm+1, . . . , cN ] denote the
unnormalized weight vector resulting from safe resampling,
where c = [0, . . . , 0, cm+1, . . . , cN ]. Let w̃ = w/ ∥w∥1
and w̃′ = w′/ ∥w′∥1 denote the normalized weights.
Suppose that the weights of the resampled trajectories c are
not “drastically larger” than the weights of the original
trajectories w, i.e.,

∥c∥1 ≤ 2
N

N − 1

∥w∥22
∥w∥1

. (37)

Then, the ÊSS using RBR is no smaller than the ÊSS
without resampling, and is strictly greater if the inequality
in (37) is strict. In other words,

1

∥w̃∥22
≤ 1

∥w̃′∥22
. (38)

C. Summary of NS-VIMPC

We now summarize the NS-VIMPC algorithm, shown in
Fig. 2.

Offline, we first approximate a DCBF by using the DPNCBF
algorithm to learn the policy value function for a user-specified
policy (Section IV-A). In our experiments, we chose this to
be Shield MPPI (S-MPPI) [79]. Online, we use the learned
DPNCBF to enforce the DPCBF constraint (16) to try to
enforce safety beyond the prediction horizon. During sampling,
we use RBR to efficiently sample control sequences {ũi} from
the raw samples {ui} to satisfy the DPNCBF constraint, thus
improving the sample efficiency of the Monte Carlo estimate
of the optimal control. The sampled control sequences {ũi}
are then used to compute the estimate of the optimal control v̂
using (9). As in MPC fashion, we only execute the first control
v̂0, and v̂ is then used as the parameter vector of the sampling
distribution qv for the next iteration.

V. SIMULATIONS

We first performed simulation experiments to better under-
stand the performance of the proposed Neural Shield VIMPC
(NS-VIMPC) controller. Although many sampling-based MPC
controllers fall under the VIMPC family with different choices
of the prior p0 and r, we choose to instantiate the MPPI
algorithm (see Section B1 for details), and call the resulting
controller Neural Shield-MPPI (NS-MPPI).
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Fig. 4: AutoRally Trajectories. We visualize the trajectories
of the three MPPI baselines under a challenging target velocity
of 15 ms−1. Both MPPI and S-MPPI veer off course and crash
while NS-MPPI stays within the track even under Gaussian
disturbances.
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Fig. 5: Varying target velocities on AutoRally. Our method
NS-MPPI achieves the lowest crash and collision (truncated to
Col.) rates under both deterministic and stochastic dynamics.
Although the collision rate is close to 1 for every method in
the stochastic environment, NS-MPPI achieves a crash rate of
near 0.

Baseline methods. We compared NS-MPPI against the follow-
ing sampling-based MPC methods.

• Baseline MPPI (MPPI) [71], which forward simulates a set
of randomly sampled trajectories for optimal control.

• Shield MPPI (S-MPPI) [79], which extends MPPI by taking
h in (2) to be a DCBF and by adding the DCBF constraint
violation into the cost as in (18).

• CEM [7], which samples trajectories similar to the baseline
MPPI but with the weight ω = 1 for only the k-lowest cost
trajectories and 0 otherwise. This corresponds to an average
of the k-lowest cost trajectories.

In all simulations, we use S-MPPI as the control policy
π to learn the DPNCBF. We provide further details on the
simulation experiments in Appendix A.

A. Simulations on AutoRally

We first compare all methods on the AutoRally [26] testbed,
a 1/5 scale autonomous racing car. The goal for this task
is to track a given fixed velocity without exiting the track.

The vehicle collides when it contacts the track boundary and
crashes when it fully exceeds the track boundary.

We tested our algorithm under both deterministic dynamics
and stochastic dynamics with a Gaussian state disturbance
added at each timestep. We visualize the resulting trajectories
in Fig. 4 with a target velocity of 15 ms−1. This is a very high
target velocity, as previous works considered at most velocities
of 8 ms−1 [79] or 9 ms−1 [23]. Under this challenging speed,
both the MPPI and the S-MPPI frequently veer off course.
In contrast, the proposed NS-MPPI successfully retains the
vehicle within the confines of the track, thereby ensuring safety.

Next, we vary the target velocities, showing the resulting
crash rate, collision rate, and velocity in Fig. 5 over 20
trials. With higher velocities, the vehicle has less time to turn,
increasing the likelihood of leaving the track and colliding or
crashing. We see that NS-MPPI consistently outperforms all
other methods in both settings without having a significantly
lower average velocity.

B. Simulations on Drone

We next tested our algorithm on Drone, a simulated planar
quadrotor that incorporates ground effects arising from the
intricate interaction between the blade airflow and the ground
surface. The goal is for the drone to navigate as fast as possible
through a narrow corridor close to the ground. We vary the
control horizon for 200 sampled trajectories and plot the results
in Fig. 6. Only NS-MPPI has a crash rate of zero over all
control horizons. S-MPPI is only able to consistently avoid
crashes with longer control horizons. To understand why this
is the case, we visualize the trajectories for NS-MPPI and
S-MPPI with a control horizon of 10 in Fig. 6b. Due to the
DCBF constraint, NS-MPPI starts descending to avoid the
obstacles even though none of the original collision constraints
have been violated. On the other hand, S-MPPI is unaware of
the obstacles beyond the prediction horizon and keeps moving
to the right. This suggests that enforcing the DCBF constraint
even with only an approximate V h,π,γθ is beneficial in enforcing
safety with very short control horizons.

To assess the impact of the proposed RBR method, we also
implemented Shield MPPI using RBR supervised by a distance-
based CBF (S-MPPI+RBR). Interestingly, the success rate of
this controller initially increases with the control horizon (as
safety increases) but later decreases (as the drone fails to go
through the narrow corridor but remains safe). Similarly, the
success rate of the NS-MPPI also decreases with the control
horizon. This is because the variance of the Monte Carlo
estimator scales exponentially with the control horizon, as
shown in Section IV-B.

To compare the proposed DPNCBF with existing reachabil-
ity method for the discrete-time avoid problem, we use [48],
a grid-based reachability analysis approach in continuous-time,
with the finest discretization allowed by memory and apply
the resulting maximal CBF to NS-MPPI, as demonstrated by
Fig. 7(b). To the best of our knowledge, there is no existing
open-source reachability solver in discrete-time. Simulations
show that safety improves slightly at low control horizons
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Fig. 6: Varying control horizon on Drone. (a) Only NS-MPPI has a crash rate of zero even with a control horizon of 10,
demonstrating the benefit of enforcing the DCBF constraint for maintaining safety beyond the prediction horizon. (b) We
compare the sampling trajectory ui (in green) and estimated optimal trajectory v̂ (in orange) for NS-MPPI and S-MPPI for a
control horizon of 10. Due to the DCBF constraint, NS-MPPI starts descending to avoid the obstacles even though none of the
original collision constraints have been violated.

but remains imperfect due to errors from mismatches between
discrete-time (zero-order hold) and continuous-time control.
At longer horizons, success rates drop as state discretization
errors mark the narrow corridor as unsafe, blocking traversal,
as demonstrated by Fig. 7(a).

C. Deeper Investigation Into RBR

We performed a case study to better understand the benefits
of the proposed RBR method on sample efficiency.
RBR improves sample efficiency by 5X. To isolate the effects
of RBR without the other improvements, we considered a new
method that extends S-MPPI with RBR (S-MPPI w/ RBR),
and compared it against the original S-MPPI across different
numbers of sampled trajectories on AutoRally over 100 trials
in Fig. 8. The results show that S-MPPI with RBR can achieve
the same collision rates as S-MPPI without RBR while using
5 times fewer trajectories. This matches our expectations, both
from the intuition that RBR results in a more closely aligned
proposal distribution (e.g., see Fig. 1), and from the theoretical
results in Section IV-B that show that RBR improves the quality
of the estimator.
RBR achieves larger ÊSS. RBR theoretically improves the
ÊSS, as mentioned in Section IV-B. We verified this claim
empirically on the AutoRally and plot the results in Fig. 9.
While MPPI and S-MPPI exhibit values of ÊSS concentrated
near 1, the ÊSS values for NS-MPPI are more uniformly
distributed, indicating a more extensive utilization of the
sampled trajectories and thus a better use of the available
computational resources.
RBR is especially beneficial in harder environments. To
further stress-test RBR, we ran 50 trials with 100 sampled
trajectories on a harder variant of the AutoRally that contains
obstacles of various sizes and compared its performance with
other baseline methods. The cluttered AutoRally environment
can become especially challenging when the sampled trajectory
states fall within a non-convex set caused by close-to-center
obstacles. First, consider the trajectories produced by S-MPPI

[79] and our NS-MPPI in Fig. 10. Since S-MPPI relies on a
heuristic DCBF, it is unable to avoid crashing into the walls
and obstacles, whereas NS-MPPI avoids crashes in almost all
runs as shown in Fig. 10 (b). Furthermore, if we add efficient
sampling to the S-MPPI, we observe a massive performance
boost as seen in Fig. 10, but still not as good as NS-MPPI.

Finally, to demonstrate the enhancement in sampling effi-
ciency achieved by the proposed sampling method, we provide
visual representations of trajectory sampling distributions
obtained from simulations in environments with obstacles in
Fig. 1. As demonstrated by Fig. 1 (b), the RBR concentrates
trajectory samples within a feasible narrow passage that
satisfies the DCBF safety criteria. Conversely, the standard
sampling approach, exemplified by Fig. 1 (a), produces a sparse
distribution, misallocating samples to unsafe zones and thereby
failing to sufficiently explore safe areas. This inadequacy leads
to a collision with an obstacle.
Enhanced sampling efficiency enables real-time planning on
a CPU. To demonstrate the computational benefits provided by
RBR, we evaluated several VI-MPC controllers on a standard
laptop CPU. This assessment sets a target tracking speed of
12 m/s, a horizon of K = 15 and a small sample size of
N = 30 trajectories at each optimization iteration for fast
computation. The resulting statistics are presented in Table II.
From the data presented in Table II, it is evident that NS-
MPPI attains the minimal crash rate, although it operates at a
marginally reduced control update frequency, with S-MPPI next
in line. This challenging task results in both MPPI and CEM
controllers exhibiting crash and collision rates that approach
1. For most robotic applications, a control rate of 70 Hz is
sufficient.

VI. HARDWARE EXPERIMENTS

Finally, we deployed our method and other existing sampling-
based MPC baselines on hardware using the AutoRally ex-
perimental platform [26]. Testing was conducted on a dirt
track outlined by drainage pipes, as depicted in Fig. 11. All
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Fig. 8: RBR reduces the samples needed by 5X. On
AutoRally, applying RBR to S-MPPI significantly reduces the
required number of sampled trajectories (190 to 40) to achieve
the same level of safety. From another perspective, RBR reduces
the collision rate by 74% at 50 sampled trajectories.
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Fig. 9: NS-MPPI has larger ÊSS. The proposed NS-MPPI
achieves larger effective sample sizes, verifying that RBR
enables more efficient use of samples and computations.

TABLE II: Performance and Timing Comparison

Crash Collision Control
Controller Rate Rate Rate (Hz)

NS-MPPI 0.04 0.06 73.64
S-MPPI 0.46 0.70 107.31
MPPI 0.98 1.00 130.05
CEM 1.00 1.00 88.17
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Fig. 10: AutoRally with obstacles. (a) While NS-MPPI
consistently clears the entire track, S-MPPI often crashes into
obstacles and walls. (b) AutoRally Statistics. The crash and
collision rate statistics supporting the observations made on
the left.

Fig. 11: AutoRally Track Setup. The site is equipped with
a spacious carport, a 3-meters-tall observation tower, and a
storage shed [24]. Each turn of the track is numbered as Ti,
with T1 is the first turn and T9 is the last.

computations use the onboard Intel i7-6700 CPU and Nvidia
GTX-750ti GPU [26]. See Appendix E for more details on the
hardware experiments.
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A. Robustness Against Adversarial Costs

Robots depend on sensors such as cameras to gather
information about their environment, and use the collected data
to construct suitable cost functions. Deep Neural Networks
(DNNs) are frequently utilized for object detection, classifi-
cation, and semantic segmentation [87]. However, DNNs are
susceptible to adversarial attacks [29], which can mislead the
algorithms into generating incorrect outputs. These attacks often
involve altering the appearance of the object of interest directly
[42], eventually resulting in erroneous cost functions. In this
hardware experiment, we tested the robustness of the proposed
NS-MPPI to these erroneous or misspecified cost functions
by using an adversarial cost function on the actual AutoRally
hardware platform. Namely, instead of penalizing infeasible
system states, we reward unsafe states by assigning negative
costs, effectively incentivizing collisions. We compared against
the S-MPPI and MPPI baselines.

The results are depicted in Fig. 12. As MPPI only uses cost
information, it rapidly steers the AutoRally vehicle toward
the closest boundary, resulting in a crash. S-MPPI crashes
the vehicle at the first turn (T1) as well, but it covers a
greater distance than MPPI. Only NS-MPPI achieves a collision-
free completion of 10 laps. Nonetheless, there are noticeable
oscillatory movements of the car, indicating susceptibility to
attractive costs driving it toward boundary collisions.

B. Safety Under Unsafe User Input

Exceeding speed limits is a significant contributor to road
accidents [50] due to noncompliance by many drivers. The pro-
posed Shield VIMPC control framework can smartly manage
speeds supervised by the NCBF to achieve safety, even given
unsafe user inputs. To this end, we tested MPPI, S-MPPI, and
the proposed NS-MPPI on the AutoRally hardware using large,
unsafe target velocities to examine their safety performance.
The results are shown in Fig. 13. Designating high target
velocities encourages maximizing speed, thus disrupting the
equilibrium in the controllers’ cost structure by diminishing
the emphasis on cost penalties associated with obstacles. As
a result, MPPI causes the vehicle to deviate from the path,
resulting in a crash at the second turn (T2), while S-MPPI
impacts at the seventh turn (T7). In contrast, NS-MPPI ensures
safety, preventing any accidents.

VII. LIMITATIONS

One limitation of our approach is that the DPNCBF is only
an approximation of a DCBF. As such, the typical safety
guarantees of DCBFs may not hold if the function is not
a true DCBF. Moreover, as noted in Remark 4, the use of
variational inference means that v∗ may not satisfy the state
constraints despite the optimal distribution p(u | o = 1) having
zero density at states that violate the state constraints. While
theoretically we were only able to show that v∗ stays safe
under the assumption that UKsafe is convex, empirical results in
Fig. 10 show that NS-MPPI can perform well despite the fact
that UKsafe is typically not convex.

Fig. 12: Adversarial cost. With a cost function that rewards
crashes, both MPPI and S-MPPI crash. Only NS-MPPI com-
pletes 10 laps collision-free.

Fig. 13: Safety under unsafe user inputs. Using an erro-
neously large velocity target, both MPPI and S-MPPI crash.
The visualization on the bottom row visualizes simulation
trajectories that lead to crashes in the same turn.

VIII. CONCLUSION

In this study, we have adapted the policy neural control
barrier function (PNCBF) to a discrete-time setting and
utilized the resulting discrete-time policy neural control barrier
function (DPNCBF) to supervise the proposed resampling-
based rollout (RBR) method. This novel method enhances
sampling efficiency and safety for all variational inference
model predictive controllers (VIMPCs). Leveraging RBR, we
developed the neural shield VIMPC (NS-VIMPC) control
framework and demonstrated its benefits for safe planning
through the novel neural shield model predictive path integral
(NS-MPPI) controller. We conducted tests of the NS-MPPI,
benchmarking its performance against state-of-the-art sampling-
based MPC controllers using both an autonomous vehicle and
a drone. Our simulations and experimental data indicate that
the NS-MPPI outperforms existing VIMPC methods in terms
of safety and sampling efficiency. The improved sampling
efficiency allows NS-MPPI to reach similar performance levels
as other VIMPC methods, while using significantly fewer
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sampled trajectories, facilitating real-time control on a CPU
rather than necessitating costly GPU resources.

We have used the novel RBR method to concentrate
sampled trajectories on safe regions. While this approach
can significantly improve sampling efficiency in terms of
safety, it does not improve other aspects of performance. To
further enhance performance, we may, for instance, integrate a
Control Lyapunov Function [16] or a Control Lyapunov Barrier
Function [74] with the novel RBR approach to sample safe
and higher-performance trajectories.
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APPENDIX A
DETAILS ON THE SIMULATION EXPERIMENTS

A1 AutoRally Environment

The numerical simulations use the AutoRally platform, a 1/5-scale autonomous vehicle system capable of executing high-speed,
limit-handling maneuvers in complicated environments [26]. Figure14 shows the AutoRally hardware. In this study, we define a
crash as an event when the vehicle makes contact with the track boundary, constructed from soft drainage pipes, resulting
in the inability to continue driving. We define a collision as an event when the vehicle contacts the track boundary but can
continue driving.

Fig. 14: AutoRally chassis and compute box [24].

A2 AutoRally Dynamics Modelling

We model the AutoRally using a rear-wheel drive, single-track bicycle model [39]. The vehicle system is represented in
curvilinear coordinates using the centerline of the track as the reference curve. Using a curvilinear coordinate system provides a
more intuitive interpretation of the vehicle’s position and heading relative to the track, as compared to Cartesian coordinates.

To this end, we consider a nonlinear, continuous-time system,

ẋ = F (x, u), (A.1)

where the system state of the AutoRally is given by,

x =
[
vx, vy, ψ̇, ωF , ωR, eψ, ey, s

]⊺
, (A.2)

and where vx is the longitudinal velocity, vy is the lateral velocity, and ψ̇ is the yaw rate. The front and rear wheel angular
velocities are denoted by ωF and ωR. The yaw error and the lateral distance error from the centerline of the track are denoted
by eψ and ey , respectively (see Fig. 15). The variable s is the curvilinear position along the track centerline. The control input
to the system (A.1) is,

u =
[
δ, T

]⊺
, (A.3)

where δ is the steering angle and T denotes the values for throttle input (if positive) or braking input (if negative). The dynamics
of a single-track dynamic bicycle model [39] used to model (A.1) are given by,

v̇x =
fFx cos δ − fFy sin δ + fRx

m
+ vyψ̇, (A.4a)

v̇y =
fFx sin δ + fFy cos δ + fRy

m
− vxψ̇, (A.4b)

ψ̈ =
(fFy cos δ + fFx sin δ) ℓF − fRyℓR

Iz
, (A.4c)

ω̇F = − rF
IωF

fFx, (A.4d)

ω̇R = Θ(ωR, T ), (A.4e)

ėψ = ψ̇ − vx cos eψ − vy sin eψ
1− ρ(s)ey

ρ(s), (A.4f)

ėy = vx sin eψ + vy cos eψ, (A.4g)

ṡ =
vx cos eψ − vy sin eψ

1− ρ(s)ey
, (A.4h)

where m and Iz are the vehicle’s mass and moment of inertia about the vertical axis, respectively. The radius of the front
wheel is rF , and the moment of inertia of the front wheel about the front axle is IωF . The curvature of the track centerline
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Fig. 15: Schematic of the dynamic bicycle model.

at position s is ρ(s). The front and rear tire frictional forces are denoted by fFx, fFy, fRx, fRy, where the subscripts F,R
indicate front and rear tires and x, y indicate longitudinal and lateral directions. These frictional forces are computed using the
ellipse model in [68],

fix = fizµix, (A.5a)
fiy = fizµiy +Φi(δ, αi), (A.5b)

where i = F,R indicates front or rear wheels, fiz is the normal force acting on the tire. The tire friction coefficients µix, µiy
are dependent on wheel slip angles and the intrinsic tire parameters.

Inspired by [1], we use a neural network to model the residual error Φi(δ, αi), where δ is steering angle, αi = arctan(viy/vix)
is wheel slip angle. Φi is trained using experimental data collected from the AutoRally. The rear wheel angular acceleration ω̇R
is given by (A.4e). Modelling ω̇R is challenging, because it is determined by a variety of mechanical and physical conditions,
including nonlinear tire behavior, dynamic load transfer, road surface irregularities and the complex interaction between these
components. To this end, we use a data-driven approach and utilize a neural network Θ(·, ·) trained on experimental data to
model the rear wheel angular acceleration ω̇R.

The nonlinear, continuous-time system (A.1) is discretized and converted to a discrete-time system using Euler integration,

xk+1 = f(xk, uk) = xk + F (xk, uk)∆t, (A.6)

where ∆t = tk+1 − tk is the discretization time interval. We employ an Unscented Kalman Filter (UKF) on the discrete-time
system (A.6) to identify the vehicle and tire parameters using the approach in [82]. The resulting parameters of the vehicle model
include the vehicle mass m = 22 kg, moment of inertia Iz = 1.1 kg ·m2, lF = 0.34 m, lR = 0.23 m, IωF = 0.10 kg ·m2

and front wheel radius rF = 0.095 m. The parameters in Pacejka’s Magic Formula used by the tire friction elipse model [68]
are computed as tireB = 4.1, tireC = 0.95, tireD = 1.1.

A3 Drone Dynamics Modelling

We model the two-dimensional drone dynamics using the following equations,

v̇x = −F

m
sin θ, (A.7a)

v̇z =
F

m
cos θ − g, (A.7b)

θ̈ =
τ

I
, (A.7c)

(A.7d)

where the total thrust F and the torque τ are given by,

F = F1 + F2, τ = ℓ(F2 − F1), (A.8)

where ℓ is the length from the center of the drone to the center of each rotor, and F1, F2 are thrust forces generated by the left
and right rotors, respectively. The thrust forces are computed considering the ground effect [15], given by,

F1 = Fin1/
(
1− ρ(

r

4zr1
)
)
, (A.9)

F2 = Fin2/
(
1− ρ(

r

4zr2
)
)
, (A.10)
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where Fin1, Fin2 are the input thrust commands for the left and right rotors, and ρ is an intrinsic property of the drone. The
radius of the rotors is r and the heights from the rotors to the ground are zr1 and zr2, which are given by,

zr1 = z − ℓ sin θ, (A.11)
zr2 = z + ℓ sin θ, (A.12)

where θ is the pitch angle.

APPENDIX B
PROOFS FOR VARIATIONAL INFERENCE MPC

B1 Derivations of the Variational Inference Updates

Let qv be the density function of a Gaussian distribution with mean v and covariance Σ, i.e.,

qv(u) = Z−1
q exp

(
−1

2
(u− v)⊤Σ−1(u− v)

)
, (B.1)

where the normalization constant Zq is independent of the mean v. We wish to solve the variational inference problem

min
v

DKL

(
p(u | o = 1) ∥ qv(u)

)
. (B.2)

Expanding and ignoring terms unrelated to v, we get

DKL

(
p(u | o = 1) ∥ qv(u)

)
=

∫
p(u | o = 1) log

(
p(u | o = 1)

qv(u)

)
du (B.3)

=

∫
p(u | o = 1) log (p(u | o = 1)) du−

∫
p(u | o = 1) log(qv(u)) du (B.4)

= −
∫
p(u | o = 1) log(qv(u)) du+O(1) (B.5)

=

∫
p(u | o = 1)

(
1

2
(u− v)TΣ−1(u− v) + logZq

)
du+O(1) (B.6)

= Ep(u|o=1)

[
1

2
(u− v)TΣ−1(u− v) + logZq

]
+O(1) (B.7)

= Ep(u|o=1)

[
1

2
(u− v)TΣ−1(u− v)

]
+O(1). (B.8)

Taking the derivative with respect to v and setting to zero, we get

Ep(u|o=1)

[
Σ−1(u− v∗)

]
= 0. (B.9)

Rearranging, yields
v∗ = Ep(u|o=1) [u] . (B.10)

B2 Derivations of the Self Normalized Importance Sampling Estimator

We next derive the self-normalized importance sampling (SNIS) estimator v̂ in (9) of v∗ in (8). Note that, since Z =∫
exp(−J(u))p0(u) du is unknown, we cannot compute the weights ω(u) in (8) directly. Hence, the regular importance

sampled Monte Carlo estimator

v̂ =
1

N

N∑
i=1

ω(ui)ui, (B.11)

is not computable. Instead, we can use the SNIS estimator [53], which can be derived as follows. First, note that Z can be
written as the expectation of exp(−J(u)), i.e.,

Z = Ep0(u) [exp(−J(u))] . (B.12)

Hence, one idea is to reuse the samples ui ∼ r to compute an estimate Ẑ of Z, that is,

Ẑ =
1

N

N∑
i=1

exp(−J(ui))p0(ui)/r(ui), (B.13)
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where Ẑ is a “normal” importance sampled Monte Carlo estimator of Z. If we use the estimate Ẑ to compute the weights
ω̂(u) in the normal importance sampled Monte Carlo estimator v̂ (B.11), we obtain the SNIS estimator as in (9) and (8)

v̂ =
1

N

N∑
i=1

ω̂(ui)ui, (B.14)

=
1

N

N∑
i=1

(
1

Ẑ

exp(−J(ui))p0(ui)
r(ui)

)
ui, (B.15)

=
1

N

N∑
i=1

(
1

1
N

∑N
j=1 exp(−J(uj))p0(uj)/r(uj)

exp(−J(ui))p0(ui)
r(ui)

)
ui, (B.16)

=
1

N

N∑
i=1

(
1

1
N

∑N
j=1 Z

−1 exp(−J(uj))p0(uj)/r(uj)
Z−1 exp(−J(ui))p0(ui)

r(ui)

)
ui, (B.17)

=
1

N

N∑
i=1

(
1

1
N

∑N
j=1 Z

−1 exp(−J(uj))p0(uj)/r(uj)
ω(ui)

)
ui, (B.18)

=
1

N

N∑
i=1

(
ω(ui)

1
N

∑N
j=1 ω(u

j)

)
ui, (B.19)

=
N∑
i=1

(
ω(ui)∑N
j=1 ω(u

j)

)
ui, (B.20)

=

N∑
i=1

ω̃iui, (B.21)

where,

ω̃i =
ω(ui)∑N
j=1 ω(u

j)
. (B.22)

Unfortunately, the use of the estimated Ẑ in the weights ω(u) causes the SNIS estimator to be biased [53].

B3 MPPI as a Special Case of the Variational Inference Update

Theorem 6. When p0(u) = q0(u) := qv=0(u) and r(u) = qv̄(u) for some previous estimate of the optimal control sequence
v̄, the equation for the weights ω(u) in the variational inference MPC update (8) reduces to that of MPPI.

Proof: Let qv be the density function for a Gaussian distribution with mean v and covariance Σ, that is,

qv(u) = Z−1
q exp

(
−1

2
(u− v)⊤Σ−1(u− v)

)
, (B.23)

By choosing p0(u) = q0(u) and r(u) = qv̄(u), we have that

p0(u)

r(u)
=

Z−1
q exp

(
− 1

2u
⊤Σ−1u

)
Z−1
q exp

(
− 1

2 (u− v)⊤Σ−1(u− v)
) (B.24)

= exp(−1

2
u⊤Σ−1u+

1

2
(u− v)⊤Σ−1(u− v)) (B.25)

= exp(−1

2
u⊤Σ−1u+

1

2
u⊤Σ−1u− u⊤Σ−1v +

1

2
v⊤Σ−1v) (B.26)

= exp(−u⊤Σ−1v +
1

2
v⊤Σ−1v). (B.27)

Hence,

ω(u) =
Z−1 exp(−J(u))p0(u)

r(u)
(B.28)

= Z−1 exp(−[J(u) + u⊤Σ−1v]) exp(
1

2
vTΣ−1v) (B.29)

∝ exp(−[J(u) + u⊤Σ−1v]), (B.30)
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where the last line follows since terms not dependent on u can be canceled out between the numerator and denominator in
(10).

APPENDIX C
NCBF TRAINING DETAILS

The definition of the avoid set is given by (2),

A = {x|h(x) > 0},

where the avoidance heuristic h(x) is used to define the avoid set. Furthermore, the definition of the policy value function
V h,π(x0) given by (19), and the ensuing training losses (IV-A), (25) are all dependent on h(x). A suitable selection of the
avoidance heuristic h(x) must ensure that its corresponding avoidance set A encompasses all system states that overlap with
any obstacles. Additionally, the heuristic should improve the quality of information captured by the loss function (25), thereby
making it more effective for neural network training. To this end, a reasonable choice of the avoidance heuristic utilizes
coordinates in (A.2),

h0(x) = w2
I − e2y, (C.1)

where wI = 1.5 m is half of the track width, and ey is the lateral deviation of the vehicle CoM to the track centerline. The
visualization of h0(x) is demonstrated by the orange curve in Fig. 16.

Fig. 16: Avoidance heuristic visualization. The orange curve shows the original avoidance heuristic h0, while the blue curve
demonstrates the modified avoidance heuristic h used for training the NCBF.

However, the neural network approximation V h0,π
θ (x) of the policy value function V h0,π given by (19) may not accurately

distinguish the unsafe states in the avoid set A0 = {x|h0(x) > 0} from the rest of the state space, due to the fact that trained
neural networks can suffer from insufficient accuracy and precision [35, 17]. This is demonstrated by the orange line and its
error margins in Fig.17. To alleviate this problem, we introduce discontinuity to h0(x) for enhanced tolerance of policy value
function modelling errors while maintaining the same avoid set (2), such that,

A = {x|h(x) > 0} = {x|h0(x) > 0}. (C.2)

where our choice of the avoidance heuristic is given by,

h(x) =


h0(x)− 0.3, if ey < wI ,

h0(x) + 0.2, if wI ≤ ey ≤ wO,

2.8, if wO ≤ ey,

(C.3)

where wO is the“crash width”. If wO < ey , the vehicle crashes and needs to be reset. If wI ≤ ey ≤ wO, the AutoRally collides
with the soft drainage pipes but can still continue driving. As shown by the blue curve in Fig. 16, h(x) is designed to reduce
the error of the avoid set of the resulting NCBF by introducing a discontinuity around zero. This is further demonstrated in Fig.
17.
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Fig. 17: Improving accuracy and precision of NCBF modeled avoid set boundary by using the modified heuristic h(x). When
using the original avoidance heuristic h0(x) to supervise the NCBF training process, the resulting modeled avoid set boundary
can be anywhere within ey ∈ (a, b) due to model errors. Instead, using h(x) to supervise the training process results in a
modeled avoid set with an accurate boundary shown by the dashed blue line, despite model errors.

Fig. 18: NCBF Training. The left figure shows collected system states (yellow dots) in AutoRally simulations. The right figure
visualizes the resulting Neural CBF. The NCBF B(x) takes the 8-dimensional state x as input. The red color indicates an
unsafe region where B(x) > 0, while the blue color indicates a safe region where B(x) ≤ 0.

The orange dots in the left plot in Fig. 18 represent the vehicle states collected using the training data. The dots outside of
the track show that the autonomous car went off the track at several turns. These data are used to train a neural DCBF, leading
to a visualization as demonstrated by the plot on the right in Fig. 18,in which the NCBF B(x) is mapped onto the 2D Cartesian
plane by utilizing mean values from the training dataset for the remaining state dimensions. The red color shows the area where
B(x) > 0 , and as a result, the neural CBF slows down the Autorally when it approaches sharp turns to ensure safety.

From Fig. 19, we see that the learned NCBF B(x) has a smaller safe set (negative level set) than the avoid set heuristic
h(x), as it turns positive earlier than h(x) when the vehicle approaches the track boundary. When used as a safety filter, B(x)
can slow down the autonomous vehicle much earlier, making its negative level set control-invariant.

APPENDIX D
PROOFS FOR RESAMPLING-BASED ROLLOUTS (RBR) SUPERVISED BY A CBF

D1 Proof of Theorem 1

Proof: Condition (14b) implies that B(xk) ≤ (Id − α) ◦B(xk−1), where ◦ denotes function composition and Id denotes
the identity function [2]. Since B(x1) ≤ (Id − α) ◦B(x0), it follows that,

B(xk) ≤ (Id − α)k ◦B(x0). (D.1)

Since (Id − α) is a class-κ function for a ∈ (0, 1), it follows from B(x0) ≤ 0 that B(xk) ≤ 0. Hence, the set S is forward
invariant for system (1).
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Fig. 19: A simulation example of the value change of the learned Neural CBF B(x) compared to the avoid set heuristic h(x).
The orange trajectory produced by the standard MPPI results in a collision with the track boundary. The square purple dot
shows the point where B(x) shifts from negative to positive values, corresponding to the purple vertical line in the curve
plot above, which shows the value change of the heuristics B(x), h(x) along the MPPI trajectory. The dots along the track
centerline are observations collected starting at the square red dot, used to augment the training data.

D2 Proof of Theorem 3

Proof: Note that
f(b̃ | a, b) = 1b∈Sδ(b̃− b) + 1b̸∈Sδ(b̃− a). (D.2)

Let f̃ denote the marginal density of b̃. Then, using the independence of a and b,

f̃(b̃) =

∫ (∫
f(b̃ | a, b)f(a | a ∈ S) da

)
f(b) db (D.3)

Simplifying the inner integral first using properties of the Dirac delta function gives∫
f(b̃ | a, b)f(a | a ∈ S) da (D.4)

= 1b∈Sδ(b̃− b) + 1b̸∈S

∫
δ(b̃− a)f(a | a ∈ S) da (D.5)

= 1b∈Sδ(b̃− b) + 1b̸∈Sf(b̃ | b̃ ∈ S). (D.6)

Hence,

f̃(b̃) =

∫ (
1b∈Sδ(b̃− b) + 1b̸∈Sf(b̃ | b̃ ∈ S)

)
f(b) db (D.7)

= f(b̃)1b̃∈S + f(b̃ | b̃ ∈ S)

∫
1b̸∈Sf(b) db (D.8)

= f(b̃ | b̃ ∈ S)P (b ∈ S) + f(b̃ | b̃ ∈ S)P (b ̸∈ S) (D.9)

= f(b̃ | b̃ ∈ S). (D.10)
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D3 Proof of Corollary 1

Proof: Applying Theorem 3, x, a and b̃ have the same distribution,

x
d
= a

d
= b̃. (D.11)

Hence,

E[
1

2
w(a) +

1

2
w(b̃)] =

1

2
E[w(a)] +

1

2
E[w(b̃)], (D.12)

=
1

2
E[w(x)] +

1

2
E[w(x)], (D.13)

= E[w(x)]. (D.14)

D4 Proof of Theorem 4

We prove the two claims separately.

Lemma 7. The variance of the Monte Carlo estimator of the optimal control law is

Var[v̂k] =
1

N

(
1

3
2K − 1

4

)
, k = 1, . . . ,K. (D.15)

Proof: First, note that the optimal control v∗ is given by

v∗k =

∫
[−1,1]K

p(u | o = 1)uk du (D.16)

=

∫
[−1,1]K

1u∈[0,1]uk du (D.17)

=

∫
[0,1]K

uk du (D.18)

=
1

2
. (D.19)

Using the formula for computing the variance of an importance sampled Monte Carlo estimator [53], we then have that

Var[v̂k] =
1

N

∫
[−1,1]K

(ukp(u | o = 1)− v∗kr(u))
2

r(u)
du (D.20)

=
1

N

∫
[−1,1]K

(ukp(u | o = 1)− 1
22

−K)2

2−K
du (D.21)

=
1

N
2K

(∫
[0,1]K

(uk)
2 du− 2−K

∫
[0,1]K

uk du+
1

4
(2−K)2

∫
[−1,1]K

1 du

)
(D.22)

=
1

N
2K
(
1

3
− 1

2
2−K +

1

4
2−K

)
(D.23)

=
1

N

(
1

3
2K − 1

4

)
. (D.24)

Proof of second claim. We now prove the second claim. When performing resampling-based rollouts, only if uik lies in [−1, 0]
for all k = 0, . . . ,K − 2 does resampling not occur, and the output ũik ∈ [−1, 0] for k = 0, . . . ,K − 2. Otherwise, we have
that ũik ∈ [0, 1] for k = 0, . . . ,K − 2. The last control uiK−1 = ũiK−1 is never resampled. Hence, the probability that all N
samples lie in [−1, 0]K−1 × [−1, 1] is equal to 2−N(K−1).

For all timesteps except the last, we write the joint probability density function (over all N samples) as

p(ũ1k, . . . , ũ
N
k ) =


2−N , if ũik ∈ [−1, 0] for all i = 1, . . . , N,

1− 2−N , if ũik ∈ [0, 1] for all i = 1, . . . , N,

0, otherwise,

for k = 0, . . . ,K − 2, (D.25)
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and

p(ũiK−1) = 1, p(ũ1K−1, . . . , ũ
N
K−1) =

N∏
i=1

p(ũiK−1) = 1. (D.26)

For convenience, let t := 2−N such that P (ũ1:Nk ∈ [0, 1]) = 1− t for k < K − 1, and

P (ũ1:N0:K−2 ∈ [0, 1]) =
K−2∏
k=0

P (ũ1:Nk ∈ [0, 1]) = (1− t)K−1. (D.27)

Next, consider the Monte Carlo estimator v̂k using the resampled controls ũik, defined by

v̂k =
1

N

N∑
i=1

1ũi0:K−1∈[0,1]

1
2 (1− t)K−1

ũik. (D.28)

We will compute the expectation of v̂k using the law of total expectation. To this end, we have that

Eũ1:N
0:K−1

[v̂k] =
1

N
Eũ1:N

0:K−1

[
N∑
i=1

1ũi0:K−1∈[0,1]

1
2 (1− t)K−1

ũik

]
(D.29)

=
1

N

(
P (ũ1:N0:K−2 ≥ 0)Eũ1:N

0:K−1

[
N∑
i=1

1ũi0:K−1∈[0,1]

1
2 (1− t)K−1

ũik

∣∣∣∣ ũ1:N0:K−2 ≥ 0

]
(D.30)

+ P (ũ1:N0:K−2 < 0)Eũ1:N
0:K−1

[
N∑
i=1

1ũi0:K−1∈[0,1]

1
2 (1− t)K−1

ũik

∣∣∣∣ ũ1:N0:K−2 < 0

])
=

1

N

(
(1− t)K−1Eũ1:N

0:K−1

[
N∑
i=1

1ũi0:K−1∈[0,1]

1
2 (1− t)K−1

ũik

∣∣∣∣ ũ1:N0:K−2 ≥ 0

])
(D.31)

=
2

N

(
Eũ1:N

0:K−1

[
N∑
i=1

1ũi0:K−1∈[0,1] ũ
i
k

∣∣∣∣ ũ1:N0:K−2 ≥ 0

])
. (D.32)

We now split into two cases. When k = K − 1,

Eũ1:N
0:K−1

[v̂K−1] =
2

N

(
Eũ1:N

K−1

[
Eũ1:N

0:K−2

[
N∑
i=1

1ũi0:K−1∈[0,1] ũ
i
K−1

∣∣∣∣ ũ1:N0:K−2 ≥ 0

]])
(D.33)

=
2

N

(
Eũ1:N

K−1

[
N∑
i=1

1ũiK−1∈[0,1] ũ
i
K−1

])
(D.34)

=
2

N

(
N∑
i=1

EũiK−1

[
1ũiK−1∈[0,1]ũ

i
K−1

])
(D.35)

=
2

N

(
N∑
i=1

1

4

)
(D.36)

=
1

2
. (D.37)

Similarly, when k < K − 1,

Eũ1:N
0:K−1

[v̂k] =
2

N

(
Eũ1:N

K−1

[
Eũ1:N

0:K−2

[
N∑
i=1

1ũiK−1∈[0,1]1ũi0:K−2∈[0,1] ũ
i
k

∣∣∣∣ ũ1:N0:K−2 ≥ 0

]])
(D.38)

=
1

N

(
Eũ1:N

0:K−2

[
N∑
i=1

ũik

∣∣∣∣ ũ1:N0:K−2 ≥ 0

])
(D.39)

=
1

2
. (D.40)

Thus, v̂k is an unbiased estimator.
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Next, we look at the variance. Summarizing the above computation, we have that

Eũ1:N
0:K−1

[v̂k | ũ1:N0:K−2 ≥ 0] =
1

2(1− t)K−1
, Eũ1:N

0:K−1
[v̂k | ũ1:N0:K−2 < 0] = 0. (D.41)

Let c := Eũ1:N
0:K−1

[v̂k | ũ1:N0:K−2 ≥ 0] = 1
2(1−t)K−1 for convenience. Computing the conditional variances, for ũ1:N0:K−2 < 0, we

have that

Varũ1:N
0:K−1

[v̂k | ũ1:N0:K−2 < 0] = 0. (D.42)

For ũ1:N0:K−2 ≥ 0 we have,

Varũ1:N
0:K−1

[v̂k | ũ1:N0:K−2 ≥ 0] = Eũ1:N
0:K−1

[v̂2k | ũ1:N0:K−2 ≥ 0]− c2 (D.43)

= Eũ1:N
0:K−1

( 1

N

N∑
i=1

1ũi0:K−1∈[0,1]

1
2 (1− t)K−1

ũik

)2

| ũ1:N0:K−2 ≥ 0

− c2 (D.44)

=

(
1

N

1
1
2 (1− t)K−1

)2

Eũ1:N
0:K−1

( N∑
i=1

1ũi0:K−1∈[0,1]ũ
i
k

)2 ∣∣∣∣ ũ1:N0:K−2 ≥ 0


︸ ︷︷ ︸

:= ⋆

−c2 (D.45)

Expanding ⋆ , yields

⋆ = Eũ1:N
0:K−1

 N∑
i=1

1ũi0:K−1∈[0,1](ũ
i
k)

2 +
N∑
i=1

N∑
j=1,j ̸=i

1ũi0:K−1∈[0,1]1ũj0:K−1∈[0,1]ũ
i
kũ

j
k

∣∣∣∣ ũ1:N0:K−2 ≥ 0

 . (D.46)

We now split into two cases.

Case 1: k = K − 1. Looking at the first term of ⋆ in (D.46),

Eũ1:N
0:K−1

[
N∑
i=1

1ũi0:K−1∈[0,1](ũ
i
K−1)

2 | ũ1:N0:K−2 ≥ 0

]
= Eũ1:N

0:K−1

[
N∑
i=1

EũiK−1
[1ũiK−1∈[0,1](ũ

i
K−1)

2] | ũ1:N0:K−2 ≥ 0

]
(D.47)

=
N∑
i=1

EũiK−1
[1ũiK−1∈[0,1](ũ

i
K−1)

2] (D.48)

=
N

6
. (D.49)

For the second term in (D.46), we have

Eũ1:N
0:K−1

 N∑
i=1

N∑
j=1,j ̸=i

1ũi0:K−1∈[0,1]1ũj0:K−1∈[0,1]ũ
i
K−1ũ

j
K−1 | ũ1:N0:K−2 ≥ 0

 (D.50)

=

N∑
i=1

N∑
j=1,j ̸=i

Eũi,jK−1

[
1ũiK−1∈[0,1]1ũjK−1∈[0,1]ũ

i
K−1ũ

j
K−1

]
(D.51)

=
N∑
i=1

N∑
j=1,j ̸=i

Eũi,jK−1

[
1ũiK−1∈[0,1]ũ

i
K−1

]2
(D.52)

=

N∑
i=1

N∑
j=1,j ̸=i

1

4
(D.53)

=
N(N − 1)

4
. (D.54)
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Substituting the two terms (D.49) and (D.54) into (D.45), yields

Varũ1:N
0:K−1

[v̂K−1 | ũ1:N0:K−2 ≥ 0] =

(
1

N

1
1
2 (1− t)K−1

)2(
N

6
+
N(N − 1)

4

)
− c2 (D.55)

≤
(

1

N

1
1
2 (1− t)K−1

)2
N2

4
− c2 (D.56)

=

(
1

(1− t)2

)K−1

− 1

4

(
1

(1− t)2

)K−1

, (D.57)

=
3

4

(
1

(1− t)2

)K−1

. (D.58)

Case 2: k < K − 1. Looking at the first term of ⋆ in (D.46),

Eũ1:N
0:K−1

[
N∑
i=1

1ũi0:K−1∈[0,1](ũ
i
k)

2 | ũ1:N0:K−2 ≥ 0

]
= Eũ1:N

0:K−1

[
N∑
i=1

EũiK−1
[1ũiK−1∈[0,1]](ũ

i
k)

2 | ũ1:N0:K−2 ≥ 0

]
(D.59)

=
1

2
Eũ1:N

0:K−1

[
N∑
i=1

(ũik)
2 | ũ1:N0:K−2 ≥ 0

]
. (D.60)

From Theorem 3, the marginal of any resampled controls will all be uniform over [0, 1]. Hence,

1

2
Eũ1:N

0:K−1

[
N∑
i=1

(ũik)
2 | ũ1:N0:K−2 ≥ 0

]
=

1

2

N∑
i=1

Eũik [(ũ
i
k)

2 | ũik ≥ 0] =
N

6
. (D.61)

For the second term in (D.46),

Eũ1:N
0:K−1

 N∑
i=1

N∑
j=1,j ̸=i

1ũi0:K−1∈[0,1]1ũj0:K−1∈[0,1]ũ
i
kũ

j
k | ũ1:N0:K−2 ≥ 0

 (D.62)

= Eũ1:N
0:K−2

 N∑
i=1

N∑
j=1,j ̸=i

Eũ1:N
K−1

[
1ũiK−1∈[0,1]1ũjK−1∈[0,1]

]
ũikũ

j
k | ũ1:N0:K−2 ≥ 0

 (D.63)

=
1

4
Eũ1:N

0:K−2

 N∑
i=1

N∑
j=1,j ̸=i

ũikũ
j
k | ũ1:N0:K−2 ≥ 0

 . (D.64)

To make this computation easier, let Ξij = 1 denote the event that ũik and ũjk for i ̸= j were resampled from the same control,
i.e., ũik = ũjk, and let β = P(Ξij = 1). When Ξij = 1, ũik and ũjk are the same random variable, and therefore it follows that

Eũ1:N
0:K−2

[
ũikũ

j
k | Ξij = 1 | ũ1:N0:K−2 ≥ 0,Ξij = 1

]
= Eũik

[
(ũik)

2 | ũik ≥ 0
]
=

1

3
. (D.65)

Otherwise, when Ξij = 0, ũik and ũjk are independent. Hence,

Eũ1:N
0:K−2

[
ũikũ

j
k | Ξij = 1 | ũ1:N0:K−2 ≥ 0,Ξij = 0

]
= Eũik

[
(ũik) | ũik ≥ 0

]2
=

1

4
. (D.66)

Hence, the expectation becomes

(D.64) =
1

4

N∑
i=1

N∑
j=1,j ̸=i

β
1

3
+ (1− β)

1

4
(D.67)

=
1

4
N(N − 1)

(
β
1

3
+ (1− β)

1

4

)
(D.68)

≤ 1

12
N(N − 1). (D.69)

26



Combining the two terms (D.61) and (D.69), we thus have that

Varũ1:N
0:K−1

[v̂k | ũ1:N0:K−2 ≥ 0] ≤
(

1

N

1
1
2 (1− t)K−1

)2(
N

6
+
N(N − 1)

12

)
− c2 (D.70)

≤
(

1

N

1
1
2 (1− t)K−1

)2
N2

6
− c2 (D.71)

=
2

3

(
1

(1− t)2

)K−1

− 1

4

(
1

(1− t)2

)K−1

(D.72)

=
5

12

(
1

(1− t)2

)K−1

. (D.73)

Hence, taking both cases into account, we have that

Varũ1:N
0:K−1

[v̂k | ũ1:N0:K−2 ≥ 0] ≤ 3

4

(
1

(1− t)2

)K−1

. (D.74)

Finally, using the law of total variance, we have that

Var[v̂k] = Esign of ũ1:N
0:K−2

[Var[v̂k | ũ1:N0:K−2]]︸ ︷︷ ︸
1

+Varsign of ũ1:N
0:K−2

[E[v̂k | ũ1:N0:K−2]]︸ ︷︷ ︸
2

. (D.75)

The first term gives

1 = P(ũ1:N0:K−2 ≥ 0)Var[v̂k | ũ1:N0:K−2 ≥ 0] + P(ũ1:N0:K−2 < 0)Var[v̂k | ũ1:N0:K−2 < 0] (D.76)

≤ (1− t)K−1 3

4

(
1

(1− t)2

)K−1

+ 0 (D.77)

=
3

4

(
1

1− t

)K−1

. (D.78)

The second term gives

2 = P(ũ1:N0:K−2 ≥ 0)(E[v̂k | ũ1:N0:K−2 ≥ 0]− E[v̂k])2 + P(ũ1:N0:K−2 < 0)(E[v̂k | ũ1:N0:K−2 < 0]− E[v̂k])2 (D.79)

= (1− t)K−1

(
1

2

1

(1− t)K−1
− 1

2

)2

+ (1− (1− t)K−1)
1

4
(D.80)

=
1

2
(1− t)K−1 − 1 +

1

2

1

(1− t)K−1
+

1

4
− 1

4
(1− t)K−1 (D.81)

=
1

4
(1− t)K−1 − 3

4
+

1

2

1

(1− t)K−1
. (D.82)

Hence, combining both terms gives us

Var[v̂k] ≤
3

4

(
1

1− t

)K−1

+
1

4
(1− t)K−1 − 3

4
+

1

2

(
1

1− t

)K−1

(D.83)

=
5

4

(
1

1− t

)K−1

+
1

4
(1− t)K−1 − 3

4
(D.84)

= O

((
1

1− 2−N

)K
+ (1− 2−N )K

)
. (D.85)

D5 Proof of Theorem 5

Proof: We will prove the equivalent statement that

∥w̃∥22 − ∥w̃′∥22 ≥ 0. (D.86)

To begin, we expand w̃′ to obtain

∥w̃′∥22 =
∥w∥22 + ∥c∥22

∥w′∥21
. (D.87)
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Then,

∥w̃∥22 − ∥w̃′∥22 =
∥w∥22
∥w∥21

+
−∥w∥22 − ∥c∥22

∥w′∥21
(D.88)

=
1

∥w′∥21

(
∥w′∥21

∥w∥22
∥w∥21

− ∥w∥22 − ∥c∥22

)
. (D.89)

Simplifying the first term, yields,

∥w′∥21
∥w∥22
∥w∥21

=
(
∥w∥21 + 2 ∥w∥1 ∥c∥1 + ∥c∥21

) ∥w∥22
∥w∥21

(D.90)

= ∥w∥22 + 2
∥w∥22 ∥c∥1

∥w∥1
+

∥w∥22 ∥c∥
2
1

∥w∥21
. (D.91)

Substituting (D.91) back into the parenthesis (D.89) gives us that

∥w′∥21
∥w∥22
∥w∥21

− ∥w∥22 − ∥c∥22 = 2
∥w∥22 ∥c∥1

∥w∥1
+

∥w∥22 ∥c∥
2
1

∥w∥21
− ∥c∥22 (D.92)

≥ 2
∥w∥22 ∥c∥1

∥w∥1
+

∥w∥22 ∥c∥
2
1

∥w∥21
− ∥c∥21 (D.93)

= ∥c∥1

(
2
∥w∥22
∥w∥1

+
∥w∥22 ∥c∥1

∥w∥21
− ∥c∥1

)
. (D.94)

Simplifying the parenthesis in (D.94), we obtain

2
∥w∥22
∥w∥1

+
∥w∥22 ∥c∥1

∥w∥21
− ∥c∥1 = 2

∥w∥22
∥w∥1

+ ∥c∥1

(
∥w∥22
∥w∥21

− 1

)
(D.95)

≥ 2
∥w∥22
∥w∥1

+ ∥c∥1

(
1

N
− 1

)
. (D.96)

Using our assumption that c is not “drastically larger” than w in (37) then gives us the desired result.

APPENDIX E
DETAILS ON VIMPC COST DESIGNS

In both simulations and experiments, MPPI variants using DCBF to ensure safety utilized a state-dependent cost function:

q(xmk ) = (xmk − xg)
⊺Q(xmk − xg), (E.1)

whereas the standard MPPI employed the cost,

q(xmk ) = (xmk − xg)
⊺Q(xmk − xg) + 1(xmk ), (E.2)

where Q = diag(qvx , qvy , qψ̇, qωF , qωR , qeψ , qey , qs) represents the cost weights, and xg = diag(vg, 0, . . . , 0) specifies the target
velocity. The collision cost function is defined as:

1(xmk ) :=

{
0, if xmk is within the track,
Cobs, otherwise.

(E.3)

Unlike standard MPPI, Shield-MPPI and NS-MPPI incorporate a DCBF constraint violation penalty but do not include an
explicit collision cost.
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APPENDIX F
CONSTRAINT SATISFACTION ON THE VARIATIONAL DISTRIBUTION

One way of guaranteeing that the variational distribution q(u) satisfies the constraints xk ∈ X̄ := X\A is by making the
strong (but unrealistic) assumption that the set of controls that satisfy the constraints is a convex set. Specifically, for generic
state constraints x ∈ X̄ , define the set of safe control trajectories UKsafe ⊆ UK as

UKsafe(x0) =
{
u ∈ UK | xk ∈ X̄ , k = 0, 1, . . . ,K

}
. (F.1)

We then have the following lemma.

Lemma 8. Assume UKsafe(x0) is convex for all states x0 ∈ X̄ , and suppose that p(u | o = 1) has zero density outside of
UKsafe(x0). Then, the mean v∗ (8) of the variational distribution qv (and the state trajectory resulting from following v∗) will
also satisfy the constraints, i.e.,

v∗ ∈ UKsafe(x0). (F.2)

Proof: By definition (6), v∗ is the mean of the optimal distribution p(u | o = 1). Since p(u | o = 1) has zero density
outside UKsafe(x0), its support is contained within UKsafe(x0). Since UKsafe(x0) is convex, the integral of u over p(u | o = 1) will
also be contained within UKsafe(x0). Hence, v∗ ∈ UKsafe(x0).
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