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Abstract. In this paper, we present a signcryption scheme called CP_ABSC based on Ciphertext-Policy Attribute Based Encryption (CP_ABE) [7] to secure the multicast communications in smart grids that require access control, data encryption, and authentication to ensure message integrity and confidentiality. CP_ABSC provides algorithms for key management, signcryption, and designcryption. It can be used to signcrypt a message based on the access rights specified by the message itself. A user can designcrypt a ciphertext if and only if it possesses the attributes required by the access structure of the data. Thus CP_ABSC effectively defines a multicast group based on the access rights of the data specified by the data itself, which differs significantly from the traditional Internet based multicast where the destination group is predetermined and must be known by the data source. CP_ABSC provides collusion attack resistance, message authentication, forgery prevention, and confidentiality. It can be easily applied in smart grids to secure the instructions/commands broadcast from a utility company to multiple smart meters (push-based multicast) and the data retrieved from a smart meter to multiple destinations (pull-based multicast). Compared to CP_ABE, CP_ABSC combines encryption with signature at a lower computational cost for signcryption and a slightly higher cost in designcryption for signature verification. We also consider the adoption of attribute-based signature (ABS), and conclude that CP_ABSC has a much lower computational cost than ABS.
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1. Introduction. Recently, smart grids have gained tremendous attention among researchers and engineers as they bring new features such as renewable-based generation, demand-response, wide area protection, and smart metering into the power grids [23]. Despite these attractive features, smart grids face many challenges, especially in cybersecurity and privacy [1]. For example, integrated Supervisory Control and Data Acquisition (SCADA)/Energy Management systems [5] were reported to suffer significant security breaches [25, 45, 51]. In this paper, we focus on the problem of securing multicast communications in smart grids, and consider the following three security properties [3, 12, 17, 39, 47]:

- **Integrity:** An adversary may modify or destruct the messages (e.g., content, timing, sequence order, etc.) between the power company and the data sources before they are transmitted, or may manipulate the message contents being transmitted. This attack raises significant safety concerns, which may lead to wrong decisions on power management.

- **Confidentiality:** Smart meter readings and instructions from utility companies or power grid control units should be protected to prevent eavesdropping attacks during transmissions as the fine-grained smart meter data can release sensitive information (e.g., presence or absence of human beings) of a household, resulting in privacy leakage and safety concerns [12], and the exposed instructions may disclose sensitive information such as the supply and demand of a micro-grid, based on which potential attacks may lead to the dysfunction of the whole smart grid architecture [4, 43].

- **Authentication and access control.** In smart grid information systems, access control is the key to ensuring the legal access of sensitive data and authentication can guarantee the legitimacy of the data and data source. For examples, unauthorized accesses to the smart meter data can reveal the details of household activities, and an unauthenticated software update from a spoofed service provider could make the attacked smart device function disorderly.

This paper addresses the challenges of securing multicast communications among smart meters and service providers in a smart grid. There are two types of multicasts under our consideration: push-based multicast for command distribution to multiple smart meters from a service provider and pull-based multicast to support asynchronous downloads of the smart meter data from a data repository. A common feature of these two types of multicasts compared to traditional Internet-based multicasts is their lack of unique identities to define the destination multicast group: the recipients of the command/data actually are specified by a set of attributes. For example, an instruction from a refrigerator manufacturer can specify that Model X in Washington DC manufactured in the year 2000 needs a software update. The set of attributes, namely, the model “X”, the location “Washington DC”, and the time “year 2000”, clearly defines the group of refrigerators whose software should be updated, which implies that the manufacturer does not need to know about the details of each refrigerator being sold. This is quite convenient as requiring each refrigerator that has been sold to be registered with its manufacturer is not feasible in practice.

Existing multicast schemes such as TELSA, Biba, HORS, and OTS [8, 9, 11, 19, 23, 31, 33, 34, 36, 44] are all push-based. They mainly focus on authentication, largely ignoring access control and confidentiality. On the other hand, pull-based multicast in which each recipient retrieves the data at its own will when needed, is as desirable
in smart grids. For example, multiple service providers may need to retrieve the fine-grained electricity usage data of a household for different purposes at different times; thus the smart meter should store its data at a repository for future (asynchronous) downloads. This poses significant security and privacy concerns because the access of the data in a repository is completely out of the control of the smart meter that generates the data but it should be the data source’s decision regarding who can access the data – a service provider in California may not need the utility data of a house in Washington DC.

In this paper, we propose a signcryption scheme termed CP_ABSC based on Ciphertext-Policy Attribute-based Encryption (CP_ABE) [7] to support both pull-based and push-based secure multicasts in smart grids. CP_ABSC combines signature and encryption, and provides a new mechanism for data encryption, access control, and authentication. The basic idea of CP_ABSC is to signcrypt the message/data based on its access policy (represented by an access tree and specified by the data (data source) itself) and designcrypt the corresponding ciphertext with a secret key computed from a set of attributes. The access tree defines the access rights of the data based on the attributes and is carried by the ciphertext. Only when the recipient possessing the set of attributes that satisfy the access policy carried by the ciphertext can successfully decrypt and authenticate the original message/data. Because a multicast group is uniquely defined by the data itself via the access policy, secure multicasts are effectively achieved.

The contribution of this paper can be summarized as follows:

- We develop a novel scheme called Ciphertext-policy Attribute Based Signcryp-
tion (CP_ABSC). The proposed scheme ensures security and privacy of the message/data in smart grids (e.g., commands and utility data) by performing signature and encryption in one operation.
- We prove the correctness of CP_ABSC and analyze its efficiency and feasibility. In particular, we discuss the security strength of CP_ABSC under four major attack scenarios: collusion, message authentication, forgery, and confidentiality. We also conduct a quantitative performance analysis, and our results indicate that CP_ABSC is computationally efficient and feasible.
- We demonstrate how to apply the proposed signcryption scheme to secure different data communications in smart grids. Particularly, we develop a protocol to secure the instructions sent from utility companies to smart meters (push-based multicast); we also develop a procedure for the smart meter data to be securely stored and asynchronously accessed (downloaded) by different service providers based on CP_ABSC (pull-based multicast).
- We consider the alternative of applying attribute based signature (ABS) to achieve anonymous communications and analyze its performance in terms of computational cost. Our results indicate that adopting ABS incurs much higher cost compared to CP_ABSC.

The remainder of this paper is structured as follows: In Section 2, we summarize the most related work. Section 3 introduces preliminaries and the system model. Section 4 presents our signcryption scheme CP_ABSC, proves its correctness, and analyzes its security strength and computational performance. In Section 5, we compare and contrast CP_ABSC with the two most related ABE schemes: CP_ABE and KP_ABE. Section 6 illustrates how to use CP_ABSC to secure multicast communications in smart grids. In Section 7, we present how to adopt attribute-based
signature to achieve anonymous communications and analyzes its performance in terms of computational cost. Finally, the paper is concluded with Section 8.

2. Related work. Smart grids are heterogeneous networks composed of different architectures. Security problems could involve various components of a smart grid. Liu et al. [24] investigated cyber security and privacy in smart grids, pointing out further study areas to enhance the security level of the grids. Sun et al. [49] claimed that Ethernet Passive Optical Networks (EPON) would be a promising solution for smart grid broadband access networks, and proposed a secure communication protocol for EPON by using identity-based cryptography, which generates a public key from an arbitrary data string, and binds the corresponding private key with the information. This work lacks a performance analysis in terms of package overhead and scalability. Metke and Ekl [29] claimed that wireless smart grids can be more secure with existing standards such as 802.16e (Mobile WiMax); but they did not analyze the feasibility of their proposed scheme in smart grids.

Securing smart grid multicast communications require access control, data encryption, and authentication. Nevertheless, existing research [10, 22, 23, 32, 48] either does not address all requirements mentioned above or is too computationally inefficient. In [22], the authors proposed a privacy preservation scheme for smart grid multicast communications that combines both centralized and contributory group key schemes [46] to protect the privacy of smart grid multicast messages. However, this scheme does not consider message authentication. Li and Cao considered multicast authentication in smart grids via one time signature [23], which ignores data confidentiality and considers only message authentication. Nicanfar et al. [32] proposed an authentication and key management scheme for smart grid unicast and multicast communications, but this scheme does not consider data confidentiality. These schemes share the following common feature: the destination group needs to be predetermined and known by the data source. In our study, we assume that the multicast group is defined by an access policy specified by the data source based on an attribute set, which implies that all recipient satisfying the access policy is a legitimate receiver of the message.

As the design of CP_ABSC is motivated by CP_ABE [7], we summarize the research most related to Identity-Based Encryption (IBE) [41] and Attribute-Based Encryption (ABE) [38] here. There exist two different and complementary notions of ABE: Key-Policy ABE (KP_ABE) [15] and Ciphertext-Policy ABE (CP_ABE) [7]. The key features of KP_ABE and CP_ABE are summarized in Section 5, where we compare them with our proposed scheme CP_ABSC. A new construction of CP_ABE, named Constant-sized CP_ABE (denoted as CCP_ABE), was presented in [50], which reduces the ciphertext length to a constant size for an AND gate access policy with any given number of attributes at the cost of long secret keys and complicated access structures. A scheme that employs IBE to provide a zero-configuration encryption and authentication solution for end-to-end secure communications was proposed in [42]. The concept of IBE was utilized by [26] to construct a signature and later verify the signature. KP_ABE was adopted by [13] to broadcast a single encrypted message to a specific group of users. The Lewko-Waters ABE scheme [21], which was based on Linear Secret Sharing to construct the access policy, was used by [37] to ensure access control but the data source does not have control over its data. Note that the schemes mentioned above can not ensure message integrity and confidentiality. A signcryption scheme based on KP_ABE was proposed in [14],
which does not meet the requirements of many practical applications as the data source can not intelligently decide who should or should not have access to its data.

In this paper, we present a signcryption scheme termed Ciphertext-Policy Attribute-Based SignCryption (CP_ABSC) to provide the security services required by the multicast communications for our system model proposed in Section 3.2, where the multicast destinations are defined by an access policy carried by the ciphertext. CP_ABSC is applied to secure the push-based multicasts of instructions/commands from a service provider to multiple smart meters. It is also employed to signcrypt the smart grid data stored in the data repositories and designcrypt the ciphertext retrieved by multiple verified service providers when needed (asynchronous pull-based multicast). Compared to CP_ABE, CP_ABSC provides both encryption and signature without significantly increasing the computational cost (actually only the computational cost of designcryption is slightly increased compared to CP_ABE due to signature verification in CP_ABSC). CP_ABSC has strong security strength in terms of collusion resistance, message authentication, forgery prevention, and confidentiality.

3. Preliminaries and system model. In this section, we present the required preliminary knowledge and our system model.

3.1. Preliminaries. We now introduce the preliminary knowledge employed by the cryptographic algorithms of CP_ABSC.

3.1.1. Bilinear mapping and the bilinear Diffie-Hellman problem. Let \( G_1, G_2, \) and \( G_3 \) be three bilinear groups of prime order \( p \), and let \( g_1 \) be a generator of \( G_1 \) and \( g_2 \) be a generator of \( G_2 \). Our proposed scheme makes use of a bilinear mapping \( e : G_1 \times G_2 \rightarrow G_3 \) with the following properties:

1. Bilinear: A mapping \( e : G_1 \times G_2 \rightarrow G_3 \) is bilinear if and only if for \( \forall P \in G_1, \forall Q \in G_2, \) and \( \forall a, b \in \mathbb{Z}_p, \) \( e(P^a, Q^b) = e(P, Q)^{ab} \) holds. Here \( \mathbb{Z}_p = \{0, 1, \ldots, p - 1\} \) is a Galois field of order \( p \).
2. Non-degeneracy: The generator \( g_1 \) and \( g_2 \) satisfies \( e(g_1, g_2) \neq 1 \).
3. Computability: There is an efficient algorithm to compute \( e(P, Q) \) for \( \forall P, Q \in G_1 \times G_2 \).

With a bilinear mapping, one can get the following Bilinear Diffie-Hellman problem (BDH): Given three groups \( G_1, G_2, \) and \( G_3 \) of the same prime order \( p \). Let \( e : G_1 \times G_2 \rightarrow G_3 \) be a bilinear mapping and \( g_1, g_2 \) be respectively the generator of \( G_1 \) and \( G_2 \). The objective of BDH is to compute \( e(g_1, g_2)^{abc} \), where \( a, b, c \in \mathbb{Z}_p \), from the given \( (g_1, g_1^a, g_1^b, g_2, g_2^a, g_2^b) \).

Note that the hardness [38] of the decision version of BDH, i.e., the decisional bilinear Diffie-Hellman problem (DBDH), forms the basis for the security of our scheme CP_ABSC.

3.1.2. Secret sharing. Another important cryptographic primitive used by CP_ABSC is secret sharing [18, 40]. In the context of a dealer sharing a secret with \( n \) participants \( u_1, \ldots, u_n \), a participant learns the secret if and only if it can cooperate with at least \( t - 1 \) other participants (on sharing what they learn from the dealer), where \( t \leq n \) is a pre-determined parameter. The secret to be shared by the dealer is \( s \in \mathbb{Z}_p \), where \( p > n \). Before secret sharing, each participant \( u_i \) holds a secret key \( k_i \in \mathbb{Z}_p \), which is only known by \( u_i \) and the dealer.
The dealer follows a two-step process. First, it constructs a polynomial function $f(z)$ of degree $t - 1$, i.e.,

$$f(z) = s + \sum_{j=1}^{t-1} a_j z^j,$$

by randomly choosing $t - 1$ i.i.d. coefficients (the $a_j$’s) from $\mathbb{Z}_p$. Note that all (additive and multiplication) operations used in (1) and throughout the rest of the paper are modular arithmetic (defined over $\mathbb{Z}_p$) as opposed to real arithmetic. Also note that $s$ forms the constant component of $f(z)$, i.e., $s = f(0)$. Then, in the second step, the dealer transmits to each $u_i$ a secret share $s_i$ computed from $k_i$ (see (2)), the secret key known only by $u_i$ and the dealer.

$$s_i = f(k_i),$$

We now show how $t$ or more users can cooperate to recover $s$ by sharing the secret shares received from the dealer. Without loss of generality, let $u_1, \ldots, u_t$ be the cooperating users. These $t$ users can reconstruct the secret $s = f(0)$ from $s_1 = f(k_1), \ldots, s_t = f(k_t)$ by computing

$$s = f(0) = \sum_{j=1}^{t} \left( s_j \prod_{i \in [1, t], i \neq j} \frac{0 - k_i}{k_i - k_j} \right).$$

(3)

Note that the cumulative product in (3) is essentially a Lagrange coefficient. The correctness of (3) can be easily verified based on the definition of $f(z)$.

3.2. System model. We consider a smart grid communication system depicted in Figure 1. There are four major entities in this system: KeyGeneration Center (KGC), Smart Meter, Data Repository, and Service Provider. Below, we summarize the major functions of each entity.

Figure 1. A communication architecture in smart grid systems.

3.2.1. Key Generation Center (KGC). The KGC generates and distributes keys for smart meters and service providers.
3.2.2. **Smart meter.** Smart metering plays a pivotal role in any smart grid system. A smart meter acts as a gateway between the internal and the external entities and protects user privacy by hiding individual components from the electric utility companies. It is the smart meter instead of a service provider that directly controls individual household devices. When an electric utility company requests to reduce the overall power consumption, the smart meter can determine which device to shut down. It can also limit the electric usage of certain devices according to the customer’s priority settings.

We assume that a smart meter has sufficient computational capacity to sign-crypt the data produced by household devices and designcrypt the messages sent by service providers. When a service provider wants to collect the power consumption information of its customers’ devices, it needs to communicate with a data repository and retrieve the (signcrypted) data.

3.2.3. **Service provider.** Service Providers refer to Utility Companies (UC) and Third-Party Service Providers (TPSP). A UC can send consumption related instructions and emergency/error notifications to smart meters and collect sub-hourly power usage reports. It can also interact with smart meters in regulating power consumption levels. For example, to reduce power loads during peak hours, a UC can instruct smart meters to limit their usage. It can then be up to the smart meters to regulate their household devices. This approach hides individual devices from the UC and protects user privacy. A TPSP could be a device manufacturer that may need to upgrade the software of a device.

3.2.4. **Data repository.** Data repositories store the encrypted power usage data. A data repository can have multiple data storage centers, which can provide efficient search mechanisms and help organize the data in the databases. The data stored in a repository can be accessed by service providers and other smart grid entities that may need the data for demand and supply control.

This system model involves two types of multicast communications: the multicast of instructions/commands from a service provider to all the smart meters (push-based multicast), and the retrieval of the smart meter data from a repository by multiple service providers (pull-based multicast), with the destinations in both types of multicasts being defined by a set of attributes instead of unique IDs as in traditional networks. The keys computed by KGC ensure that the smart meter data is securely stored in a repository and retrieved only by verified users when needed, and that the instructions indeed come from verified service providers.

4. **CP_ABSD: A Ciphertext-Policy Attribute Based Signcryption scheme.**

4.1. **Access control policy – the access tree.** Our main idea is to design an attribute-based signcryption scheme that views an identity as a set of attributes, and enforces a lower bound on the number of common attributes between a user’s identity and its access rights specified by the sensitive data. We use an access tree structure proposed by [7], which is illustrated in Fig. 2, to control the data consumer’s access to the encrypted data. In Fig. 2, each non-leaf node $x$ is associated with two parameters, $\text{num}_x$ and $\text{k}_x$, where $\text{num}_x$ is the number of child nodes of node $x$, and $\text{k}_x \in [1, \text{num}_x]$ is its threshold value indicating that node $x$ performs the \text{OR} operation over all subsets of $\text{k}_x$ child nodes of $x$, with each subset supporting an \text{AND} operation; each leaf node $x$ is described by an attribute and a threshold value $\text{k}_x = 1$. We also associate an index with each node $x$ in $T$, denoted by $\text{index}(x)$. 
Since a tree with $|S|$ number of attributes can have at most $2|S| - 1$ nodes, we can assign a unique number in $\{1, 2, \cdots, 2|S| - 1\}$ to each node in the tree based on pre-order tree traversal. Other tree traversal techniques such as in-order or post-order can also be applied. Let $\text{parent}(x)$ be the parent node of $x$ in $T$.

![Figure 2. An access control tree structure.](image)

For example, a user may specify the following access structure for a data item: (Third-Party Service Provider AND (Arlington, VA OR Washington, DC)), which indicates that only the third-party service providers in Arlington, VA or Washington, DC have the access to this data. Thus a user located in Washington DC with a set of attributes {Third-Party Service Provider, Washington DC, Air-Conditioner} has the right to access the data mentioned above. The corresponding access control tree for this example is illustrated in Fig. 3.

![Figure 3. An example access control structure in Smart Grid.](image)

4.2. CP_ABSC: Ciphertext-Policy Attribute Based Signcryption. In this subsection, we propose CP_ABSC, a Ciphertext-Policy Attribute Based SignCryption scheme. CP_ABSC consists of four primitive algorithms. **Algorithm 1** is executed by KGC to provide system initialization. It generates and distributes the public parameters of the system to all the involved entities.

**Algorithm 2** is executed by KGC to generate three keys for an attribute set $S$: a designcryption key $SK$, a signing key $K_{sign}$, and a verification key $K_{ver}$. The designcryption key is the private key of the user possessing $S$. More specifically, for each attribute set $S$, KGC: i) generates a private key $SK$, which is adopted by the owner of $S$ to designcrypt ciphertexts; ii) produces a signing key $K_{sign}$, which is utilized by the owner of $S$ to sign its ciphertext messages; and iii) constructs and
Algorithm 1 System Initialization [7]

1: Select a prime \( p \), the generators \( g_1 \) and \( g_2 \) of \( G_1 \) and \( G_2 \), respectively, and a bilinear mapping \( e : G_1 \times G_2 \rightarrow G_3 \).
2: Choose two random exponents \( \alpha, \beta \in \mathbb{Z}_p \).
3: Select a hash function \( H_1 : \{0,1\}^* \rightarrow \mathbb{Z}_p \). This function \( H_1 \) is viewed as a random oracle.
4: Publish the public parameters given by \( PK = (p, G_1, G_2, H_1, g_1, g_2, h = g_1^\beta, t = e(g_1, g_2)^\alpha) \) (4)
5: Compute the master key \( MSK = (\beta, g_2^\beta) \).

Algorithm 2 KeyGeneration \((MSK, S)\)

**Inputs:** The master key \( MSK \) and a set of attributes \( S \).

1: Select random numbers \( r_{en}, r_{sn} \in \mathbb{Z}_p \).
2: Compute the secret key component \( D_{en} = g_2^{(\alpha + r_{en})/\beta} \) and the signing key \( K_{sign} = g_2^{r_{sn}} \).
3: for each attribute \( j \in S \) do
4: Select a random number \( r_j \in \mathbb{Z}_p \).
5: Compute the secret key components \( D_j = g_2^{r_{en}} \cdot g_2^{(H_1(j))r_j} \) and \( D'_j = g_2^{r_j} \).
6: end for
7: The secret key \( SK \) is:
\[
SK = (D_{en}, \forall j \in S : D_j, D'_j). \quad (5)
\]
8: Compute the verification key: \( K_{ver} = g_2^{r_{en}} \).
9: Send \( SK \) and \( K_{sign} \) to the owner of the attribute set \( S \); publish \( K_{ver} \).

Algorithm 3 details the signcryption procedure, which is the core of the proposed CP_ABSC. This algorithm is mainly performed by the senders (data sources) to signcrypt their data before transmitting to the data repositories or the receivers. In a typical application, a sender encrypts a message/data \( M \) whose access control is specified by an access tree \( T \), and signs the message by the signing key computed from Algorithm 2. Algorithm 3 is designed to provide confidentiality, integrity, authentication, and non-repudiation, for the purpose of ensuring the security and privacy of the data sources.

Algorithm 4 implements verification and decryption, which should be executed by the receivers to get the plaintext data based on their attributes since they receive only encrypted data from either a sender or a data repository. Note that Algorithm 4 calls a function DecryptNode described in Algorithm 5, which was originally proposed by [7]. Here we include DecryptNode for completeness and to help the users without the knowledge of CP_ABE to understand CP_ABSC.

Algorithm 4 KeyGeneration \((MSK, S)\)

**Inputs:** The master key \( MSK \) and a set of attributes \( S \).

1: Select random numbers \( r_{en}, r_{sn} \in \mathbb{Z}_p \).
2: Compute the secret key component \( D_{en} = g_2^{(\alpha + r_{en})/\beta} \) and the signing key \( K_{sign} = g_2^{r_{sn}} \).
3: for each attribute \( j \in S \) do
4: Select a random number \( r_j \in \mathbb{Z}_p \).
5: Compute the secret key components \( D_j = g_2^{r_{en}} \cdot g_2^{(H_1(j))r_j} \) and \( D'_j = g_2^{r_j} \).
6: end for
7: The secret key \( SK \) is:
\[
SK = (D_{en}, \forall j \in S : D_j, D'_j). \quad (5)
\]
8: Compute the verification key: \( K_{ver} = g_2^{r_{en}} \).
9: Send \( SK \) and \( K_{sign} \) to the owner of the attribute set \( S \); publish \( K_{ver} \).

4.3. The correctness of CP_ABSC. In this subsection, we show that CP_ABSC is indeed feasible and correct. We claim that Algorithm 4 can correctly decrypt
Algorithm 3 SignCryption(PK, M, T, Ksign)

**Inputs:** The public parameter PK; plaintext message M; the tree T rooted at node R specifying the access control of message M; and the signing key Ksign.

1: Choose a polynomial qx and sets its degree dx = kx − 1 for each node x in the tree T.
2: Choose a random number s ∈ Zp and sets qR(0) = s.
3: Choose dx random numbers from Zp to completely define the polynomial qR.
4: for any other node x in T do
5: Set qx(0) = qparent(x)(index(x)).
6: Select dx random numbers from Zp to completely define qx.
7: end for
8: Let Y be the set of leaf nodes in T. The ciphertext CT is constructed based on the access tree T as follows:

$$CT = (T, \tilde{C} = M \oplus r^s, C = h^s)$$

$$\forall y \in Y : C_y = g_1^{q_y(0)},$$

$$C_y' = g_1^{(H_1(\text{att}(y)) \cdot q_y(0))}$$

(6)

9: Choose a random ζ ∈ Zp; compute δ = e(C, g2)ζ, π = H1(δ|M), and ψ = g2ζ · (Ksign)ζ.
10: Output the message:

$$CT_{sign} = (T, \tilde{C}, C, \forall y \in Y : C_y, C_y', W = g_1^s, \pi, \psi)$$

Algorithm 4 DeSignCryption(CTsign, SK, S)

**Inputs:** The ciphertext CT = (T, \tilde{C}, C, \forall y \in Y : C_y, C_y'), W, π, ψ; the private key SK for designcryption; and the set of possessed attributes S.

1: A = DecryptNode(CT, SK, R)
2: if A ≠ ⊥ then
3: \tilde{A} = e(C, Dec)/A
4: end if
5: Compute

$$δ' = \frac{e(C, π)}{(e(W, K_{ver}) \cdot \tilde{A})^s}$$

(7)

6: if H1(δ|M0) = π then
7: return M = M'
8: end if
9: Return ⊥

the ciphertext if the designcryptor satisfies the access policy, and can verify whether the received message has been forged or falsified, and whether the received message is indeed sent by the sender or not.

First, from the decryption procedure, we have

$$M' = \tilde{C} \oplus \tilde{A}$$

$$= \tilde{C} \oplus \left( \frac{e(C, D)}{A} \right)$$

$$= \tilde{C} \oplus \left( \frac{e(h^s, g_2^{\alpha+\tau m})/β}{e(g_1, g_2)^{\tau m}} \right)$$

$$= M \oplus e(g_1, g_2)^{\alpha s} \oplus \left( \frac{e(g_1^s, g_2^{\alpha+\tau m})/β}{e(g_1, g_2)^{\tau m}} \right)$$
Algorithm 5 Function \textit{DecryptNode} \((CT, SK, x)\)

\textbf{Inputs:} A ciphertext \(CT = (T, C, C, \forall y \in Y : C_y, C'_y)\); the secret key \(SK\), which is associated with a set of attributes \(S\), the node \(x\) from \(T\).

1: \textbf{if} \(x\) is a leaf node of \(T\) \textbf{then}
2: \hspace{1em} Let \(i = \text{attr}(x)\)
3: \hspace{1em} \textbf{if} \(i \in S\) \textbf{then}
4: \hspace{2em} \text{Return } F_x = \frac{e(C_i, D_i)}{e(C'_i, D'_i)} = e(g_1, g_2)^{r_{en} q_x(0)} \quad (8)
5: \hspace{1em} \textbf{else} Return \(\perp\)
6: \hspace{1em} \textbf{end if}
7: \hspace{1em} \textbf{end if}
8: \hspace{1em} \textbf{for} Each child node \(z\) of \(x\) \textbf{do}
9: \hspace{2em} \(F_z = \text{DecryptNode}(CT, SK, z)\)
10: \hspace{1em} \textbf{end for}
11: \hspace{1em} \textbf{end if}
12: \textbf{if} \(S_x\) exists \textbf{then}
13: \hspace{1em} \textbf{for} Each node \(z \in S_x\) \textbf{do}
14: \hspace{2em} \(i_z = \text{index}(z)\)
15: \hspace{2em} \(S'_z = \{\text{index}(z) \mid z \in S_x\}\)
16: \hspace{2em} \(\Delta_{i_z, S'_z}(y) = \prod_{j \in S'_z, j \neq i_z} \frac{y_{-j}}{i_z - j}\)
17: \hspace{1em} \textbf{end for}
18: \hspace{1em} \text{Return }
19: \hspace{2em} F_x = \prod_{z \in S_x} \Delta_{i_z, S'_z}(y)
20: \hspace{2em} = \prod_{z \in S_x} \left( e(g_1, g_2)^{r_{en} q_z(0)} \right)^{\Delta_{i_z, S'_z}(0)}
21: \hspace{2em} = \prod_{z \in S_x} e(g_1, g_2)^{r_{en} q_z(i_z) \Delta_{i_z, S'_z}(0)}
22: \hspace{2em} = e(g_1, g_2)^{r_{en} q_x(0)}
23: \hspace{2em} = M \oplus e(g_1, g_2)^{\alpha_S} \oplus \left( \frac{e(g_1, g_2)^{\beta_S (\alpha + r_{en})}}{e(g_1, g_2)^{r_{en} S}} \right)
24: \hspace{2em} = M \oplus e(g_1, g_2)^{\alpha_S} \oplus \left( \frac{e(g_1, g_2)^{\beta_S (\alpha + r_{en} S)}}{e(g_1, g_2)^{r_{en} S}} \right)
25: \hspace{2em} = M \oplus e(g_1, g_2)^{\alpha_S} \oplus e(g_1, g_2)^{\alpha_S}
26: \hspace{2em} = M.

which indicates that Algorithm 4 can correctly decrypt the ciphertext if the designcryptor satisfies the access policy.

Second, the receiver verifies whether the message \(M'\) has been forged or falsified, and whether the received message is indeed sent by the claimed sender or not. The designcryptor computes \(\delta'\) by:
\[
\delta' = \frac{e(C, \psi)}{(e(W, K_{\text{ver}}) \cdot A)^\pi} \\
= \frac{e(g_1^{\delta_s} g_2^{\zeta} \cdot g_2^{(\alpha + r_{sn}) \pi})}{(e(g_1^{\delta_s} g_2^{\zeta}) \cdot e(g_1, g_2)^{\alpha \pi})} \\
= e(g_1, g_2)^{\delta_s \zeta + (\alpha + r_{sn}) \cdot \pi - sr_{sn} \cdot \pi - \alpha \pi} \\
= e(g_1, g_2)^{\delta_s \zeta} = e(C, g_2)^\zeta \\
= \delta.
\]

If \( H_1(\delta'|M') = \pi \), \( M' \) is valid, i.e., \( M = M' \), and the message is indeed sent by the sender; otherwise, \( M' \) is invalid.

4.4. **Security analysis.** In this subsection, we analyze the security strength of the proposed scheme CP_ABSC by examining how it can counter a few major attacks.

4.4.1. **Collusion attack resistance.** In CP_ABSC, the set of attributes composes the identity. In order to allow different users to access the same ciphertext, the scheme provides an access tree structure for each signcrypted data item, and requires only a subset of the attributes for designcryption. Since the secret key computation involves a unique random number for each attribute in the access policy, our scheme can defend against collusion attacks.

For example, assume that neither user \( U_1 \) nor user \( U_2 \) possesses a sufficient number of attributes to successfully designcryption the ciphertext \( CT_{\text{sign}} \) alone but the combined attribute set has sufficient number of attributes for the designcryption. Then \( U_1 \) and \( U_2 \) may collude by combining their attributes in any way. However, they are not able to combine their secret keys (the \( SK_s \)) to get a secret key for the combined set of attributes according to **Algorithm 2** because the KGC generates different random values \( r_{sn} \) for \( U_1 \) and \( U_2 \). Thus they could not designcryption the message, indicating that the proposed scheme is secure against collusion attacks.

4.4.2. **Message authentication.** Assume that a user \( U \) wants to get a message \( M \) from the data repository. Before the data is stored in the data repository, the sender has signcrypted it with **Algorithm 3**. When \( U \) plans to obtain the data from the data repository, it needs its private key \( K_{\text{sign}} \) and the root node of the access tree \( s \) because \( r_s \) and \( s \) are chosen randomly. On the other hand, \( U \) cannot create a new, valid ciphertext from other user’s ciphertexts. Even if the adversary changes the ciphertext of the message, the receiver can still verify that the ciphertext is illegal by **Algorithm 4**. If the adversary colludes with other users to forge the ciphertext, it cannot succeed according to the above security analysis on defending collusion attacks. Thus we claim that our proposed scheme is unforgeable under chosen message attacks.

4.4.3. **Unforgeability.** An adversary who wishes to forge the signcryption of a legal user must possess the user’s private key. However, the adversary cannot infer the private key \( K_{\text{sign}} \) and the root node of the access tree \( s \) because \( r_s \) and \( s \) are chosen randomly. On the other hand, the adversary cannot create a new, valid ciphertext from other user’s ciphertexts. Even if the adversary changes the ciphertext of the message, the receiver can still verify that the ciphertext is illegal by **Algorithm 4**. If the adversary colludes with other users to forge the ciphertext, it cannot succeed according to the above security analysis on defending collusion attacks. Thus we claim that our proposed scheme is unforgeable under chosen message attacks.
4.4.4. Confidentiality. Decryption requires the knowledge of \(e(g_1, g_2)^{\alpha_s}\). The decryption procedure is the same as that of CP\_ABE [7] as they use the same DecryptNode function \((\text{Algorithm 5})\), and thus CP\_ABSC has the same security strength as that of the CP\_ABE. The designcryption requires the knowledge of \(\delta = e(C, g_2)^{\zeta}\). For a passive adversary, the available information is \(CT_{\text{sign}}\). Only \(W\) in the signature reveals \(s\), but it is difficult to get \(s\) from \(W\) since it is difficult to compute the discrete logarithm. Even if the adversary constructs the bilinear mapping \(e\) via \(C\) and the public parameter \(g_2\) to obtain \(e(C, g_2)\), it can not get the \(\zeta\), which is randomly chosen by the signcryptor. The adversary may want to get \(\zeta\) from \(\psi\), but it has to get \(K_{\text{sign}}\) first. Nevertheless, even though the \(K_{\text{sign}}\) is compromised, the adversary still can’t get \(\zeta\) from \(\psi\) due to the difficulty of computing the discrete logarithm. Given the discussion above and the fact that CP\_ABE is proven secure under chosen-ciphertext attacks, our scheme is secure under chosen-ciphertext attacks too.

4.4.5. Key revocation. For attribute based encryption, key revocation is a very difficult issue. The core challenge lies in that a data source does not know its receiver’s certificate before encrypting its data; thus it can not check whether or not the receiver has been revoked. Moreover, the fact that multiple receivers may match the same decryption policy in ABE makes key revocation even harder. The popular solution is to add a timestamp signaling when the attributes used in encryption should expire [35]. However, this method has the following drawback: since the data source and KGC may agree on an exact expiration time for an attribute required by the data but the attribute at the user side may have a much longer expiration time, receivers are forced to connect to the KGC and maintain a large amount of private keys as one key for each time period is needed if the data source is able to specify a policy designating a revocation time on a fine-grained scale. To overcome this problem, the following approach can be adopted: the KGC can distribute a single key with an expiration time \(eTime\) to the users rather than a separate key for each time period before \(eTime\). When a data source encrypts a message with an expiration time \(Time\), its receiver with a key that expires in \(eTime\) can decrypt only when \(eTime \geq Time\) and the rest of the policy matches the user’s attributes. By this way, different data may have different expiration times and there is no need to have close coordination between the data source and KGC.

4.5. Performance analysis. In this subsection, we present a quantitative performance study. Our main concern is efficiency in terms of computational cost.

\[\text{Table 1. The Computational Cost of Different Functions and Operations between CP\_ABE and our scheme}\]

<table>
<thead>
<tr>
<th></th>
<th>CP_ABE [7]</th>
<th>CP_ABSC</th>
</tr>
</thead>
<tbody>
<tr>
<td>Key Generation</td>
<td>(nG_1 + (n + 2)G_2 + nH_{G_2})</td>
<td>((2n + 5)G_2)</td>
</tr>
<tr>
<td>Encryption</td>
<td>((k + 1)G_1 + kG_2 + 1G_{G_3} + kH_{G_2})</td>
<td>(2((k + 1)G_1 + G_2 + G_3) + 2) (pairings)</td>
</tr>
<tr>
<td>Decryption</td>
<td>((2k' + 1)) (pairings)</td>
<td>(1G_{G_3} + (2k' + 3)) (pairings)</td>
</tr>
</tbody>
</table>

Notes: \(G_1\) in the table means an exponentiation operation in \(G_1\) group; \(G_2\) and \(G_3\) are defined similarly. \(H_{G_1}\) means hashing an attribute string or a message into an element in \(G_1\); \(H_{G_2}\) is defined similarly.

Our scheme CP\_ABSC does not incur a high computational cost in KeyGeneration, SignCryption, and DeSignCryption compared to CP\_ABE. Table 1 reports the amount of operations performed by CP\_ABE and CP\_ABSC. The notations are...
explained as follows: \( n \) is the number of attributes a user holds, \( k \) is the number of leaf nodes in the access tree \( T \), \( k' \) is the number of attributes a user possesses, \( G_1 \) (respectively \( G_2 \) and \( G_3 \)) denotes an exponent operation in \( G_1 \) group (respectively \( G_2 \) group and \( G_3 \) group), \( H_{G_1} \) (respectively \( H_{G_2} \)) means hashing an attribute or message into an element in \( G_1 \) (respectively \( G_2 \)).

Starting with KeyGeneration. As described in Algorithm 2, there is \( 2n + 5 \) exponent operations in \( G_2 \), which includes 5 exponent operations of \( \{ g_1^{en}, g_2^j, g_2^{r_n}, D_{en}, K_{sign} \} \), and \( 2n \) exponent operations of \( \{ D_j, D'_j \} \). In CP_ABE [7], the total operations is \( nG_1 + (n + 2)G_2 + nH_{G_2} \).

Moving next to the SignCryption procedure in Algorithm 3. There are \( 2k + 2 \) exponent operations in group \( G_1 \) and 2 exponent operations in group \( G_2 \). Additionally, there are 2 map operations and 2 pairing. The combined overhead is thus \( (2k + 2)G_1 + 2G_2 + 2G_3 + 2 \) (pairings). Similarly, in CP_ABE, the total operations is \( (k + 1)G_1 + kG_2 + 1G_3 + kH_{G_2} \).

The DeSignCryption in Algorithm 4 involves \( (2k' + 3) \) operations (pairings). In CP_ABE, there are \( (2k' + 1) \) operations (pairings).

We run the experiment with Ubuntu 12.04 running as a VM on a MACBook Air with one 1.8GHz core and 1GB memory. The implementation uses a Python library called Charm-crypto [2], which is a framework used to prototype advanced cryptosystems such as IBE and IBS (Identity-Based Signature). The core mathematical functions behind Charm are from the Stanford Pairing-Based Cryptography (PBC) library [27], which is an open source C library that performs mathematical operations underlying pairing-based cryptosystems.

We execute the implementation under both symmetric (SS512) and asymmetric groups (MNT159 and MNT159.S), both with 80 bits of security, to compare CP_ABE and CP_ABSC. In SS512, the map is \( G_1 \times G_2 \rightarrow G_3 \), where \( G_1 \) and \( G_2 \) are the same group. In MNT159, the map is \( G_1 \times G_2 \rightarrow G_3 \), where \( G_2 \) and \( G_3 \) are extension groups of \( G_1 \). The elements in \( G_2 \) and \( G_3 \) are longer than those in \( G_1 \). The longer the element, the larger the computational cost in exponential operations. In MNT159.S, we swapped the \( G_1 \) and \( G_2 \) group so that most of the key generation operations are in \( G_1 \) instead of \( G_2 \).

Table 2 lists the run time of each operation/function in SS512 and MNT159. One can see that some operations are more efficient in SS512 than in MNT159 while others are the opposite. For example, the operations \( H_{G_1} \) and \( G_1 \) have less run time in MNT159 than in SS512 but the operations of \( G_2 \) and \( H_{G_2} \) have less runtime in SS512 than in MNT159.

We also compare the efficiency and computational cost between CP_ABSC and CP_ABE for KeyGeneration, SignCryption/Encryption, and DeSignCryption/Decryption, and report the results in Figures 4-6. Figure 4 demonstrates the run times of KeyGeneration. We observe that MNT159.S has the best performance since we swapped \( G_1 \) and \( G_2 \) and most of the operations are in \( G_1 \) after the swap. Figure 5 reports the encryption run times. We notice that the run time in CP_ABE and that in our scheme CP_ABSC is almost linear with respect to the number of leaf nodes in the access policy. The polynomial operation at the leaf nodes does not significantly contribute to the run time. Comparing the run time between CP_ABE encryption and CP_ABSC signcryption, one can see that our scheme CP_ABSC costs less time than CP_ABE because we don’t need to compute \( H_{G_2} \). Figure 6 illustrates the run times of decryption. Our scheme CP_ABSC is slightly higher than that of CP_ABE due to the fact that we add the signature verification process. However, because
the computational cost of CP.ABE is more expensive as the number of attributes increases, the cost of signature verification is relatively nonsignificant in practice.

Considering the three processes of KeyGeneration, SignCryption, and DeSignCryption, MNT159.S has considerably better performance than MNT159. We recommend executing the schemes in asymmetric groups and swapping $G_1$ and $G_2$ to gain a better performance.

In summary, the run time is predictable for key generation and encryption in our scheme and is correlated with the number of attributes. Comparing the run times of key generation, encryption, and decryption between CP.ABE and our scheme CP_ABSC, the run times of our scheme is a little higher than CP.ABE for some cases. However, considering that our scheme combines encryption and signature, CP_ABSC is feasible and more desirable than the encryption-only CP.ABE.

### Table 2. The Computational Cost of Different Operations in Charm Library

<table>
<thead>
<tr>
<th>Group</th>
<th>$G_1$</th>
<th>$G_2$</th>
<th>$G_3$</th>
<th>(pairings)</th>
<th>$H_{G_1}$</th>
<th>$H_{G_2}$</th>
</tr>
</thead>
<tbody>
<tr>
<td>SS512</td>
<td>3.73</td>
<td>3.70</td>
<td>0.48</td>
<td>3.92</td>
<td>8.34</td>
<td>8.39</td>
</tr>
<tr>
<td>MNT159</td>
<td>1.12</td>
<td>9.84</td>
<td>2.62</td>
<td>8.42</td>
<td>0.10</td>
<td>34.82</td>
</tr>
</tbody>
</table>

Notes: Time is in ms. The result in this table is the average of 1000 runs.

![Figure 4. Key generation time.](image)

5. **KP.ABE, CP.ABE, and CP_ABSC.** In Key-Policy ABE (KP.ABE) [15], which is viewed as an extension of the Fuzzy IBE (FIBE) [38], encryption is completely determined by the full set of descriptive attributes (no access policy is needed) possessed by the data source while the decryption key is computed by KGC from an access policy defined by the KGC. In order to decrypt a ciphertext,
a user must go to KGC to get a decryption key, which is computed from both the access policy and the attributes of the user. In CP_ABE [7], encryption is completely determined by an access policy defined from the set of attributes possessed by the data source, and the ciphertext carries the access policy; the decryption key is computed by KGC and is associated with a user possessing a certain set of descriptive...
attributes. In other words, KGC helps a user compute a decryption key based on the user’s attributes, and the decryption key is not related to any access policy. A user can decrypt a ciphertext if and only if its attributes satisfy the access policy carried by the ciphertext, and the ciphertext can be correctly deciphered by multiple users with different attribute sets. In key generation, the users’ private keys are associated with the access policy in KP_ABE; however, the users’ private keys are associated only with the attributes in CP_ABE and CP_ABSC. In encryption, the ciphertext is associated with only the attributes in KP_ABE; however, in CP_ABE and CP_ABSC the ciphertext is associated with both the access policy and the attributes. In CP_ABE and CP_ABSC, a data source is able to intelligently decide who should or should not have access to its data as it is the decision maker of the access policy but the access policy is determined by KGC in KP_ABE.

In the following we compare CP_ABSC and CP_ABE [7] to identify their differences as CP_ABSC is more closely related to CP_ABE. The characteristics of CP_ABSC and CP_ABE are summarized in Table 3.

5.0.1. System initialization. The system initialization procedure is utilized to construct the groups and the corresponding group generators, and the bilinear mapping. The difference between CP_ABSC and CP_ABE in this step lies in that the former employs asymmetric groups while the latter utilizes symmetric groups.

5.0.2. Key generation. The KeyGeneration algorithm in our scheme CP_ABSC is different from the corresponding algorithm in [7] from the following two aspects: i) since we are designing a signcryption scheme, we need to compute a signing key (which is kept secret to the owner of the attributes), a verification key (which will be public), and a designcryption key (which is kept secret to the owner of the attributes for designcryption), while CP_ABE only needs one key for decryption; and ii) due to the fact that CP_ABSC utilizes asymmetric groups, its key generation is more computationally efficient than the one proposed in [7] according to our comparison study in Section 4.5.

5.0.3. Encryption (Signcryption). The SignCryption algorithm combines signature and encryption, while the one in [7] performs only encryption. The computational cost of our SignCryption algorithm is less than that of encryption+signature, and is also less than that of the encryption algorithm in [7], according to our analysis in Section 4.5, attributed to the adoption of asymmetric groups.

5.0.4. Decryption (Designcryption). The DeSignCryption in CP_ABSC includes decryption and verification, while the decrypt algorithm in [7] performs only decryption. The computational cost of DeSignCryption is only slightly higher than that of the decryption algorithm in [7], according to our analysis in Section 4.5.

Note that our scheme has a performance boost compared to Encryption+Signature (also see Section 7). In practice, it’s more straightforward to do signcryption in just one operation.
6. Applications of CP_ABSC in smart grids. In this section, we illustrate how to use CP_ABSC to secure the communications of a smart grid system. Initially, KGC computes the public parameters \( PK \) according to Algorithm 1, and posts \( PK \) to all active entities (smart meters and service providers) in the system. Each entity also needs to register with KGC to get the corresponding keys computed from Algorithm 2. For example, a utility company needs a private key \( SK \) for decryption based on its access attributes, a signing key \( K_{\text{sign}} \) to sign its commands, and a verification key \( K_{\text{ver}} \) for others to verify its signature.

6.1. Send instructions to smart meters. When a service provider wants to send instructions or commands to one or more smart meters, the service provider constructs an access structure \( T \) that describes the set of smart meters satisfying certain access policy defined by the AND/OR relationship of a set of attributes. It then signcrypts an instruction \( I \) with a timestamp \( ts \). The timestamp can be the current time or the current time with an expiration time. Generally speaking, the timestamp can help the receivers decide whether or not instruction \( I \) is valid and resist replay attacks. The following procedure implements a scenario where a service provider broadcasts \( I \) to smart meters.

1. The service provider broadcasts the following signcrypted instruction to the smart meters according to Algorithm 3:

   Service provider \( \rightarrow \) Smart meters : SignCryption(\( I || ts; T; K_{\text{sign}} \)).

2. When a smart meter receives the signcrypted instruction, it designcrypts and verifies the message according to Algorithm 4. If the verification is passed, the smart meter executes the instruction. Note that a smart meter can designcrypt an instruction if and only if its possessed attributes satisfy the access policy carried by the ciphertext.

   Note that a feedback response could be sent back if the instruction is successfully received by a smart meter but this step is optional as many smart meters may receive the same instruction, as in push-based multicast communications.

6.2. Retrieving data. In order to protect the power usage data, a smart meter signcrypts the data of its household devices using Algorithm 3 based on the access policy specified by the data, and then sends the signcrypted data \( CT_{\text{sign}} \) to a data repository. When a service provider possessing an attribute set \( S \) wants to get the data for a particular household device, it contacts the data repository and gets the signcrypted data \( CT_{\text{sign}} \). The following procedure illustrates how a service provider possessing a certain attribute set \( S \) (correspondingly, obtaining the private key \( SK \) and signing key \( K_{\text{sign}} \) from KGC) obtains sensitive data from the data repository.

1. A smart meter signcrypts its reading \( M \) with a timestamp \( ts \), \( M || ts \), based on Algorithm 3 and then sends \( CT_{\text{sign}} \) to the data repository. This step can be performed whenever a new data item is generated.

   Smart meter \( \rightarrow \) Data repository : \( CT_{\text{sign}} \).

2. When a service provider holding an attribute set \( S \) needs to access the smart meter data, it contacts the data repository to obtain the signcrypted data \( CT_{\text{sign}} \):

   Data repository \( \rightarrow \) Service provider : \( CT_{\text{sign}} \).
3. Upon receiving the signcrypted data $CT_{sign}$, the service provider designcrypts $CT_{sign}$ with its privacy key $SK$ and verifies the message with $K_{ver}$ of the data source according to Algorithm 4: it first recovers the plaintext $M'$ based on its private key $SK$ and then computes $\delta'$; if $H_1(\delta'[M']) = \pi$, which demonstrates the successful designcryption of the data, the service provider accepts $M'$; otherwise, the message is dropped.

7. An alternative: Adopting Attribute-Based Signature. In this section, we briefly introduce how to adopt attribute-based signature (ABS) instead of the signature mechanism proposed for CP_ABSC to achieve anonymous communications. Particularly, we implement Maji’s attribute-based signature scheme [28] and analyze its efficiency and computational cost.

7.1. Anonymity with ABS. In smart grids, utility companies need their customers’ energy consumption data for billing purpose; certain TPSPs need to collect electricity usage records to monitor device status and detect potential problems; others need energy consumption data to conduct market research. In these cases, the data sources should be informed of the usage of their data and be ensured that their data are anonymized before being used to protect privacy [30].

Attribute-Based Signature (ABS) provides a strong guaranty that the signature was produced by a single party whose attributes satisfy a possibly complicated claim. ABS does not attest to the identity of the individual who has endorsed a message. The signature reveals nothing about the signer’s identity nor even the attributes of the signer beyond what is explicitly revealed by the claim being made. This successfully solves the problem of data anonymity. With such signatures, marketing companies can only know that the data does come from the desired group of customers with certain attributes while the customers’ identities are fully protected.

We briefly present how to integrate Maji’s ABS scheme with our basic idea of ciphertext-policy attribute-based encryption in this section. Maji’s ABS [28] consists of four algorithms: TSetup(), AttrGen(), Sign(), and Verify(). TSetup() is utilized to set up the system (defined by the set of attributes) and to generate a key pair (public key and private key) for the system; AttrGen() is used to generate a signing key based on the attributes by KGC; Sign() is used to create a signature for a message; and Verify() is used to verify the signature. Moreover, in Maji’s ABS, the access structure is transformed into an access matrix via a monotone boolean function, in which an attribute is mapped into a row of matrix. The detailed construction of this ABS can be found in [28]. Note that Maji’s ABS scheme is secure under a generic model, which is not as strong as the standard model. However, we choose Maji’s ABS here as an example for simplicity as other ABS schemes can be adopted similarly.

The integration of Maji’s ABS is simple. In Algorithm 1 we need to add the setup of the ABS scheme; then we add the key generation component for the secret key of ABS in Algorithm 2. To achieve anonymity, we replace Line 9 of Algorithm 3 with the ABS Sign() procedure that signs a message by the attributes and employ the verification procedure of ABS in Algorithm 4. As a result, in a typical communication scenario, a sender encrypts the payload of the message with CP_ABE and signs the payload with ABS, and the receiver verifies the signature based on the verification algorithm of the Maji’s scheme and then decrypts the data.
In short, the procedure outlined above proposes a combination of CP-ABE and ABS (denoted by CP-ABE+ABS in sequel) to achieve anonymity. The confidentiality of the data is protected by CP-ABE.

7.2. Performance analysis on CP-ABE+ABS. We have implemented Maji’s ABS scheme with the Charm library. In this subsection, we analyze the performance of CP-ABE+ABS.

- In a typical scenario, a smart meter first registers in KGC and obtains its keys based on its attributes from the KGC. One exponential operation is needed in registration and one is needed to calculate a key for each attribute.
- We follow the verification procedure proposed in [28]. The computational cost of pairing in the verification of CP-ABE+ABS is \( \ell + 4 \) while it is \( \ell \cdot t + 2 \) if CP-ABE and ABS are implemented independently, where \( \ell \) and \( t \) are respectively the numbers of rows and columns in the access matrix.
- The implementation also works under asymmetric groups such as the MNT curve.

Table 4 summarizes the number of operations for TSetup(), AttrGen(), Sign(), and Verify() of the implemented Maji’s scheme, where \( \ell_r \) is the number of required attributes to sign a message. We notice that the computational cost of Maji’s ABS is higher than that of CP-ABSC; therefore CP-ABE+ABS obviously has much higher computational cost than CP-ABSC.

<table>
<thead>
<tr>
<th>Operation</th>
<th>Maji’s ABS</th>
</tr>
</thead>
<tbody>
<tr>
<td>TSetup()</td>
<td>1( G_1 )/user</td>
</tr>
<tr>
<td>AttrGen()</td>
<td>1( G_1 )/attribute</td>
</tr>
<tr>
<td>Sign()</td>
<td>2( G_1 )+3(( \ell_r ))( G_1 )+2(( \ell - \ell_r ))( G_1 )+2(( \ell \cdot t ))( G_2 )</td>
</tr>
<tr>
<td>Verify()</td>
<td>1( G_1 )+2(( \ell \cdot t + t ))( G_2 )+(( \ell + 4 )) (pairings)</td>
</tr>
</tbody>
</table>

Table 5. Key generation per attribute of the Maji’s ABS scheme

<table>
<thead>
<tr>
<th>Group</th>
<th>Key Generation (ms)</th>
</tr>
</thead>
<tbody>
<tr>
<td>SS512</td>
<td>3.67 ms</td>
</tr>
<tr>
<td>MNT159</td>
<td>9.72 ms</td>
</tr>
<tr>
<td>MNT159.S</td>
<td>1.13 ms</td>
</tr>
<tr>
<td>BN.S</td>
<td>2.30 ms</td>
</tr>
</tbody>
</table>

According to Table 4, AttrGen() could be the bottleneck of a smart grid system, because a user needs to contact KGC for each attribute, and each secret key involves more than one attribute. The computational cost of TSetup() is far less than that of AttrGen(). Table 5 reports the key generation time per attribute of the Maji’s ABS scheme. In this table, SS512 is a symmetric group with 80 bits of security, and MNT159 is an asymmetric group, also with 80 bits of security. Here MNT159.S means that we swap the \( G_1 \) and \( G_2 \) group. Note that we employ the BN.S curves [6] in our implementation since they have advantages in \( G_1 \) and \( G_2 \) Exponential operations.

The Maji’s ABS scheme has a large number of Exponential operations in \( G_1 \) and \( G_2 \). The computational cost in Sign() and Verify() is higher than that of Dec() and Enc() in CP-ABE, as we have expected. Particularly, the computational cost increases with \( \ell \cdot t \) and \( \ell_r \) in Sign(). According to the access structure, the number of required attributes to sign a message is \( \ell_r = \ell/2 \). From Fig. 7, one can observe that both MNT159.S and BN.S have better performance in AttrGen(); and the BN.S
in \text{Sign()} has the lowest cost since the Exponential operations in $G_1$ and $G_2$ are less expensive than other schemes. From Figure 8, we notice that MNT159.S has better performance in verification. If one considers the performance of \text{Sign()} as the highest priority, the BN.S curve should be used and $G_1$ should be swapped with $G_2$. However, since the sender only needs to generate one signature for each message but verification might happen more than once, MNT159.S might be a better choice.

In terms of size, the signature of the BN.S curve is shorter when compared with that of the MNT curve in $G_1$. The elements are twice as longer in $G_2$ than those in
in the BN.S curve while the elements are 3 times longer in \( G_2 \) than those in \( G_1 \) in the MNT curve. The computational resources on smart meters are limited, and thus the BN.S curves would be a better choice. However, if the efficiency of verify() has a higher priority, MNT159.S should be used. For example, in the scenario when data consumers need to collect anonymous data from a group of users that satisfy an access structure, the verification needs to be performed for each user and MNT159.S could reduce the computational cost.

7.3. CP_ABSC v.s. CP_ABE+ABS. Our CP_ABSC is a scheme that naturally combines CP_ABE and signature. According to the discussions mentioned above, CP_ABSC has less computational cost than CP_ABE+ABS. However, if we want to achieve anonymity in certain circumstances, we can use the combination of CP_ABE and ABS. The computational cost of ABS has been discussed in the previous subsection and one can see that it is much higher than the traditional signature due to the nature of the ABS scheme. For instance, if the number of attributes involved in the access structure is 10, and a signer needs to process 5 of them, it takes about 150 ms to sign when the BN.S curve with swapped \( G_1 \) and \( G_2 \) is used. In this case, the verification time is over 700 ms. If we add the run time of CP_ABE, it becomes even worse. Nevertheless, given the fact that ABS serves a special purpose of providing anonymity, the extra computational overhead can be justified.

8. Conclusion and future work. In this paper, we present a signcryption scheme CP_ABSC that naturally combines CP_ABE and signature, and analyze its properties. Our security analysis demonstrates that CP_ABSC can successfully ensure the data communication security in smart grids. The performance analysis further shows that CP_ABSC is efficient in terms of computational cost. We also consider the implementation of CP_ABE and the Maji’s ABS scheme to obtain CP_ABE+ABS, and our performance analysis indicates that CP_ABE+ABS has a higher computational cost compared to CP_ABSC; nevertheless, CP_ABE+ABS can achieve anonymous communications.

Our future research lies in the following two directions: i) designing more efficient signcryption schemes with less computation and storage requirements, which could be better suitable for practical situations in smart grids; ii) considering dynamical schemes that can dynamically add attributes to meet the requirements of the smart grid as time goes.
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