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ABSTRACT

Cross-Technology Communication is a promising solution proposed
recently to the coexistence problem of heterogeneous wireless tech-
nologies in the ISM bands. The existing works use only the coarse-
grained packet-level information for cross-technology modulation,
suffering from a low throughput (e.g., 10bps). Our approach, called
BlueBee, proposes a new direction by emulating legitimate ZigBee
frames using a Bluetooth radio. Uniquely, BlueBee achieves dual-
standard compliance and transparency by selecting only the pay-
load of Bluetooth frames, requiring neither hardware nor firmware
changes at the Bluetooth senders and ZigBee receivers. Our im-
plementation on both USRP and commodity devices shows that
BlueBee can achieve a more than 99% accuracy and a throughput
10,000x faster than the state-of-the-art CTC reported so far.
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1 INTRODUCTION

The body of wireless devices has undergone explosive increase in
the last decade, which, under the emerging Internet of Things (IoT)
era, is anticipated to grow as large as 20 billion by 2020 [12]. The
dense deployment induces highly-coexisting wireless environment
which has long been perceived as a harsh habitat with severe in-
terference. However, recent studies reveal that coexistence offers
unique opportunities — by taking advantages of specialized fea-
tures among heterogeneous wireless technologies, collaboration
enables them to reach beyond independent operation. For example,
in ZiFi [44] energy expenditure of power-hungry WiFi interfaces
are significantly cut down with the assistance from low-power Zig-
Bee radio, where it turns on the WiFi only when APs are found in
the vicinity.

The traditional way of communicating among heterogeneous
devices is to deploy multi-radio gateways, which suffers from sev-
eral drawbacks including additional hardware cost, complicated
network structure, and increased traffic overhead due to traffic
flowing into and out from the gateway. To address these issues,
latest literature introduces Cross-technology communication (CTC)
techniques which achieve direct communication among heteroge-
neous wireless devices with incompatible PHY layer, using legacy
devices. Such techniques commonly use packet-level modulations,
where the combinations of timing [22] and durations [7]of packets
convey the data. Despite their effectiveness, the bit rates are inher-
ently limited as they adopt coarse-grained ‘packets’ as the basis for
modulation (analogous to ‘pulse’ in typical digital communication).
For instance, the bit rate of BLE to ZigBee communication in the
state of the art is limited to 18bps [22]. This not only constraints
the usage, but also indicates spectrum inefficiency compared to
250kbps and 1Mbps if used for legacy ZigBee and Bluetooth.

This paper introduces BlueBee, which paves the way to practical
CTC via physical-layer emulation. By smartly selecting the payload
bits in a Bluetooth packet, BlueBee effectively encapsulates a ZigBee
packet within a Bluetooth packet payload. This is fully compatible
with legacy ZigBee devices while reaching the ZigBee bitrate cap of
250kbps. In other words, BlueBee does not require any hardware or
firmware change to either Bluetooth transmitter or ZigBee receiver,
offering full compatibility (i.e., implementable as an application) to
existing billions of commodity IoT devices, smartphones, PCs, and
peripherals.
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The emulated ZigBee packet transmitted from Bluetooth is, in
fact, indistinguishable by the ZigBee receivers. This is surprising,
especially when the bandwidth of Bluetooth (1MHz) is only half
of that of ZigBee (2MHz). The BlueBee design stems from two key
technical insights: (i) similarity of (de)modulation techniques of
Bluetooth and ZigBee and (ii) error tolerance of ZigBee demodula-
tion (OQPSK/DSSS). Specifically, both technologies use the phase
differences between samples, referred to as phase shifts, to indicate
symbols, which makes emulation possible. Although the ZigBee
signal cannot be perfectly emulated due to a narrower bandwidth
of Bluetooth, BlueBee is optimally designed such that the inevitable
error is minimized and kept under the tolerance of (i.e., the error
is successfully corrected by) ZigBee’s OQPSK/DSSS demodulator.
BlueBee effortlessly runs on commodity Bluetooth devices by sim-
ply putting specific bit patterns in the Bluetooth packet payload. It
achieves 250kpbs at 90% frame reception ratio (FRR), 10,000 times
faster than the state-of-the-art [22]. Also, BlueBee effectively uti-
lizes the frequency hopping feature of Bluetooth to support concur-
rent communication across devices operating on different channels.
Lastly, BlueBee offers reliable communication under dynamic wire-
less channel conditions. The contribution of this work is three-fold.

o We design BlueBee, the first CTC technique that emulates
a legitimate ZigBee frame within the payload of a legiti-
mate Bluetooth packet. The design does not require any
modification to the hardware or the firmware, for either the
transmitter (Bluetooth) or the receiver (ZigBee), enabling
full compatibility to billions of existing commodity devices.

e We address several unique challenges of signal emulation,
including (i) optimized ZigBee phase shifts emulation using
Bluetooth signal, (ii) supporting concurrent communication
and low duty cycle operation under frequency hopping of
Bluetooth, and (iii) link layer reliability under dynamic chan-
nel conditions. These solutions offer general insights for
other signal emulation between heterogeneous devices.

e We design and implement BlueBee on both the USRP plat-
form and commodity devices. Our extensive experiments
demonstrate that BlueBee establishes a high throughput and
reliable communication under various environments and
settings. Compared to a 18bps rate achieved by the state-
of-the-art CTC from Bluetooth to ZigBee [22], BlueBee’s
reliable throughput of 225kbps indicates performance gain
of more than 10,000 times!'

2 MOTIVATION

With the rapid development of wireless technologies, such as WiFi,
Bluetooth, and ZigBee, the ISM band suffers from the cross-technology
interference (CTI) and channel inefficiency [17, 24, 40]. That is be-
cause the wireless technologies coexisting in the ISM band have
heterogeneous PHY layer and can not communicate directly, thus
not able to effectively coordinate channel use. To achieve effective
channel use, the traditional approach is to use a multi-channel gate-
way. And recently, researchers also propose cross-technology com-
munication (CTC) techniques as a promising solution for channel
coordination. However, neither the traditional gateway approach
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nor the existing CTC technologies work well for the channel coor-
dination due to their intrinsic limitations.

e Limitation of Gateway. Multi-radio gateway is a usual and
straightforward solution to bridge multi-technology communicatio
[13, 14, 20, 26, 29]. However, a gateway introduces not only addi-
tional hardware cost but also the labor intensive deployment cost,
which would be prohibitive for the mobile and ad hoc environment.
Also, a dual-radio gateway increases the traffic overhead by dou-
bling traffic volume in the ISM band, which further intensifies the
cross-technology interference.

e Limitation of Packet-Level CTC. The recent cross-technology
communication aims at direct communication among heterogenous
wireless technologies, thus make explicit channel coordination
available. For examples, heterogeneous devices can allocate the
channel in a way similar to the RTS/CTS in the 802.11 protocol [1],
thus leading to a better channel efficiency. Unfortunately, to our
knowledge, existing CTC designs [7, 22, 43] rely on sparse packet
level information such as the beacon timing [22] and multi-packet
sequence patterns [37], introducing a delay of at least hundreds
of milliseconds. Such a delay prevents the existing solutions from
coordinating channels effectively in real-time.

In contrast to the limitations of gateway approach and existing
CTC approaches, BlueBee is able to transmit a ZigBee packet di-
rectly from a Bluetooth radio within a few milliseconds, for the first
time, making channel coordination feasible. In the paper, although
our description will be based on one specific Bluetooth protocol,
Bluetooth Low Energy (BLE), the idea can be generalized to other
Bluetooth protocols, such as Bluetooth Classic (discussed in Section
7.1).
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Figure 1: The system architecture of the BlueBee.
3 BLUEBEE IN A NUTSHELL

Overview. BlueBee is a high data-rate CTC communication from
BLE to ZigBee, while being compatible to both ZigBee and BLE
protocols. The basic idea of BlueBee is illustrated in Fig. 1 — BlueBee
encapsulates a legitimate ZigBee frame within the payload of a
legitimate BLE frame, by carefully choosing the payload bytes. At
the PHY layer, the selected payload resembles (i.e., emulates) the
signal of a legitimate ZigBee frame. When the BlueBee-emulated
BLE packet reaches a ZigBee device, the payload part is detected
(via preamble) and demodulated, just like any other ZigBee packet
originated from a ZigBee sender. We note that the header and
trailer of the BLE frame are incompatible to ZigBee and is naturally
disregarded, or equivalently, treated as noise. In fact, such a design
makes BlueBee transparent; At the sender, the BLE device can
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not distinguish whether it is a normal BLE packet or it contains
emulated ZigBee frame because it is merely a byte pattern in the
payload. Conversely, at the receiver, the ZigBee device can not tell
whether the frame is from a ZigBee device or is emulated by a BLE
device, due to the indistinguishable PHY layer waveform.

Cost Egﬁg{?ﬁ; Throuput Multh;}?nnel
Gateway Medium | Medium High Not Support
ESense [7] Low Low Low Not Support
FreeBee [22] Low Medium Low Not Support
Bw? [11] Low Medium Low Support
BlueBee Low High High Support

Table 1: Comparison of BlueBee and existing CTC solutions

Unique Features. In Table 1, we illustrate the technical advantages
of BlueBee, as the first PHY-layer CTC, compared to the gateway
approach and the state-of-the-art packet-level CTC approaches.
BlueBee overcomes the shortages of existing gateway approach by
providing direct communication between heterogeneous devices.
As opposed to the gateway, BlueBee does not incur deployment
cost or additional traffic. At the same time, it offers significantly
higher communication throughput and lower transmission delay
compared to the CTC presented until now. Also, BlueBee enables
multi-channel concurrent CTC by the inherent frequency hopping
in the BLE communication.

BlueBee also has a few innovative and unique features in com-
patibility: First, it is the first CTC design from BLE to ZigBee that
requires neither hardware nor firmware change. Other designs re-
quire at least firmware changes [7, 22, 37] at the receivers. Second,
BlueBee is “dual-standard compliance” in a sense that a frame can
be received and demodulated by both ZigBee and BLE receivers.

4 BLUEBEE DESIGN

This section illustrates the BlueBee design in detail.

4.1 Background

We first give a brief introduction of how a BLE transmitter and
a ZigBee receiver work in relation to BlueBee, followed by the
feasibility of signal emulation.

BLE bits NRZ Square Wave= Gaussian Phase Shift
0,0,1,1 A,-1,1,1 Pulse Shaping Ap=%, I I
(i) (ii)
_'f Instant Phase a I=cos(D(1)) Emulated
= | go3.m-3.0 (MOML] ooy Radio Z9Bee Signals
- Front-end

(i) (iv)
Figure 2: BLE as the transmitter with GFSK modulation.

BLE Transmitter. BLE uses Gaussian Frequency Shift Keying
(GFSK) modulation, which is normally realized by phase shift over
time 1. Fig. 2 illustrates the entire procedure from payload bits to
corresponding radio waves from steps (i) to (iv). In (i) BLE bits

!Note that a frequency shift keying s(t) = Acos(27n(f + Af)t) is equivalent to a
phase shift keying of s(t) = Acos(2zft + ®(¢)), where O(t) = 2nAft.
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first go through a non-return-to-zero (NRZ) module that modu-
lates series of BLE bits to series of squarewaves with amplitudes
of either -1 or 1. Since each wave is 1us long and carries a single
bit, this leads to the 1Mbps bitrate of BLE. (ii) This wave passes
through the Gaussian low pass filter, which shapes the waves into
a band-limited signal. This baseband signal corresponds to phase
shifts of +7/2 when multiplied to the carrier. (iii) Taking integral
of the series of waves to t yields phase with respect to time (i.e.,
instant phase). This is essentially a time-domain representation of
the accumulated phase shifts from the previous step. (iv) The In-
phase and Quadrature (I/Q) signal is calculated through the cosine
and sine of the instant phase, respectively, which are multiplied to
the carrier and pushed into the air through the BLE RF front-end.
The goal of BlueBee is to construct time-domain waveforms
that can be demodulated by a commodity ZigBee receiver. In other
words, emulate ZigBee signal at BLE. To do so, we imagine ZigBee
signal containing the data of our choice is emitted from the BLE
RF front-end, and reverse engineer steps (iv) to (i) accordingly. In
step (iv), ZigBee signal in the air is sampled at BLE sampling rate
(1Msps). From the sampled I/Q signals, the corresponding instant
phases are obtained. Reversing step (iii) yields the phase shifts
between consecutive BLE samples, where the corresponding series
of square waves are found by reversing step (ii). Finally, these waves
are mapped to data bits at the BLE packet payload which can be
freely set, indicating that the targeted ZigBee signal is emulated
simply by setting the BLE packet payload with the correct bits.
Such an approach enables the emulated waveform to be seam-
lessly demodulated by commodity ZigBee radios as legitimate Zig-
Bee packets, without any change incurred to BLE’s GFSK modulator.
However, such emulation is not trivial due to various constraints,
such as the narrower bandwidth of BLE (1MHz) compared to ZigBee
(2MHz), which will be discussed in the later part of the section.

\/
i I;mulg?ed I 1/Q Phase Zs(n) x s¥(n = 1)
igBee Signals s(m)=1(n)+jQ(n)

(a) (b)
Phase Shift "_|F ZigBee chips  ["Chip-Symbol ZigBee
T T T ﬂ'l_l - Ma in Frame
Ab=-7,-3, 7,7 111
(c) (d)

Figure 3: ZigBee as the receiver with OQPSK demodulation.

ZigBee Receiver. As Fig. 3 depicts, BlueBee enables BLE to trans-
mit emulated ZigBee packets which can be demodulated by any
commodity ZigBee device through the standard Offset Quadrature
Phase Shift Keying (OQPSK) demodulation procedure. This is ini-
tiated by step (a), where ZigBee captures the BLE signal on the
overlapping 2.4GHz ISM through the analog-to-digital converter
(ADC), to obtain I/Q samples. A pair of I/Q samples are often re-
ferred to as a complex sample s(n) = I(n) + jQ(n). In step (b), the
phase shifts between consecutive complex samples are computed
from arctan(s(n) X s*(n — 1)), where s*(n — 1) is the conjugate of
s(n—1). In step (c) positive and negative phase shifts are quantized
to be 1 and -1, corresponding to ZigBee chips 1 and 0.

Finally, in (d), 32 ZigBee chips are mapped to a ZigBee symbol,
by looking up a symbol-to-chip mapping table (Table 2) predefined
in DSSS. There are 16 different symbols where each represents
log216 = 4 bits. We note that in the face of noise/interference the
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Symbol (4 bits) Chip Sequence (32 bits)
0000 11011001110000110101001000101110
0001 11101101100111000011010100100010
1111 11001001011000000111011110111000

Table 2: Symbol-to-chip mapping in ZigBee (802.15.4)

phases may suffer from errors (+ < —), which induce reversed
chips (1 < 0). In such case, the closest symbol with smallest Ham-
ming distance is selected.

4.2 Opportunities and Challenges of Emulation

Conceptually, emulation of ZigBee signal via BLE is possible due to
two key technical insights. First is the similarity of (de)modulation
techniques of BLE and ZigBee. That is, BLE’s GFSK and ZigBee’s
OQPSK commonly utilize phase shifts between consecutive samples
to indicate symbols (chips for ZigBee). Furthermore, ZigBee only
considers sign (+ or -) of the phase instead of a particular phase
value, which offers great flexibility in emulation. However, the
challenge comes from the fact that the bandwidth of BLE (1IMHz) is
only half of that of ZigBee (2MHz). This fundamentally limits BLE’s
rate of phase shifts. In other words, phase shifts in BLE are not
sufficiently fast to express all ZigBee chips, leading to inevitable
errors in emulation. This shortage is covered by the second key
component to BlueBee emulation — i.e., DSSS in ZigBee.

DSSS maps 32bit chip sequences to 4bit symbols (Table 2), leaving
tolerance margin for robustness against noise and interference. Due
to this margin, a ZigBee symbol can be correctly decoded if the
Hamming distance between the received and ideal chip sequence
is within a threshold of 12 (may be adjusted up to 20 [24]). This
tolerance margin can be exploited to recover from the inevitable
error caused by the bandwidth asymmetry. In the following sections,
we provide a detailed illustration on the two insights, and how
BlueBee is designed to effectively explore them to enable CTC.

8 ZigBee Chips

4us
In-phase —
W \M\ Quadrature
1/4 1ues 1/45 1ees

Ky as

| OQPSK Emulation
4th BLE
Symbol RF End

Figure 4: Emulating ZigBee with BLE

2nd BLE
Symbol

3rd BLE

1st BLE
Symbol

Symbol

4.3 OQPSK Emulation

Here we demonstrate emulating ZigBee’s OQPSK modulation with
BLE, which is a nontrivial problem due to the narrower bandwidth
of BLE compared to ZigBee (1MHz vs 2MHz). Fig. 4 illustrates the
emulation process with an example of 8 ZigBee chips, where it starts
by cutting the sequence into two-chips pieces (one In-phase chip
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and one Quadrature chip) with durations of 1us. Each of the pieces
is then emulated to be a BLE symbol which we will discuss in detail
in the following section. We note that the technique introduced
only involves setting bit pattern of BLE packet payload, and does
not enforce any change to hardware or firmware.

(b) Emulation of (a) by BLE

Figure 5: (a) ZigBee signal indicating two chips, ‘11’, as phase
shifts from T; to T3, and from T, to T3 are both positive (r/2).
(b) is the emulated signal of (a), by BLE (which is in fact BLE
symbol ‘1’). When fed into ZigBee receiver this signal is sam-
pled at T}, Ty, and T3 to give two consecutive positive (17/4)
phase shifts. This yields ZigBee chips of ‘17’, indicating suc-
cessful emulation.

Let us now look into how the emulation is performed on a two-
chip piece divided in Fig. 4. Recall that OQPSK (i.e., ZigBee) observes
phase shifts between consecutive samples, whose signs are trans-
lated to chips of -1 and 1 (steps (a) and (b) in Fig. 3). The left in
Fig. 5a depicts ZigBee signal (not emulated) containing two chips
of ‘11°, where Ty — T3 are the timings of three consecutive samples
every 0.5us, the ZigBee sampling rate. On the right, the constella-
tion of the samples at the corresponding timings are plotted with
arrows. The phase shift between the arrows of Ty and T is /2.
Since a positive value, this is translated to chip of ‘1". The next chip
is computed similarly between samples Tz and T3, which also yields
a chip of ‘1",

Now we show that the above mentioned ZigBee signal can be
successfully emulated by BLE, which is demonstrated in the left
in Fig. 5b. Although the signal appears to be distinct from ZigBee
signal (left in Fig. 5a), it still delivers the same chips of ‘11’ to
ZigBee receiver. The key point here is that only sign of phase shift
is considered (not the amount). To understand this, we first notice
that the left in Fig. 5b reflects the bandwidth of BLE being only half
of ZigBee — i.e., the sinusoidal curves indicating I/Q signals have
half the frequency, or equivalently, double the period. When this
signal is fed into the ZigBee receiver and sampled at Ty — T3, the
resulting constellation is as the right in Fig. 5b. From the plot, phase
shift between T and T, is /4 (i.e., positive), which yields chip of
‘1’. The same applies to the phase shift between T» and Ts. This
indicates that the BLE signal in the left in Fig. 5b) indeed yields the
same chip sequence of ‘11’ at the ZigBee receiver, as the ZigBee



BlueBee

signal in the left in Fig. 5a. In other words, the ZigBee signal is
successfully emulated by the BLE.

In fact, from the BLE’s perspective, the signal at the left of the
Fig. 5b is simply a BLE signal representing phase shift of 7/2. This
is because the sampling rate of BLE is half of the ZigBee, due to the
bandwidth difference and the corresponding Nyquist sampling rate.
Specifically, BLE samples T1 and T3 whose phase difference is /2.
Conversely speaking, by letting BLE to transmit bits correspond-
ing to phase shift of 7/2, the BLE devices is able to deliver chip
sequences of ‘11’ to a ZigBee receiver. This is the key enabler to
BlueBee, where ZigBee packet is encapsulated within a BLE packet
simply through payload bit patterns.

ZigBee T, T, T;

BLE T, Ts

-—>
lus

(b) Imperfect signal emulation at BLE
Figure 6: Impact of inconsistent ZigBee phase shifts

From the example in Fig. 5b, we have found that a single phase
shift in BLE is interpreted as two phase shifts in ZigBee, as per
bandwidth difference. That is, BLE has lower degree of freedom,
where it can change phase shifts (- <> +) every 1us whereas it
is 0.5us for ZigBee. Due to this, while ZigBee chip sequences are
of ‘11’ or ‘00’ (‘consistent phase’ hereafter, since phase shifts are
kept consistent at + or -) can be perfectly emulated, this is not
the case for sequences ‘01’ or ‘10’. Fig. 6a demonstrates ZigBee
chip sequence of ‘10’. As shown in Fig. 6b BLE emulates this to
be ‘11’ (in the figure) or ‘00’, incurring 1 chip error in either cases.
While such a chip error is inevitable due to the nature of BLE’s
narrower bandwidth, interestingly, its impact on decoded bits can
be significantly reduced depending on the BLE phase shift. That is,
by smartly emulating chip sequence ‘01’ to either ‘11’ or ‘00’ (same
to ‘10’), we are able to maximize the probability of DSSS to map
the received chip sequences to the correct symbol, and to output
correct bits. We discuss this in detail in the following section.

As a proof of concept example, we emulate a 32-chip ZigBee
symbol ‘0’ (i.e., ‘0000’ in Table 2) from BLE. In Fig. 7a, the time
domain I/Q signals for both ZigBee and BLE are compared, which
are quite different due to the disparate pulse shapes, i.e., Gaussian
for BLE and half sine for ZigBee. As discussed earlier, phase shifts
depicted in the upper part of the Fig. 7b demonstrate that the shift
per 0.5us is =7 /4 for BLE, where it is +7/2 for ZigBee. Moreover,
some errors are observed where the phase shifts are inconsistent at
ZigBee This is also reflected in the chips (lower in Fig. 7b), which
we consider in emulating DSSS so as to minimize the error in the
decoded bits. This is explained in detail in the following section.
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Figure 8: An example of optimized emulation

4.4 Optimal DSSS Emulation

In this section, we discuss how BlueBee minimizes the impact of the
inevitable chip error introduced in OQPSK emulation, via DSSS. To
start, let us first go through a simplified walk-through example: Fig 8
illustrates an emulation in the 4-bit hamming space (simplified from
32 in ZigBee DSSS). In this hamming space, there are three ideal
symbols, which need to be emulated using the method introduced
in Section 4.3. Due to the limited capability of BLE, BlueBee can
only generate limited number of emulation symbols, which are
marked with dashed rectangles in this figure. Other symbols in this
hamming space cannot be represented by BlueBee. Let S; denote
the it ideal symbol, and E; to denote the ith emulated symbol.
Then, we define two symbol (Hamming) distances as follows:

Definition 4.1. Intra symbol distance Dist(E;, S;) is hamming
distance from the emulation symbol E; to the ideal symbol S;.

Definition 4.2. Inter symbol distance Dist(E;, S;j) is hamming
distance from the emulation symbol E; to the ideal symbol S;,
where j # i.

Take Fig. 8 for example. To emulate the ideal symbol ‘1110’
BlueBee can generates two emulatable symbols ‘1100’ and ‘1111,
which have the same intra symbol distances of 1. After this, BlueBee
considers the inter symbol distance from these emulation symbol
to the other two ideal symbols. For emulation symbol ‘1100’, it
has the inter symbol distance of 1 and 3 to the ideal symbol ‘0100’
and ‘0010’ respectively. Similarly for emulation symbol ‘1111, it
has the inter symbol distance of 3 and 3 respectively. As a result,
BlueBee chooses the ‘1111’ as the emulation choice, since it has
the maximum value of the minimum inter symbol distance (i.e.,
maximum margin).

The previous example illustrates the idea of DSSS emulation in
the 4-bit hamming space. Now we will talk about how BlueBee
optimizes the DSSS emulation in the standard ZigBee symbol space,
following the same principles.
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Figure 9: Intra symbol Hamming distance between emulated
and ideal ZigBee symbols

Intra Symbol Distance. Each 4-bit ZigBee symbol is mapped to 32
chips. Dividing the 32 chips into 16 consecutive pairs of chips and
counting ‘01” or ‘10’ yields the number of chip errors in the ZigBee
emulation by BLE, or equivalently, Dist(E;, S;) (i.e., intra-symbol
Hamming distance). This value is constant for a given symbol, since
emulation of ‘01’ or ‘10’ always induce 1 chip error, regardless of
being emulated to ‘00’ or ‘11’. For example, in Fig. 9, we have plotted
the intra hamming distances for all possible ZigBee symbols. We
find the maximum intra hamming distance is 8, such as the intra
hamming distance of ZigBee symbol ‘0000’ . Note that the intra
symbol hamming distance can not be optimized, because there will
always be one chip error at whatever bits BLE choose to emulate
inconsistent ZigBee phase shifts.
Inter Symbol Distance. Although the intra symbol distance of
each symbol is fixed, BlueBee tries to increase the inter symbol
distance for improving the reliability. this is because the inter-
symbol Hamming distance Dist(E;, S;), i # j, depends on how ‘01’
or ‘10’ are emulated. For example, ‘01’ can be emulated via either ‘00’
or ‘11”. Therefore, a ZigBee symbol can be emulated in 2Dist(E;.Si)
different sequences, where BlueBee chooses the emulation symbol
with the maximum minimum inter-symbol hamming distance. This
optimization can be described in the following equation:

argmax min{Dist(E;, Sj),i # j} 1)

E;

We note that the computation is light weight with the limited search
space of 0 < i, j < 15. Furthermore, this only needs to be computed
once, and thus can be precomputed and loaded on the device prior
to running BlueBee.

4.5 Dealing with the BLE Data Whitening

5 Data
X X' (Payload)

[ 14

Whitened Data
(Symbol)

Figure 10: BLE data whitening through LFSR

Due to security concerns, the symbol transmitted by BLE is
not the plain message of payload. Instead, a scramble technique
called data whitening is adopted on BLE payload to randomize the
matching between the payload bytes and the bytes transmitted in
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the air. Therefore, it is crucial to overcome the data whitening on
BLE to control transmitted signal through BLE payload.

In fact, recent literature have shown that BLE’s LFSR circuit is
reversible [19, 35]; Technically, BLE uses the 7-bit linear feedback
shift register (LFSR) circuit with the polynomial x” + x* + 1 as
shown in Fig. 10. The circuit is used to generate a sequence of
bits to whiten the incoming data by XOR operation. The initial
state of the LFSR circuit is the current channel number (i.e., from
0 to 39) in binary representation defined in the BLE specification.
BlueBee reverse engineers the whitening process to generate the
BLE payload according to the carefully chosen bytes for emulation.
This makes BlueBee fully compatible to commodity BLE devices,
validated with extensive testbed implementations and evaluations
on commodity devices in Sec. 8.

5 CONCURRENT COMMUNICATION

One specific feature of BLE is the frequency hopping, which helps
BLE devices to avoid busy channels occupied by other ISM band
radios. In BlueBee, this feature allows one BLE device to hop among
the 2.4GHz band and communicate with multiple ZigBee devices
at different channels. Furthermore, we can control BLE frequency
hopping sequence, while still following BLE frequency hopping pro-
tocol. In this section, we will first introduce briefly BLE frequency
hopping protocol, followed by our design of two BlueBee channel
scheduling solutions.

5.1 BLE Frequency Hopping

BLE has 40 2MHz wide channels, labeled as channel 0 to channel
39. Among them, channel 37, 38, and 39 are advertising channels
and the others are data channels. Once connection is established
on the advertising channels, two paired devices will hop among
the data channels.
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Figure 11: BLE normal fre-
quency hopping

Figure 12: BLE adaptive fre-
quency hopping

In BLE, a simple yet effective frequency hopping protocol is used
to determine the next channel to hop. The first channel is always
‘0, and after a time duration of hopping interval, the BLE device will
hop to the next channel with an increment of hopping increment.
In formula

Cnext = Ccurrent + hoppingInc (mod37), (2)

where Cpext and Ceyrreny indicate next and current channel respec-
tively, 37 is the total number of BLE data channels, and hoppinglnc
is the hopping increment. In Fig. 11 we illustrate a frequency hop-
ping sequence on 5 channels (i.e., channel ‘0’ to channel ‘4’) with a
hopping increment of 2 and hopping interval of ¢.

To avoid collision with other wireless radios on the same ISM
band, BLE adopts adaptive frequency hopping (AFH) when packet
accept ratio is low on certain channels. In BLE AFH, a 37-bit channel
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map is used to maintain the channel link quality where ‘0’ indicates
a bad channel and ‘1’ indicates a good channel. Let us use S04
and Sp,4 to indicate the good and bad channel sets respectively.
Whenever the next channel will be a bad channel, it will be replaced
by another channel in the Sg,,4. More specifically, a remaplndex
will be calculated through

remapIndex = Cpext mod |Sgoods 3)

and Crex will be replaced by Sy004(remapIndex). For example, in
Fig. 12, the channel 1 and channel 2 are bad channels. So whenever
BLE devices hop to these two channels, they will be remapped to
channel 3 and channel 4 respectively following the Equ. 3.

5.2 BlueBee Channel Scheduling

With AFH, the frequency to visit different channels becomes uneven.
For example, in Fig. 12, channel 0 will only be visited once during
one hopping period (i.e., 5 hops in the example) half the frequency
of channel 3 and 4. In real network environment, AFH will cause
unfair services to ZigBee nodes at BLE-ZigBee overlapped channels
(i-e., 2410, 2420, ... 2480MHz). In other words, the QoS of BlueBee
can not be guaranteed. To resolve this issue, we want to balance
BLE’s frequency of visiting overlapped channels in a non-disruptive
way.

To achieve that, we can take advantage of the 37-bit channel
bit map in BLE. As mentioned earlier, the channel bit map is used
to calculate the next channel to hop if AFH is enabled. In addi-
tion, current BLE protocol supports the update of the channel bit
map during normal transmission to adapt to the fast-changing net-
work environment. So we can control the hopping behavior of BLE
by only updating the channel bit map. For different optimization
goals in application scenarios, we propose two concurrent BlueBee
solutions.

Maximum-throughput solution. By updating the channel bit
map, we can control the set of channels BLE device can hop on. To
maximize the throughput of concurrent BlueBee, we can leave the
ZigBee-BLE overlapped channels in the channel bit map if they are
marked as idle in the original channel bit map (i.e., Sgo04), While
blacklisting the non-overlapped channels. The channel bit map
needs to be set only once in the connection initialization stage, so
the network overhead is very low. Note that what we do is just
choosing a subset channels from the idle channels, so we will not
disrupt the original functionality of BLE channel hopping, which is
to avoid channel collision. In addition, such change is supported by
BLE standard through host (i.e., user) level commands such as the
HCI_set_AFH_Channel_Classification [34].

Load balanced solution. In some scenarios, the fairness of CTC
is more important, such as the multi-channel synchronization prob-
lem. The maximum-throughput design may not guarantee a load
balanced CTC on different channels. Here a simple yet effective
heuristic method is proposed to balance the BLE’s frequency hop-
ping on overlapped channels while still being compliant to BLE’s
AFH protocol. More specifically, we can balance the BlueBee traffic
by slightly modify Sy04 and Spqq in the channel bit map. The
basic idea is that for each unbalanced channel c (i.e., visited less
than other overlapped channels), we find another channel ¢’ in
Sg00d Whose remapped channel will be ¢. Then we mark ’asa
bad channel in the channel bit map, so that whenever BLE devices

SenSys’17, November 6-8, 2017, Delft, The Netherlands

hop to ¢’, the channel will be remapped to ¢. Of course we need to
guarantee |S;004| unchanged so that the remaplIndex is unchanged.
To do that we choose to mark one bad channel to be good in the
channel bit map, so that [Sgo04] still keeps the same.
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(a) Choose a channel in S;,,q (b) Add a channel in S,,4 to
whose remapped channel willbe  S;,04
the target channel

Figure 13: The steps of BlueBee channel scheduling

In Fig. 13a and Fig. 13b we illustrate our scheduling algorithm. In
the example, we try to rebalance channel 0 and channel 4. We find
channel 0 are visited less than channel 4, so we want to redirect
frequency hopping to channel 0. We first assume all the channels
need remapping (marked as red), except channel one. Then we find
the channel whose remapped channel will be channel 0, which is
channel 3, as shown in Fig. 13a . We add channel 3 to Sy, 4 to replace
one channel in S 44, i.e., channel 1, so that [Sy,04| doesn’t change
as shown in Fig. 13b. Finally we have rebalanced channel 0 and
channel 4. Admittedly, it is a best effort scheduling method, because
sometimes it is unable to balance all the overlapped channels due
to too many bad channels. In that case, we won’t disrupt a lot of
good channel to achieve the rebalance goal.

6 LINK LAYER PROTECTION

In this section, we introduce the link layer protection method of
BluBee, i.e. multiple preambles, link layer coding, and the adaptive
protection based on BLE link statistics.

6.1 Frame Retransmission

To improve the transmission reliability, BlueBee can transmit the
same Bluetooth packet multiple times for emulating the ZigBee
packets, in case some of the emulated ZigBee packet is dropped at
the receiver side. The ZigBee receiver is able to receive the correct
information if there is at least one copy of the same ZigBee packet is
correctly received, i.e., the packet passes through the CRC checksum
as specified in the 802.15.4 standard [18]. The frame retransmission
technique is naturally compatible with the ZigBee protocol at the
receiver side. That is because the ZigBee receiver will automatically
ignore retransmitted ZigBee frames if it has already received one
according to the 802.15.4 standard.

The number of frame retransmission is related to the frame re-
ception ratio (FRR). Assuming that the reception of each emulated
ZigBee frame is independent of the others, after transmitting k
copies, we will successfully receive at least one ZigBee frame with
probability 1 — (1 — FRR)K. As demonstrated in our experiment,
the successful reception of the BlueBee packet varies with different
SNR situations. Supposing we have a FRR of 70%, then after 6 re-
transmissions, the final successful reception rate is more than 99.9%,
suggesting that BlueBee can achieve a very high FRR by simply
retransmitting the emulated frames. Note that the retransmission
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will not cause significant overhead to the channel efficiency, since
CTC is usually used for the control purpose with little total traffic
demand.

6.2 Repeated Preamble

In addition to the frame retransmission technique mentioned above,
BlueBee also utilizes the repeated preamble technique to further
improve the reliability. In the commodity ZigBee chips, the de-
modulation of possible ZigBee packets starts by searching for the
specific preamble, which consists of eight ‘0’ symbols, followed by
the symbols ‘a7’, which is the start frame delimiter (SFD). Since this
preamble detection is done before ZigBee can receive any frames,
it cannot be protected using upper layer coding. To improve the
packet reception rate, BlueBee sends out multiple repeated pream-
bles, as shown in Fig. 14. If the first preamble is successfully received,
the ZigBee receiver will then discard the remaining preambles in
the upper layer decoding. Otherwise, ZigBee still has a second
chance to detect the preamble.

Normal ZigBee packet

< >

ZigBee Payload

[o,...07A]0, .. 074A]

Repeated Normal
Preamble Preamble

Figure 14: Reliable CTC with repeated preamble

7 DISCUSSION

7.1 Compatibility with Bluetooth Classic

BLE is defined in Bluetooth core specification 4.0 [34]. Another
well known Bluetooth technique is Bluetooth Classic, defined in
Bluetooth core specification 1.0. There are some connection and
distinctive difference between these two techniques. First, in modu-
lation, although both adopts GFSK, Bluetooth Classic’s modulation
index is 0.35 while BLE’s modulation index is between 0.45 and
0.55. The difference in modulation index affects the shape of the
final signal. As mentioned earlier, the phase shift error brought by
pulse shape can be mediated through phase shift quantization at
ZigBee receiver, which means BlueBee can still be used in Blue-
tooth Classic. Second, Bluetooth Classic has 79 channels distributed
from 2402MHz to 2480MHz spaced 1MHz apart. So it can cover all
ZigBee channels. Third, on the frequency hopping, Bluetooth Clas-
sic will hop among all 79 channels following a frequency hopping
pattern calculated through master device’s MAC address and clock.
Its hopping interval will always be 625us. The hopping interval
is long enough to transmit a Bluetooth emulated ZigBee packets.
Although the channel scheduling methods will be different, the
same heuristic method can be used to find a channel scheduling
solution.

7.2 Feasibility of Reverse Communication

Although in this paper, we focus on the communication from BLE
to ZigBee, the reverse communication (e.g., CTC from ZigBee to
BLE) might be needed to provide the feedback (e.g., ACKs for BLE
to ZigBee packets) from ZigBee. The reverse communication from
ZigBee to BLE is also possible through the phase shift emulation.
More specifically, due to the similarity in (de)modulation, a BLE

Jiang et al.

receiver can get the information about the phase shifts of a Zig-
Bee symbol in the air, but only in coarse grain (i.e., IMbps BLE
data rate compared to the 2Mbps ZigBee chips) restricted to its
limited bandwidth. However, a BLE receiver is still able to derive
the corresponding ZigBee symbols from the detected phase shift
information because ZigBee chips are redundant. We will make
the communication from ZigBee to BLE and its compatibility with
commodity devices our future work.

8 EVALUATION

In this section, we evaluate the performance of BlueBee across
various domains, such as CTC performance comparison, communi-
cation reliability, support in mobility and low-duty cycle, and the
example application of coexistence between ZigBee and BLE.

BlueBee
(CC2540)

BlueBee ?
(Nexus 5X) FEHS

BlueBee | &
(UsRP N210)| |

ZigBee
(CC2530, CC2420)

ZigBee
I |(USRP N210)

Figure 15: Experiment Setting for BlueBee

8.1 Platform Setting

Fig. 15 demonstrates the evaluation platform of BlueBee. We have
implemented BlueBee as a sender on (i) a GNU radio BLE imple-
mentation called scapy radio [3] with a USRP-N210 platform, (ii) a
commodity BLE CC2540 development kit [2], and (iii) a commodity
smartphone Nexus 5X. Note that, we use USRP here only for its
convenience to change parameters in the experiments. Our design
is compatible with the widely used BLE 4.0 chips, such as CC2540,
as well as smartphones with the latest BLE 4.2 protocol, such as
Nexus 5X, which is back compatible to BLE 4.0 and supports the
long BLE frame up to 257 bytes.

As for the receiver side, we have tested the BlueBee on the
following platforms: 1) A commodity BLE receiver (i.e., CC2540 de-
velopment kit); 2) Commodity ZigBee receivers including CC2530
and CC2420 (i.e., MICAz and TelosB); and 3) 802.15.4 implemen-
tation on USRP N210 to provide detailed examination of the PHY
level emulation performance. The arrows from BlueBee to three
receivers indicate that a broadcast frame from BlueBee (either USRP
or commodity devices) can be decoded by both commodity ZigBee
receivers and commodity BLE receivers simultaneously, indicating
the emulated frames are both BLE-compliant and ZigBee-compliant.

8.2 CTC Throughput

To evaluate the CTC throughput of BlueBee, we compare its through-
put with the state-of-the-art packet level CTC methods.
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8.2.1 Compare with FreeBee. The only state-of-the-art CTC
work on BLE to ZigBee communication is FreeBee [22]. FreeBee’s
throughput is 17bps with a single CTC transmitter, while the through-
put of BlueBee is 225kbps, 13,000% the throughput of FreeBee.
Admittedly, FreeBee has its unique advantage of a free channel
design, which differentiates it from those CTC designs that saturate
the channel for high throughput. BlueBee can also beat existing
packet-level CTC technologies that can saturate the channel for
high throughput.

8.2.2 Compare with Other Packet-Level CTC. Here we com-
pare BlueBee with other state-of-the-art packet-level CTC tech-
nologies, including Esense ( WiFi — ZigBee), and BZW? (BLE —
WiFi) in throughput. Note that, these CTC techniques have a high-
bandwidth radio (i.e., 20MHz WiFi radio) either at the sender or at
the receiver. From Fig. 16, we can see that BlueBee can surpass the
state-of-the-art packet-level CTC by 70 X —100x. It indicates the
intrinsic advantage of PHY-layer CTC over packet-level CTC.

———

ESense w/ 802.11 b_ i
ESense w/ 802.1 19_ l
|
1

BlueBee

B2W2 w/ PAM _
Bow2 w/DAFSK |
Throughput (bps) 1K 2K 3K 7 220K

Figure 16: Comparison with the state of the arts

8.3 Emulation Reliability

Here we evaluate the emulation reliability of BlueBee, including
PHY-layer reliability (i.e., phase shift and hamming distance) and
link-layer reliability (i.e., frame reception ratio). To provide the de-
tails, we test these experiments under various situations, including
different transmission power, distances, scenarios, and different
packet duration.

Emulatéd signals

N

—_ ——Standard signals
5, 0> _40
g 2
- : =30
£ g Z
£ 0 £
7] Q20
-1 - .z S
] i ]
F] Imperfect & 10
o-2 emulation

- 0

0 20 40 60 5 10 15 20

Sample Index Hamming Distance

(a) Phase shift of emulated and (b) Hamming distance of all em-
standard symbols ulated symbols

Figure 17: Performance of phase shift emulation

8.3.1 Emulated Signals. Since BlueBee’s BLE sender emulates
the phase shifts in legitimate ZigBee frames, we first examine the
performance of signal emulation.

Recall that in the Section IV, ZigBee’s OQPSK demodulation is
based on the phase shifts, whose positive and negative sign will be
further decoded as BLE symbol ‘1 and ‘0. In Fig. 17a, we plot the
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phase shift of received ZigBee symbol and an ideal ZigBee symbol.
We find that BLE can emulate consistent phase shifts (i.e., slowly

changing phase shifts) while failing to emulate inconsistent phase
shifts (i.e., fast changing phase shifts) due to its limited bandwidth.
Note that the 64 samples for a ZigBee symbol is due to the over-
sampling of commodity ZigBee devices. The 64 samples will then
be decimated to 32 chips for decoding. In Fig. 17b, the distribution
of the Hamming distances of decoded ZigBee symbols is plotted.
We find that most Hamming distances are in the range of [6, 10]
especially in [8, 9], showing that the number of error chips caused
by inconsistent phase shifts is small and within the tolerance of
ZigBee.
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Figure 18: Hamming distance improvement of DSSS emula-
tion

Since the ZigBee’s OQPSK demodulation needs to consider the
closest hamming distance, the inter-symbol hamming distance also
affects the accuracy of emulation. In Fig. 18, we illustrate the per-
formance gain when BlueBee considers the intra symbol hamming
distance. For example, after the optimization, the hamming distance
improvement is in Figure 18. In the basic design, the hamming dis-
tance difference ranges from 3 to 7, while the hamming distance
difference of 3 suggests very little protection from the background
noises. With the optimization of BlueBee, we manage to increase
this hamming distance difference for the emulated ZigBee sym-
bols, as shown in Figure 18. This means that BlueBee can tolerate
more background noises than the basic design, leading to a better
reliability.
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Figure 19: FRR comparison under BLE and ZigBee
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Figure 21: FRR with different frame duration

8.3.2 Dual-standard Compliance. In BlueBee, a legitimate Zig-
Bee packet is embedded in a legitimate BLE frame. To verify and
evaluate such embedding, we have implemented BlueBee on vari-
ous hardwares, including 1) software defined radio, i.e., USRP N210
and 2) commodity BLE devices, i.e., CC2540 development kit. At the
receiver side, we use both commodity BLE receiver (i.e., CC2540)
and commodity ZigBee receiver (i.e., MICAz). As shown in Fig. 19,
BlueBee, either the USRP implementation or commodity device
implementation, can achieve over 99% frame reception ratio (FRR)
at commodity BLE receiver, showing that it is a BLE compliant
design. In addition, BlueBee’s USRP and commodity device imple-
mentations can achieve an over 90% FRR and an over 85% FRR
at commodity a ZigBee receiver, showing that it is also a ZigBee
compliant design.

The characteristic of dual-standard compliance indicates Blue-
Bee can achieve cross-technology broadcast. That means we can
construct a dual-standard frame where part of it is a ZigBee frame
and part of it is a BLE frame. Each technology can identify their
parts by detecting legitimate preamble and header while regarding
the rest as noise.
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Figure 20: FRR with distance

8.3.3 Impact of Distance. We also evaluate the frame reception
ratio (FRR) where the BLE sender sends out emulated ZigBee frames
on both USRP and commodity CC2540 development kit. Fig. 20a
depicts the FRR when USRP N210 emulates the ZigBee frames with
the transmission power of 0dBm, the maximum energy level al-
lowed in BLE standard [34]. In all the experiments, the average FRR
is within 92% to 86%, demonstrating the reliability of BlueBee, at
a transmission distance of 10m (the usual communication range
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between two BLE devices) Note that the FRR slightly decreases
with the increasing of distance, due to the lower SNR. Even so, in
all the experiments, the FRRs are all above 85%. The experiments
on commodity CC2540 development kit have similar trend. Dur-
ing these experiments, the FRR is above 73% for all the different
transmission distances.

8.3.4 Impact of Frame Duration. In BLE specification 4.2 [34],
the maximum payload for BLE has been extended from 39bytes to
257bytes, which means the frame duration will grow from around
0.3ms to over 2ms. So we here study the impact of frame duration
on BlueBee’s performance. In Fig. 21, we study the FRR with frame
duration ranging from 0.3ms to 1.2ms, following the latest standard.
We find that the increase in frame duration will slightly decreases
FRR, about 2% decrease. That is because a longer frame is usually
more vulnerable to environment noise and interference [33]. Even
so, over 90% FRR shows BlueBee’s resistance to the impact of long
frame.
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Figure 22: FRR with Tx power and distances

8.3.5 Impact of Tx Power and Tx Distance. In Fig. 22 we study
the frame reception ratio (FRR) of BlueBee with impact of various
Tx power and distance from a USRP to a commodity CC2530 ZigBee
device for its convenience to control transmission power. We find
that when Tx power increases from —2dBm to 2dBm , most FRR
also increases from 85% to 90%. Then we fix the Tx power, and study
the FRR of BlueBee with different distances. We find that when the
distance is as far as 10m , the FRR is still over 80%. Note that the
transmission power of a typical BLE device is 0dBm and the typical
transmission range is 10m. That means BlueBee can work well with
typical BLE setting.

8.3.6 Protection in the link layer-multiple header. In Fig. 23 we
study the performance of our link layer protection by repeated
preambles. Typical preamble length in ZigBee is 8 ZigBee symbols
‘0’.The number of ‘0’s can be changed with at least four ‘0’s. We
change the length of ZigBee preamble from 4 symbols to 16 symbols
which doubles the length of preamble. We can see from the figure,
with a typical preamble length of 8 symbols, FRR is about 84%,
When we increase the preamble length to 12 symbols, the FRR
jumps to about 95%, a 13% improvement. The experiments prove
the effectiveness of our multiple preamble technique. Even when we
reduce the preamble length to 4 symbols, we find that the average
FRR is still about 78%, which shows the robustness of BlueBee.
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8.4 BlueBee Channel Scheduling

In this section, we evaluate the performance of the BlueBee sched-
uling algorithm to evenly distribute the BlueBee emulation frames.
Three TelosB nodes are set to ZigBee channel 22, 24, and 26, which
have the same central frequencies with BLE channel 27, 32, and 39
respectively. The BLE sender is implemented on the USRP N210-
platform, with a total number of 999 emulation frames. To test
the performance, BlueBee adopts out traffic adaptive algorithm to
evenly distribute the CTC traffic among ZigBee channels, i.e. 333
frames at each ZigBee channel (i.e., 33% of all packets).
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Figure 24: Concurrent CTC on three ZigBee channels

Fig. 24 depicts the number of successful receptions at each ZigBee
channel. It is obvious that these ZigBee nodes working at different
ZigBee channels are able to receive the similar number of frames
(only 1% difference), demonstrating the efficiency of the traffic
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adaption method based on the existing BLE channel bitmap. Note
that the ratio of received packet will be slightly lower in ZigBee
channel 26 because it overlaps with BLE advertising channel 39,
which is very busy.

8.5 Low Duty Cycle Support

In this section, we study the BLE’s support to the low duty cycle
network due to the fact that ZigBee devices are usually work on
low duty cycle mode to save energy. Low duty cycle scenario be-
comes even critical due to the fact that the BLE transmitter will do
frequency hopping. In the experiment, we transmit BLE frame from
USRP to MICAz, a commodity ZigBee device. The BLE transmitter’s

hopping interval is set to be 10ms, within the range of available
hopping interval in the standard. From Sec. 5.1 we know that BLE

will always return to the start channel after 37 hops, which means
the transmission interval of BLE to a ZigBee node at a specific chan-
nel will be 370ms. To make successful CTC from BLE to ZigBee in
low duty cycle mode, BLE will retransmit each frames 20 times. As
shown in Fig. 25, FRR increases when ZigBee’s duty cycle becomes
larger. When the duty cycle is larger than 10%, 100% FRR is reached.
However, even when BLE’s duty cycle is only 1.5%, a FRR of at least
88% still can be reached. This experiment indicate that BlueBee
has the potential to be used in a low duty cycle as a long lasting
coordinator.
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Figure 26: BluBee’s support for mobile scenario

8.6 Mobility Support

In this part, we study the impact of mobility on the performance of
BlueBee because BLE radios are widely used in mobile scenario such
as in smart wristbands. In the experiment, a USRP with BlueBee
sender is put on a table broadcasting emulated ZigBee frames on
a fixed channel. A person carrying a commodity ZigBee node, i.e.,
MICAz node, is walking, jogging, and running with different speed
at about 10m away. As shown in Fig. 26, there is only a slightly
decrease in FRR when the speed increases. Even when the person
is running at speed 8m/s, we can still achieve about 90% FRR. Both
indoor and outdoor environment show similar results.

8.7 Application

Application I: Channel Coordination In this section, we demon-
strate one possible application built upon BlueBee, i.e. the channel
coordination between incompatible ZigBee and BLE. Note that
BlueBee enables many possible benefits as stated in Section II, and
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we only introduce its channel coordination due to the limitation of
space as shown in the left part of Fig. 27.

In this experiment, the two ZigBee TelosB devices are commu-
nicating on ZigBee channel 26, to avoid other possible ISM band
interference. One BLE sender is transmitting its advertising frames
on frameBLE channel 39, which overlaps with the ZigBee channel
26. Since BLE does not perform CSMA before transmission, the
BLE frames might corrupt the ZigBee frames when they collide
into each other.

To evaluate the performance, we conduct experiments on dif-
ferent coordination methods, such as no CSMA, with CSMA, and
our channel scheduling method. In our channel scheduling, when
the BLE wants to transmit the BLE frames, it first broadcasts the
scheduling frame using BlueBee, which contains the future channel
usage of BLE. After successfully receiving these frames, the ZigBee
transmitter will coordinate the timing of the transmitted frames
accordingly.

In the right part of Fig. 27 shows the experimental results. Com-
pared with no CSMA, and with CSMA, BlueBee successfully im-
proves the frame reception ratio to 98%, clearly demonstrating the
channel efficiency of BlueBee’s coordination. This implies that ef-
fective radio coordination can be achieved through CTC, which
opens a door for cross-technology MAC design in the future.

Smart Bulb
(ZigBee)

2
3
8
2
=
w

Smartphone
(BlueBee)

Figure 28: BlueBee smart light bulb control

Application II: Smart Light Control BlueBee can be easily de-
ployed on commodity smartphones with BLE support, e.g., Nexus
5X smartphone, and benefit the smart home devices in real life.
In Fig. 28, we implement BlueBee on a Nexus 5X smartphone to
control ZigBee light bulbs at one of the overlapped channels, i.e.,
2.48GHz. Available commands including the on/off status, the color,
the intensity, and which light bulb to control. BlueBee achieves

Jiang et al.

direct control of ZigBee devices from a BLE radio without a ZigBee-

BLE gateway [16] and any hardware modification at either side.
BlueBee can be easily generalized to other IoT control scenario. It is

a key enabler for other IoT cross-technology control design under
commodity ZigBee and BLE devices.

9 RELATED WORK

With the rapid development of various wireless technologies, the
ISM band suffers from significant cross-technology interference
(CTI) [4, 5, 8-10, 15, 20, 25, 27, 30]. To alleviate this this, there has
been numerous researches on alleviating the CTI by detecting and
avoiding the interference, or recovering the corrupted signal from
the interference[31-33, 36, 38, 39, 41, 42, 44-46]. However, this line
of methods force the receivers to adapt to the interference pattern,
resulting in the unfairness between various technologies.

To address this issue, researchers propose cross-technology com-
munication (CTC) which directly builds the communication be-
tween heterogeneous devices [7, 11, 22, 42, 43]. The core idea of
these CTC methods is that the sender creates special energy pat-
terns by sending out legacy packets, while the receivers detect these
patterns by either the received signal strength (RSS) sampling, or
the channel state information (CSI), which are supported by the
existing hardware. However, the existing CTC technologies com-
monly use coarse packet-level information, thus suffer from the
significant low throughput and long transmission delay.

In contrast to these packet-level CTC methods, BlueBee is the
first approach to achieve the PHY-level CTC to the best of our
knowledge. The core idea of signal emulation in the BlueBee is
inspired by several recent works studying the signal manipulation[6,
19, 21, 23, 28]. In addition, in the LTE system, Ultran [6] emulates the
WiFi packets via a LTE transmitter to coordinate between LTE and
WiFi, while it requires the modification of existing LTE standard.
Different from these approaches, BlueBee does not require andy
modification to existing hardware, and is fully compatible with
existing commodify Bluetooth and ZigBee hardware.

In summary, BlueBee is the first PHY-level CTC which does
not require any hardware modification. It is fully compatible with
existing Bluetooth and ZigBee hardware, and achieves high CTC
throughput with little transmission delay.

10 CONCLUSION

In this work we present BlueBee, a new PHY layer cross-technology
communication technique proposing a direction of emulating legit-
imate ZigBee frames using BLE radio. BlueBee paves the road to
practical CTC by offering over 10, 000X the throughput compared to
the state-of-the-art CTC designs that rely on coarse-grained packet-
level information. The emulation is achieved simply by selecting
the payload bytes of BLE frames to provide unique dual-standard
compliance and transparency where neither hardware nor firmware
changes are required at the BLE senders and ZigBee receivers. Blue-
Bee includes advanced features such as multi-channel concurrent
CTC via adaptive frequency hopping in BLE operation. Comprehen-
sive testbed evaluation on both USRP and commodity ZigBee/BLE
devices show that BlueBee achieves 99% accuracy, while providing
reliability under mobile and duty cycled scenarios.
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