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ABSTRACT

Traditionally, program comprehension research relies heavily on

indirect measures of comprehension, where subjects report on their

own comprehension levels or summarize part of an artifact so that

researchers can instead deduce the level of comprehension. How-

ever, there are several potential issues that can result from using

these indirect measures because they are prone to participant biases

and implicitly deduce comprehension based on various factors.

The proposed research presents a framework to move towards

more objective measures of program comprehension through the

use of brain imaging and eye tracking technology. We aim to shed

light on how the human brain processes comprehension tasks,

specifically what aspects of the source code cause measurable in-

creases in the cognitive load of developers in both bug localization

tasks, as well as code reviews. We discuss the proposed methodol-

ogy, preliminary results, and overall contributions of the work.
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1 THE RESEARCH PROBLEM

The process of program comprehension is a time-intensive and

fundamental activity for every developer during the software devel-

opment life cycle [22][23][24]. Thus, over the past few decades, pro-

gram comprehension has been studied extensively by researchers

who aim to understand more about how developers comprehend

source code, and look for ways to improve the process.
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Research has shown than an important contributor to software

comprehension has to do with the quality of the lexicon, i.e., the

identifiers and comments that are used by developers to embed

domain concepts and to communicate with their teammates. There

is also evidence of a correlation between the quality of identifiers

and the quality of a software project [1, 5ś7, 15, 17].

However, until recently, understanding the role of source code

lexicon on developers’ comprehension involved measuring the in-

ternal cognitive process using indirect measures of comprehension,

such as self-reported verification or summarization tasks designed

to implicitly deduce comprehension. For example, Binkley et al.

[4] studied the impact of identifier style on code readability. The

authors recorded the time and accuracy of participants during com-

prehension tasks to deduce which identifier style written leads to

more accurate results. Lawrie et al. [13] use source code summaries

and self reported confidence levels to assess comprehension levels

of participants reading source code snippets containing single letter,

abbreviated, and full length identifiers.

In recent years researchers have begun exploring how to use

physiological data to supplement our perspective on comprehen-

sion with direct, empirical measures that can provide a more ob-

jective understanding of the cognitive process behind program

comprehension. For example, Lee et al. [14] used a combination

of EEG and eye tracking metrics to predict task difficulty and pro-

grammer expertise. They found that both metrics could accurately

predict expertise and task difficulty. Fritz et al. [11] combined EEG,

eye tracking, and electro dermal activity (EDA) to investigate task

difficulty during code comprehension.

Despite considerable advancement in biometric research in re-

cent years, very little is known about how the human brain pro-

cesses program comprehension tasks. Recent efforts to investigate

this involve the use of functional magnetic resonance imaging

(fMRI). For example Siegmund et al. conduct a study involving the

use of fMRI to study program comprehension in the brain [20] and

to understand the cognitive processes related to bottom-up and

top-down comprehension strategies [21]. Similarly, Floyd et al. use

fMRI to compare areas of brain activation between source code and

natural language tasks [10]. Despite the success of fMRI studies in

the domain, fMRI machines remain a costly and invasive approach,

with which it is hard to reproduce the real life working conditions

of software developers.

We aim to expand the knowledge on human cognition by in-

troducing functional near infrared spectroscopy (fNIRS) as a more

practical tool to empirically investigate the effects of source code on

brain activity through the hemodynamic response within physical

structures of the brain. FNIRS is a brain imaging technique com-

parable to fMRI [9] as both rely on blood-oxygen-level dependent
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(BOLD) response and show highly correlated results for cognitive

tasks. The low cost and minimally invasive nature of fNIRS makes

it particularly well suited to the task of uncovering a deeper un-

derstanding of how developers comprehend source code. Existing

research involving the use of fNIRS by Nakagawa et al. [16] inves-

tigates the hemodynamic response during mental code execution

tasks of varying difficulty. The only other fNIRS study in the domain

by Ikutani and Uwano, uses fNIRS to investigate the effects of vari-

ables and control flow statements on blood oxygenation changes

in the prefrontal cortex [12].

Our research aims to improve on the existing research by re-

lating fNIRS data to specific terms in the source code in real time

through the use of modern eye tracking devices. This allows re-

searchers to pinpoint problematic elements within the source code

at a very fine level of granularity. To the best of our knowledge, no

previous studies map and analyze biometric data at such fine level

of granularity that is terms that compose identifiers.

By using technology that can provide direct and objective mea-

sures of comprehension we aim to understand how human factors

impact the cost and quality of the software they develop and define

guidelines and tools needed to help those developers create soft-

ware that both requires less mental effort to be understood, and is

easier to maintain.

The rest of the paper is organized as follows: Section 2 discusses

the overall goals of our research and how we plan to contribute to

the existing body of program comprehension research throughout

the thesis. In section 3 we propose a methodology to answer the

research problems presented in this section. Section 4 presents

the preliminary results we have obtained for a subset the research

questions proposed in section 3.

2 EXPECTED CONTRIBUTIONS

The goal of this research is to establish fNIRS and eyetracking as

objective measures of program comprehension in software engi-

neering research as a means to improve software development

practices.

We establish an fNIRS study framework with which we can

tackle advanced research questions and allow fNIRS to be adopted

as a practical measure for program comprehension research. We

expect that by doing this we can provide a methodology to facilitate

the acceptance of fNIRS and eyetracking as objective measures of

comprehension in the research community. Once we have assessed

the suitability of the technology, we obtain objective evidence of

the impact of poor quality lexicon and readability on the cognitive

load of developers during bug localization tasks.

We also expect to shed light on difficult aspects of code reviews

and how lexical, readability, and design antipatterns affect devel-

opers cognitive load during code review tasks. Finally, we expect

to uncover a deeper understand on the aspects of source code that

less experienced developers find more challenging as compared to

more experienced developers.

Ultimately, our contributions will be consolidated and presented

to the research community in the form of guidelines and recom-

mendations for software naming and documentation based on the

insights gained from our investigation of the neuro-cognitive per-

spective of program comprehension.

3 METHODOLOGY

In order to explore the effects of various aspects of the source code

on developers’ cognitive load, we break down our methodology

into four main steps. The first step is to assess whether fNIRS and

eyetracking technology can be established together as suitable mea-

surements of comprehension, which to the best of our knowledge

has never been explored before. We then investigate the role of the

source code lexicon, source code readability and developer expe-

rience on program comprehension during bug localization tasks.

Next, we aim to uncover difficult aspects of the code review process

using different lexical, structural, readability and design metrics

within the source code. Finally, using the insights gained through

the studies conducted we will develop new software naming and

documentation guidelines.

3.1 Using fNIRS and Eyetracking as Objective

Measures of Comprehension

RQ1: Can developers’ cognitive load be accurately associated with

identifiers’ terms using fNIRS and eye tracking devices?

Previous work by Nakagawa et al. [16] and Ikutani et al. [12] map

fNIRS data to overall task difficulty or specific methods. We improve

upon this by mapping fNIRS data to an identifier level of granularity.

Our primary goal is to determine if fNIRS and eye tracking devices

can be used to successfully together to capture high cognitive load

within text or source code, at a word level of granularity. We de-

velop a systematic methodology to relate cognitive load data to

eyetracking data over the course of a comprehension task, as well

as, an approach to characterize high cognitive load across partici-

pants. Measuring cognitive load at word level of granularity allows

us to make a distinction between parts of the source code that are

understood and those that are confusing to the developer, which

cannot be achieved if we only consider the cognitive load over an

entire source code snippet.

In order to achieve this we first modify the iTrace plugin [19],

which is a plugin for Eclipse that interfaces with an eyetracker to

determine what source code elements a participant is looking at.

We extend the iTrace plugin to identify source code elements at

identifier level. Next, we come up with a systematic methodology

to synchronize fNIRS and eyetracking data, by mapping fixation

data points from the eyetracker to consolidated data points from

the fNIRS device using system time as our reference point. We also

create an algorithm to determine fixations that contain high cogni-

tive load using average normalized blood oxygenation values over

an entire snippet. Initial thresholds indicating high cognitive load

will be determined with developer input, in the form of highlighted

areas of code that the developers found difficult to understand.

3.2 The Impact of Inconsistencies on Cognitive

Load During Bug Localization Tasks

RQ2: Do inconsistencies in the source code lexicon cause a measur-

able increase in developers’ cognitive load during program

comprehension?

RQ3: Do structural inconsistencies related to the readability of

the source code cause a measurable increase in developers’

cognitive load during program comprehension?
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Previous work by Arnaoudova et al. [2] investigates the percep-

tion of Linguistic Antipatterns, defined as recurring poor practices

in the naming, documentation, and choice of identifiers in the imple-

mentation of program entities, on internal and external developers.

They find that the majority of developers perceive these inconsis-

tencies as poor practices and should be avoided. Similarly, there

exists a depth of research about how various structural aspects of

source code can affect both the readability of the source code and

impede the comprehension of developers [5][18]. Inspired by these

works we will empirically investigate the effect of poor source code

lexicon and poor readability on developers cognitive load.

In order to investigate both the impact of poor source code lexi-

con and readability on developer’s cognitive load we will conduct

an empirical study in which developers are asked to perform bug

localization tasks on source code snippets that have been altered

to either contain linguistic antipatterns, poor readability, or both.

Using fNIRS and eyetracking technology we will be able to map

instances of high cognitive load of developers to identifiers in the

source code throughout the tasks. We will then be able to com-

pare this data about areas of code that developers found difficult to

that of control tasks that do not contain poor source code lexicon

or readability and draw conclusions about the effects that both

treatments have on cognitive load.

3.3 The Impact of Inconsistencies on Cognitive

Load During Code Review Tasks

RQ4: What aspects of the code review process cause an increase

in the cognitive load of developers?

RQ5: Do inconsistencies in the source code lexicon cause an in-

crease in the cognitive load of developers during the code

review process?

RQ6: Do structural inconsistencies related to the readability of

the source code cause an increase in the cognitive load of

developers during the code review process?

RQ7: Do design anti-patterns in the source code cause an increase

in the cognitive load of developers during the code review

process?

Code reviews are conducted to improve several aspects of soft-

ware maintenance and development. Work by Bacchelli and Bird

[3] suggests that one of the main motivations of modern code re-

views is to improve the quality of a change to the software. During

code reviews developers assess various aspects of the source code,

including the source code lexicon and it’s overall readability. By in-

vestigating developers’ cognitive load during code review tasks we

are able to gain a more in depth idea of what aspects of the source

code developers are looking at and what aspects of the code review

processes are most difficult. This augments insights learned from

answering RQ2 and RQ3 because developers are now tasked with

reviewing the quality of an entire source code snippet, as opposed

to only finding a bug in the source code.

To answer the above research questions we will ask participants

to review code snippets and use fNIRS and eye tracking devices to

capture data during code review tasks. We will analyze collected

data and determine which aspects of the code review process in-

curred the highest amount of cognitive load. We will then investi-

gate various source code metrics of the reviewed code snippets to

determine which aspects may have contributed to increased cog-

nitive load. The code review tasks will consist of reading various

source code snippets, determining if the code is appropriate, and

leaving comments on the code for the original authors.

3.4 Role of Experience on Cognitive Load

During Program Comprehension Tasks

RQ8: Does developer experience impact the cognitive load of de-

velopers during program comprehension tasks?

Developer experience is a significant factor in the amount of cogni-

tive load experienced during a program comprehension task. Using

data from the empirical studies conducted in sections 3.2 and 3.3,

we aim to take a closer look at how developer experience affects

cognitive load by analyzing the data collected from groups of expert

and novice programmers. We will observe the impact of linguistic

antipatterns and poor readability on both groups, as well as deter-

mine what aspects of the code review processes were more difficult

to one group as compared to another. This will allow us to answer

questions about what factors are the most detrimental to novice

programmers and enable a better understanding about how to more

effectively educate students.

3.5 Improving Existing Software Naming and

Documentation Guidelines

Using insights gained from answering the research questions pre-

sented above, we will augment existing software naming and doc-

umentation guidelines by developing new antipatterns and cata-

loging a list of practices that have been shown to increase cogntive

load in developers. Our ultimate goal is to learn how to best help

educate inexperienced students on how to write source code that

is easy to understand and does not cause unneeded increase in

cognitive load by other developers who maintain their code.

4 CURRENT RESULTS

We have obtained preliminary results relating to RQ1, RQ2, and

RQ3 as defined in Section 3. To answer our research questions

we conduct an empirical study where we include different tasks,

such as a comprehension task and a bug localization task. Figure 1

illustrates the experimental procedure used. The comprehension

task is used to answer RQ1 and determine whether developer’s

cognitive load can be accurately associated to identifier terms. After

the comprehension task, participants are asked to carefully high-

light areas of the code that were difficult or took a lot of time to

understand. This data is used as a means to evaluate the accuracy

of our results. We find that using fNIRS and eyetracking devices,

developers’ cognitive load can be accurately associated with identi-

fiers in source code and text, with a similarity of 78% compared to

self-reported high cognitive load.

Next, as described in Section 3.2, we answer RQ2 and RQ3

through a bug localization task. Participants perform the task on

source code that has been altered to either contain poor lexicon or

poor readability. Follow up questions and a post analysis survey

are used for qualitative analysis of our results. In summary, Re-

sults show that the existence of linguistic antipatterns in the source
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Figure 1: Overview of the experimental procedure.

code significantly increases the cognitive load experienced by par-

ticipants. Additionally, we are able to pinpoint instances of high

cognitive load over identifiers containing linguistic antipatterns in

multiple participants.

However, we do not find any evidence to conclude that cog-

nitive load is increased for snippets that contain poor structural

and readability characteristics. When a snippet contains both poor

readability and linguistic antipatterns, program comprehension is

significantly impacted and 60% of participants are unable to com-

plete the task successfully. Although we do not observe an increase

in cognitive load over the treatment snippet for those participants,

we do observe and increase in the remaining 40% of participants

who do complete the tasks successfully. More details on the empiri-

cal study and results may be found in our paper [8].

5 CONCLUSION

Through the proposed research presented in this paper, our goals

are twofold, first we aim to encourage the research community to

adopt more objective measures of program comprehension as a

way of more accurately capturing the nature of developer compre-

hension in research studies and gaining a deeper understanding of

how the human brain processes comprehension tasks. Second, we

aim to improve the current guidelines for the naming and documen-

tation of source code using evidence from these objective measures

about what aspects of source code cause significant increases in

the cognitive load of developer’s trying to understand them.
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