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ABSTRACT

Recently, researchers have developed black-box approaches
to mine design and interaction data from mobile apps. Al-
though the data captured during this interaction mining is
descriptive, it does not expose the design semantics of UIs:
what elements on the screen mean and how they are used.
This paper introduces an automatic approach for generating
semantic annotations for mobile app UIs. Through an iter-
ative open coding of 73k UI elements and 720 screens, we
contribute a lexical database of 25 types of UI components,
197 text button concepts, and 135 icon classes shared across
apps. We use this labeled data to learn code-based patterns
to detect UI components and to train a convolutional neural
network that distinguishes between icon classes with 94% ac-
curacy. To demonstrate the efficacy of our approach at scale,
we compute semantic annotations for the 72k unique UIs in
the Rico dataset, assigning labels for 78% of the total visible,
non-redundant elements.
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INTRODUCTION

The ubiquity of mobile apps in everyday life — and their
availability in centralized app repositories — make them an
attractive source for mining digital design knowledge [1, 24].
Recently, Deka et al. introduced interaction mining, a black-
box approach for capturing design and interaction data while
an Android app is being used [9]. The data captured during
interaction mining exposes a UI’s screenshot; the elements it
comprises along with their render-time properties (i.e., An-
droid view hierarchy); and the interactions performed on the
screen along with their connections to other UI states in the
app. This data provides a near-complete specification of a UI
that is often sufficient to reverse engineer it, but it fails to ex-
pose the semantics of UIs: what elements on the screen mean
and how users interact with them to accomplish goals.
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Figure 1: This paper introduces a code- and vision-based approach for
adding semantic annotations to the elements comprising a mobile UI.
Given a UI’s screenshot and view hierarchy, we automatically identify 25
UI component categories, 197 text button concepts, and 99 icon classes.

This paper presents an automated approach for generating se-
mantic annotations for mobile UI elements, given a screen-
shot and view hierarchy (Figure 1). These annotations iden-
tify both the structural roles (e.g., image content, bottom
navigation) and the functional ones (e.g., login button, share
icon) that elements play in the UI’s design. To develop this
approach, we first generated a lexical database of UI compo-
nents and UX concepts (i.e., text buttons and icons) that are
shared across apps through an iterative open coding of 73k UI
elements and 720 screens. Then, we leveraged this database
to learn code-based patterns to detect different components,
and trained a convolutional neural network (CNN) to distin-
guish between icon classes.

To bootstrap this lexical database, we referenced popular de-
sign libraries and app-prototyping tools to create a vocabulary
of UI components and UX concepts. We refined and aug-
mented this vocabulary through unsupervised clustering and
iterative coding of more than 73k elements sampled from the
Rico dataset, which comprises interaction mining data from
9.7k Android apps [8]. Through this process, we identified 25
types of UI components, 197 text button concepts, and 135
icon classes. The resultant database also exposes icon and
text-button synonym sets related to each UX concept, cre-
ating links between the visual and textual elements used in
digital design.
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Figure 4: The 80 most frequent icon classes, identified through an iterative open coding of 73k elements from the Rico dataset. Given the labeled data
for each icon class, we compute an “average icon” and a set of related text concepts. For each icon class, we also present precision/recall metrics from a
CNN trained to distinguish between 99 common categories, and 10 predicted examples from the test set.
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Figure 9: Our automated semantic approach applied to different mobile UIs. We extracted code-based patterns to semantically classify 24 out of the
25 types of UI components on a screen. To identify icons, we trained a convolutional neural network and anomaly detection pipeline which distinguishes
between images and 99 common classes of icons.

Annotating Rico

We use the code-based patterns for detecting UI components
and the icon classification pipeline to add semantic annota-
tions to the 72k unique UIs in the Rico dataset. The auto-
mated approach iterates over all elements in a UI’s view hi-
erarchy, and uses code-based properties to identify different
types of UI components and text button concepts. To iden-
tify icons, we pass all small, squarish images found in a UI’s
view hierarchy through the classification and anomaly detec-
tion pipeline.

Once we semantically label the elements in a view hier-
archy, we also generate a semantic version of its screen-
shot and view hierarchy, which are useful representations
for future data-driven applications (Figure 9). The anno-
tated UIs for the Rico dataset are available for download at
http://interactionmining.org/rico.

Training a Semantic Embedding

Deka et al. demonstrated how training an embedding using
UI screens that encode image and text content could power
example-based UI searches to recover visually similar UI
screens [8]. We implement a similar application, using the
semantic versions of the UI screenshots we computed over
the Rico dataset to train a convolutional autoencoder.

An autoencoder is a neural network consisting of two compo-
nents: an encoder that reduces the image down to a lower di-
mensional latent space, and a decoder that attempts to recon-
struct the image from the encoding. By training an autoen-
coder to accurately reproduce images, the architecture learns
a low-dimensional encoding representation for each one.

We downsampled the semantic screenshot images to 256×
128. Our encoder consists of 4 convolutional layers arranged
as 8×3, 16×3, 16×3, and 32×3 (filters × receptive fields).
A max pooling layer of size and stride 2 is applied after every
convolutional layer, resulting in a 32×16×32 encoded rep-
resentation. Our decoder consists of the encoding layers in
reverse order, with upsampling layers instead of max pooling
layers, and a final 3× 3 layer to convert back to the original
RGB input.

After training the autoencoder, we used the encoder to embed
the Rico UIs into the learned latent space, and then inserted
the embedded vectors into a ball tree [26] to run fast nearest
neighbor searches (Figure 10).

We compare the nearest neighbor search results with the ones
demonstrated by Deka et al. [8], which used screenshots en-
coding only text and image regions. Figure 10 shows search
results for both embeddings side-by-side over the same set of
queries. Our results demonstrate that autoencoders trained
with finer element-level semantics learn better screen-level
semantic embeddings.

LIMITATIONS AND FUTURE WORK

One limitation of this work is that many of the UI components
we have identified are specific to Android apps. However,
our vision-based classification pipeline is cross-platform, and
researchers can use this approach to train models that detect
other types of UI components found in other digital domains.

Another limitation is that the current CNN architecture does
not perform well on icons with low support in the training
set. As a result, we could not train a multiclass classifier that
recognized all icon types that we originally identified. Future
work could adapt one-shot image recognition techniques to
train better models for detecting new icons and those with
low support. These algorithms often exploit prior knowledge
learned from classes with large support to predict classes with
fewer training examples [17].

We hope that researchers leverage our semantic data to de-
velop new data-driven design applications. Semantic annota-
tions enable many kinds of design-based search interactions.
Semantic embeddings similar to the one demonstrated in this
paper can be trained to support example-based search over
app screens: designers can query with screens they have de-
signed to see which apps contain similar interactions.

Similarly, icon and text button classification can be used to
enable efficient flow search over large datasets of interaction
mining data. A user flow is a logical sequence of UI screens
for accomplishing a specific task in an app. Prior work has
shown that user flows can be identified in interaction traces by
examining the UI elements that a user has interacted with [9].
For example, if a user taps on a “search” icon, that usually
signifies the beginning of a search flow. Rico’s 72k dataset
of unique UIs comprises 14,495 click interactions, of which
9,461 involve text buttons or images. We are able to classify
57.5% of those interactions based on our set of 197 recog-
nized buttons and 99 icon types, which can serve as a starting
point for indexing flows.
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Leveraging semantics to train generative models of design
is possibly the most exciting avenue for future work. Re-
searchers have proposed methods for automatically generat-
ing mobile UI code from screenshots [2, 21, 13, 22]. These
approaches seem to only work for simple UIs, and do not ex-
ploit the view hierarchy present in Android apps.

By taking semantic components as input, more powerful
probabilistic generative models of mobile UIs could be
learned. Techniques such as generative adversarial networks
and variational autoencoders could be used to build de-
sign tools that can autocomplete partial specifications of de-
signs [11]. For example, the tool could recognize that a de-
signer is creating a “login” screen based on the central place-
ment of a login button, and suggest adding other elements
such as “username” and “password” input fields. These tools
could translate a set of semantic constraints specified by a de-
signer (e.g., login button) into a cohesive visual layout and
information architecture, as well as suggest UI elements that
are missing from the design.
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