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ABSTRACT

Computer science education is widely viewed as a path to
empowerment for young people, potentially leading to
higher education, and development of
computational thinking skills. However, few resources
exist for people with cognitive disabilities to learn
computer science. In this paper, we document our
observations of a successful program in which young
adults with cognitive disabilities are trained in computing
concepts. Through field observations and interviews, we
identify instructional strategies used by this group,
accessibility challenges encountered by this group, and
how instructors and students leverage peer learning to
support technical education. Our findings lead to
guidelines for developing tools and curricula to support
young adults with cognitive disabilities in learning
computer science.
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Figure 1. Members of Code Club work together on
programming projects. One member works with an
instructor to solve a programming problem.
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1 INTRODUCTION

Computer science education is quickly becoming a core
skill for young people around the world. Developing
computer science skills can lead to opportunities in higher
education and can lead to gainful employment. It is
estimated that there will be over one million job openings
in the field of computing by the year 2020 [6]. Computer
science skills are also essential to work in STEM and in
many non-STEM fields [25]. Aside from learning skills
directly related to computing careers, learning computer
science can also develop computational thinking skills,
which can be useful throughout one’s life [4].

In recent years, many groups have examined barriers to
participation in computer science. Organizations such as
AccessComputing [7] and AccessCSForAll [18] have
focused on identifying and addressing barriers
encountered by students with disabilities while studying
computer science. People with disabilities represent up to
15% of the K-12 student population [20] and many may
experience accessibility issues when learning computer
science.

While much research has addressed accessibility issues in

computer science for people with vision-related
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disabilities (e.g., [1, 16, 34]), relatively little research has
explored cognitive accessibility issues in computer
science. One barrier to including students with diverse
cognitive abilities is the lack of pedagogical resources
tailored to this population [13]. This is a chicken-and-egg
problem, as there exist relatively few examples of
computer science courses or workshops that address this
population, making it more difficult to identify successful
strategies for including this population in computer
science education activities.

In considering how to include individuals with cognitive
disabilities in computer science education, several
questions arise. First, how do we adapt curricular
materials to work best for this population? Second, what
developer tools, technologies, and project types may best
support this population in learning computer science?
Third, how can we structure computer science educational
activities to best support these learners? Much of the
recent interest in computer science education has focused
on the attainment of jobs [26], while the design for user
empowerment approach [19] has focused on empowering
people with disabilities to build their own assistive
technology. What learning outcomes are ideal for
computer scientists with cognitive disabilities?

To explore these issues, we present a qualitative study of a
technology and programming group that targets young
adults with moderate to severe cognitive disabilities. For
two years, this group, which we will refer to as Code Club,
has trained young adults with cognitive disabilities to
work as information technology professionals, and has
increasingly incorporated aspects of computer science into
its curriculum. We report on a series of field observations
and interviews with instructional staff and members of
Code Club. Our research to date has focused on
understanding how this group has developed its own
computing curriculum, how they have identified and
overcome accessibility barriers, and how members have
gained new skills through their participation. By
highlighting a program that has successfully reached this
underserved population, we identify accessibility
challenges and strategies for overcoming these challenges
to create an inclusive computer science curriculum. Our
research explores the following research questions:

RQ1. What accessibility challenges do members of this
community encounter when learning computer
science?

RQ2. What workarounds have they developed to address
these challenges?

RQ3. How do members of the community work together
to address individual and group accessibility
challenges?

RQ4. How do members of the community believe they
benefit from learning computer science?

2  RELATED WORK

2.1 Education and Cognitive Disabilities

Lewis [22] provides an overview of human-computer
interaction challenges for people with cognitive
disabilities. Lewis highlights challenges related to
communication and working with complex written
materials, and additionally notes that a major challenge is
that individuals with cognitive disabilities are
underestimated and are thus excluded from educational
opportunities.

Much research about educational approaches for students
with cognitive disabilities has built upon the Universal
Design for Learning (UDL) framework [32]. UDL has been
used to support computer science learning [14,15,28]. This
approach emphasizes practices such as representing
information in multiple formats, providing clear step-by-
step instructions, interleaving instruction with inquiry
activities, and facilitating peer-to-peer learning [23,33].
While the teaching staff at our field site did not formally
follow UDL practices, their work provides an example of
how these principles may be adopted in an informal
educational setting.

2.2 Inclusive Computer Science Education

Much research on inclusive CS education has focused on
making CS accessible to blind and visually impaired
students. A blind student who is able to overcome
inaccessible development tools can often perform as well
as any sighted person and may pursue higher education in
CS or a career in computing. Thus, research on the
accessibility of CS education for blind users can benefit
from studies of successful blind programmers (e.g., [1])
and a comparatively large population of students who
wish to learn CS. As a result, researchers have developed
and tested a variety of alternative computer science tools
for blind programmers, including alternative code editors
[17,24], new programming languages [34], and tangible
programming toolkits [37].

In comparison to blindness, very little research has
explored challenges faced by people with cognitive
disabilities or approaches to addressing these challenges.
Much of the existing research focuses largely on people



with mild learning or cognitive disabilities. For example,
Powell et al. [27] explored how dyslexia affects the ability
to learn computer science, and Thompson [38] studied the
programming practices of children with dyslexia.

Almost no research has explored new programming tools
for people with cognitive disabilities. Instead, much of this
work has focused on pedagogical practices such as UDL,
and the use of existing programming tools. Much of this
research has focused on block-based programming
languages, which offer a simplified, highly visual
environment for experimenting with code [29]. Block-
based languages are often designed for children, although
they may be useful to the general population as well,
including adults with cognitive disabilities. Taylor et al.
[31] introduced block-based programming to elementary
school students with Down Syndrome and found that the
students responded positively to the system’s multimodal
input and output capabilities. Another recent article [36]
documented how one special education teacher has used
block-based programming in their classroom. While our
present study focuses on educational practices using
existing technology, it provides insight into how these
technologies may be adapted to support learners with
cognitive disabilities.

2.3 Computer Science and Empowerment

There are many potential benefits to learning about
computer science, and some of these benefits are
especially important for people with disabilities. As noted
previously, computer science skills may lead to
employment opportunities. Buehler et al. [5] explored
how people with cognitive disabilities could learn 3D
printing skills and leverage these skills to create and sell
objects, and recently Microsoft has begun a program to
hire  neuro-diverse  engineers  [30]. Developing
computational thinking practices may lead to general
improvements in problem solving skills [40]. Learning
how to work with data and online media can also support
self-expression and social connection [10, 21]. Finally,
developing technical skills can help empower people to
solve their own accessibility problems [12, 19]. This
research is motivated by the belief that learning computer
science can have many potential benefits.

3  FIELD STUDY

We conducted a series of observations, interviews, and
demo sessions with instructors and students at Code Club
(a pseudonym), a computer science educational program
for adults with cognitive disabilities.

3.1 Field Site: Code Club

Code Club is an educational program within a larger day
program that provides employment and independent
living assistance to people with cognitive disabilities.
Code Club has two sites, both in the United States. Code
Club meets twice per week, for four hours per day, at each
of the two sites. Both sites are managed by a single
instructor, who we refer to as Sally. To the best of our
knowledge, Code Club is the only day program for adults
with cognitive disabilities that includes a computer
science course.

Although Code Club and its associated community
program do not provide explicit inclusion criteria, they
describe their client population as “living with
developmental disabilities, autism spectrum disorder,
brain injury, mental illness, and often, accompanying
physical challenges.”

We began this research after meeting Sally at a conference
about technology and cognitive disabilities. We discussed
possible research opportunities for approximately six
months, eventually agreeing on a research plan. The first
author visited both of the Code Club sites, observing
classes and conducting interviews with members and staff.

3.2 Participants

We interviewed two instructional staff and ten Code Club
members. The members of Code Club are (mostly) young
adults with cognitive disabilities, ranging in age from 20
to 50. We did not collect individual diagnoses from our
participants as we did not believe this personal
information was relevant to our research goals. However,
all members had been admitted to Code Club (and its
parent organization) due to one or more of the following
diagnoses: Alzheimer’s, autism, brain injury, memory
disorder, developmental disability, or learning disability.
All members experienced challenges with independent
living. The study participants are described in Table 1.

Membership in Code Club was determined in part by the
participant’s ability to speak, read, and write. Sally
reported that all members except one, Teigen, were able to
read independently. Teigen was able to participate in
Code Club with the assistance of a staff member, who read
curricular materials to Teigen and constructed programs
with her input. Another member, Mark, had limited
speaking ability due to dysarthric speech and was unable
to type due to a mobility impairment.

Code Club has two membership tiers. Members begin as
trainees and are promoted to mentor after completing



some initial programming tasks. Mentors are expected to
make themselves available to help trainees and to teach
when Sally is unavailable.

Table 1. Our study participants include instructional staff,
senior students, referred to as mentors, and junior
students, referred to as trainees. All names are
pseudonyms chosen by the authors (S=staff, M=mentor,
T=trainee).

Name |Age|Gender| Role |Reading/writing | Site 1 | Site 2

Sally 53 | Female | Staff N v N
Samantha | 59 | Female | Staff N N4
Monty | 24 | Male |Mentor v v
Mark 31 | Male |[Mentor| Can read, but v

cannot type

Martin | 23 | Male |Mentor N N

Micah 27 | Male |Mentor N N
Thomas | 22 | Male |Trainee N v

Tim 25 | Male |Trainee N v

Tony 27 | Male |Trainee v v
Tina 22 | Female | Trainee N v
Tiffany | 41 | Female | Trainee N N4
Teigen | 38 | Female | Trainee| Needs assistance v

3.3 Recruitment and Consent Process

We received approval from our university’s institutional
review board before contacting any of the Code Club
members. Our initial contact with the Code Club members
was through Sally. She introduced the program to the
members, provided consent and assent forms, and
returned the consent and assent forms to the research
team. Because Sally’s experience was crucial to
understanding how Code Club works, we considered her a
participant in our study; she had no access to participant
data and had no official role on the research team beyond
distributing recruitment information and consent forms.

Although all participants were over the age of 18, some
participants were not their own legal guardians due to
their disability. We provided consent forms for all
participants who were their own legal guardians. All
student members in Code Club completed an assent form,
and their guardians completed a corresponding consent
form.

Our consent forms requested the ability to observe, audio
record, and take notes during class sessions; to interview
participants; and to collect photographs to document the
class. All students and staff members indicated their
assent or consent to participate in the research.
Participants were compensated for their time.

3.4 Data Collection

Our research team collected data at each site over two
weeks. Data collection activities consisted of observations,
interviews, and project demos from Code Club members.

Observation of Code Club Sessions. Our research team
attended two class sessions at each site, participating in a
total of 16 hours of class time. Class sessions included
lecture presentations from Sally, group discussions, and
project time. The structure of the teaching sessions was
similar at both sites, although each site featured a
different set of participants and took place in a different
classroom. The first author observed the class sessions,
took notes and pictures, and video recorded some group
discussions.

Interview with Program Director. Our research team
conducted several interviews with Sally, the director and
founder of Code Club. We conducted a formal, 90-minute
interview with Sally and participated in several brief
follow-up conversations. Discussion topics included the
formation of Code Club, her criteria for recruiting
members into Code Club, and her teaching strategies.

Interviews with Members. Our research team conducted
one-on-one and small group interviews with each
member. Interviews occurred either before or after class
sessions. Sally took part in each interview in accordance
with the parent organization’s policies. During Mark’s
interview, Sally helped interpret his responses due to his
dysarthric speech. Interviews ranged between 15 and 90
minutes long based on the participant’s level of
engagement and on scheduling constraints. Interviews
were audio recorded with the participant’s permission.

Curricular Materials and Project Demos. Sally shared her
curricular materials, including programming tutorials,
project documentation, and course policies, with our
research team. We collected and scanned these materials
and discussed them during our interview with Sally. All
Code Club members demonstrated at least one of their
coding projects for our research team. Demonstration
sessions occurred along with the interview sessions.
Demonstration sessions were audio and video recorded.

3.5 Data Analysis

We analyzed all of the data, including interviews,
observations, and documents, as a single data set. We used
open coding [34] to identify themes in the data. All
themes were initially identified by the first author and
revised collaboratively by the research team.



4  FINDINGS

We collected and analyzed data regarding the structure of
Code Club, curriculum design strategies, accessibility
challenges faced while learning computing, and Code
Club’s peer mentoring model.

4.1 Forming Code Club

We discussed the formation of this program with Sally,
the program director and primary instructor. Before
starting Code Club, Sally worked as a social worker and
SQL database administrator in Code Club’s parent
organization. Sally was then promoted to the role of
Director of Information Technology. As Director of IT,
Sally was responsible for researching and testing new
assistive technologies that might be helpful to the
program’s members. As she worked with members to test
these technologies, Sally began to recognize their
expertise in using and evaluating assistive technologies.
Sally decided to formalize the members’ technical training
in an educational program that became Code Club:

Sally: I thought who better to help with this work than the
people I work with and provide services to? They are the
best testers in the world. They are the ones that are going
to use the technology, who better to test it than somebody
who has insight on how it’s going to work because they are
going to be the users. They are testing it because they are
ultimately going to use it, they have insight about it.

Code Club began with a focus on using and configuring a
variety of technologies, especially smart home and
Internet-of-Things technologies, with the hope that these
skills might lead to employment. The computer science
curriculum began in Code Club’s second year, as Sally felt
that members had mastered the smart home technologies
and were ready to further develop their skills:

Sally: The coding came as an idea because getting more
into SmartThings ... you can also program SmartThings. If
we want to get them to the point to do that, we need to step
back and begin teaching them programming.

4.2 Recruiting Club Members

While Sally noted that she was eager to grow Code Club,
she found that identifying and recruiting new members
was one of her most challenging tasks. Although some
individuals sought out membership in Code Club, Sally
usually found potential members by visiting group homes
and participating in community events.

The official criteria for joining Code Club are: interest in
technology, ability to work in a group, motivation,
professional behavior, and an ability to commit to

between six and twelve months of instruction. When
asked to describe her personal criteria for recruiting
members, Sally noted that members should have
experience using technology in their homes, should have
an interest in helping others, and should be able to
independently read large blocks of text. However, some
members were able to enter Code Club without meeting
all of these criteria. For example, Teigen is unable to read
independently, but was selected for her interest in the
program, and she participates with the assistance of a staff
member. Overall, Sally noted that most people who had
entered Code Club were successful, although some early
members had left the program because they found it
stressful.

4.3 Curriculum Design Strategies

A major part of Sally’s work involves choosing topics,
finding appropriate teaching materials, and adapting those
materials for use in Code Club. Because her background is
primarily in social work, rather than in computer science,
Sally often needs to teach herself how to use the
technology before she can figure out how to teach it to
Code Club.

Choosing Technology. The first step in creating Code
Club’s curriculum is to identify platforms and
programming languages. Sally generally chooses
technologies that she thinks students would be excited to
learn about and that are at an appropriate level of
difficulty. When choosing a new technology, Sally also
considers how learning about that technology could
support members’ future educational or employment
goals:

Sally: All the technologies that we choose are based on the
needs of the people we serve.

Initially, the Code Club curriculum focused on physical
computing and assistive technologies. Sally encourages
Code Club members to work on assistive technology
projects as she feels members may have special expertise
as users of assistive technologies. An early project that
was particularly successful was a smart pillow that can be
used by a person with limited speech to communicate
with caregivers at home. The pillow detected the number
of taps on the top of the pillow and, based on the tap
count, speaks out a recorded phrase. The project consists
of the pillow, some sensors from another smart home
device, and a Makey-Makey board (Figure 2).



Figure 2. Code Club members demonstrate a prototype
smart pillow. Sensors on the pillow detect taps and play an
audio message based on the number of taps.

After members demonstrated success in working with
smart home technologies, Sally felt that the group might
be able to handle more complex technical challenges,
including creating their own computer programs. Sally
examined several programming tools that targeted novice
programmers, including code.org, Python, and Scratch.
Sally eventually decided to teach Scratch, as she felt that
its simple structure and visual nature could be appropriate
for her members, and because she was able to find high-
quality instructional resources online. Sally described
Scratch as a tool that is appropriate for all ages:

Sally: The basis of Scratch is applicable to anybody ... it’s
not just being used in school systems anymore. It’s being
used in ... senior centers and high schools and everywhere
else so the stigma that it is for kids is long gone.

Choosing Course Materials. In addition to choosing a
technology to teach, Sally noted that she spent a
considerable amount of time searching online for
curricular materials for her students. Sally described the
criteria she used to identify lessons that would be
appropriate for Code Club.

First, instructions must be simple and well-structured.
Each step should be presented simply, with not too much
text on screen, and with simple navigation between pages.
Instructions with too much text or a complex page layout
would be discarded. Sally often chose tutorials that were
intended for K-12 students, as they often feature simple
writing and clear lesson plans.

Second, Sally noted that instructions should use visual
aids when possible. Many Code Club members enjoyed
learning from video tutorials. Instruction pages should
have straightforward visual layouts with clearly marked
headings. These pages should also have example
illustrations and checklists. Sally described one

educational web site that she thought was too visually
complicated for her students:

Sally: Like where do they start? They’re going to be
thrown off by the information on the left side, they’re
going to be thrown off by the information on the right side,
they’re lost. Anything that has ... information that can
throw you off, you’re gone!

Finally, the design of the programming language itself
helps to guide the choice of lessons. For example, Scratch
uses colors to distinguish different code elements, which
is helpful for members who are less skilled with reading
text.

At the time of our data collection, Code Club was
following using a series of online Scratch ' tutorials.
Students began with a simple project that included heavily
scaffolding. Scratch’s remix feature proved useful here, as
a student could easily build on an existing project. As a
student developed their programming skills, they moved
to more complex lessons with fewer explicit instructions.
Finally, students moved to their own independent
projects.

Members’ projects typically started simply, but could
grow to be quite sophisticated, including multiple types of
audiovisual media along with computational concepts
such as sequential program flow, conditional statements,
loops, and input events.

4.4 Teaching Computer Science Thinking

In addition to learning how to write code, Code Club
members practiced planning programs, debugging code,
and seeking out help.

Learning How to Create a Program. Mentors and trainees
often worked together to plan out programs before
writing them. Members sometimes began by exploring the
Scratch online repository for ideas, looking at other
projects’ code to see how the apps worked. This activity is
easy in Scratch, as anyone can see the source code for any
other project. Some members also wrote out plans for
their program before writing their code. Sally encourages
members to break down a project into smaller steps. For
example, when member Monty decided to make a racing
game, he first worked with Sally to write down the
program structure on the whiteboard (Figure 3).

! scratched.gse.harvard.edu/guide
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Figure 3. Plans for a driving game are sketched out on the
whiteboard to help a student create the program.

Debugging and Getting Help. Code Club members used
various strategies to identify and fix problems in their
code. Most commonly, members would first ask another
member for help. If the members were unable to solve the
problem themselves, they might then ask Sally for help.
Sally emphasized the importance of teaching the members
to think through a problem, asking probing questions
about the problem and encouraging them to break down
the problem into smaller steps.

In some cases, Sally would ask a member to present their
problem to the entire group. The member would then
show their code on a large shared display and describe
their problem to the group. This group conversation
helped all members to learn to identify and solve common
problems, while the member who was stuck often figured
out what the problem was as they were explaining it to
the group. This form of “rubber duck debugging” [11] was
found to be helpful for many Code Club members.

4.5 Accessibility-Related Challenges

Members of Code Club often experienced typical
programming problems during their work. For example,
Monty demonstrated a Scratch animation in which two
fish swam through an aquarium. Initially, one fish moved
in the wrong direction. After talking through the problem
with Sally and Mark, Monty realized that the fish sprite
was accidentally rotated 90 degrees. In addition to these
problems, Code Club members experienced some
challenges that were less typical.

Reading and Understanding Code. Some Code Club
members experienced difficulty in reading and
understanding the structure of code blocks. Although
Scratch’s use of color to identify blocks was usually
considered helpful, complex code structures with multiple
blocks could still be difficult to understand.

While the color-coding of blocks was generally helpful,
members sometimes became reliant on them, which could
limit their ability to understand the code itself. Sally

noticed this problem and began testing members by
printing out lessons in black-and-white so that they would
have to read the code rather than relying on the color of
the blocks.

Gaps in Programming Knowledge. Code Club members
typically followed a sequence of tutorial documents
selected by Sally. In completing these tutorials, members
practiced using language features such as sequential
program flow, conditional statements, and loops.
However, sometimes the lessons would skip or gloss over
important concepts such as variables, and Code Club
members tended to have little or no knowledge of how to
use these features, causing them to get stuck when they
attempted to create more complex programs. Because they
were used to learning from Sally’s hand-picked lessons,
members were often unable to seek out help online, and
instead required in-person help from Sally or a mentor.

Following Tutorials. Code Club members used both written
and video tutorials when learning Scratch. Videos, GIFs
and images could be especially useful for those members
who were less confident readers. However, several
members experienced a particular challenge when
following along with image-heavy tutorials: they confused
the tutorial window and the code editor window. For
example, Figure 4 shows a Scratch code editor window
with a tutorial open beside it. Members would
occasionally confuse these two windows, accidentally
clicking on images of code in the tutorial window rather
than the “real” code blocks in their editor. Sally considered
this a common problem:

Sally: Sometimes they don't realize you go all the way
over to the left to click, and the on-screen tutorials are
sometimes ... too hard for somebody to do because they are
trying to click on what they are being demonstrated on, so
when it says create a new sprite and they show the picture
of the new sprite, they are clicking on what it’s showing
them versus going to the left side to click it.

To address this problem, Sally often provided a member’s
early lessons as a paper print-out, rather than pointing
them toward an online tutorial.

S
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Figure 4. Scratch code editor next to a tutorial. Tutorial
images were sometimes mistaken for the code editor itself.

Time and Project Management. Although Sally attempted
to find projects that could be completed within the Code
Club meeting schedule, members sometimes struggled to
complete their projects. When members become tired or
frustrated, they sometimes sit quietly instead of working,
as they are not always able to leave the group meeting on
their own. These problems could sometimes be addressed
by helping a member through a difficult task, or by giving
them a new project to work on.

Problems with Assistive Technology. Some Code Club
members had other disabilities and required the use of
assistive technologies. These technologies sometimes
caused problems when programming. For example, Mark
had recently begun using a head mouse to control his on-
screen pointer. Initially, Mark struggled to use the head
mouse and asked the staff several times to reconfigure its
settings.  After finally finding the appropriate
configuration, the head mouse’s battery died, leaving
Mark unable to use the computer himself. Fortunately,
staff member Samantha was available, so Mark was able to
dictate his code to her, although he was unable to
complete the project independently as he had originally
hoped.

Because Code Club computers were shared between
members, one member’s settings sometimes interfered
with another member’s work. In one session, Tiffany
attempted to open Scratch but found that her mouse was
configured such that the cursor moved in the opposite
direction from the mouse. She expressed frustration about
the situation but could not explain the problem and thus
could not request help. After some time, Sally came over
to see her screen and helped her correct the mouse
settings.

4.6 Collaborative Work and Peer Mentoring

Although Code Club’s peer mentoring model was initially
developed in part due to the lack of instructional staff, it
has become central to how members see the program.
Code Club members work collaboratively in a number of
ways.

Mentoring and Teaching. After completing some
introductory programming tasks, members are promoted
from trainee to mentor. Mentors are expected to help
trainees with their technical problems; because mentors
have completed the trainee phase, they often recognize
the trainee’s problems and know how to solve them.

Mentors also run class sessions once per week while Sally
is leading class at the other site.

Several members expressed pride in their role as mentor
and teacher. During his interview, Monty shared a
prepared statement about his role as a teacher:

Monty: It’s that the more I get the people that I teach
involved, the more they’re willing to learn. The more I ask
them questions and get them to understand, the more
things they do on the computer gets them more involved.

Sally considers this peer mentoring to be a core part of
how Code Club members learn:

Sally: The more they [teach], the more they learn it.
That's the way I learn. The way I've seen most people learn
best, is if you can teach it, you know it. The more they're
teaching it, the more they know it.

Different mentors adopted different specialties. For
example, Martin was especially interested in learning
about different types of assistive technologies and took an
active role in researching new technologies.

Helping People Like Themselves. Some mentors expressed
that they found it rewarding to help other individuals
with cognitive disabilities. When discussing his teaching
work, Monty expressed pride in his ability to help others:

Monty: For me, it’s a great experience to work with people
who have the same disabilities as me, well, not the same
but almost the same, and be able to teach them something
that they have never done before.

When working with trainees who had similar disabilities,
some mentors noted that they felt that they had particular
insights into the challenges the trainees experienced.

Sometimes members were able to work with each other
when they had difficulty requesting help from an
instructor. Martin and Micah, who are both infrequent
communicators, typically worked alone and rarely asked
for help. However, during one project, Martin became
stuck and asked Micah for help. Micah offered his help,
and the two worked together for the remainder of the
project.

Dividing Labor. In some cases, a member was unable to
complete a task, either due to a lack of understanding or
due to an accessibility barrier. In these cases, group
members would sometimes break down a task in order to
solve a problem together. For example, when Mark’s head
mouse stopped working, Samantha was able to input his
commands into the computer. In another case, Mark,
Monty, and Sally were working together to build a
physical computing project involving multiple sensors.



Because of Mark’s limited mobility, he focused on writing
the program code using a tablet, while Monty placed the
physical components and Sally connected the wiring.
Although this project would have been a challenge for any
one member, the group was able to complete the project
by working together, each member choosing the
appropriate task for their abilities in a form of
collaborative accessibility [3].

Supporting the Community. To help Code Club members
gain practical knowledge, Sally incorporated a public
service model into the Code Club curriculum. In this
program, members go to group homes or other
community facilities and set up smart home technology.
Members participate in several community technology
sessions, gaining independence with each subsequent
visit, first following instructions from Sally, then
providing instructions to Sally, and finally working alone.
Currently, most members are still in the first stage; only
Monty and Mark have completed an independent project,
which was setting up a Wi-Fi-powered, color-changing
light bulb in a classroom of one of the day programs.

4.7 Outcomes Beyond the Classroom

Most of our conversations with Code Club members
focused on their programming activities within the class.
However, members also discussed how participating in
Code Club has impacted their lives outside of class, and
how their computer science work helped to support their
long-term goals.

Career Goals. One of Sally’s primary goals in creating
Code Club was to prepare members for jobs in which they
could use their technical skills. She hopes that members
will “learn ... to be able to truly code and get jobs in the
fields they choose.” Members often expressed interest in
technical careers. When asked about his career goals,
Monty said:

Monty: I hope that one day I can have a job with
something like this, that’s kind of my intention, look
forward to a job with technology and that kind of stuff ...
Honestly [my dream job] would be to work at Google.

Since Code Club began, one member graduated from the
program and accepted a job at the local library, where he
works on the library’s social media outreach activities.

Helping Others. Several members talked about how they
had used their technical skills to solve problems in their
everyday lives. Tina described how she helped her mother
fix a problem with her mobile phone: the phone was
turned off and her mother did not know how to turn it

back on. Because of her experiences with technology, Tina
knew to hold down the power button to turn it back on:

Tina: It wouldn’t come on, just had to hold the power
button and turn [it] on.

Both Mark and Monty described how they were able to
answer technical questions from friends and colleagues in
their group home. Mark described helping friends with
mobile applications and smart home devices. Monty
mentioned that practicing his teaching skills in Code Club
helped him teach staff members in his group home:

Monty: It’s really interesting that I can teach [Code Club]
and be able to teach my staff. If they don't know how to set
up something, I can help.

Developing Social Skills. Sally noted that an often unstated
but important goal of Code Club is to promote social skills
such as leadership, teamwork, timeliness, and self-
confidence. Several members discussed how participating
in Code Club helped them develop new skills. For
example, Monty described how Code Club helped him to
discover his fondness for teaching:

Monty: I love to teach and show my knowledge about
technology and give it to other people.

While describing what he has learned in Code Club,
Monty also noted that learning to program led him to a
new way of thinking:

Monty: Programming for me is kind of like ... it broadens
my mind a little bit. It kind of makes me smart, I don’t
know, a little smarter than I originally was. The more I
learn, the more I can teach other people.

Code Club has motivated members to feel more confident
about their own abilities. When Martin first joined Code
Club, he planned on finishing the course and going back
to live with his parents. After participating in Code Club
for a year, Martin is now committed to finding a job and
becoming more independent.

Finally, participating in Code Club has also helped some
members practice their social skills. When Tina first
joined the group, she would cry if the instructors spoke to
her. After four months in Code Club, Tina is now able to
speak to her peers and agreed to participate in this
research  study. Micah, who was shy and
noncommunicative when he began the program, now
frequently helps his peers with their projects.



5 DISCUSSION

Our initial inquiry into Code Club was motivated by an
interest in understanding whether it was successful and, if
so, how it was able to be successful. To the best of our
knowledge, Code Club is the only program of its type in
North America. In attempting to understand Code Club’s
success, several factors stood out: the program director’s
combined expertise in social work and technology, the
focus on developing technical and professional skills for a
future career, and the comprehensive use of peer
mentoring. While Code Club is a unique organization,
these qualities could certainly be passed on to other
programs, and we hope that our exploration of what
makes Code Club work can lead to the development of
similar programs in the future.

In studying Code Club and its members, we also sought to
identify any unique accessibility challenges experienced
by members of this community. We found that Code Club
members experienced many of the challenges that anyone
would experience while learning technology. When
members did encounter an unusual challenge, such as the
confusion between the code editor and tutorial document,
the mentors and staff were often able to find a solution.
Documenting these challenges and workarounds may lead
to new tools and curricula to better support people with
cognitive disabilities in learning computer science.

Finally, we sought to understand what types of incentives
might best motivate adults with cognitive disabilities to
learn computer science. As with many computer science
students, Code Club members were often motivated to
develop their technical skills in order to seek a career in a
computing-related field. However, we also found that
members were motivated to develop new assistive
technologies and to teach and support other people with
disabilities. Members were also motivated by the belief
that participating in their program could lead to improved
social and professional skills, and several members
reported experiencing real improvements in these areas.
Understanding these motivations may support the
development of educational tools that can help this
population achieve their goals.

6 IMPLICATIONS FOR INCLUSIVE EDUCATION

Code Club serves as a successful example of engaging
people with cognitive disabilities in computer science.
Many Code Club practices reflect Universal Design for
Learning (UDL) principles such as presenting information
in multiple modalities, breaking down problems into

discrete steps, and facilitating peer learning. However,
Code Club’s practices evolved through trial and error, and
therefore may provide insights beyond the maxims of
UDL. Here we provide an overview of successful
strategies articulated by Code Club’s educational team, as
well as insights from our experience as researchers within
this community.

6.1 Code Club’s Stated Principles

While Code Club’s educational practices are complex and
are continually evolving, a few lessons repeatedly
surfaced throughout our study:

Provide simple, well-structured, and modular activities.
Activities should be presented as a series of clearly-
defined steps so that the next action is always clear.
Modular activities should support work that occurs over
multiple sessions with minimal effort needed to jump back
in. Adding checklists and question prompts between steps
can help to keep learners on track and can make it easier
for a teacher or peer to help when a student gets stuck.

Use carefully designed visual aids. Educational materials
should use color and visual layout to convey information.
Clear visual design should be applied across all learning
materials, including written instructions, the code editor,
and even the programming language itself. Provide clear
differences between the appearances of software tools and
tutorials or other documents that may depict those tools.

Support peer teaching and learning. Peer mentoring can
reduce the burden on teaching staff, but also serves as a
powerful motivator for students to advance through the
program. Providing explicit stages of advancement from
trainee to mentor may help reinforce the responsibilities
of mentorship.

6.2 Insights from Our Research

Beyond the explicitly stated principles behind Code Club’s
educational program, we note these additional practices
that have helped to support Code Club’s success, and that
may help to support similar programs in the future:

Anticipate multiple disabilities and assistive technologies.
Code Club members used a diverse set of assistive
technologies that sometimes interfered with the system
software or with other members’ assistive technologies.
Test all educational materials with a representative set of
assistive technologies. On shared devices, provide
methods for easily changing the user profile.

Support teams with complementary abilities. Code Club
members often enjoyed working together, and sometimes



used groupwork to overcome an individual’s accessibility
challenges. Provide opportunities for learners of different
abilities to work together. Design activities that can be
broken down into different types of work, such as
planning, writing code, and assembling hardware.

Encourage diverse goals and outcomes. Code Club members
were motivated by a variety of goals: getting a job,
helping their friends, giving back to their community, and
participating in social activities. Within a diverse group of
learners, not all goals may be achievable or desirable to
everyone. Encourage students to articulate their goals and
provide structures for tracking progress towards them.

7 FUTURE WORK

We are excited to continue our collaboration with Code
Club, both to explore how to support the existing program
and its members as well as to increase our understanding
of how to create and support similar programs in the
future.

One area of future research is to explore how members of
this community can transfer from Scratch and Makey-
Makey to mainstream programming languages.
Supporting knowledge transfer between education-
focused tools and mainstream programming languages
presents a number of challenges, and these challenges will
likely play out differently for Code Club members than for
the general population. A related challenge is in
identifying the technical skills developed by Code Club
members and mapping them to possible career paths.

A second area of research is in developing software tools
to overcome some of the accessibility challenges
encountered by members of this community when
programming. For example, we could design a software
development environment that provide clear visual
structure, supporting learners who have difficulty with
extensive text or complex code structure. We could also
explore how tutorials could provide clear, multimodal
explanations and instructions.

A third area of research is to consider how these
accessibility challenges vary between individuals, and to
explore adaptive systems that can build a profile of a
user’s abilities and provide personalized support.

Finally, as peer mentoring is a central part of Code Club,
we may explore technologies to support the mentoring
process, such as by providing tools for peers to share code,
debug each other’s programs, or collaborate over a
distance.

8 CONCLUSION

Studying computer science skills is seen by many as a way
to empower individuals, providing them with a potential
career path and supporting development in computational
thinking and other areas. Despite the great interest in
introducing young people to computer science, people
with disabilities are still excluded from many of the
benefits of computer science education. This exclusion is
especially severe for people with cognitive disabilities, as
few resources exist for including these individuals in
computer science education. In this work, we have
examined one organization that has successfully tackled
many of these problems and shown that it is possible to
adapt computer science curricula to support the goals and
abilities of young people with cognitive disabilities.
Understanding the challenges encountered by this group,
and how they have been overcome, may lead to more
inclusive approaches to teaching computer science.
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