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Abstract—A new method is presented, consisting of exclusively
simple linear algebra computations, for computing the linear
programming Shannon outer bound to the network coding
capacity region of a directed hypergraph network. This linear
algebraic formulation enables a new upper bound on the worst
case complexity of computing the Shannon outer bound to a
network coding capacity region to be determined.

I. INTRODUCTION

Determining the capacity regions of networks under network
coding form an important class of fundamental problems in
information theory and coding. From an applied perspective,
these problems are key to determining fundamental limits,
and practical designs that approach them, for engineering
problems ranging from exact repair distributed information
storage [1]–[4], to index coding and coded caching [5]–[8], to
delay mitigating codes and rate delay tradeoffs for streaming
information [9]–[11]. From a fundamental perspective, formal
equivalences between solving all of these problems and deter-
mining all fundamental inequalities in information theory and
some fundamental subgroup inequalities in group theory, have
been established.

A key result [12], enables inner and outer bounds to the
network coding capacity region to obtained via the region
of entropic vectors. Algorithms [13]–[15], and their practical
implementations in software [16]–[18], which can compute
complicated network coding capacity regions of small hyper-
graph networks [19], were created by building upon this result.
In particular, the information theoretic converse prover (ITCP)
[16] enables the Shannon/Linear programming outer bound to
a capacity region to be computed through a process of polyhe-
dral projection, while the information theoretic achievability
prover (ITAP) [17] enables the rate region achievable with
a class of codes to be determined. When the bounds from
these two pieces of software match, as has been shown to
be true for all minimal hypergraph networks with a number of
source and edges at most 5 [19], the capacity region, its proof,
and its efficient codes have been determined. ITCP works via
a process of polyhedral projection, and it has been shown
that it can exploit powerful notions of problem symmetry to
reduce the number of steps and dimensions in the polyhedral
projection process [13].

While specific examples have rather thoroughly demon-
strated complexity reductions by exploiting symmetry in real

world algorithms pragmatically [13], [20] in the form of run-
time, as well as the potential of divide-and-conquer style
methods for reducing the complexity by breaking apart the
problem into pieces [19], [21], [22], theorists have repeatedly
expressed interest in overall worst case complexity bounds
for computing the LP outer bound, and how this complexity
depends on the network structure and various measures of
problems size. A common argument made has been that
this worst case complexity bound for algorithms negligent of
symmetry and hierarchy is necessary to be best quantify the
gains that symmetry and hierarchy exploitation enable.

Bearing this in mind, this paper provides a method of com-
puting the LP outer bound selected not for its computational
efficiency in a real polyhedral computation implementation,
as has been the motivation in [13], [15], but rather selected
for its ease of obtaining an upper bound on the number of
computations it requires. We have attempted to express the
necessary computations in as explicit a manner as possible by
referring to linear algebra and avoiding the linear programing
steps which are typically encountered in an efficient linear
programming process. Utilizing this alternative formulation,
we are able to give an upper bound to the worst case
complexity of computing the linear programming outer bound.

II. BACKGROUND

This paper focuses on multi-source multi-sink network
coding problems on acyclic networks that have directed hy-
peredges, which we hereafter refer to as the MSNC-DH
problems. For the sake of brevity, we will use, without re-
peating some definitions, the same notation as [19], where
a MSNC-DH problem is be represented as a tuple A =
(S,G, T , ES , EU , β(t)), where S,G and T denotes the set of
source nodes, intermediate nodes and sink nodes respectively,
EU the set of edges outgoing from intermediate nodes (here-
after E) and β(t) the demand of the sink node t. We will
denote V = G ∪T the set of intermediate and sink nodes, and
assume that the network is minimal so that no two of these
nodes have the same collections of hyperedges as inputs.

A. Rate region of a MSNC-DH Network
Yan et al.’s celebrated paper [12], showed that the capacity

region of a network can be expressed implicitly in terms
of region of entropic vectors Γ∗N [12] and some network
constraints. As proved in Theorem 1 in [12] and later extended



in [23] the rate region R(A) of network A can be expressed
as,

R(A) = Projr,ω(con(Γ∗N ∩ L13) ∩ L4′5) (1)

where con(B) is the conic hull of B, and Projr,ω(B) is the
projection of B onto the coordinates [rT ,ωT ]T where r =
[Re|e ∈ EU ] and ω = [ωs|s ∈ S]. Further, Γ∗N and Li, i =
1, 3, 4′, 5 can be viewed as subsets of RL, L = 2N − 1 +N ,
N = |S|+ |E|, with h ∈ R2N−1 indexed by subsets of N as
is usual in entropic vectors, r ∈ R|EU | playing the role of the
capacities of edges, and ω ∈ R|S| playing the role of source
rates, by creating the stacked vector x = [rT ,ωT ,hT ]T . Li,
i = 1, 3, 4′, 5 are network constraints which can be written as,

L1 = {x ∈ RM | hS =
∑
s∈S

hs} (2)

L3 = {x ∈ RM | hOut(i)|In(i) = 0, ∀i ∈ G} (3)

L4′ = {x ∈ RM | hUe ≤ Re, hs ≥ ωs, e ∈ E , s ∈ S} (4)

L5 = {x ∈ RM | hYβ(t)|In(t) = 0, ∀t ∈ T } (5)

we will use L(A) = L1∩L3∩L4′ ∩L5 to denote the network
constraints of network A.

Equation (1) determines the rate region of a network only
implicitly. This is due to the fact that Γ∗N is unknown and even
not polyhedral for N ≥ 4. Thus the direct calculation of rate
region for a network with more than 4 variables is infeasible.
However when replacing Γ∗N with some inner bound Γin

N or
outer bound Γout

N , we will have a feasible polyhedral projection

Rout(A) = Projr,w(Γout
N ∩ LA) (6)

Rin(A) = Projr,w(Γin
N ∩ LA) (7)

where Rout(A) and Rin(A) are called the Linear program-
ming (LP) outer bound and inner bound of rate region R(A)
respectively. Details of theory of these outer and inner bounds
can be found in [24]–[26].

III. COMPUTING LP OUTER BOUND ALGEBRAICALLY

Equations (6) and (7) show why polyhedra projection is
involved in the calculation of the rate region of a network. The
problem is that either Γout

N or Γin
N has the same dimension as

Γ∗N , which makes the computational cost of direct projection
very high for even a reasonable value of N , say N = 10.
Moreover, the worst case upper bound of the computational
complexity of general polyhedra projection remains unknown,
and were such a bound even to exist, it would be difficult
to couple the structure of the network coding problem to it to
obtain insights as to the relationship between characteristics of
the network and the computation complexity of the LP bound.

Note that by taking the Shannon outer bound ΓN [25] of
Γ∗N as an example, we will explain in this section how Ro =
Projr,w(ΓN ∩LA) can be computed by our method. However,
any LP bound with the form in (6) or (7) can be handled
by the method we will describe. To make things clear, we
will take the network in Fig.1 as an example and provide
the corresponding constraint matrix, etc. right after we finish
discussing the abstract equations.
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Figure 1: A MSNC network with hyperedges

A. Computing ΓN ∩ LA

We begin by transforming the problem of computing the
LP outer bound into one involving new variables. Our first
step is to remove the |V| equality constraints in ΓN ∩ LA

corresponding to the encoding and decoding constraints. Each
of these is of the form

hIn(v) = hIn(v)∪Out(v) (8)

for some v ∈ V . In fact, in the presence of the elemental in-
equalities in ΓN , these equalities can implicitly imply multiple
other equalities. Indeed, when |Out(v)| > 1, we also have the
other implied equalities

hIn(v) = hIn(v)∪A, ∀A ⊆ Out(v),A 6= ∅ (9)

so that the equality (8) actually implies equality among
2|Out(v)| entropies. Similarly, for the source independence
constraint

hS =
∑
s∈S

hs (10)

the elemental inequalities imply 2|S|−1 equalities of the form

hS′ =
∑
s∈S′

hs, S ′ ⊆ S (11)

Stack the constraints (9) and (11) together we will have a
system of linear equations that can be represented as,

Mh = 0 (12)

� For example, the network constraints of Fig.1 obtained
from (9) and (11) are,

h{1,2,3} = h{1,2,3,4,5}

h{4} = h{2,4}

h{4,5} = h{1,4,5}

h{5} = h{3,5}

h{1,2,3} = h{1} + h{2} + h{3}

h{1,2} = h{1} + h{2}

h{1,3} = h{1} + h{3}

h{2,3} = h{2} + h{3}

h{1,2,3} = h{1,2,3,4}

h{1,2,3} = h{1,2,4,5}

(13)

The corresponding matrix M has 10 rows, 36 columns
and rank(M) = 10.



By calculating the reduced row echelon form rref(M), we
can divide h = h1∪hr with |h1| = rank(M), |hr| = 2N−1−
rank(M) such that each subset entropy in h1 can be written
as a linear combination of singleton and/or subset entropies in
hr as,

h1 = M′hr (14)

� For example, based on rref(M), the entropy vector h
of Fig.1 can be divided as h = h1 ∪ hr and the
corresponding M′ has 10 rows 26 columns.

After substituting (14) into the remaining elemental inequal-
ities and rate constraints, ΓN ∩ LA will become a polyhedral
cone written in terms of 2N +

(
N
2

)
2N−2 inequalities (from

the elemental inequalities defining ΓN and the source and edge
rate inequalities) and N+2N−1−rank(M) variables, possibly
with redundant inequalities and implicit equalities.

� For example, after substituting in (14), ΓN ∩ LA of
network in Fig.1 will become a polyhedral cone that has
2×5+

(
5
2

)
23 = 95 inequalities and 5+25−1−10 = 26

variables.

B. Computing the Projection Algebraically

Let us denote by A the matrix defining the minimal repre-
sentation of ΓN ∩ LA as,

PA =
{

[ωT , rT ,hT
r ]T ∈ Rd|A[ωT , rT ,hT

r ]T ≥ 0
}

(15)

where implicit equalities and redundant inequalities of this
cone are eliminated by 1) eliminating the variables after substi-
tuting in (14), then 2) removing any further implicit equalities
by eliminating other entropy variables, then 3) removing any
redundant remaining inequalities.

� For example, after removing all the redundant inequali-
ties and variables in ΓN ∩LA the minimal representation
PA of network in Fig.1 has 30 out of 95 inequalities and
26 out of 26 variables left.

From (6) and (15) one can see that Ro can be calculated
as,

Ro = Projr,w(PA) (16)

The remainder of the projection process is to remove of the
remaining 2N − 1− rank(M) dimensions representing subset
entropies, leaving only inequalities among the N variables
ω, r. This m×d matrix A has m ≤ 2N +

(
N
2

)
2N−2 rows and

d ≤ N + 2N − 1− rank(M) columns.
Now, any inequality cT [ωT , rT ]T ≥ 0 which holds for all

[ωT , rT ]T ∈ Ro = Projr,w(PA) must be expressible as a
conic combination of inequalities defining PA, and thus for
any such c, there must exist some µ ≥ 0 with,

[cT ,0T ][ωT , rT ,0T ]T = µTA[ωT , rT ,hT
r ]T (17)

Our next transformation, again aiming to maximize those
steps which have a linear algebraic flavor in computing the
polyhedral projection for the sake of easily upper bounding
the complexity of computing the LP outer bound, is to use
this duality to switch to thinking of µ as the variables instead

of [ωT , rT ,hT
r ]T . From (17) one can see that any such µ

must yield zero coefficients to multiply the subset entropies
in hr. If we denote by M the indices of columns in A that
correspond to hr, then these “zero-coefficient” equalities are
of the form

µTA:,A = 0T A ∈M (18)

which is equivalent as,

Gµ = 0 (19)

where,

G =
[
AT

:,A|A ∈M
]

(20)

After calculating the rref(G), µ can be divided into two
disjoint subsets µf corresponding to the leading 1s in the rows
of rref(G), and µb corresponding to the remaining elements
of µ, with |µf | = |rank(G)|, |µb| = m − |rank(GT )| such
that each µ ∈ µf can be written as a linear combination of
the variables in µb as,

µf = Bµb, (21)

together with the requirement that µ ≥ 0, we will have the
following polyhedral cone,

P (µb) =

{
µb

∣∣∣∣[ IB
]
∈ Rm×d′

[
I
B

]
µb ≥ 0

}
(22)

where I denotes a d′×d′ identity matrix, d′ = m−|rank(G)|.
Notice that each µb ∈ P (µb) corresponds to a µ in (17) and
thus corresponds to a inequality cT [ωT , rT ]T ≥ 0. So once
we find all the extreme rays of P (µb), we will find all the
conically independent inequalities of the form cT [ωT , rT ]T ≥
0 that defines Ro.

� For example for the network in Fig.1, the vector µ is
split into [µf ,µb] with |µf | = 21, |µb| = 14 and the
corresponding B matrix is shown in Fig.2. Consequently,
cone P(µb) has 35 rows and 14 columns.

   1, 1, 0, 0, 0, 0, 0, 0,-1, 0, 0, 0, 1, 0  
   0, 0, 1, 1, 1, 0, 0, 0, 0, 0,-1, 0, 0, 1  
   1, 1, 0, 0,-1, 0, 0, 0, 0, 0, 0, 0, 0, 0  
   0, 0, 0, 0, 1, 0, 1, 0, 0, 0, 0, 0, 0, 0  
   0, 1, 0, 0,-1, 0,-1, 0,-1, 0, 0, 0, 1, 1  
   0, 1, 0, 1, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0  
   0,-1, 0, 0, 1,-1, 0, 0, 0, 0,-1, 0, 1, 1  
   0,-1, 1, 0, 1,-1, 1, 0, 0, 0, 0, 0, 0, 0  
   0,-1, 0, 0, 1,-1, 0, 0, 0, 0, 0, 0, 1, 0  
   0, 1, 0, 0,-1, 1,-1, 0, 0, 0, 0, 0, 0, 0  
   0, 1, 0, 0,-1, 0,-1, 0, 0, 0, 0, 0, 0, 1  
   0,-1, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0  
   1, 0, 0, 0, 0,-1, 0, 0, 0, 0, 0, 0, 1, 0  
   0, 0, 0, 0, 1, 0, 0, 0,-1, 0,-1, 0, 1, 1  
   0, 0, 1, 0, 0,-1, 0, 0, 0, 0, 0, 0, 0, 1  
   0, 1, 0, 0, 0, 1, 0, 0, 0, 0, 1, 0,-1,-1  
   0, 0, 0, 1, 0, 1, 0, 0, 1, 0, 0, 0,-1,-1  
   0, 0, 0, 0, 0, 0, 0, 0,-1, 0, 0, 0, 1, 0  
   0, 0, 0, 0, 0, 0, 0, 0,-1, 0, 0, 0, 1, 1  
   0, 0, 0, 0, 0, 0, 0, 0, 0, 0,-1, 0, 1, 1  
   0, 0, 0, 0, 0, 0, 0, 0, 0, 0,-1, 0, 0, 1 

Figure 2: B matrix for network in Fig.1



IV. COMPLEXITY OF COMPUTING Ro FROM P (µb)

The problem of finding all extreme rays of P (µb) left in the
previous subsection can be solved by a classical incremental
algorithm called double description (DD) method [27]. By
utilizing the structure of [IT ,BT ]T and introducing an interme-
diate matrix IndiK , we derive the worst case computational
complexity bound of computing Ro from P (µb).

Again for brevity, we borrow the notation and definitions
from [27], where (E,R) denotes the DD pair of a polyhedral
cone P (E). Moreover Proposition 7(c) and Lemma 8 [27] are
used to write the pseudocode of DD method for complexity
analysis.

The existence of an identity matrix in [IT ,BT ]T ∈ Rm×d′

is one of the reason why lower complexity bound can be
achieved than if a normal matrix E ∈ Rm×d′

is input into
the DD method. This is because 1) DD method involves
computation of a vector multiply by the input matrix in several
for loops, and 2) identity matrix multiply a vector can be done
in constant time.

The computational complexity of DD method can be further
decreased if we trade in space complexity for computational
complexity. To do that, we introduce an intermediate matrix
InidK in the DD method iteration step as,

IndiK = {vj = Erj |∀rj ∈ RK} (23)

where vj , rj denotes j − th column in IndiK and RK

respectively. Noet that for a column rj ∈ RK , Z(rj) is defined
as,

Z(rj) = {i ∈ {1, ...,m}|Eir = 0} (24)

One can see that Z(rj) is equivalent as finding the indices of
zero element of corresponding vj ∈ IndiK .

The DD method is known to be output sensitive, which
means that the algorithms’ performance is guaranteed in terms
of the output size as well as the input size [28]. If we use the
same assumption as [27] that the number of rays generated
in the intermediate step remains in O(n), then for the input
matrix E = [I,BT ]T ∈ Rm×d′

, the DD method iteration step
together with the complexity of each line of pseudocode can
be written as Algorithm1.

If we assume that the input size m is less than the output
size n, then the complexity of DD method iteration step is

O(n) +O(n2)O(n)(3O(d′)) +O(n)O(md′ − d′2)

=O(n) +O(n3d′) +O(nmd′ − nd′2)

=O(n3d′)

(25)

Given that we have [I,BT ]T as the input, we can always
choose (I, I) as the initial DD pair. This is to say we need to
insert all the rows of B step by step, which gives us m − d′
calls of DD method iteration steps. So the overall complexity
of DD method when [I,BT ]T is the input is,

(m− d′)O(n3d′) = O(mn3d′ − n3d′2) (26)

For each extreme ray µb in P (µb) to get the corresponding
inequality cT [ωT , rT ]T ≥ 0, we need to first calculate µf =

Bµb and then tacking them together to get µ = [µT
f ,µ

T
b ]T

and finally calculate cT = µTA. As we had assumed n is the
number of extreme rays, the computational complexity of these
steps that involve two different matrix vector multiplication
can be bounded by

O(n(m− d′)d′) +O(nmd) = O(ndm) (27)

So the overall complexity of computing Ro from P (µb) is
upper bounded by,

O(ndm) +O(mn3d′ − n3d′2) (28)

In summary, we have proven the following theorem.

Theorem 1. Assuming as in [27] that the number of rays
generated in at each intermediate step of DD remains in O(n),
the complexity of computing the LP outer bound Ro to a
MSNC-DH problem is upper bounded by

O(ndm) +O(mn3d′ − n3d′2) (29)

where m ≤ N + 2N − 1 − rank(M), d′ ≤ N + 2N − 1 −
rank(M) − rank(G), M and G are matrices built from the
network constraints according to equations (9,11) and (20)
respectively, and n is the number of inequalities defining the
resulting LP outer bound.

Algorithm 1 DD method iteration step
Input: E, (EK ,RK), IndiK , J, i
Output: (EK+1,RK+1), IndiK+1

Initialize: Adj = ∅, J+ = ∅, J− = ∅, J0 = ∅, RK+i =
∅, IndiK+1 = ∅

1: procedure DD UPDATES
2: for j = 1, ..., |J | do . O(n)
3: if Indi(i, j) > 0 then . O(1)
4: J+.Append(j) . O(1)
5: RK+1.Append(rj) . O(1)
6: IndiK+1.Append(vj) . O(1)
7: else if Indi(i, j) == 0 then . O(1)
8: J0.Append(j) . O(1)
9: RK+1.Append(rj) . O(1)

10: IndiK+1.Append(vj) . O(1)
11: else . O(1)
12: J−.Append(j) . O(1)

13: for each (j, j′) ∈ (J+, J−) do . O(n2)
14: for each j′′ ∈ J do . O(n)
15: if Z(vj) ∩ Z(vj′) ⊂ Z(vj′′) then . O(d′)
16: if rj′′ ' rj or rj′′ ' rj′ then . O(d′)
17: Adj.Append((j, j′)) . O(1)
18: rjj′ ← (Eirj)rj′ − (Eirj′)rj . O(d′)
19: RK+1.Append(rjj′) . O(1)

20: for each rjj′ ∈ RK+1 \RK do . O(n)
21: vjj′ ← Erjj′ . O(md′ − d′2)
22: IndiK+1.Append(vjj′) . O(1)

� For example for the network in Fig.1, when using the DD
method to compute the extreme rays of P (µb) 22 extreme



rays are found. Those extreme rays are listed in Fig.3
where each row of the matrix denotes an extreme ray of
P (µb). These extreme rays are then used to calculate,
through our aforementioned steps, the inequalities that
defines Ro, which are,

w1 ≥ 0

w2 ≥ 0

w3 ≥ 0

R5 ≥ w3

R4 ≥ w2

R4 +R5 ≥ w1 + w2 + w3

(30)

 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0  
 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0  
 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0, 0, 0  
 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0, 0, 0  
 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 0, 1, 0, 0  
 0, 0, 1, 0, 0, 1, 0, 0, 1, 0, 1, 0, 1, 1  
 0, 1, 0, 0, 1, 0, 0, 0, 0, 0, 0, 0, 0, 0  
 1, 0, 0, 0, 1, 1, 0, 0, 1, 0, 1, 0, 1, 1  
 0, 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 1, 0  
 1, 0, 0, 1, 1, 1, 0, 0, 0, 0, 1, 0, 1, 1  
 0, 1, 0, 0, 1, 0, 0, 0, 1, 0, 0, 0, 1, 0  
 0, 1, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 0, 1  
 1, 0, 0, 0, 1, 1, 0, 0, 0, 0, 0, 0, 0, 1  
 0, 1, 0, 1, 1, 1, 1, 0, 0, 0, 0, 0, 1, 1  
 0, 1, 0, 0, 1, 1, 1, 0, 1, 0, 0, 0, 1, 1  
 0, 0, 1, 0, 0, 1, 0, 0, 0, 0, 0, 0, 1, 0  
 0, 0, 0, 0, 0, 1, 1, 0, 1, 0, 1, 0, 1, 1  
 0, 0, 0, 1, 0, 0, 0, 0, 0, 0, 1, 0, 0, 1  
 1, 0, 0, 0, 1, 1, 0, 0, 0, 0, 1, 0, 0, 1  
 0, 0, 0, 1, 0, 1, 1, 0, 0, 0, 1, 0, 1, 1  
 0, 0, 1, 0, 0, 1, 0, 0, 1, 0, 0, 0, 1, 0  
 0, 1, 1, 0, 1, 1, 0, 0, 1, 0, 0, 0, 1, 1 

Figure 3: Extreme rays found for the network in Fig.1

V. CONCLUSION

A linear algebraic method for computing the LP outer bound
to a network coding capacity region amenable to complexity
analysis was presented. Using this method, the complexity of
computing the LP outer bound was upper bounded. Future
work will compare this upper bound to the complexity of
methods which exploit symmetry and hierarchy in the network
in order to quantify the reductions in complexity enabled by
these aspects.
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