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ABSTRACT

Security and privacy of the Internet Domain Name System (DNS)

have been longstanding concerns. Recently, there is a trend to pro-

tect DNS traffic using Transport Layer Security (TLS). However,

at least two major issues remain: (1) how do clients authenticate

DNS-over-TLS endpoints in a scalable and extensible manner; and

(2) how can clients trust endpoints to behave as expected? In this pa-

per, we propose a novel Private DNS-over-TLS (PDoT ) architecture.

PDoT includes a DNS Recursive Resolver (RecRes) that operates

within a Trusted Execution Environment (TEE). Using Remote Attes-

tation, DNS clients can authenticate, and receive strong assurance

of trustworthiness of PDoT RecRes. We provide a proof-of-concept

implementation of PDoT and use it to experimentally demonstrate

that its latency and throughput match that of the popular Unbound

DNS-over-TLS resolver.
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· Security and privacy → Web protocol security; Hardware-

based security protocols; Network security; Privacy protections.
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1 INTRODUCTION

The Domain Name System (DNS) [26] is a distributed system that

translates human-readable domain names into IP addresses. It has

been deployed since 1983 and, throughout the years, DNS privacy

has been a major concern.

In 2015, Zhu et al. [33] proposed a DNS design that runs over

Transport Layer Security (TLS) connections [14]. DNS-over-TLS

protects privacy of DNS queries and prevents man-in-the-middle

(MiTM) attacks against DNS responses. [33] also demonstrated

practicality of DNS-over-TLS in real-life applications. Several open-

source recursive resolver (RecRes) implementations, including Un-

bound [8] and Knot Resolver [5], currently support DNS-over-TLS.
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In addition, commercial support for DNS-over-TLS has been increas-

ing, e.g., Android P supports it [2] as does Cloudflare’s 1.1.1.1

RecRes [1]. However, despite attracting interest in both academia

and industry, some problems remain.

One major issue is lack of means to determine whether a given

RecRes is trustworthy. For example, even if communication be-

tween client stub (client) and RecRes, and between RecRes and the

name server (NS) is encrypted using TLS, RecRes must decrypt

the DNS query in order to resolve it and contact the relevant NS-

s. This allows RecRes to learn unencrypted DNS queries, which

poses privacy risks if a malicuous RecRes misuses this data, e.g.,

profiling users or selling their DNS data. Some RecRes operators

go to great lengths to assure users that their data is private. For

example, Cloudflare promises łWe will never sell your data or use

it to target adsž and goes on to say łWe’ve retained KPMG to audit

our systems annually to ensure that we’re doing what we sayž [1].

Although helpful, this still requires users to trust the auditor and

can only be used by operators who can afford an auditor.

The second problem is that clients authenticate RecRes using

certificates. Certificate-based authentication is natural for websites,

since the user (client) already knows the website and the certificate

securely binds a public key to that website’s URL. However, the

same does not hold for DNS, since most users have little or no idea

what DNS is, much less which resolver’s organization is trustworthy.

Therefore, ideally, we need a way to authenticate RecRes without

any user involvement. One way to address this issue is by creating a

white-list of trusted RecRes-s’ public keys. However, this is neither

scalable nor maintainable, because the white-list would have to

include all possible RecRes operators, ranging from large public

services (e.g., 1.1.1.1) to small-scale providers, e.g., a local RecRes

provided by a coffee-shop.

An alternative approach is to use Remote Attestation (RA) so that

clients can check what software a given RecRes is running. In this

context, the identity of RecRes is no longer relevant, since clients

can make trust decisions based on how RecRes behaves. RA is one

of the main features of modern hardware-based Trusted Execution

Environments (TEEs), such as Intel Software Guard Extensions

(SGX) [24] and ARM TrustZone [9]. Such TEEs are now widely

available, with Intel CPUs after the 7th generation supporting SGX,

and ARM Cortex-A CPUs supporting TrustZone. TEEs with RA

capability are now also available in cloud services, such asMicrosoft

Azure [25]. In this paper, we use these features to address the two

problems posed above. Specifically, our contributions are:

• We design a Private DNS-over-TLS (PDoT ) architecture, the

main component of which is a privacy-preservingDNSRecRes

that operates within a commodity TEE. Running an RecRes

inside a TEE prevents even the RecRes operator from learn-

ing clients’ DNS queries, thus providing query privacy. Our

RecRes design also addresses the authentication challenge by
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enabling clients to trust the RecRes based on how it behaves,

and not on who it claims to be. (See Section 4).

• We implement a proof-of-concept PDoT RecRes using In-

tel SGX and evaluate its security, deployability, and perfor-

mance. All source code and evaluation scripts are publicly

available [? ]. Our results show that PDoT handles DNS

queries without leaking information while achieving suf-

ficiently low latency and offering acceptable throughput

(Sections 5 and 6).

• In order to quantify privacy leakage via traffic analysis, we

performed an Internet measurement study. It shows that

94.7% of top 1,000,000 domain names can be served from a

privacy-preservingNS that serves at least two distinct domain

names, and 65.7% from a NS that serves 100+ domain names.

(See Section 7).

2 BACKGROUND

2.1 Domain Name System (DNS)

DNS is a distributed system that translates host and domain names

into IP addresses. DNS includes three types of entities: Client Stub

(client), Recursive Resolver (RecRes), and Name Server (NS). Client

runs on end-hosts. It receives DNS queries from applications, cre-

ates DNS request packets, and sends them to the configured RecRes.

Upon receiving a request, the RecRes sends DNS queries to NS-s

to resolve the query on client’s behalf. When NS receives a DNS

query, it responds to RecRes with either the DNS record that an-

swers client’s query, or the IP address of the next NS to contact.

RecRes thus recursively queries NS-s until the record is found or a

threshold is reached. The NS that holds the queried record is called:

Authoritative Name Server (ANS). After receiving the record from

ANS, RecRes forwards it to client. It is common for RecRes to cache

records so that repeated queries can be handled more efficiently.

2.2 Trusted Execution Environment (TEE)

A Trusted Execution Environment (TEE) is a security primitive

that isolates code and data from privileged software such as the

OS, hypervisor, and BIOS. All software running outside TEE is

considered untrusted. Only code running within TEE can access

data within TEE, thus protecting confidentiality and integrity of

this data against untrusted software. Another typical TEE feature

is remote attestation (RA), which allows remote clients to check

precisely what software is running inside TEE.

One recent TEE example is Intel SGX, which enables applications

to create isolated execution environments called enclaves. CPU

enforces that only code running within an enclave can access that

enclave’s data. SGX also provides RA functionality.

Memory Security. SGX reserves a portion of memory called

Processor Reserved Memory (PRM). It holds 4KB pages of Enclave

Page Cache (EPC) that stores code and data that run in that enclave.

PRM is protected by CPU to prevent non-enclave access to this

memory region. Also, processes can enter and leave an enclave

only through special functions: ECALLs and OCALLs, respectively.

These functions are realized by adding special CPU instructions.

Any illegal attempt to enter or leave without calling these functions

forces an enclave to shut down.

Attestation Service. SGX provides two types of attestation:

local and remote. Local attestation enables one enclave to attest

another (running on the same machine) to verify that the latter

is a genuine enclave actually running on the same CPU. Remote

attestation involves more entities. First, an application enclave to

be attested creates a report that summarizes information about

itself, e.g., code it is running. This report is sent to a special enclave,

called quoting enclave which is provided by Intel and available

on all SGX machines. Quoting enclave confirms that requesting

application enclave is running on the same machine and returns a

quote, which is a report with the quoting enclave’s signature. The

application enclave sends this quote to the Intel Attestation Service

(IAS) and obtains an attestation verification report. This is signed by

the IAS saying that the application enclave is indeed running the

code that it claims to be running. Once it receives an attestation

verification report, the verifier can make an informed trust decision

about behavior of the attested enclave.

Side-ChannelAttacks. SGX is vulnerable to several side-channel

attacks [22, 30], and various mechanisms have been proposed [13,

27? ] to mitigate them. Since defending against side-channel attacks

is orthogonal to our work, we expect that a production implemen-

tation would include relevant mitigation mechanisms.

3 ADVERSARY MODEL & REQUIREMENTS

3.1 Adversary Model

The adversary’s goal is to learn or infer information about DNS

queries sent by clients. We consider two different types of adver-

saries, based on their capabilities:

Our first type of adversary is a malicious RecRes operator who

has full control over the physical machine, its OS and all applica-

tions, including RecRes. We assume that the adversary cannot break

any cryptographic primitives, assuming that they are correctly im-

plemented. We also assume that it cannot physically attack hard-

ware components, e.g., probe CPU physically to learn TEE secrets.

This adversary also controls all of RecRes’s communication inter-

faces, allowing it to drop/delay packets, measure the time required

for query processing, and observe all cleartext packet headers.

The second adversary type is a network adversary, which is

strictly weaker than the malcious RecRes operator. In the passive

case, this adversary can observe any packets that flow into and out

of the RecRes. In the active case, this adversary can also modify

and/or forge network packets. DNS-over-TLS alone (without PDoT )

is sufficient to thwart a passive network adversary. However, since

an active adversary could attempt to redirect clients to a malicious

RecRes, clients need a efficient mechanism for authenticating the

RecRes and determining whether it is trustworthy, which is the

main contribution of PDoT .

For either adversary, we do not consider Denial-of-Service (DoS)

attacks against RecRes, since these do not help to achieve either ad-

versary’s goal of learning clients’ DNS queries. Connection-oriented

RecRes-s can defend against DoS attacks using cookie-based mech-

anisms to prevent SYN flooding [33].

3.2 System Requirements

In the context of the aforementioned adversary model, we now

define system requirements for a privacy-preserving RecRes:



PDoT: Private DNS-over-TLS with TEE Support ACSAC ’19, December 9–13, 2019, San Juan, PR, USA

R1: Query Privacy. Contents of client’s query (specifically, do-

main name to be resolved) should not be learned by the

adversary. Ideally, payload of the DNS packets should be

encrypted. However, even if packets are encrypted, their

headers convey information, such as source and destina-

tion IP addresses. In Section 7.1, we quantify the amount of

information that can be learned via traffic analysis.

R2: Deployability. Clients using a privacy-preserving RecRes

should require no special hardware. Only minimal software

modifications should be imposed. Also, for the purpose of

transition and compatibility, a privacy-preserving RecRes

should be able to effectively interact with legacy clients that

support DNS-over-TLS.

R3: Response Latency. A privacy-preserving RecRes should

achieve similar response latency to that of a regular RecRes.

R4: Scalability. A privacy-preserving RecRes should process a

realistic volume of queries generated by a realistic number

of clients.

Note: the query privacy guarantees provided by PDoT rely on

the forward-looking assumption that the communication between

RecRes and the respective NS-s will also be protected by DNS-over-

TLS. The DNS Privacy (DPrive) Working Group is working towards

a standard for encryption and authentication of DNS resolver-to-

authoritative communication [? ], using essentially the same mech-

anism as DNS-over-TLS. We expect an increasing number of NS-s

to begin to support this standard in the near future. Once PDoT is

enabled at the RecRes, it can provide incremental query privacy

for any queries served from a DNS-over-TLS NS. As we explain in

Section 5, with small design modifications, PDoT could be adapted

for use in NS-s.

4 SYSTEM MODEL & DESIGN CHALLENGES

4.1 PDoT System Model

Figure 1 shows an overview of PDoT . It includes four types of enti-

ties: client, RecRes, TEE, NS-s. We now summarize PDoT operation,

reflected in the figure. (1) After initial start-up, TEE creates an at-

testation report. (2) When client initiates a secure TLS connection,

the attestation report is sent from RecRes to the client alongside

all other information required to setup a secure connection. (3)

Client authenticates and attests RecRes by verifying the attestation

report. It checks whether RecRes running inside TEE is genuine

and runs code that it trusts. (4) Client proceeds with the rest of the

TLS handshake procedure only if verification succeeds. (5) Client

sends a DNS query to the RecRes through the secure TLS channel it

has just set up. (6) RecRes receives a DNS query from client (in its

secure memory) and learns the domain name that the client wants

to resolve. (7) RecRes sets up a secure TLS channel to appropriate

NS in order to resolve the DNS query. (8) RecRes sends a DNS query

to NS over that channel. If NS’s reply includes an IP address of the

next NS, RecRes sets up another TLS channel to that NS. This is

done repeatedly, until RecRes successfully resolves the name to an

IP address. (9) Once RecRes obtains the final answer, it sends it to

client over the secure channel. Client can reuse the TLS channel

for future queries.

Note that we assume RecRes is not under the control of the

user. In some cases, users could run their own RecRes-s, which

Figure 1: Overview of the proposed system.

would side-step the concerns about query privacy. For example,

modern home routers are sufficiently powerful to run an in-house

RecRes. However, this approach cannot be used in public networks

(e.g., airports or coffee shop WiFi networks), which are the target

scenarios for PDoT .

4.2 Design Challenges

The following key challenges were encountered in the process of

PDoT ’s design:

C1: TEE Limited Functionality. In order to satisfy their secu-

rity requirements, TEE-s often limit the functionality pro-

vided to applications that run within them. One example

is the inability to fork within the TEE. Forking a process

running inside the TEE forces the child process to run out-

side the TEE, breaking RecRes security guarantees. Another

example is that system calls, such as socket communication,

cannot be made from within the TEE.

C2: TEE Memory Limitations. Typically, the amount of mem-

ory that a TEE can use is small. The size of an SGX enclave

is virtually as large as the size of the host machine’s mem-

ory. However, this is realized through page swapping, which

itself requires additional instructions. Moreover, the page to

be swapped must be encrypted due to SGX enclave security

requirements of SGX, thus adding even more instructions.

Therefore, introducing page swapping places heavy burden

on the performance of the application in the enclave. To

avoid page swapping, enclave size should be the same as

EPC of the Intel CPU ś typically, 128MB. Since RecRes is

a performance-critical application, its size should ideally

not exceed 128MB. This limit negatively impacts RecRes

throughput, as it bounds the number of threads that can

spawn in TEE.

C3: TEECall-in/Call-outOverhead.Applications that require

functionality that is not present within the TEE must switch

to the non-TEE side. This introduces additional overhead

since switching between TEE and non-TEE łworldsž requires

additional instructions. Identifying and limiting the number

of times RecRes switches back and forth (while keeping

RecRes functionality correct) is a substantial challenge.
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Figure 2: Overview of PDoT implementation.

5 IMPLEMENTATION

Figure 2 shows an overview of the PDoT design. Since our design

is architecture-independent, it can be implemented on any TEE

architecture that provides the features outlined in Section 2.2. We

chose to use off-the-shelf Intel SGX as the platform for the proof-

of-concept PDoT implementation in order to support an accurate

performance evaluation on real hardware (Section 6). This means

that our implementation is subject to the performance and memory

constraints in the current version of Intel SGX, and is thus best

suited for small-scale networks (e.g., the public WiFi network pro-

vided by a coffee shop). However, as TEE technology advances, we

expect that our design will be able to scale to larger networks.

5.1 PDoT

PDoT consists of two parts: (1) trusted part residing in TEE enclaves,

and (2) untrusted part that operates in the non-TEE region. The

former is responsible for resolving DNS queries, and the latter ś

for accepting incoming connections, assigning file descriptors to

sockets, and sending/receiving data received from the trusted part.

Enclave Startup Process.When the application enclave starts,

it generates a new public-private key-pair within the enclave. It

then creates a report that summarizes enclave and platform state.

The report includes an SHA256 hash of the entire code that is sup-

posed to run in the enclave (called MRENCLAVE value) and other

attributes of the target enclave. PDoT also includes an SHA256 hash

of the previously generated public key in the report. The report is

then passed on to the SGX quoting enclave to receive a quote. The

quoting enclave signs the report and thus generates a quote, which

cryptographically binds the public key to the application enclave.

The quoting enclave sends the quote to the application enclave

which forwards it to Intel Attestation Service (IAS) to obtain an

attestation verification report. It can be used in the future by clients

to verify the link between the public key and MRENCLAVE value.

After receiving the attestation verification report from IAS, the

application enclave prepares a self-signed X.509 certificate required

for the TLS handshake. This certificate, in addition to the public key,

includes: (1) attestation verification report, (2) attestation verifica-

tion report signature, and (3) attestation report signing certificate

(extracted from (1)). MRENCLAVE value and hash of public key are

enclosed in the attestation verification report.

TLS Handshake Process.1 Once the application enclave is cre-

ated, PDoT can create TLS connections and accept DNS queries

from clients. The client initiates a TLS handshake process by send-

ing a message to PDoT . This message is captured by untrusted part

of PDoT and triggers the following events2. First, untrusted part

of PDoT tells the application enclave to create a new TLS object

within the enclave for this incoming connection. This forces the

TLS endpoint to reside inside the enclave. The TLS object is then

connected to the socket where the client is waiting to be served.

RecRes then exchanges several messages with the client, including

the self-signed certificate that was created in the previous section.

Having received the certificate from RecRes, the client authenti-

cates RecRes and validates the certificate. (For more detail, see

Section 5.2). Only if the authentication and validation succeed, the

client resumes the handshake process.

DNS Query Resolving Process. The client sends a DNS query

over the TLS channel established earlier. RecRes receives a DNS

query from the client, decrypts it within the application enclave

and obtains the target name. It starts to resolve the name starting

from root NS, by doing the following repeatedly: 1) set up a TLS

channel with NS, 2) send DNS queries and receive replies via that

1In implementing this process, we heavily relied on SGX RA TLS [20] whitepaper.
2Since we consider a malicious RecRes operator, it has an option not to trigger these
events. However, clients will notice that their queries are not being answered and can
switch to a different RecRes.
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trust RecRes based on its behavior, and not its organization (recall

that the MRENCLAVE value is a hash of RecRes code). There are

various possible options for deciding which MRENCLAVE values

are trustworthy. For example, the recursive resolver vendors could

publish lists of expected MRENCLAVE values for their resolvers.

For open source resolvers like PDoT , anyone can recalculate the

expected MRENCLAVE value by recompiling the software (assum-

ing a reproducible build process). This would allow trusted third

parties (e.g., auditors) to inspect the source code, ascertain that it

upholds the required privacy guarantees, and publish their own

lists of trusted MRENCLAVE values.

Sending DNS request. Once the TLS connection is established,

the client sends the DNS query to RecRes over the TLS tunnel. If

it does not receive a response from RecRes within the specified

timeout, it assumes that there is a problem with RecRes and sends a

DNS reply message to the application with an error code SERVFAIL.

5.3 Overcoming Technical Challenges

As discussed in Section 4.2, PDoT faced three main challenges,

which we addressed as follows:

LimitedTEEFunctionality.The inability to use sockets within

TEE is a challenge for PDoT because the RecRes cannot commu-

nicate with the outside world. We address this issue by having a

process running outside the TEE, as described in Section 5.1. This

process forwards packets from the client to TEE through ECALLs

and sends packets received from TEE via OCALLs. However, this

processes might redirect the packet to a malicious process or sim-

ply drop it. We discuss this issue in Section 6.1. Another function

unavailable within TEE is forking a process. PDoT uses pthreads

instead of forking to run multiple tasks concurrently in a TEE.

Limited TEE Memory. We use several techniques to address

this challenge. First, we ensure no other enclaves (other than the

quoting enclave) run on RecRes machine. This allows PDoT to use

all available EPC memory. Second, we fix the number of Query-

Handler threads in order to save space. This is possible because of

dis-association of QueryHandler and ClientReader/Writer threads.

OCALL and ECALL Overhead. ECALLs and OCALLs require

additional instructions and therefore should be avoided as much as

possible. For example, all threads mentioned in the previous section

must wait until they receive the following information: for Clien-

tReader thread ś DNS query from the client, for QueryProcessor

thread ś query from inQueryList, and for ClientWriter thread ś

response from outQueryList. PDoT was implemented so that these

threads wait inside the enclave. If we were to wait outside the en-

clave, we would have to make an ECALL to enter the enclave each

time the thread proceeds.

6 EVALUATION

6.1 Security Analysis

This section describes how query privacy (Requirement R1) is

achieved, with respect to the two types of adversaries (Section 3.1).

Malicious RecRes operator. Recall that a malicious RecRes

operator controls the machine that runs PDoT RecRes. It cannot

obtain the query from intercepted packets since they flow over

the encrypted TLS channel. Also, because the local TLS endpoint

resides inside the RecRes enclave, the malicious operator cannot

retrieve the query from the enclave, as it does not have access to

the protected memory region.

However, a malicious RecRes operator may attempt to connect

the socket to a malicious TLS server that resides in either: 1) an

untrusted region, or 2) a separate enclave that the operator itself

created. If the operator can trick the client into establishing a TLS

connection with the malicious TLS server, the adversary can obtain

the plaintext DNS queries. For case (1), the verification step at the

client side fails because the TLS server certificate does not include

any attestation information. For case (2), the malicious enclave

might receive a legitimate attestation verification report, attesta-

tion verification report signature, and attestation report signing

certificate from IAS. However, that report would contain a differ-

ent MRENCLAVE value, which would be rejected by the client. To

convince the client to establish a connection with PDoT RecRes,

the adversary has no choice but to run the code of PDoT RecRes.

Therefore, in both cases, the adversary cannot trick the client into

establishing a TLS connection with a TLS server other than the one

running a PDoT RecRes.

Network Adversary. Recall that this adversary captures all

packets to/from PDoT . It cannot obtain the plaintext queries since

they flow over the TLS tunnel. The only information it can obtain

from packets includes cleartext header fields, such as source and

destination IP addresses. This information, coupled with a timing

attack, might let the adversary correlate a packet sent from the

client to a packet sent to an NS. The consequent amount of privacy

leakage is discussed in Section 7.1

6.2 Deployability

Section 5 explains how PDoT clients do not need special hardware,

and require only minor software modifications (Requirement R2).

To aid deployability, PDoT also provides several configurable pa-

rameters, including: the number of QueryHandle threads (to adjust

throughput), the amount of memory dedicated to each thread (to

serve clients that send a lot of queries at a given time), and the time-

out of QueryHandle threads (to adjust the time for a QueryHandle

thread to acquire a resource). Another consideration is incremental

deployment, where some clients may request DNS-over-TLS with-

out supporting PDoT . PDoT can handle this situation by having

its TLS certificate also signed by a trusted root CA, since legacy

clients will ignore PDoT -specific attestation information.

On the client side, an ideal deployment scenario would be for

browser or OS vendors to update their stub resolvers to support

PDoT . In the same way that browser vendors currently include

and maintain a list of trusted root CA certificates in their browsers,

browser/OS vendors could include and periodically update a list of

trustworthy MRENCLAVE values for PDoT resolvers. This could

all be done transparently to end users. As with root CA certifi-

cates, expert users can manually add/remove trusted MRENCLAVE

values for their own systems. In practice there are only a handful

of recursive resolver software implementations, so even allowing

for multiple versions for each, the list of trusted MRENCLAVE

values will be orders of magnitude smaller than the list of public

keys of every trusted resolver, as would be required for standard

DNS-over-TLS.
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9 CONCLUSION & FUTURE WORK

In this paper, we propose PDoT , a novel design of a DNS RecRes

that operates within a TEE to protect privacy of DNS queries, even

from a malicious RecRes operator. In terms of query throughput,

our unoptimized proof-of-concept implementation matches the

throughput of Unbound, a state-of-the-art DNS-over-TLS recursive

resolver, while incurring an acceptable increase in latency (due to

the use of a TEE). In order to quantify the potential for privacy

leakage through traffic analysis, we performed an Internet measure-

ment study which showed that 94.7% of the top 1,000,000 domain

names can be served from a privacy-preserving ANS that serves

at least two distinct domain names, and 65.7% from an ANS that

serves 100+ domain names. As future work, we plan to port Un-

bound to Intel SGX and conduct a performance comparison with

PDoT , as well as explore methods to improve PDoT ’s performance

using caching while maintaining client privacy.
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