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ABSTRACT
With the increased demand for introducing computational thinking
(CT) in K-12 classrooms, educational researchers are developing
integrated lesson plans that can teach CT fundamentals in non-
computing specific classrooms. Although these lessons reach more
students through the core curriculum, proper evaluation methods
are needed to ensure the quality of the design and integration. As
part of a research practice partnership, we work to infuse research-
backed curricula into science courses. We find a three-pronged
approach of evaluation can help us make better decisions on how
to improve experimental curricula for active classrooms. This CEO
model uses three data sources (student code traces, exit ticket re-
sponses, and field observations) as a triangulated approach that
can be used to identify programming behavior among novice devel-
opers, preferred task ordering for the assignment, and scaffolding
recommendations to teachers. This approach allows us to evaluate
the practical implementations of our initiative and create a focused
approach for designing more effective lessons.
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1 INTRODUCTION
Computer science and computing technologies have become recog-
nized vehicles for economic growth and development across the
globe. In order to meet the demands of this growing workforce
with well-qualified employees, more countries are focusing on in-
creasing their primary and secondary grade computing courses.
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Computational knowledge has far-reaching benefits beyond stan-
dard technology companies. Computational thinking (CT) [17] and
other aspects of computing are being used to solve advanced, multi-
faceted, problems around climate change, marine ecosystems, and
beyond. Introducing computing into the science classroom provides
equitable access to computing training as well as demonstrates to
students the usefulness of computing in outside fields.

Previous research has examined teacher preparedness and pro-
fessional development on the impact of classroom implementation
and teacher confidence [3, 5, 13]. Studies show that students with
teachers more interested in facilitating CT exhibit higher levels of
time on task and engagement than those with disengaged teachers.
While previous research focuses primarily on teacher outcomes,
more research is needed on student outcomes (i.e. learning and pro-
gramming behaviors) in order to successfully gauge the curriculum
and support materials.

We propose a CEO model to assess the implementation of a
CT-infused science curriculum. The model examines student Code
traces,Exit tickets, and fieldObservations in order to triangulate the
effectiveness of curriculum implementation and student learning
outcomes. In order to effectively infuse computing, students must
achieve both an understanding of computer programming as well
as reinforcement of the scientific concepts being taught in class.

Using the CEO model, we attempt to identify improvements for
the existing curriculum, specifically:

(1) How are students completing the assignment tasks?
(2) What emergent behaviors or observations can we identify

in order to better engage students in future iterations?
(3) How do students perceive the science vs CT learning goals?

2 BACKGROUND & RELATED WORK
Research practice partnerships (RPPs) are long-term collaborations
between practitioners and researchers that are organized to investi-
gate problems of practice and solutions for improving schools and
school districts [4]. One type of RPP focuses primarily on design-
based implementation research [6]. This research aims to study
solutions implemented in real world contexts, typically utilizing a
cycle of developing and testing instructional activities and curricula.

We detail the cycle of creating, piloting, and re-designing a life-
sciences curriculum in a prior case study [8]. The grounding deci-
sions for activity changes included realizations that the cognitive
demands for learning both CT and science concepts could be too
high for the diverse range of middle-grade students. Additionally,
students without prior programming exposure would benefit from
tutorials and scaffolded directions. Thirdly, interface distractions
could derail students and cause extra demands to cognitive load[16].
Many of these realizations however, came from short lab-controlled
settings or subjective team reflections and discussion.
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As Fishman points out, there is a broad challenge to gather and
interpret evidence of effectiveness in the field as this differs greatly
from a controlled setting [6]. Strategies for gathering evidence
include student assessments, self-report surveys, rigorous obser-
vations [11], along with trace data analyses and video-recorded
sessions. Although many of these practices are common in the field
of educational research, they are often difficult to set up and take
place primarily in closed lab environments [14, 15].

Upon entering the implementation cycle of design-based re-
search, additional data collection methods should be used. In a
previous report, educational researchers described the implemen-
tation of computing oriented science activities in middle grades
classrooms [3]. This research focused primarily on the teacher’s
willingness to adopt the activity and effects of just-in-time profes-
sional development, noting that teacher buy-in had a large impact
on student perception of usefulness and active on-task engagement.
Although this research is well documented, it relied solely on qual-
itative data, including teacher interviews and observations. The
report did little to convey the student learning outcomes or other
evidence of student success.

Conversely, work by Grgurina et al. focuses on assessing model-
ing activities in a secondary grade computing classroom [7]. The
assessment uses a combination of the Revised Bloom’s Taxonomy
[9] and SOLO taxonomy [2] to evaluate students’ written answers
to a number of questions regarding their models on multiple dimen-
sions ranging from prestructural (information makes no sense) to
extended abstract (generalization and transfer) for areas of design,
experimentation, and reflection on the model. This assessment,
however, is summative in nature using a multi-week modeling and
research homework assignment as it’s main vessel. The assess-
ment provides less formative feedback on their specific skills and
knowledge and instead measures larger concepts.

As our current research concerns middle grades students who
are still developing their scientific knowledge and coding abilities,
more formative feedback is needed. Consequently, we need to be
able to better assess their programming behaviors so that we may
provide more support or scaffolding for emergent behaviors in fu-
ture iterations. Prior research in assessing science and modeling
activities in secondary classrooms have focused on teaching, adop-
tion, and summative assessments. In our new research, we look at
evaluating an experimental curriculum through both empirical and
qualitative evidence of student understanding.

3 METHODS
We created and utilized a CEO model to assess student outcomes,
our curriculum as a whole, and the effectiveness of our implementa-
tion. Each of the elements of CEO describe a different data set and
methodology for curricula analysis. Code Traces (C) describe the
actions within the coding environment used by the students, Exit
Tickets (E) describe post-activity written responses, and Observa-
tions (O) are researcher notes taken during implementation. In the
following sections, we describe the curriculum and implementation,
followed by our data collection methods.

3.1 Curriculum & Implementation
The curriculum development team, composed of educational psy-
chologists and computing education researchers, created an 8th-
grade life science lesson on Epidemic Diseases infused with compu-
tational thinking. The lesson was designed to be aligned to national
and state-level science standards as well as the k12cs.org Computa-
tional Thinking Framework. This five-day unit focused onmodeling
the spread of epidemic diseases like the flu, see Figure 1.

Figure 1: A Cellular representation of an epidemic.

Individual activities are described as “plugged" if students used a
programming environment, or “unplugged" if students were learn-
ing without a computer. Students were given a block-based pro-
gramming tutorial prior to the run of the unit. The unit features 2
unplugged days focused on modeling agent-host relations in the
transmission of disease. There were also 3 plugged days: 2 of which
had students develop a simulation based off the model discussed on
the “unplugged" day using the block-based programming environ-
ment, Cellular [1], and 1 day where students used the environment
to solve scientific research questions about the spread of diseases.
An overview of the activities are shown in Table 1.

Table 1: Epidemics outline, P: plugged, U: unplugged

Day Learning Goals
1: U Able to explain a simple model. Understand Hosts and Agents

share properties with modified values.
2: P Define infection and infection rate. Demonstrate understanding

of agent properties. Understand and use loops and conditionals.
3: P Understand disease spread and rate of transmission/infection.

Use variables to maintain count. Analyze trends in data to iden-
tify patterns. Demonstrate understanding of how interaction
properties can affect simulations.

4: U Understand Morbidity/Mortality rates and their influence on
spread. Understand and use Finite State Machines to model logic
flow. Model algorithmic thinking through transition modeling.

5: P Understand how environmental factors affect disease spread;
Learn experimental procedure for hypothesis testing. Visualize
data; Use simulations to test hypotheses.

We tested the 5-day Epidemics activity with two 8th grade sci-
ence teachers at a localmiddle school. Each teacher taught 5 sections
of students with class sizes ranging from 20 to 25 students. Each of
the teachers’ classes were presented the same activity on the same
day. Teachers taught every class period on unplugged days of the
unit. On plugged days (2, 3, and 5), teachers had one observation
period at the start of the day where they experienced the content as
a student, following along as the researchers led the first class. They
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then taught the remaining 4 periods of the day, guiding students
through program implementation. 61 students returned consent
forms for us to analyze their data.

3.2 Code Traces
On days 2 and 3, students’ actions within the Cellular environment
were logged in a database for later examination. We focus our
analysis on the actions that make changes to their code. Specifically,
we call a student’s code at any point a code state, and the sequence
of code states that leads to the final solution a code trace.

For days 2 and 3, students were given instructions with individ-
ual tasks to complete within the environment. These tasks were
presented sequentially, but the order in which students could com-
plete the assignment did not have to match the intended order.
These tasks are outlined in Tables 2 and 3. In examining student
code traces, we can identify whether or not a specified task has
been completed at any given point in the code trace. We refer to
the instance in which a specified task has been completed as a task
completion state. The second column of Tables 2 and 3 provides one
of the many solutions that would result in the completion of that
task.

Table 2: Task milestones for day 2 of the epidemics activity

Task/Feature Example Solution
(1) Write a program that moves
your sprite to an empty neighbor
cell.

(2) Use a control loop to have
your sprites move to empty
neighbor cells forever.

(3) Add an if control block to
your main script that checks
whether your sprite is healthy
before checking its neighbor cells
for an infected sprite.
(4) Add a script to your forever
loop that makes your sprite
infected if an infected sprite (a
sprite with infected costume) is
in a neighbor cell.

All

Task completion states were individually tagged by a member
of the research team and build sequentially as students complete
additional tasks. When a student has a task completion state with
all tasks present, they have fully completed the assignment. To
illustrate, take two students who completed day 2’s activity, one
by entering completion state “1234" and another by entering com-
pletion state “1243". The presence of all four tasks (i.e. tasks 1,2,3,4)

in both states signify both students completed the full assignment.
The order of the numbers in the state tells the sequence of tasks the
students completed in the assignment (notice the order difference
in how they completed the last two tasks - 3 and 4).

Using code traces to identify student programming behaviors
gives light to RQ1 as they can illustrate common solution strategies,
most difficult tasks, and common pitfalls in student implementa-
tions. As these states and actions are also time-stamped, specific
strategies by students can be compared to see whether or not certain
strategies are easier (i.e. faster to complete) than others.

To complement our task completion state analysis, we went
through traces andmade qualitative observations of other behaviors
in the environment we found interesting. These included behavior
taken by the students after the assignment was complete, resets of
the environment (giving up and starting over again), spots where
students found difficulty in completing tasks, and off-task behavior.

Table 3: Task milestones for day 3 of the epidemics activity

Task/Feature Example Solution
(1) Create a variable to hold
number of infected sprites and
name it # of diseased. Set this
variable to zero in the beginning
of your program (just after the
“when green flag clicked" block)

(2) Write a script that increases
the value of the infected people
by one when a sprite gets
infected.

(3) Write a script that restarts
your simulation when you hit
space. The restart script should
make all sprites healthy and set
the number of infected to 0. Add
your restart script to this part of
the code on the screen.

(4) Write a script that changes
the value of the variable: # of
diseased when you click on a
sprite.

(5) Remove the set # of diseased
from your main script (the script
after “when green flag clicked")

All 3,4, and 5 all co-present.
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3.3 Exit Tickets
On plugged days, students were asked to take an end of class “Exit
Ticket". This series of questions measured self-reported affect, stu-
dent engagement, and perception of what they learned. The 61
consenting students generated 127 responses over three days of
activity. The relevant questions are listed below:

(1) What did you learn today?
(2) What was the most helpful to you: the tutorials, your class-

mates, your teacher?
(3) Did you find anything difficult or frustrating? Please explain.
(4) Did the lesson go too fast, too slow, or just right?
(5) Do you have any suggestions to improve the activities?
For question 1, our aim was to answer RQ3 by analyzing student

perception of the intent of the activity. As this was a CT-infused
science lesson, we aimed to see whether or not the perception of the
activity leaned more towards computing or science. Our approach
consisted of having two researchers individually tag responses
as being more focused on computing, science, both, or neither.
After individual tagging, the researchers compared their tags and
discussed cases where conflict existed until agreement could be
reached. For questions 2 and 4, our aim was to see which of the
three choices or combinations thereof were most present within an
assignment. Finally, for questions 3 and 5, researchers counted and
grouped the most common answers to use as feedback for the next
development cycle.

3.4 Observations
During the implementation, at least one member of the research
team acted as an observer on each plugged day. Each observer had
prior classroom experience leading computing activities with mid-
dle and secondary age students (with three of the observers having
5+ years of experience). Our goal with classroom observations was
to experience and record how the activity was conducted across
different classrooms and to gather both insights for improving
teacher training practices as well as improving the actual activity
and its implementation environment. In most activity sessions, we
assigned one observer to watch the teacher, and others to observe
the students. We also had additional support to help students stuck
on programming tasks, so that observers could stay focused on
the field. Observers recorded student affect, behaviors, and inter-
actions of note. After each session, observers conferred and noted
interesting results to follow up with.

4 RESULTS
4.1 Code Traces
In Figures 2 and 3, we represent the paths students took to com-
plete the assignment as a transition of progressive task completion
states. These states correspond to the subset of tasks that have
been completed thus far (e.g. state “12" represents finishing task 1
and then 2). The size of the shape corresponds to the number of
individuals who entered that specific task completion state, and the
size of the edges corresponds with the number of individuals who
made that unique transition. Task completion states can often be
stuck states (octagons in this representation) meaning that some
students made no further progress in the assignment after reaching

this state. This representation was adapted from a similar analysis
of student programming paths(see [18]).

4.1.1 Day 2. The code traces for 61 participants on day 2 are shown
in Figure 2. The task completion was mostly uniform, with partici-
pants only differing on whether or not they completed task 3 or 4
first. Most students, 33, completed the tasks in the intended order
of 1234 while 22 completed the ordering as 1243. The third feature
was the most missed (7 students omitted).

Figure 2: Task completion strategies for day 2.

Timing trends were also recorded and analyzed within the en-
vironment. The average time spent in the environment was 36
minutes. However, average time in environment varied consider-
ably by class period. Periods 2 and 3 spent the most amount of time
(41 and 39 minutes respectively) and period 4 spent the least (31
minutes). The last two periods spent 36 and 33 minutes within the
environment. This difference in timing is important as all students
within period 4 completed the features in the order 1243.

In looking through the traces, there is clear evidence for student
confusion. 14 students reset the environment and started over at
least once. Many students tried to complete their implementation
with distractor blocks (blocks not useful in final solution). The most
common distractor block was the “Touching" block, which was
used to check if two sprites were overlapping, instead of checking
if an agent was in a “neighboring cell". Another common block that
students attempted to use in the solution was the “Move Step" block
which was used in lieu of the “move to empty neighbor cell" block.

Students largely were able to complete the assignment with
relative ease as there was 17 minutes on average left from the last
feature was completed to close of the system. Due to the amount of
time left at the end, many students elected to complete additional
extension features with the most common (39/61) being a “reset
functionality" that resets the simulation to its initial position.

4.1.2 Day 3. Among the 59 code traces, the average time spent in
the environment was 39 minutes, ranging from 34 to 42 minutes.
There were markedly fewer resets (only 6 students) than the previ-
ous day’s programming assignment and many of these occurred
after students made an error such as creating a new sprite (and
losing track of their current sprite).

What is easily apparent by comparing the graphs of this assign-
ment with the other is the incredibly varied paths that students
take through the assignment. 11/59 students were unable to finish
the assignment with five of these students missing all but Task 5.
The 48 students who did finish the assignment took a myriad of
paths. The majority of these solutions (34) did NOT include tasks 1
and 5. In fact, 44 students did not complete task 1 at all and of the
15 that did, nearly half (7) did not complete task 5 afterwards (and
thereby not having correct final code).
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Figure 3: Task completion strategies for day 3.

Students who completed the assignment had less time on average
(10 minutes) between finishing and close of the environment than
those working on assignment 2, but this split also varied by solution
strategy with those who did tasks 1 and 5 having less time (around
8.5 minutes) than those who just did only tasks 2, 3, and 4 (around
11 minutes). With the remaining time, students attempted a number
of self-created extensions. Some students attempted to make other
sprites in their model such as hospitals. Others attempted to extend
the logic of their modeling by either stopping the simulation once
the entire population was infected or keeping track of and graphing
the remaining healthy population. Another student attempted to
add interactivity into their model with key press events.

4.2 Exit Tickets
In addition to the main breakdown of students reporting learning
science vs computing (see Table 4), we also wanted to examine how
students articulate their new computing knowledge. We classified
their learning statements by whether they mention a computing
term or mention the term in connection to a specific goal. On day 2,
15 students mention sprites and costumes, 10 with specific goals in
mind. Seven students mention programming blocks, but only two
with a specific use in mind. On day 3, 23 students mention variables
and plotting, 13 of which with a specific goal for use. This time,
only four students mentioned sprites or costumes. Day 5, showed
the biggest swing with most students reporting science, though 5
students also mention programming in general.

Most students on each day reported that they did not find any-
thing frustrating with the activity. Of those that did, eight found
programming errors and debugging frustrating, while five students
found system related errors (problems saving, crashing, etc.) each
day frustrating to deal with. Five students on day 2 and day 3 specif-
ically mentioned adding the hospital was difficult, but this was
an extension activity not explicitly supported in the curriculum.
Finally, day 5’s specific activity brought new challenges for five
students as some were frustrated and confused about the terms
introduced (e.g. independent variable) as well as using the tools in
order to find the relationships in the assignment.

Table 4: Student responses to Exit Ticket questions 1, 2, and
4. Answers of none are omitted from the table.

Day Balance Most Helpful Pacing

2
N=39

Computing: 23
Science: 3
Both:12

Teacher: 28
Tutorial: 5
Classmates:2

Perfect: 29
Slow: 5
Fast: 3

3
N=49

Computing: 34
Science: 5
Both:7

Teacher: 32
Tutorial: 8
Classmates:6

Perfect: 30
Slow: 13
Fast: 2

5
N=39

Computing: 0
Science: 26
Both: 7

Teacher: 24
Tutorial: 3
Classmates:6

Perfect: 23
Slow: 4
Fast: 5

Finally, students had a number of suggestions on how to improve
the curriculum. Suggestions can be broadly categorized as having
to do with the instruction (providing more support or improving
the pacing); fixing technical problems with the programming envi-
ronment (e.g. crashes, bugs); and activity-related suggestions (e.g.
more extensions, time for group work, creative time).

4.3 Observations
Observers identified general patterns on all three days. First, con-
cerns were raised about the task sequence in both days 2 and 3. For
day 3, observers noted that the action of setting # of diseased to 0
under the Green Flag in task 1 didn’t seem to serve a purpose and
caused confusion in some cases. In later periods, teachers skipped
this step entirely.

Observers noted that the ordering of tasks in day 2 was off.
When comparing periods, the class seems to run smoother when
students work to iteratively solve a problem and the nested-if (task
3) does not produce any visible change. Observers also noted that
teachers adopted different strategies in different periods, resulting
in the difference in pacing of the assignments. In some periods, the
activities were led in an incredibly instructionist manner, leading
students through each step. As teachers got more comfortable with
the assignment, they began to add their own pacing and scaffolding
approaches such as having students explain previous days code or
creating parsons problems [12] for students to reason through as a
group. Towards the end periods, teachers found ways to explicitly
connect science concepts into the programming instruction.

Researchers observed the majority of students actively engaged
during all three days of instruction with minimal off-task behavior.
While students were generally able to code within the environment,
some confusion was observed during day 5 of the activity. Students
struggled to setup the simulation environment in a way needed
to answer their group’s research questions. This was alleviated in
later periods with deliberate instructor support.

5 DISCUSSION & LIMITATIONS
In addressing the question “How are students completing the assign-
ment tasks?”, we examined the connection between code traces and
observations. Overall, day 2 and 3 completion rates were strongwith
55/61 and 42/59 students fully completing the assignment respec-
tively. Those that completed the assignment tended to have extra
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time left, suggesting mid to high performing students need addi-
tional activities and extensions. Initial observer concerns about task
sequencing were corroborated by examining students progression
through the completion states. For day 2, the quicker completion
time as well as observations suggest that the task sequencing should
be 1243 instead of 1234. Task 4 is the behavior that actually visually
changes the sprites to infected, which as observers noted, is critical
in engaging students. Moreover, task 3 requires a doubly nested if,
while task 4 only requires a single if, which is a better scaffolding
strategy and smoother sequence than the original task sequence
(as noted by field observations of teachers guiding the instruction).
The final recommendation for day 2’s sequence is informed by the
large number of field observed and code trace observed end of day
behaviors of adding in the reset functionality. This should be ex-
plicitly added as a day 2 task, as the behavior and functionality is
necessary for day 3’s activity.

In examining day 3’s sequencing, the most apparent result was
that the placing of the set block under the green flag in task 1 and
the removal of this block in task 5 were unnecessary additions to
the assignment. Not only did it impede progress in many cases as
evident by the code traces, observations from researchers showed
that teachers and students would often forego actually complet-
ing the tasks at all. This lead to faster overall completions of the
assignment as well as fewer stuck states. As the plurality of stu-
dents completed the task by completing task 3 first and without
doing tasks 1 and 5 fully, the results strongly support removal and
reordering of the tasks.

In answering the question “What emergent behaviors or obser-
vations can we identify in order to better engage students in future
iterations?", we identify several behaviors of actionable interest.
First, blocks that are identified as distractors impede progress and
can lead to student frustration and confusion, noted by both ob-
servers and exit tickets. Within the stuck states, it is also observ-
able when students don’t know which block to use. Since the goal
of the curriculum is for the student to build the correct logic for
the epidemics model instead of identifying the difference between
blocks, we will hide the distractor blocks in future iterations in
order to focus attention solely on blocks necessary for completing
the assignment. Second, student exit tickets, observations and code
traces all support the idea that students want more opportunities
for open-ended exploration. With many extensions attempted in
the extra time on days 2 and 3, the curriculum should explicitly
provide additional scaffolding for students to be able to complete
these extensions, including the reset functionality completed by
the majority of students on day 2. Supporting these extra activities
will also alleviate pacing issues with students finishing early and
displaying disruptive/bored behavior.

In answering the question “How do students perceiving the science
vs computational learning goals?", we primarily examine exit tickets
and observations. Students self-reported learning topics correlate
strongly with the amount of programming on a particular day. On
days 2 and 3, which focused creating the simulation to determine
rate of infection, the majority of students reported learning com-
puting (89.7% and 83.7% respectively). On these days, students were
able to articulate the connections between the sprites/costumes
and the resulting agent behavior in the simulation as well as the
usefulness of variables in being able to track the rate of infection.

On day 5, which focused on solving research questions within
the simulation the majority of students (84.6%) reported learning
science. This trend in perceived learning, is further supported by
observations that suggest teachers make deliberate breakpoints
to connect the computing to science concepts previously covered
in class as teachers introduced more guided reflections and con-
nections with material as the day progressed. These moments of
connection, created by teachers, should be explicitly supported
within the curriculum in order to be able to truly promote the
lesson as an infused activity.

Furthermore, several students reported the tutorial being helpful
for each day, however, the majority of students report help from the
teacher being most useful. Observers noted the teacher had a good
sense of pace of the students on programming days, and helped
students construct hypotheses and explain terms like susceptibility
which they only briefly covered prior. The teacher also provided
logical reasoning and discussions for students to understand why
the simulation behaved they way it did.

The scope of this study is limited by mainly focusing on plugged
days and not unplugged. We also did not record the action logs of
students during the final day as no coding occurred in the environ-
ment. An issue that was not addressed in this study was student
assessment of scientific concepts as this was also beyond the scope
of our research. Finally, as is the case in much classroom research,
an observer effect may have influenced findings.

6 CONCLUSIONS & FUTUREWORK
In this analysis of a CT-infused life science lesson, we created and
used the CEOmodel to triangulate data from code traces, exit tickets,
and field observations to evaluate the success of student outcomes
in the experimental curriculum. Using these data measures, we
identified popular student programming pathways that lead to
successful completion of the assignment and pathways that lead
to stuck states. The code traces provide empirical support for the
subjective field observations and student exit tickets.

Other observations and suggestions corroborated by code traces
include staging tasks in such a way that each milestone has a visual
component or perceivable outcome by the students. Additionally,
on days where students complete the main tasks quickly, additional
content can be included, specifically, the functionality (such as re-
set) that most students already take upon themselves to complete.
In general, these findings suggest a role for code traces as a initial at-
tempt to empirically corroborate purely qualitative-based evidence.
Thus, promoting a more robust pathway for iteratively improving
computing-infused activities for non-computing students. While
this process was done through inspection by a member of the re-
search team, this process could be automated through the creation
of unit tests for intended code behavior for each task.

A natural progression of this work is to investigate the transfer-
ability of these activities. Following Means and Penuel 2005, we
want to further identify, “what works where, when, and for whom"
[10]. We have piloted the epidemics curriculum in two additional
schools within the same county. However, we would like to inves-
tigate if the lessons will also work at another institution, with a
different school culture at differing times in the school schedule
(i.e. before/after lesson plan; exploration vs. review activity).
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