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Abstract—This paper proposes a new and efficient technique
to regularize neural network in the context of deep learning
using correlations among features. Previous studies have shown
that over-sized deep neural network models tend to produce a
lot of redundant features that are either shifted version of one
another or are very similar and show little or no variations; thus
resulting in redundant filtering. We propose a way to address
this problem and show that such redundancy can be avoided
using regularization and adaptive feature dropout mechanism.
We show that regularizing both negative and correlated features
according to their differentiation and based on their relative
cosine distances yields network extracting dissimilar features,
with less overfitting, and better generalization. The concept
is illustrated with deep multilayer perceptron, convolutional
neural network, Gated Recurrent Unit (GRU), and Long short-
term memory (LSTM) on MNIST digits recognition, CIFAR-10,
ImageNet, and Stanford Natural Language Inference data sets.

Index Terms—Deep learning, feature correlation, feature clus-
tering, regularization, cosine similarity, redundancy elimination.

I. INTRODUCTION

HE expressiveness of deep neural networks, usually with

huge number of trainable parameters, sometimes comes
at a disadvantage when trained on limited amount of data
due to their susceptibility to overfitting. To circumvent this
problem, a plethora of regularization and initialization methods
such as weight decay, dropout [1], and weight initialization [2]
have been purported to ameliorate overfitting and convergence
problems resulting from data scarcity and network size [3].
Moreover, recent advances in deep learning for image classifi-
cation [4], [5], language processing [6], [7], speech synthesis
and recognition [8—10] have been attributed to efficient reg-
ularization of randomly initialized deep and complex models
trained with Stochastic Gradient Descent (SGD).

Over the last few decades, research focused on strategies
for reducing overfitting and improving the capabilities of deep
neural network. Examples of such strategies include Batch
Normalization [11] that aims to minimize the internal covari-
ance shift. Also, keeping similar variance at each layer’s input
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and output of deep network using initialization has shown to
preserve signal propagation and improve generalization [2],
[12]. Orthonormal initialization coupled with output variance
normalization has also been shown as decorrelating neural
network’s initial weights for better convergence [13].

Another important and popular paradigm for reducing over-
fitting is regularization. In general, the two most commonly
used regularization paradigms utilize the hidden activations,
weights or output distribution. The first family of regulariza-
tion strategy aims to extenuate the model complexity by using
weight decay [14], [15] to reduce the number of effective
model parameters, or using dropout [1] to randomly drop
hidden activations, or using DropConnect [16] to randomly
drop weights during training. Even though these methods have
shown improvements on generalization, they regularize in a
manner that under-utilizes the capacity of the model. The
second family of regularization methods focuses on improving
the generalization without undermining the model’s capacity.
For instance, [17] presented pre-training algorithms to learn
decorrelated features and [18] discusses decorrelated activa-
tions using incoherent training.

Other mechanisms that also fall in the second category are
those that regularize the output distribution. In this sense,
entropy-based regularizer with deterministic annealing was
applied to train multilayer perceptrons for the purpose of
avoiding poor initialization, local minima, and for improving
model generalization [19]. Regularization has also been ap-
plied in form of label smoothing for estimating the marginal-
ized effect of label-dropout during training. This, in effect,
reduces overfitting by restricting the model from assigning
full probability to each training sample and maintaining a
reasonable ratio between the logits of the incorrect classes
[20]. Label smoothing has also been achieved using a teacher
model [21] instead of smoothing with uniform distribution
as in [20]. Injecting label noise has equally been shown to
have a tremendous regularizing effect [22]. Moreover, models
with high level of overfitting have recently been shown to
assign all output probability to a single class in the training
set, thus giving rise to output distributions with low entropy - a
phenomenon referred to as overconfidence [20]. Methods for
effective regularization of overconfident networks have also
been reported that penalize the confident output distribution
[23].

Our observations and those of other researchers [3], [24],
[25] indicate that over-sized deep neural networks are typically
prone to high level of overfitting and usually rely on many
redundant features that can be either shifted version of each



other or be very similar with little or no variations. For
instance, this redundancy is evidently pronounced in features
learned by popular deep neural network architecture such as
AlexNet [26] as emphasized in [3], [27]. To address this
redundancy problem, layers of deep and/or wide architectures
have to be trained under specific and well-defined sets of
constraints in order to remove this limitation during training.

The most closely related work to ours is the recently
introduced regularization technique known as OrthoReg [3]
that locally enforces feature orthogonality by removing inter-
ference between negatively correlated features. The key idea
addressed is to regularize positively correlated features during
training. In effect, OrthoReg reduces overfitting by enforcing
higher decorrelation bounds on features. Our algorithms, on
the other hand, aim at regularizing both negatively and posi-
tively correlated features according to their differentiation and
based on their relative cosine distances. This way we only
penalize features that are correlated above a certain correla-
tion threshold, thus strengthening feature diversity as training
progresses. This approach affords the flexibility of choosing
the absolute correlation bound. Hence, the proposed method
leads to elimination of redundancy and better generalization.

Other related work is [28], which aims at training neu-
ral networks for classification with few training samples by
constraining the hidden units to learn class-wise invariant
features, with samples of the same class having the same
feature representation. It is remarked that our methods have
the flavor of the two aforementioned families of regularization
in the sense that we aim to improve generalization without
undermining the model’s capacity by bounding the pairwise
correlation of features and at the same time temporarily drop
redundant feature maps during training.

The problem addressed here is four-fold: (i) we propose an
optimized algorithm that inhibits learning of redundant filters,
thereby enforcing the extraction of diverse features (ii) we
further propose to use hierarchical agglomerative clustering
(HAC) to drop activations (or feature maps) of redundant
features during training, (iii) we propose a heuristic that
eliminates the computational overhead introduced by HAC for
very deep and/or wide neural networks by using the pairwise
feature correlation to compute the fraction of the feature maps
to be dropped during training, and lastly (iv) we show that
the proposed regularization methods improve state-of-the-art
models across many benchmark learning tasks and datasets.
The paper is structured as follows: Section II introduces
the notion of diversity regularization for extracting dissimilar
features during training. Section III introduces novel online
redundant feature detection and dropout using agglomerative
hierarchical clustering. Section IV discusses the experimental
designs and presents the results. Finally, conclusions are drawn
in Section V.

II. ENHANCING FEATURE DIVERSITY BY ENFORCING
DISSIMILAR FEATURE EXTRACTION

Our objective is to enforce constraints on the learning
process by simply encouraging diverse feature learning and
preventing the extraction of redundant features that are very

similar or shifted version of one another. A symptom of learn-
ing replicated or similar features is that two or more processing
units extract very similar and correlated information. From an
information theory standpoint, similar or shifted versions of
filters do not add extra information to the feature hierarchy, and
therefore should be possibly suppressed. In other words, the
activation of one unit should not be predictable based on the
activations of other units of the same layer. Enforcing feature
dissimilarity in traditional way can be generally involved and
would require computation of huge joint probability table and
batch statistics which can be computationally intractable [3].

One tractable way of computing correlation between two
features is by evaluating the cosine similarity measure
(SIM¢) between them:

SIMC(Wl,WZ): M (1)
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where < wi,wy > is the inner product of arbitrary feature
vectors wy and wo. The similarity between two feature vectors
corresponds to correlation between them, that is, the cosine of
the angle between the feature vectors in the feature space.
Since the entries of the vectors can take both negative and
positive values, SIM¢ is bounded by [-1,1]. It is 1 when
wi1=wy or when w; and wy are identical. STM is -1 when
the two vectors are in exact opposite direction. The two filter
vectors are orthogonal in feature space when SIM¢ is 0. The
corresponding distance measure is given as Do = 1—SIMc.

A. Diversity Regularization

In order to minimize the extraction of redundant features
during training, it is necessary to maximize the information
encoded by each processing hidden units by incorporating a
penalty term into the overall learning objective, here referred
to as diversity regularization (divReg). The constraints induced
as a result of diversity regularization term need to be recon-
ciled with usual regularization through a judicious choice of
appropriate penalty function. The diversity regularization cost
(Jp) for a single layer of the deep network is thus defined as:

1 Tl/ n’
Jp(w) = 52 _ Z 'miJ(SIMC(wiawj))z 2)
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where w; are the weights connecting the activations of layer
I —1 to i*" neuron of layer [, n’ is the number of neurons in
layer [. m; ; is a binary variable defined as in

1
mi,j:{ 0
0

0 < 7 < 1 is an hyperparameter. It is worthy to note that
self correlation of each feature vector w; has been discarded
in (3). Also, both negative and positive correlations above the
threshold 7 are taken into consideration. This implies feature
pair with |SIM¢| below 7 will not be penalized.

It is important to also note the importance and relevance of
7 in (3). Setting 7 = 0 results in orthogonal feature set and
this is in most cases neither desirable nor practical because
some features are still required to be shared. For instance, if

\SIMc(wi,wj)| >T
=] 3)

otherwise
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Fig. 1: Illustration of effect of divReg with A = 10 and 7 = 0.1 (a) on three toy filters in (b) iteration 1 (c) iteration 2 and (d)

iteration 4.
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Fig. 2: Effect of (a) diversity penalty factor A and (b) thresholding parameter 7 on diversity regularization cost Jp

we consider a model trained on CIAFR-10 dataset [29] that
has “automobiles” and “trucks” as two of its ten categories. If
a particular lower-level feature describes the “wheel”, then, it
will not be out of place if two higher-level features describing
automobile and truck share common feature that describes
the wheel. The choice of 7 determines the level of sharing
allowed, that is, the degree of feature sharing across features
of a particular layer. In other words, 7 serves as a trade-off
parameter that ensures some degree of feature sharing across
multiple high-level features and at the same time ensuring
features are sufficiently dissimilar.

By letting @ < R™ " contain n’ normalized filter vectors
@i = wi/\/||w;||? as columns, each with n elements correspond-
ing to connections from layer [ — 1 to ‘" neuron of layer [,
then, Jp for all layers can be rewritten in a vectorized form
as:
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i,j of Q in layer [; M € R™ *™ is a binary mask for layer
l defined in (5); n; is the number of layers to be regularized
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and © is the element-wise multiplication of two matrices.

L <193, 5) <1

0 otherwise

&)

In order to enforce diversity while training, the diversity
regularization term (4) is added to the learning loss function
J(0;X,y), where 6 comprises of network’s weights (W)
and biases (b); X, y are the data matrix and label vector,
respectively. The overall cost is then

Jnet - J(ev Xa Y) + )‘JD(¢) (6)
where )\ is the diversity penalty factor experimentally chosen
to be 10. The weights are updated as below using the error
backpropagation:
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where £ > 0 is the learning rate and the gradient of the loss
function is computed as in (9).
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B. Implications of imposing feature diversity

The graphical illustration of impact of diversity regulariza-
tion on features is shown in Fig. 1. Since this illustration
does not utilize training data to update feature matrix w®

l

in Eq.(7), we thus set VW(z)J((G);X,y)% 0. The three 2D
filters shown as vectors in Fig. la were synthesized for
visual illustration and both 7 and \ were set to 0.1 and 10,
respectively. Jp(¢) as a result of three initial filters evaluates
to 2.062 using Eq.(4) with n; = 1. Making a step along the
gradient reduces the diversity regularization cost to 1.996 as
shown in Fig. 1b. Likewise, the updated features after second
and fourth iterations of gradient descent resulted in diversity
regularization cost of 1.895 and 1.67 as shown in Figs. Ic
and d, respectively. It is observed that at every iteration, the
optimizer is forced to find features that are less similar in order
to minimize Jp(¢).

Another crucial observation is that the filter far away from
others in feature space is less regularized and has little
influence on the regularization of other filters. The effect of
both diversity penalty factor A and thresholding parameter 7
on diversity regularization cost Jp is shown in Figs.2a and
b, respectively. As expected, Jp increases as the value of
A is increased for 7 = 0.1. The effect of 7 on Jp is also
explored and it can be observed in Figs.2b that when 7 = 0.1,
the features are regularized more aggressively due to more
feature-pair having similarity exceeding this threshold value
and leading to a situation whereby feature vectors are heavily
updated in every iteration leading to fluctuations of Jp. In
contrast, when 7 = 0.2 features are heavily updated in the first
fifteen iterations and subsequently settles into a local optimum.

III. ONLINE REDUNDANT FILTER DETECTION AND
DROPOUT

This section introduces the concept of online agglomerative
hierarchical clustering of features for detecting and dropping
of N, redundant features and their maps during training
originally introduced in [25], [30] for pruning redundant fea-
tures in unsupervised pretraining. In this section, two dropout
heuristics considered both aim at online detection of redundant
features and:

1) dropping of redundant features maps in the forward
pass during training. Here, clustering of features aims
at automatically detecting the features whose activa-
tions/maps will be dropped in each training epoch.

2) random dropping of NV, feature maps during training.

The above two criteria are alternative approaches and they
both aim at temporarily dropping a set of feature maps during
training. The term redundant reflects a choice of a specific
chosen measure, SIMc and of the 7 value.

A. Online Filtering Redundancy Dropout

The objective here is to dropout feature maps that have
identical or very similar features in weight space according
to well-defined similarity measure. Achieving this involves
choosing suitable similarity measures to express the inter-
feature distances between vectors ¢; that define the features. A
number of suitable agglomerative similarity testing/clustering
algorithms can be applied for localizing redundant features.
Based on a comparative review, a clustering approach from
[30], [31] has been adapted and reformulated for this purpose
as shown in Algorithm 1. By starting with each feature vector
as a potential cluster, agglomerative clustering is performed by
merging the two most similar clusters C, and Cj as long as
the average similarity between their constituent feature vectors
is above a chosen cluster similarity threshold denoted as T
[32-34]. T is an hyperparameter that has to be set in order to
achieve optimal performance. The pair of clusters C, and C}
exhibits average mutual similarities as follows:

Do pieCat ec, STMce(dis ¢5)

SIMc(C,,Cy) = > T
C( b) ‘Ca| » |Cb| (1])
a,b=1,.n"; a#b; i=1,..|C,.l;
J=1,...|C|; and i#j

where 0 < T < 7 It is remarked that the above similarity def-
inition uses the graph-based-group-average technique, which
defines cluster proximity/similarity as the average of pairwise
similarities (that is, the average length of edges of the graph) of
all pairs of features from different clusters. In this work, other
similarity definitions such as the single and complete links
were also experimented with. Single link defines cluster simi-
larity as the proximity between the two closest feature vectors
that are in different clusters. On the other hand, complete link
assumes that cluster proximity is the proximity between the
farthest two feature vectors of different clusters. Group average
proximity definition empirically yielded better performance
compared to the other two definitions and thus, we report
experimental results using average proximity approach.

The nitty-gritty of the redundant feature dropout procedure
is detailed in Algorithm 1. It first initializes weights to small
random numbers by following the method introduced in [2].
Training data are shuffled and split into batches in each
epoch. The loss in (6) is computed on each batch of the
training samples. The backpropagation algorithm computes the
gradient of the loss with respect to all the model parameters.
Weights and biases are updated using the update rules in (7)
and (8), respectively. At the end of every epoch, the weights
connecting the activations of layer ! — 1 to neurons of layer [
are examined for possible similarity using (11). The objective
here is to discover ny clusters in the set of n’ original weight
vectors (or simply features), where ny < n’. Upon detecting
these distinct ny clusters, a representative feature from each
of these ny clusters is randomly sampled without replacement
and the remaining set of features are tagged as redundant (Sg).
This process continues for prescribed number of epochs. The
detection of redundant feature vectors is generally tractable
especially from practical standpoint since the number of
features in each layer is reasonably sized (mostly less than



Algorithm 1 Online Redundant Feature Dropout (divReg-1)

1: {The parameters are: Bg - the batch size, { - learning
rate, n’ - number of filters, 7 - diversity regularization
correlation threshold, and 7 - filter clustering similarity
threshold }

2: {0 is the vector of concatenated weights (W(l)) and biases
(b®). Initialize # from a normal distribution as proposed
in [2]. Initialize dropout fraction «}

3: 0 < 0y {Initial weight and biases}

4: for prescribed number of epochs (nbepoch) do

5:  permute training samples

6:  for all batches of Bg train samples do

7 Jnet < loss on batch samples from eq. (6)

8 A0 + compute gradient using eq. (7) and (8)

9: {Make a step along the gradient}

10: 0+ 60—EAP

11:  end for

12:  {Compute the set of redundant features}

13:  Sg « FilterClusteringl()

14:  {Drop activation maps corresponding to features in Sy}

15: end for

16: function FILTERCLUSTERING1():

17: Input: W(l), T

18: Scan for cluster(s) of vectors in WO with STM¢ > T

19: {Randomly sample and tag one representative features
from each of the ny clusters as non-redundant}

20: Output: Set of redundant features in w®;

21: end function

a thousand). For large enough network, approximate measure
of redundancy measure will be discussed in Section III(B).

B. Online Redundancy-based Dropout

The complexity of agglomerative clustering in Algorithm 1
is O((n’)*log(n’)), which might sometimes make it imprac-
tical to deploy in online settings (that is, during training)
especially for large n’ and [. For instance, clustering 1024
feature vectors empirically takes on average on our machine
(see specs in the Section V) 12 seconds and this is executed at
least once in every epoch. This amounts to at least additional
(12 x| « nbepoch) seconds of computational overhead, where
l is the number of layers and nbepoch is number of epochs.
However, the computational overhead is practical for relatively
shallow network architectures.

To circumvent this problem for very deep and wide net-
works, we propose Algorithm 2 to estimate the dropout
fraction based on the number of feature pairs that are cor-
related above a set threshold 7. It uses cosine similarity
with thresholding mechanism to dynamically set the dropout
fraction of conventional dropout regularizer. This incorporates
the redundancy information in the dropout mechanism. It is
worth motivating and mentioning that Algorithms 1 and 2 are
alternative approaches and should be used independently. The
main difference between these algorithms is that Algorithm 1
uses hierarchical agglomerative clustering to detect and drop
out the exact redundant features in each epoch, while Algo-

rithm 2 estimates the number of feature maps to be randomly
dropped at each epoch. Computationally, the dropout fraction
of layer [ in each epoch in Algorithm 2 is computed as the

mean of the upper (or lower) triangular part of matrix M as
in (12) below:
O]

o SIS M ()

(12)
@ (n/)2 _ n/
where .
. 1 7<Q3,j) <1
M(i,j) =1 0 1= (13)
0 otherwise.

It must be noted that both Algorithms 1 and 2 are adaptive in
the sense that they adapt accordingly in every epoch to varying
number of redundant filters. Another crucial detail about
Algorithm 2 is the initialization of «. We tried different initial-
ization values [0, 0.25, 0.5, 0.75], and we found different value
works best for different datasets as will be detailed in Section
IV. Unlike conventional dropout [1] that randomly drops a
fixed number of units throughout the training process, the
number of units dropped during training using Algorithms 1
and 2 adapts accordingly as training progresses. In this paper,
we denote training under the diversity regularization in (4)
without dropout as divReg while training using Algorithms 1
and 2 is denoted as divReg-1 and divReg-2, respectively.

Each of divReg-1 and divReg-2 can be used in tandem
with the diversity regularization introduced in the previous
section. However, they could also be deployed as stand-alone
regularization tools in which case the regularization term in
(4) is discarded by setting A = 0. It must be noted that when
using any of these procedures in conjunction with diversity
regularization term (when A # 0), the width of the similarity
bound [-7, 7] must be chosen as large as possible to allow the
detection of some similar features and also 7 <.

IV. EXPERIMENTS

Diversity regularization (divReg) was evaluated on MNIST
dataset of handwritten digits [35], CIFAR-10 [29], and
Stanford Natural Language Inference (SNLI) Corpus [36].
All experiments were performed on Intel(r) Core(TM) i7-
6700 CPU @ 3.40Ghz and a 64GB of RAM running
a 64-bit Ubuntu 14.04 edition. The software implemen-
tation has been in Keras library ' with Tensorflow [37]
backend on two Titan X 12GB GPUs. Implementation
of divReg can be found in https://github.com/babajide07/
Diversity-Regularization-Keras-Implementation.

A. Feature Evolution during Training

In the preliminary experiment, a multilayer perceptron
with two hidden layers was trained using MNIST digits.
The standard MNIST dataset has 60000 training and 10000
testing examples. Each example is a grayscale image of an
handwritten digit scaled and centered in a 28 x 28 pixel box.

! https://keras.io/keras-the-python-deep-learning-library
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Fig. 3: The distribution of pairwise feature correlation ({2) in first hidden layer at (a) epoch 2 (b) epoch 300
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Each layer has 1024 ReLU-activated hidden units and Adam
optimizer [38] with batch size of 128 was used to train the
model for 300 epochs and 7 and ¢ in divReg was both set to
0.05.

The hyperparameters of OrthoReg was set as reported in [3].
Figs. 3a and b show the distribution(of pairwise correlation

1 DR¢!

of first hidden layer features ((Q) = @Tg) in the beginning
and end of training, respectively. It can be observed that
divReg was able to constrain the pairwise feature correla-
tions between the desired bound (-0.05 and 0.05) compared
to the highly correlated features extracted by unregularized
counterpart. Although OrthoReg was able to eliminate all
the positively correlated features using exponential squashing
function, but it did so in a more rigid way which could lead
to extraction of noisy features. Similarly in Figs. 4a and b, the
pairwise feature correlations of the second hidden layer have
been bounded by the set threshold for divReg, unconstrained
for unregularized model, and negatively correlated with tight

bound for OrthoReg.

Table I reports the performance of divReg along with four
other regularization techniques. All reported results are aver-
age performance over 5 independent trials alongside with their
standard deviation. The results are separated and compared
on the basis of the class of the regularization technique. It
can be observed that Dropout outperforms L; in terms of
test error and also in terms of generalization (as measured
by the test-train error gap). The performance improvement
of Dropout technique in terms of generalization over L is
statistically significant as shown by the p-value. Similarly, the
performance of divReg is better than both Ly and OrthoReg
with respect to test error and generalization. Another keen
observation is that the test-train error gap for divReg and Lo
regularization is very similar as inferred by the p-value, but
the improvement in absolute test performance does seem to
be statistically significant.

For qualitative comparison, an autoencoder (AE) with 256



Regularization | train (%) test (%) test-train (%) p-value
Ly 0.8791 + 0.0947  1.9367 + 0.0666  1.0575 + 0.1411  0.0331
Dropout (« = 0.5) [1] | 0.4875 £ 0.0530  1.2250 + 0.0071  0.7375 + 0.0460 -
Lo 0.4550 + 0.2280  1.7375 £ 0.1115  1.2825 £ 0.1505  0.0812
OrthoReg [3] 0.0167 & 0.0212  1.6950 £ 0.0495 1.6783 4 0.0283  0.0176
divReg 0.0535 + 0.0658  1.3150 + 0.0212  1.2615 + 0.0445 -

TABLE I: Test-train error gap on MNIST

' = ” - | .a fa o - - . p f
. i . . T - \ . : =~ . Zle i -~
- -
v
. ~ - S
s =
- - ' - = 3 . —" R - i . o R . ,
- . N = | ' . L 7| = | - " A - . . : - -

(c) OrthoReg

(d) divReg

Fig. 5: First 150 encoding features (left) learned from MNIST digit data set using (a) L, (b) Dropout (c) orthoReg, and (d)
divReg. The range of weights are scaled and mapped to the graycolor map (right).

ReLU-activated encoding units and 784 sigmoid-activated
decoding units was trained on raw pixels of MNIST digits. The
weights were initialized randomly by sampling from Gaussian
distribution with zero mean and standard deviation of 0.003
based on [12]. The AE model was regularized with L; (using
decay parameter 10~%), dropout (a = 0.5), OrthoReg (using
angle-of-influence of 10), and divReg (7=0.4) regularization
techniques and compared in terms of quality of the features
learned. The features learned using each of the regularization
method are shown in Fig. 5. One key observation is that I
and dropout regularization resulted in some dead filters as
highlighted in Figs. 5a and b. Whereas, the representations
learned with OrthoReg looks noisy compared to those learned
with divReg regularization.

In a similar vein, we trained multilayer perceptron on
MNIST with two ReLU-activated hidden layers and regular-
ized by divReg-1. Number of hidden units per layer was set
1024 and parameters of the model was again optimized using

Adam. As observed in Fig 6a, increasing 7* yields increased
number of dissimilar features because more and more features
are considered occupying distinct clusters. Another interesting
observation from this result is that earlier layers are generally
prone to extracting more distinct features than latter layers
with the same value of 7*. Fig 6b is averaged over ten
experiments to show the statistical significance. The error
curves shown in Figs 6b reveal that networks trained using
divReg-1 with 7* 0.3 resulted in the lowest test-train error
gap.

As mentioned earlier, a crucial step in achieving good
performance with divReg-2 is not only in the choice of 7* but
also in the initialization of adaptive dropout fraction «. Figs. 7a
and b show the evolution of dropout fraction for four different
« initializations (0.0, 0.25, 0.50, 0.75) as training progresses
for first and second layers, respectively. For MNIST dataset, o
initialized to 0.75 generalizes better than other initializations
as shown in Fig. 8 by the test-train classification error gap.
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Model | #layers size test (%)
Unregularized [16] 2 800 1.40
DropConnect [16] 2 800 1.20
Dropout [1] 2 1024  1.28 £ 0.06
Dropout [1] 3 1024  1.25 + 0.04
OrthoReg [3] (+ Dropout) 2 1024  1.38 4+ 0.03
Label Smoothing [20] (+ Dropout) 2 1024 1.21 £ 0.06
Confidence Penalty [23] (+ Dropout) 2 1024  1.17 4+ 0.06
DivReg-2 2 1024 1.15 + 0.03
DivReg-1 2 1024 1.10 £ 0.02

TABLE II: Test error(%) on MNIST

However, both the test and train accuracies are not as good as
that initialized to 0.5, which has the best train and test error
trade-off.

B. Image Classification

In the first set of experiments, multilayer perceptron with
two ReLU-activated hidden layers and a softmax layer for
classification is again tested to ascertain if the enhanced ability
to extract dissimilar features would lead to improved classifica-
tion accuracy using MNIST dataset. 9000 images from MNIST
data were randomly sampled from the training set as a held-out
validation set for hyperparameter tuning and the network was
retrained on the entire dataset using the best hyperparameter
configuration. Adam optimizer with batch size of 128 was used
for training the model for 300 epochs; 7 and T were set to 0.3
and 0.05 in divRegl and divReg2, respectively. The dropout
fraction o in divReg2 was initialized to 0.5. Every run of
the experiment is repeated five times and averaged to combat
the effect of random initialization. The classification errors of
model trained with divReg were compared with state-of-the-art
regularization techniques as detailed in Table II. It is observed



Model \ # layers  # parameters test (%) # epochs
Residual CNN [5] 110 1.7M 13.63 300
Stochastic Depth Residual CNN [40] 110 1.7M 11.66 500
Densely Connected CNN (with Dropout) [39] 40 1.0M 7.00 300
Densely Connected CNN (with Label Smoothing [20] + Dropout) 40 1.0M 6.89 300
Densely Connected CNN (with Confidence Penalty [23] + Dropout) 40 1.0M 6.77 300
Densely Connected CNN-BC (with Dropout) [39] 100 0.8M 6.8 (£0.057) 150
Densely Connected CNN-BC (with OrthoReg [3] + Dropout) 100 0.8M 11.2 (£0.125) 150
Densely Connected CNN-BC (with DivReg-2) 100 0.8M 6.3 (+0.083) 150
TABLE III: Test error(%) on CIFAR-10 without data augmentation
Algorithm 2 Online Redundancy-dependent Dropout (divReg- Model | Top-1 (%) Top-5(%) # Epochs
2) ResNet-34 [5] 26.77 8.56 90
. . _ ; _ ; ResNet-34 + OrthoReg 33.21 12.42 90
1: {The parameters are: B - the batch size, £ - learning rate, ResNet.34 + divReg 26.33 50 %0

n' - number of filters, o - dropout fraction, N, - number
of redundant filters, 7 - diversity regularization correlation
threshold, and T }

2: {0 is the vector of concatenated weights (W(Z)) and biases
(b"). Initialize # from a normal distribution as proposed
in [2].

3: 0 « 6y {Initial weight and biases}

4: { Initialize « - dropout fraction}

5: for prescribed number of epochs (nbepoch) do

6:  permute training samples

7. N, < 0 {Initial number of redundant features}

8 for all batches of Bg train samples do

9: Jnet <— loss on samples in the batch b from eq. (6)

10 A6 < compute gradient using eq. (7) and (8)

11 {Make a step along the gradient}

12: 0+ 60—¢cAP

13:  end for o
14:  {Compute the binary mask M in (13) for every layer}
15 {Compute and update « in (12) for every layer [}

16: end for

from the result that the model trained using divReg-1 and
divReg-2 outperforms all other benchmark regularizers. The
results also show that dropping the maps of redundancy filters
in divReg-1 leads to a better generalization but introduces
computational overhead comparable to divReg-2 with similar
performance.

In the second set of large scale image classification ex-
periments, we trained the current state-of-the-art densely
connected convolutional neural network (DenseNet) [39] on
CIFAR-10 dataset to see effect of extracting dissimilar features
on classification performance. The dataset contains a labeled
set of 60,000 32x32 color images belonging to 10 classes:
airplanes, automobiles, birds, cats, deer, dogs, frogs, horses,
ships, and trucks. The dataset is split into 50000 and 10000
training and testing sets, respectively. Again, 6000 images
were randomly sampled from the training set as a held-out
validation set for hyperparameter tuning and the network was
retrained on the entire dataset using the best hyperparameter
configuration. Due to GPU memory constraints, we used 100-
layer DenseNet with a growth rate of 12. The model was
trained with stochastic gradient descent (SGD) with batch-size

TABLE IV: Validation error on ImageNet

of 64 for 150 epochs and ¢ initialized to 0.1 and scheduled
to 0.01, 0.1, 0.01, 0.001, 0.01, 0.001, and 0.0001 in epochs
20, 24, 44, 84, 104, 114, and 130, respectively as shown
in Fig. 9. For a fair comparison, the results presented in
Table III are for models trained without data augmentation.
Hyperparameters 7 and 7 in divReg2 was also set to 0.5 and
0.2, respectively. The dropout fraction a was initialized to
0.1. We limit our implementation to DenseNet with bottleneck
(BC) with approximately 0.8M trainable parameters due to
memory constraints. The classification performance of the
deep networks regularized with Dropout [1], Label smoothing
[20], confidence penalty [23], and OrthoReg [3] were used
as benchmark. The experiments were repeated five times
and averaged. It can be observed in Table III that divReg-2
outperforms all other regularizations considered - an indication
that extraction of dissimilar features and redundancy-based
adaptive dropout improve generalization of very deep neural
network models. In the third set of experiments involving

o
©

Classification error (%)
"
o

0.4l e e - train |
+—+ test
b.-

0.0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8
«a (initialization)

Fig. 8: Performance evaluation using divReg-2 on MNIST
dataset for four different initializations of a.

large-scale image classification, experiments were performed
on the 1000-class ImageNet 2012 dataset [41] which contains
about 1.2 million training images, 50,000 validation images,
and 100,000 test images (with no published labels). The results
are measured by top1/top-5 error rates [41]. ImageNet dataset
was used to train a residual network known as ResNet-34
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Fig. 9: Learning rate (£) schedule for experiments on CIFAR-
10 dataset.

[5], which has four stages of residual blocks and uses the
projection shortcut when the feature maps are down-sampled.
The model was trained for 90 epochs, with a batch-size of 200
and a learning rate 0.1. Each layer of the model is regularized
using divReg with 7 = 0.4. It can be observed in Table IV that
divReg also outperforms both OrthoReg regularization method
and unregularized counterpart.

C. Natural Language Inference

In the last set of experiments, we demonstrated the effi-
cacy of diversity regularization in enhancing the efficiency of
models used for understanding semantic relationship between
two sentences and recognizing textual entailment. This task
involves determining whether two observed sentences, first
one is known as the premise and the other referred to as the
hypothesis, are contradictory, not related (neutral) or entailing.
In this series of experiments, models are evaluated on textual
entailment recognition task using Stanford Natural Language
Inference (SNLI) dataset [36]. The original dataset contains
550, 152 duos of premise-hypothesis sentences and their cor-
responding labels as training set, 10, 000 as validation set, and
10,000 as testing set. After the removal of sentence-pair with
unknown labels, we obtained 549, 367 pairs for training, 9, 842
for validation and 9,824 for testing. Select examples from
SNLI dataset are shown in Table V.

Our implementation is based on baseline Keras SNLI
models repository 2. From SNLI dataset, we extracted 300-
dimensional word embeddings from the pretrained 300D
Glove 840B vocabulary [42], each for both the premise and
hypothesis sentences and fed them through a ReLU trans-
lation” layer. The maximum sequence length was chosen to
be 42 and the embeddings of words not in the vocabulary
are set to zero in accordance with [43]. The pretrained Glove
embedding layer contains more than 12 million parameters,
which we fixed during training to avoid overfitting [44] and
computational overhead. We used the LSTM model with 300
hidden units to encode the premise and hypothesis sentences

2https://githubAc0m/Smerity/keras_snli

and the resulting two 300D embeddings are concatenated
and fed into three layers of fully-connected units with ReLU
activations. The output of the last layer is fed into Softmax
layer for classification.

The overall model was trained using Adam optimizer with
batch-size of 512 for 100 epochs while 7 and 7 in divReg2
was also set to 0.5 and 0.2, respectively. The dropout fraction
« for both recurrent (LSTM) and fully-connected layers was
initialized to 0.2. The experiment was also performed by
replacing LSTM with a GRU. We benchmark our results
with recent sentence encoding-based models and experimental
results were illustrated in Table VI. It is remarked that the
parameters of the Glove embedding layer were not included
in the number of parameters computed in Table VI. As can be
observed from the results, diversity regularization and adaptive
dropout significantly improved the performance of both the
baseline LSTM and GRU models. By initializing dropout
fraction of both recurrent and fully-connected units to 0.2, the
model was able to figure out the suitable dropout fraction in
accordance with differentiation of features. In addition, setting
7 to 0.5 ensures no feature pair have cosine similarity greater
than 0.5. Another important observation is that OrthoReg
sometimes extracts noisy features in an attempt to decorrelate
features, which explains why the performance of some models
deteriorates. Deep Gated Attn BiLSTM (D-GAB) encoders
[45] is the state-of-the-art sentence encoding-based model for
SNLI dataset with test accuracy of 85.5%. However, we did
not regularize D-GAB using diversity regularization because it
has more than 11 million parameters requiring larger memory
than those compared in Table VL.

V. CONCLUSION

This paper addresses the concept and properties of special
regularization of deep neural network models that take advan-
tage of extracting diversified features and dropping features
based on select redundancy measures. The performance of
the proposed regularization in terms of extracting diverse
features and improving generalization was compared with
recent regularization techniques on select tasks using state-
of-the-art deep learning models. The results show that if not
properly constrained, deep neural network models are capable
of extracting very similar features thereby creating unneces-
sary amount of filtering redundancy. By using the proposed
methods, such redundancy can be controlled, eliminated and
networks are enabled to extract more distinctive features.
It has also been shown on select examples that concurrent
extraction of diverse features and redundant feature dropout
improve model generalization. These concepts are illustrated
using MNIST handwritten digits, CIFAR-10, ImageNet, and
Stanford Natural Language Inference Dataset.
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