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As enrollments and class sizes in postsecondary institutions have increased, instructors have sought auto-

mated and lightweight means to identify students who are at risk of performing poorly in a course. This

identification must be performed early enough in the term to allow instructors to assist those students before

they fall irreparably behind. This study describes a modeling methodology that predicts student final exam

scores in the third week of the term by using the clicker data that is automatically collected for instructors

when they employ the Peer Instruction pedagogy. The modeling technique uses a support vector machine

binary classifier, trained on one term of a course, to predict outcomes in the subsequent term. We applied

this modeling technique to five different courses across the computer science curriculum, taught by three

different instructors at two different institutions. Our modeling approach includes a set of strengths not seen

wholesale in prior work, while maintaining competitive levels of accuracy with that work. These strengths

include using a lightweight source of student data, affording early detection of struggling students, and pre-

dicting outcomes across terms in a natural setting (different final exams, minor changes to course content),

across multiple courses in a curriculum, and across multiple institutions.
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1 INTRODUCTION

University administrators and faculty continue to be concerned by student time-to-graduation and
retention. Elevated time-to-graduation increases student financial burdens and stresses limited
university resources. Low student retention, particularly in STEM fields, can lead to workplace
shortages.

Course failure rates affect both time-to-graduation and student retention. Failing a course can
increase a student’s time to degree or cause the student to leave the major or the institution. In
addition, there are affective costs to failure, such as reduced self-efficacy [5]. For the institution and
the instructor, student failure means wasted resources and lost opportunity for student success. As
a result, university personnel, instructors, and students share the goal of reducing failure rates [9,
43, 50].

Those seeking to lower failure rates must contend in particular with the recent spike in univer-
sity enrollments and class sizes. According to the National Center for Educational Statistics [26],
undergraduate enrollment in U.S. postsecondary institutions rose from 13.2 million students in
2000 to 17.0 million students in 2015, an increase of more than 25 percent. Computer science, the
focus of this study, has seen even greater rates of increase in enrollment beginning in 2006 [14].
However, this growth in students is not matched by commensurate growth in instructional faculty,
resulting in increased class sizes (or additional course offerings) for computer science courses in
more than 47% of U.S. postsecondary schools. In a large class, it is more difficult for instructors to
keep track of individual students’ progress, and struggling students are more likely to slip through
the cracks.

At the same time, technology-based teaching practices sometimes employed in large classes
not only improve student outcomes in these classes but also generate a rich data set that can be
used to identify struggling students automatically. In this study, we focus specifically on one such
practice called Peer Instruction [15]. Peer Instruction is an active-learning pedagogy used in many
disciplines [15, 25, 28, 31, 45, 48, 55] that revolves around students answering and discussing mean-
ingful conceptual questions with their peers and the instructor. Often, Peer Instruction is paired
with hand-held devices (e.g., clickers) that allow the instructor to quickly view student answers,
and this clicker response data is automatically collected and stored. Our work builds on recent
evidence that student performance on Peer Instruction questions is correlated with student out-
comes [35] and predictive of students who are at risk in an introductory programming class [24].

In this work, we provide a method for using clicker data collected from Peer Instruction activities
to automatically identify students at risk of failure so that these students can receive support and
take corrective action. Our goals for this identification technique are (1) that it can predict at-risk
students accurately and sufficiently early in a term that corrective steps are possible, (2) that data
collection is sufficiently lightweight to encourage instructor adoption, and (3) that it is robust in
the sense that (a) it works on courses across the curriculum and across institutions, and (b) a model
from a previous term applies in subsequent terms despite minor changes to course content.

To the best of our knowledge, our study is the first to apply a single modeling methodology
across a variety of courses within a field (including both lower- and upper-division courses) and
across different institutions and to use prior-term data for predictions. In this study, we applied
our methodology to data from five different courses at two different institutions. We applied a
single modeling method using support vector machines [13] to perform a binary classification of
whether or not students are expected to perform well on the final exam. For each course, a model
is built using a prior term’s student clicker data and final exam scores, which is then applied on
data from the first three weeks of a future term. Our method generates models that are shown to
correctly identify at least 62% of at-risk students when using an instructor-determined threshold
of the bottom 40% of the class.
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Table 1. Synthesis of Related Work (�: Present Paper)

Ref
Study

Focus
Year

Presage Variables In-progress Variables

Predictive†
Multiple

Contexts

Model Tested
with Different

Cohort

Performance
and

Background

Behavior &
Attitude

Performance
Behavior and

Attitude

(1) (2) (3) (4) (5) (6) (7) (8) (9) (10)

[17] Institution 1968 � � �
[40] Institution 1997 � �
[47] Institution 2010 � �
[11] Institution 2014 � �
[51] Institution 2014 � �
[21] Program 2001 �
[44] Program 2003 �
[1] Program 2009 �
[19] Program 2011 �
[42] Program 2011 � �
[27] Course 1979 � � �
[41] Course 1986 �
[53] Course 2001 � �
[6] Course 2006 � � � � �
[20] Course 2006 �
[52] Course 2013 �
[8] Course 2015 �
[4] Course 2015 � � �
[24] Course 2016 � � �
[2] Course 2017 � � �
[10] Course 2017 � � � �
� Course 2018 � � � �
[12] Module 1994 �

†Checkmark indicates predictive modeling, unmarked indicates descriptive modeling.

We continue in Section 2 by describing prior work on predicting students’ learning outcomes
from multiple disciplines. Our research questions are then provided in Section 3. Section 4 describes
the context of our study, including a brief discussion of the Peer Instruction pedagogy and the role
of the studied courses in the computer science curriculum. In Section 5, we describe our modeling
process and evaluation of the data analysis. Section 6 provides our results, and Section 7 offers a
discussion and exposition of broader implications.

2 BACKGROUND

Predictions of student outcomes at universities and colleges have been investigated at all levels:
retention at the institution level, completion/graduation at the program level, success at the course
level, and understanding at the module level within a course. Due to differing timescales and out-
comes of interest, different predictors have been used at each level. Modeling techniques and how
they are evaluated also vary widely. Table 1 provides a high-level comparison of the present study
and the prior studies discussed below.

We note that predicting student outcomes has been a rich area of study for decades. Prior studies
have focused on modeling students’ performance to improve retention rates, predict exam scores,
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or provide timely aid to at-risk students. The earliest studies concentrated on immutable factors
that students hold at the start of class, such as gender, age, and SAT scores [40]. Additional factors
have been added in recent research including student attitudes [16], student behaviors during the
term [2, 7, 54], and the use of in-class formative assessment data [24]. However, the vast majority
of previous modeling techniques are either based on data that may be difficult for an instructor
to obtain, applied to a single course, applied at a single institution, or modeled and tested with a
single term of data.

2.1 Types of Information Used for Prediction

A variety of independent variables has been used in generating prediction models. To simplify
presentation, we have chosen to classify these variables as presage variables or in-progress vari-
ables. Presage variables refer to those variables that are available or determined before modeling
is initiated; for example, high school Grade Point Average (GPA) or math background. However,
in-progress variables are measures gathered in the context of the outcome being assessed; for ex-
ample, midterm grade or timings of assignment submissions. Columns 4–7 in Table 1 indicate the
kinds of independent variables that were used in prior work.

We further subdivide presage variables into (1) performance and background variables (e.g., high
school GPA, gender, age, socioeconomic status) and (2) behavioral and attitudinal variables (e.g.,
study habits, motivation). We similarly divide in-progress variables into (1) performance variables
and (2) behavioral and attitudinal variables.

Research-based use of student data depends greatly on how the data is collected and its availabil-
ity to researchers. For example, most performance and background presage variables are already
collected automatically for other purposes and stored in registrar or admissions databases. That
said, this data may not be readily-available for instructor and researcher use. Similarly, class-level
in-progress performance variables (e.g., compilation errors, keystroke-level logging) are often not
captured by standard learning management systems and, even when such data is available, might
not be released by research boards for incorporation into research.

The rest of this section first examines how researchers evaluate the success of their studies and
then surveys a variety of related projects. We then describe how our present study relates to prior
work in predicting outcomes in computing.

2.2 Model Creation and Evaluation

The modeling methods for predicting student outcomes are generally statistical, ranging from sim-
ple correlation studies to machine-learning models such as regression, decision trees, and random
forests.

Authors of some studies sought to demonstrate the robustness of their techniques by applying
their methods at different institutions, on different courses, using different instructors, and so on.
Robustness is particularly important at the course and module levels: this would suggest that one
modeling technique could be used across the curriculum. Column 9 in Table 1 indicates whether
authors of prior work successfully applied their methods in multiple contexts.

Model evaluation techniques vary in the literature as well. Some researchers use descriptive
modeling, where relationships between independent and dependent variables are studied on the
training set itself. This is useful for studying relationships in past data, but is not intended for mak-
ing predictions about future occurrences. For such predictions, researchers use predictive model-
ing, where part of the data (the test set) is held back and used to evaluate the accuracy of the
model. Column 8 in Table 1 indicates whether prior work employed predictive modeling. In these
predictive approaches, the test set can be created in one of two primary ways. The first is to divide
a single dataset into training and test sets. This requires only one dataset, but can be problematic as
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it does not necessarily show predictability for a new cohort (of students, of a course, etc.). The sec-
ond is to gather (at least) two datasets from different cohorts and use one cohort to build the model
and the second to evaluate the model. This latter approach is preferred as it shows predictability
across cohorts and prevents a model from being overfitted to a single cohort. That said, this form
of data collection is time-consuming, and making predictions across cohorts is complicated by nat-
ural variation between cohorts. The last column of Table 1 distinguishes between these predictive
modeling methods.

Last, there is considerable variation in the metric used to evaluate the model, making it difficult
to compare one model to another (and hence to directly compare or contrast prior work). Some
models simply measure the correlation between predictive factors and outcomes, while other mod-
els generate predictions. Predictive model accuracies are often reported either as a single accuracy
level (i.e., what percentage of all students are correctly classified as either at-risk or not-at-risk),
or more generally as the area under a Receiver Operating Characteristic (ROC) curve, referred to
as the AUC [36]. One important strength of this latter method is that ROC curves quantify the
tradeoff between model sensitivity (i.e., the percentage of all at-risk students correctly classified
by the model as at-risk) and specificity (i.e., the percentage of all not-at-risk students correctly
classified by the model as not-at-risk).

2.3 Institution- and Program-Level Modeling

The top rows of Table 1 summarize some of the work discussed in this subsection. Of primary
interest at the institution level is institutional retention. Many studies have emphasized the use
of presage variables, which allow prediction even before a student matriculates [38]. While such
work has met some success, it quickly became apparent that in-progress variables, such as first-
term GPA, were generally more predictive than presage variables [17]. As a result, recent work
often includes in-progress variables in addition to presage variables [40, 47].

We make a distinction among (1) descriptive modeling, (2) predictive modeling tested on a sep-
arate test set collected from the same cohort, and (3) predictive modeling tested on future cohorts.
Although we suggest that (3) is core to the goal of building and using models to help students,
none of the prior work in Table 1 at the institution and program level tested the models on future
cohorts. As examples of (1), some researchers [40, 47] assess the quality of their regression models
using the models themselves. Exemplifying (2), other authors [11, 51] generate predictive models
and provide prediction results. However, those authors test their models on a test set pulled from
the same cohort on which training occurs, which may cause the models to overfit to that cohort.

Program-level prediction has focused on program entrance criteria and early identification of
struggling students. Unlike for institutional-level modeling, the prior work largely focuses on de-
scriptive modeling rather than predictive modeling. For example, in the medical sciences, it is
generally found that presage variables (e.g., entrance exams, high school GPA) are correlated with
student performance in the program [21, 44], but it is not reported whether these variables can be
used to predict student outcomes with any degree of accuracy.

2.4 Course-Level Modeling in Computing

There are numerous studies predicting student outcomes at the course level in other fields (e.g.,
biology, chemistry, and physics [39], among others). Fully detailing this broad area of study here
would be space prohibitive. As such, we focus on work occurring in the context of the present
study: computer science.

In computing, prediction has been focused on student performance in introductory computing
courses. Modeling student outcomes began in the late 1970s with early work using presage data
to predict student performance on assessments or final course grades [27, 41]. In-progress data in
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the form of attitudinal surveys have also been used to predict exam scores [53]. Both presage and
in-progress variables have been combined effectively using regression analysis to predict student
programming performance [6].

Other in-progress variables have also been used to determine student performance. In the mid
1990s, the in-progress variable of programming progress was used to aid intelligent tutoring sys-
tems [12]. Recent work identified the in-progress variable of clicker data resulting from Peer In-
struction courses as a robust predictor of student performance on final exams [35].

Another primary source of data for prediction using in-progress variables is code snapshots of
student programming activity. To gather these data, researchers used an instrumented program-
ming environment that regularly records the student’s current program in a log file. The approach
was then to assess student knowledge by comparing two successive code snapshots. Early ap-
proaches examined compiler errors [20, 52], while later work also considered runtime errors [8].
Ahadi et al. improved on these works by employing machine learning; making predictions on a
separate term; and adding the correctness of test cases and the number of steps taken to complete
assignments as in-progress variables [2, 4]. Ahadi et al. assigned 24 programming assignments in
the first week of the class and these assignments mirrored what was required of students on the
final exam. Although such data may facilitate early-term modeling efforts, it requires significant
out-of-class effort in the first week from students, which could be discouraging.

Similarly, Castro-Wunsch et al. examined many machine-learning models, and applied the
trained model to a test set from a subsequent term [10]. That work achieved accuracies between
67% and 72% and failure group accuracies (i.e., sensitivities) between 61% and 77% on the sub-
sequent cohort depending on the model [10]. However, echoing the concern from Ahadi et al.,
Castro-Wunsch et al. trained their models using data from students completing a large number of
programming assignments in the first 4 weeks of class. While it is possible to assign this many
assignments in the first few weeks of the term, such an approach requires significant additional
effort from the students.

Most closely related to the present study is recent work where student clicker responses were
used for modeling student learning in an introductory computer programming class [24]. As with
our present study, this data is available without any extra work for the instructor if the instruc-
tor has already adopted clicker questions in class. Treating a student’s response to each clicker
question as a predictive variable for the student’s final exam score, Liao et al. [24] used principal
component analysis to identify the most predictive clicker questions. The authors then built a lin-
ear regression model based on those questions to predict final exam score. The model was trained
on students from one cohort and tested with students from the subsequent cohort, achieving 76%
accuracy. That work, however, does not demonstrate the efficacy of the modeling approach across
institutions and courses.

Considering the research in this subsection in its totality, what is missing is (1) a robust tech-
nique based on easily obtainable student data that is capable of making predictions for multiple
courses across a curriculum and at multiple institutions, and (2) evaluation of these techniques
as they would be applied in real-world instructor settings (e.g., using a model built in a previous
term to make predictions for a subsequent term). These are the main contributions of the present
article.

3 RESEARCH QUESTIONS

Based on gaps identified in the previous section, this article has two primary research questions:

RQ1: Can a single modeling technique be designed to reliably predict student outcomes
across multiple institutions?
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RQ2: Can that modeling technique also reliably predict student outcomes across a range of
courses in the curriculum of a chosen discipline?

4 STUDY CONTEXT

In this section, we describe the Peer Instruction pedagogy and briefly explore its known benefits
for students (which may partially explain its increased adoption in computing). Next, we provide
context regarding the courses in the computer science curriculum that appear in this study.

4.1 Peer Instruction

Peer Instruction (PI) [15] is a student-centered active learning method. It was invented in the 1990s
for introductory Physics courses, and was later adopted for computer science. It consists of the use
of in-class multiple choice questions to which students respond once individually and then again
following a group discussion. In many cases, including those in this study, students use clickers to
submit their responses. Following the two responses, instructors lead a class discussion about the
question to provide common understanding and instructor expertise on the relevant material.

The efficacy of PI has been shown in various disciplines including physics [15, 55], biology [48],
mathematics [25, 28], and computer science [29–33, 45, 46]. These studies discovered that PI im-
proves students’ learning and their attitudes about learning [15, 55], enhances student partici-
pation and understanding [25], and fosters learning even when none of the discussion group
members knows the correct answer [48]. In computing, PI has been shown to enhance student
learning [46], lower course failure rates [29], and increase the retention rate of students in the
major [33]. Moreover, PI is effective in a variety of computing course subjects, including program-
ming, theory, and systems courses [23, 30].

By virtue of using PI coupled with clickers, students naturally generate clicker data in each
lecture. In the present work, we leverage this automatically-collected data, and require no further
data collection or generation.

4.2 Course Contexts

Table 2 describes the courses used in our study. They are all undergraduate courses, with the
top three courses in the table at the lower division level, and Advanced Data Structures (Adv.
DataStruct) and Computer Architecture (Architecture) at the upper division level.

All courses except for Architecture are programming-intensive courses. In those courses, stu-
dents complete programming projects using a particular programming language. The CS1 courses
focus on learning how to code, while CS2 and Adv. DataStruct focus on implementing software
applications using concepts learned in class.

CS1 is traditionally the first introductory programming course for students. As such, the ma-
jority of students are in their first or second year of study. Our dataset includes two CS1 courses.
One was taught in the Python programming language (CS1-Python) and the other was taught in
the Java programming language (CS1-Java). CS2 is the programming course after CS1. Here, stu-
dents learn how to write more modular code, often with object-oriented concepts. In addition, CS2
teaches fundamental data structures and how to use them to support interfaces and abstraction.
The CS2 course for our study used the same language as the corresponding CS1: Java. Adv. DataS-
truct teaches more sophisticated data structures material than what is typically covered in CS2 and
used the C++ programming language. The Computer Architecture course teaches students about
computer systems, specifically how computer processors function.

In summary, the present article covers a wide range of courses with respect to course level
(lower- or upper-division) and curricular material (programming, data structures, architecture).
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Table 2. Courses Used in the Study

Course Description
Lower/upper

Division

CS1-Python Learn basic grammar of the Python programming
language. Course topics include variables, datatypes,
functions, conditionals, and loops. Also learn intro-
ductory sorting techniques.

Lower

CS1-Java Learn basic grammar of the Java programming lan-
guage. Course topics include variables, methods, con-
ditionals, and loops. Programming exercises concern
simple image and audio processing.

Lower

CS2-Java Learn essential data structures including arrays, lists,
stacks and queues. Analyze runtime of different data
structures. Compare different sorting algorithms.

Lower

Adv. DataStruct Learn advanced data structures including trees,
hashtables, skip lists, Huffman coding, and Graph
Search in the C++ programming language.

Upper

Architecture Introductory computer architecture. Learn ISAs, per-
formance, single/multi-cycle processors, pipelining,
and caches

Upper

To our knowledge, no prior work has predicted at-risk students across such a broad spectrum of
courses.

5 STUDY METHODOLOGY

To answer our research questions, we developed a modeling technique and applied it to data from
five courses across two institutions. In this section, we describe our dataset and how the collected
data was processed to generate prediction models. Additionally, we describe how the generated
models were statistically analyzed.

5.1 Data Collection

Our data were obtained from three instructors across two public universities in North America.
Detailed information for each course is provided in Table 3. All courses from institution A are 10
weeks long, while CS1-Python at institution B is 12 weeks long. The study, including collection
and analysis of this data, was approved by our Institutional Review Board (IRB).

Two of our courses are CS1 offerings at different institutions: CS1-Java from Institution A and
CS1-Python from Institution B. In addition to using different programming languages, we note
that topic coverage and ordering differ as well. Unfortunately, these differences limit comparisons
between the two courses.

The data for each course consists of two different terms of data taught by the same instructor.
The earlier term was used to train our prediction model and the later term to test that model. We
will refer to the earlier term as the training set and the later term as the test set. Clicker responses
were naturally collected in class, because all the instructors in our dataset taught their courses
using Peer Instruction.
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Table 3. Dataset Details

Course Institution Instructor Training Set (Size) Test Set (Size)

CS1-Python B Y Fall 2013 (192) Fall 2014 (142)
CS1-Java A X Fall 2014 (373) Fall 2015 (374)
CS2-Java A X Spring 2014 (169) Spring 2015 (176)

Adv. DataStruct A X Fall 2013 (197) Winter 2015 (191)
Architecture A Z Fall 2015 (339) Fall 2016 (266)

5.2 Data Preprocessing

The data used in this study consists of student clicker responses (both individual and group) and
raw final exam scores. The available clicker question data comprises every question that the in-
structor asked, along with all student responses, though only a subset of these questions is used
for modeling and prediction, as described below. The data uses unique anonymous identifiers to
protect students’ identities.

• Selecting clicker questions: Our model learns to use specific clicker questions to predict
course outcomes, so our data must consist only of questions that are present in both terms
of a course. Thus, for each course, we discarded any question that was not present in both
the training and test set.

As our goal is to perform early identification of at-risk students, we also discarded clicker
questions that were asked after week three in each course. Week three was chosen because
the midterms were not administered until at least week four. (Later, in Section 6.4, we will
explore how prediction accuracy changes in later weeks.) We also removed students who
did not respond to any clicker questions in this three-week time frame.

• Labeling question correctness: For each clicker question, we assigned 1 for correct, -1
for incorrect, and 0 for unanswered. This assignment of a unique value (0) for unanswered
questions differs from the approach taken by Liao et al. [24], who used data imputation to
statistically predict missing clicker responses. Data imputation relies on patterns in avail-
able responses to guess missing data values. One concern with imputation is that the im-
puted responses may be inaccurate, particularly when a student answers few questions.
More importantly, we believe that student non-response to a question is a signal in itself,
distinct from a correct or incorrect response.

• Defining the At-risk and Not-At-risk Groups: Classifying students into two groups al-
lows us to perform binary classification, where our model tries to predict whether a student
in the test set will score in the top 60% or the bottom 40% of the final exam. Recent work
uses a 50% cutoff [4, 10], i.e., simply predicting whether students are in the top or bottom
half of the class, but we selected the 40% cutoff, because the instructors in our study felt that
this was closer to the boundary where students were actually at-risk of failing the final or
the course. However, we note that this cutoff was a choice, and the model could be trained
to meet different thresholds, potentially with different accuracy levels.

5.3 Model Generation

Figure 1 illustrates our model generation process. At a high level, a machine-learning model is
built based on the training set (student clicker data and exam scores in one term) and that same
model is then used to predict student outcomes in the test set. Specifically, to build the model, we
used support vector machines (SVMs) with the radial basis function kernel to train one prediction
model for each course. We selected SVMs as they provided the most consistent AUC values across
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Fig. 1. Our machine-learning process.

our datasets and courses compared to other machine-learning models (logistic regression, decision
tree, and random forest).

As accuracy may vary based on the particulars of choosing a machine-learning process, we
provide more specific details of our methods both for future replication of these results and to
inform instructors of how they might perform similar modeling. We note that ongoing work aims
to provide instructors with a tool to fully automate this entire process.

After conducting the data preprocessing steps described in the previous subsection, we trained
the models. We used a well-known package in R named kernlab [49] for model generation. The
following steps describe our training process in detail:

(1) We generate a SVM model, using three modeling parameters: cost, sigma, and classweight.
There is an inherent tradeoff between overfitting to the training set and making accurate
predictions on the test set. Both cost and sigma influence this tradeoff. Classweight pro-
vides a mechanism for indicating the severity of different types of classification errors; for
example, it enables a model to apply a larger penalty to misclassifying an at-risk student
than a not at-risk student. As a model’s accuracy depends on these parameters, we per-
form a design space search by using different combinations of those parameters. To tune
those parameters, we partition the training set (data from the first term) into two subsets:
2/3 of the data as the “training subset” and the remaining 1/3 as the “validation subset.”
Using different parameters, we build models with the training subset and evaluate their
performance based on the resultant AUC for the validation subset. When building these
models, we use 10-fold cross validation to avoid model overfitting. Ultimately, we select
the parameters (cost, sigma, classweight) that produce the highest AUC.

(2) Given these parameters of cost, sigma, and classweight, we build the SVM model using
the entire training set (the first term of data), again using 10-fold cross validation. The
resultant model is then used to evaluate performance on the test set (the second term of
data).

5.4 Model Evaluation

The purpose of our modeling is to identify students at risk of failure as precisely as we can. While
overall accuracy can give us a sense of the percentage of students who are misclassified by the
model, it does not reveal the tradeoff between different types of errors that our model might make.
Any binary decision model can produce two types of errors: it can incorrectly classify an at-risk
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Fig. 2. Classification categories.

student as being not-at-risk, or it can incorrectly classify a student who is not-at-risk as being
at-risk. These errors, along with the two possible correct outputs, are shown in Figure 2, which
shows the confusion matrix for the possible outcomes of the classification versus the ground truth
of each sample.

In this sense, sensitivity (i.e., recall) and specificity are more useful measures than simple pre-
diction accuracy. Sensitivity measures how accurately a model can detect at-risk students, whereas
specificity measures how accurately the model identifies not-at-risk students. The definitions of
sensitivity and specificity are as follows:

Sensitivity =
TR

TR + FNR
, Specificity =

TNR

TNR + FR
.

The SVM model outputs the probability of each student being at-risk. By selecting different
probability cutoffs for what is considered at-risk, we can trade off the sensitivity and specificity of
a given model. For example, suppose that we wish to maximize sensitivity at the expense of speci-
ficity. Then, the solution is simply to predict that everyone is at-risk, yielding a sensitivity of 1.0
and specificity of 0.0. This, however, would be wasteful of limited instructor resources that could be
deployed to help the students who were truly at-risk. For this reason, specificity is also important:
it indicates how many not-at-risk students are properly identified as not needing assistance.

Receiver Operating Characteristic (ROC) curves [18] are a well-established metric for model
evaluation in machine learning, which plot both sensitivity and specificity in a two-dimensional
plane. An ROC curve is more comprehensive than other standard metrics in that it provides various
combinations of sensitivity and specificity with respect to classification probability thresholds. In
addition to the ROC curves themselves, we provide the Area Under the ROC Curve (AUC) as an
additional measure of model effectiveness.

6 RESULTS

In this section, we evaluate the performance of our models for the courses included in this study.
We begin by examining how well the models perform both across multiple institutions and across
the CS curriculum. Then, we explore how modeling performance changes through the term, by
adding clicker data from later weeks.

6.1 Multi-Institutional Analysis (RQ1)

Addressing Research Question 1, we examine whether the modeling approach is successful across
institutions. Figure 3 provides the ROC curves for the two CS1 courses taught at different
institutions.

In Figure 3, the gray line is y = x and represents what one would expect if the model were sim-
ply guessing randomly. As such, an ROC curve of y = x would have an AUC of 0.5. The ideal ROC
curve is one that hugs the upper left hand corner as this would indicate that the predictions are ex-
ceptionally accurate. The shaded areas of Figure 3 indicate the confidence intervals of specificities
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Fig. 3. Cross-institutional ROC curves.

Fig. 4. Cross-curricular ROC curves from institution A.

with respect to the given sensitivities. Each curve has a point labeled with three numbers. The first
number is the probability threshold selected by the training dataset for the best combination of
sensitivity and specificity. If this probability threshold (first number) is selected, then it produces
the specificity (second number) and sensitivity (third number) for the test dataset.

From this figure, we can see that the ROC curve for both courses is significantly better than
random. The ROC curve of CS1-Python (AUC = 0.79) is better than that of CS1-Java (AUC = 0.67).
Indeed, both specificity and sensitivity are higher for CS1-Python than CS1-Java.

For each of these CS1 courses, we find that our modeling approach provides reasonable classifi-
cation predictions. The AUC is well above 0.5 (0.79 and 0.67) and at the best probability threshold,
the models offer specificities of 0.74 and 0.62 and sensitivities of 0.76 and 0.64. We discuss how
these metrics compare to prior work in the next subsection.

Given the differences between institutions and courses, it is to be expected that the models
would result in slightly different prediction accuracies. In Section 7, we discuss possible sources
of this difference.

6.2 Analysis across Courses in the CS Curriculum (RQ2)

Focusing now on Research Question 2, we examined PI clicker data for four different courses across
the CS curriculum. Figure 3(b) along with Figure 4 are the ROC plots of four different courses taught
at the same institution covering material ranging from introductory to advanced computing topics.
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Fig. 5. Smoothed ROC curves.

Table 4. AUCs and 95% Confidence Intervals

Course AUC 95% Confidence Interval

CS1-Python 0.79 0.72–0.86
CS1-Java 0.67 0.61–0.72
CS2-Java 0.66 0.58–0.74

Adv. DataStruct 0.65 0.57–0.73
Architecture 0.71 0.65–0.77

The results are highly encouraging as the models are able to predict student outcomes for each
course reasonably well. Focusing on the best probability threshold for each model, we find that
the model consistently achieves a sensitivity between 0.60 and 0.70 and a specificity between 0.62
and 0.70. Similarly, the AUC for each course is between 0.65 and 0.79.

There is no truly comparable study in the literature against which to compare these results.
However, our results are consistent with recent studies predicting student outcomes across terms
using similar in-progress data in introductory computing courses [4, 10, 24]. Recall from Section 2.4
that one of these studies [24] used data that was similarly lightweight to our approach whereas
another study used data that was more heavyweight [10]. As such, our approach is more light-
weight and more broadly applicable than prior work while maintaining similar levels of prediction
Performance.

6.3 Overall Analysis

Figure 5 and Table 4 provide a summary of results for all five courses when modeling clicker data
from the first three weeks of the term. Note that the ROC curves have had their confidence intervals
removed and are smoothed to facilitate comparison across the five curves. From the legend of
Figure 5, we see that the AUCs of all courses are greater than 0.6, and that the five curves are all
above the y = x line. On average, the AUC and 95% confidence interval of the courses are 0.70 and
0.63–0.76, respectively. In addition, the lower bounds of the confidence intervals for all courses are
higher than 0.5, indicating that all of our modeling results are statistically different from random
guessing.

6.4 Prediction Accuracy over Time

Although the focus of this study is early prediction of student outcomes, we additionally wanted
to understand how prediction quality changed over time. Figure 6 provides prediction quality
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Fig. 6. AUC and 95% confidence intervals, adding more clicker data.

(AUC values) given progressively more data. For each week, the AUC value is obtained by us-
ing all clicker data up to that week (e.g., the AUC values at week 6 result from modeling clicker
data from week 1 to week 6). The shaded area of Figure 6 describes each AUC’s 95% confidence
interval.

The results show that the AUC generally improves as we add more clicker data. This is unsur-
prising, as predictions are made in the context of additional data, and data collected later in the
term is temporally closer to the exam than is earlier data. However, it is somewhat surprising that
the prediction quality often plateaus before the end of the term. For example, in Architecture, the
AUC only marginally improves over time; in CS1-Python, AUC increases until week 4, but the
improvement slows at that point. Although this is likely deserving of further study, recent work
on CS1 shows that the bulk of questions on a final exam require content from early in the term,
but that only a small fraction of these questions require content from late in the term [35]. It may
be that there is a similar effect in courses later in the curriculum; however, other possible expla-
nations exist including: Learning Edge Momentum—that course material builds on itself making
early material critical for later success [37], and stumbling blocks—that students encounter an
early difficulty and later struggle to overcome it [3]. We believe further inquiry is needed to better
explain this phenomenon.

Overall, the change in accuracy over time highlights a potential challenge for educators wishing
to intervene for students predicted to do poorly. More time in the course often improves prediction
accuracy but also reduces the time with which to alter a student’s trajectory and increases the
time during which misconceptions might compound. Week 3 was identified in prior work [35] as
offering reasonable accuracy early in the term; our data supports this finding.
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7 DISCUSSION

In this section, we discuss some implications of our modeling method and key avenues for future
work.

7.1 Applicability of Prediction Methodology

This article proposes a prediction method based on easily obtainable student data that is capable of
detecting at-risk students early in the term. Importantly, our method enables an instructor to make
predictions before midterm exams are typically taken. Prior research suggests strong, positive
correlations between the midterm exam and final exam in typical CS1 courses [34], and we suspect
that this finding continues to hold throughout the CS curriculum. Accurate prediction prior to
midterm exams is therefore advantageous: it opens the possibility for an intervention to chart a
new course for the student prior to a weighty assessment.

Our prediction method uses only student clicker responses from lectures, so is relatively light-
weight compared to methods that use other sources of data (e.g., presage factors) that may not be
accessible to instructors. One concern is that our method requires the use of clickers and the PI
pedagogy: What is one to do if they do not use PI? For two reasons, we suggest that this is not a
significant problem. First, we note that Peer Instruction has in fact gained significant traction in
computer science in recent years, with increased adoption by many instructors [31]. Second, we
note that this increased reliance on PI has led to PI curricula being developed and made freely-
available for many courses, including CS1, CS2, Operating Systems, Theory of Computation, and
Data Structures [22]. This is advantageous here, as prior work suggests that PI questions can be
productively used as quiz questions in an otherwise non-PI course [24]. For example, PI questions
could be asked at the start or end of class using clickers, or as online exercises before or after class
to eliminate clickers entirely. Our prediction method can then be applied to that data. Further work
is required to replicate accuracy of predictions in non-PI contexts.

It is unrealistic to assume that a course will remain constant from term to term. Natural changes
include variation among students, assignments, exams, scheduling, and ordering of content. Ide-
ally, educational research methods should be adaptable to the realities of teaching, not the other
way around. It is therefore important that a prediction method go beyond modeling a single course
to modeling present offerings using data from past offerings. We have demonstrated in this article
that our prediction method is well-suited to such realistic course contexts.

A powerful feature of our methodology is that it allows for instructors to set their own threshold
for what they categorize as “at-risk.” This enables instructors with substantial resources to poten-
tially intervene for a larger number of students or for instructors with more limited resources to
focus on a smaller group of at-risk students.

Last, we highlight our prediction performance across our two institutions and multiple CS
courses. Rather than possibly being confined to a particular course context, we have demonstrated
modeling facility across courses, instructors, and institutions.

7.2 Differences in Modeling Performance Across Courses

One of the larger challenges in evaluating our results is determining why one course offered better
early prediction accuracy than another. There are a number of confounding factors that may all
play a role in how predictable one course is versus another, including timing of important topics,
student differences, instructor experience with PI, and how closely the final exam aligns with the PI
questions. We suspect that the quality of the PI questions is a particularly important determinant
of prediction quality. For example, some PI questions are likely better than others in terms of
identifying students who hold misconceptions of core concepts, and it may be those questions
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that disproportionately improve prediction accuracy. We otherwise hesitate to posit theories on
which factors are more or less critical in the courses we have studied here, though we suspect that
many of these factors interact to influence the extent to which we can make accurate predictions.

7.3 Learning about Students from the Model

One of the promising elements of this work is that our models are successfully extracting some
measure of student understanding from student responses to PI questions. Prior work has used
Bayesian classification [35] and model variable importance [24] to reverse engineer the questions
that were most meaningful for predicting student outcomes. Unfortunately, it is more difficult to
extract meaning from advanced statistical and machine-learning models such as the model used in
the present article. We are encouraged by ongoing work in machine learning to extract meaning
from models, and believe advances in that area could lead to instructors extracting useful knowl-
edge about their students and questions from the model results.

7.4 Suggestions for Future Modeling

There are three particular features of our modeling methodology that we encourage researchers
to replicate and extend.

• Authentic real-world modeling: A considerable body of prior work uses a single term of data
to both validate the model and make predictions. However, these predictions are necessarily
made once the course is complete: they can inform modeling efforts but cannot be used to
help struggling students. Moreover, they do not take into account the dynamic nature of
courses as they shift from term to term. We suggest that, along with machine-learning
improvements, the community focus on cross-term predictions. We have demonstrated in
the present article the efficacy of present-day machine-learning algorithms, and it is time
to use what we have learned to help students.

• Cross-institution: Within computer science, we are starting to see best-practice pedagogi-
cal materials being adopted at multiple institutions. See peerinstruction4cs.org for one
example of this type of sharing. It is therefore increasingly likely that similar materials will
come to be used at multiple schools. This bodes well for modeling student outcomes, as
data from one institution may possibly be used to make predictions at others. That is, an
institution may not require “starting from scratch,” but can leverage prior-term predictions
from other schools.

• Cross-curriculum: The computer science education research community has invested
decades of research into understanding the progression of CS1 students. There is much less
known about students in courses that follow CS1. We have demonstrated that our modeling
does succeed in CS1 but also in several follow-on courses. There is therefore much to gain
by studying courses that have not received as much research attention to this point.

8 CONCLUSION

Identifying at-risk students early in the term of a course offers benefits to both instructors and
students. Instructors learn which students need more help, and students may receive that assis-
tance in time to improve their course outcome. Reducing failure rates has institutional benefits by
potentially reducing class sizes (fewer repeating students), improving retention of students in a
major, and reducing time-to-graduation. In this work, we propose a prediction methodology us-
ing support vector machine binary classification to identify at-risk students early in the term. We
demonstrate that this methodology can be effective at predicting students across different terms
of the same course for courses at different institutions, by different instructors, and across the
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computer science curriculum. As the methodology requires only data naturally collected when
teaching using Peer Instruction, the barrier for faculty to adopt and use this approach is relatively
low.

Increased student enrollment means that instructors are unlikely to know where individual
students stand. Coupled with that enrollment pressure, however, is the availability of powerful
machine-learning algorithms and in-situ data generated by students as a byproduct of learning
activities. The present article demonstrates a single modeling methodology that uses such data to
automatically make predictions of student performance in a variety of computer science courses.
Given the model accuracies in multiple real-world settings, ability to predict at-risk students early
in the term, and lightweight demands on instructors to collect the data necessary to make such
predictions, the clear next step for future work is to identify how to help these at-risk students.
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