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Scientific	applications	often	run	for	long	periods	of	time,	and	as	

a	result,	frequently	save	their	internal	states	to	storage	media	in	

cases	of	unexpected	interruptions	(e.g.,	hardware	failures).	Emerg-	

ing	 non-volatile	memory	 (NVRAM)	 can	write	 up	 to	40 faster	

than	traditional	mechanical	storage	devices,	providing	an	attractive	

medium	for	this	purpose.	This	paper	investigates	the	implications	of	

transitioning	a	scientific	application,	Fluidanimate,	to	use	NVRAM	

for	fault	tolerance.	In	particular,	we	evaluate	the	performance	im-	

plications	and	ease-of-use	of	four	fault-tolerance	approaches:	1)	

logging	through	transactions,	2)	multi-versioning	through	copy-on-	

write	operations,	and	3)	checkpointing	through	IO	operations	(e.g.,	

fwrite)	on	a	direct	access	(DAX)	filesystem	and	4)	checkpointing	

with	a	DRAM	cache.	Our	study	results	in	three	key	findings.	First,	

additional	changes	to	the	application	are	required	to	take	advantage	

of	the	increase	in	IO	speed	provided	by	NVRAM.	Second,	the	perfor-	

mance	scalability	of	the	approaches	lack	when	considering	a	single	

process.	Third,	NVRAM	can	increase	reliability	in	a	distributed	

computing	environment	by	allowing	individual	nodes	to	error	and	

automatically	recover	before	the	rest	of	the	system	notices.	

	

CCS CONCEPTS 

• Software and its engineering → Software fault tolerance;	

Software performance;	• Computing methodologies → Modeling 

and simulation;	• Computer systems organization → Processors 

and memory architectures.	
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1 INTRODUCTION 

Scientific	applications	are	often	compute	and	data	intensive,	and	

as	a	result,	frequently	run	for	long	periods	of	time.	For	example,	

simulations	in	computational	fluid	dynamics	(CFD),	a	branch	of	

study	heavily	used	to	model	fluid	flows,	e.g,	the	air	flow	within	

various	structures[19],	can	often	take	months	to	complete.	On	the	

other	hand,	as	modern	architectures	evolve	to	include	an	increas-	

ingly	larger	number	of	cores	to	support	larger	scales	of	computing,	

hardware	failures	can	frequently	occur	to	disrupt	the	normal	exe-	

cution	of	long-running	applications,	requiring	these	applications	

to	periodically	save	their	internal	states	in	persistent	memories	so	

that	they	can	more	readily	recover	from	unexpected	interruptions	

(e.g.,	hardware	failures).	

One	of	the	biggest	challenges	faced	by	persisting	scientific	ap-	

plications	is	the	large	amount	of	data	to	save,	specifically	to	copy	

from	DRAM	to	a	more	persistent	storage	such	as	hard	drives	or	

network-based	storage,	as	the	run-time	cost	of	such	data	copying	is	

often	too	steep	for	applications	to	use	lightly,	except	when	saving	

results	from	long	important	durations	of	computation.	Emerging	

non-volatile	memory	(NVRAM)	technology	offers	a	persistent	stor-	

age	with	a	high	capacity	for	storing	large	amounts	of	data	and	with	

access	speeds	comparable	to	that	of	DRAM	(up	to	40 faster	than	

traditional	mechanical	storage	devices),	providing	an	attractive	al-	

ternative	to	allow	scientific	applications	to	transparently	survive	

the	various	hardware	errors	(e.g.,	a	power	failure).	

Figure	1	compares	these	two	approaches	to	further	illustrate	the	

potential	benefit	of	replacing	traditional	hard	drive	with	NVRAM	

for	more	efficient	software	persistence.	Traditionally,	illustrated	in	
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Figure 1: The comparison of saving an application state us- 

ing (a) a traditional hard disk drive approach, and (b) a non- 

volatile RAM based approach. 

 
Figure	1(a),	software	applications	operate	in	DRAM	as	the	computa-	

tion	requires	byte-addressability	and	low	access	latency	—	typically	

at	10ns	[13],	where	the	access	speed	of	RAM	is	the	length	of	time	

it	takes	for	data	to	be	transferred	to/from	RAM	to	the	CPU	[6].	

To	persist	the	application’s	internal	state,	it	must	copy	data	from	

the	DRAM	to	a	hard	disk	drive	(HDD),	which	has	a	typical	access	

latency	of	5,000ns	[6].	The	access	speed	of	an	HDD	is	the	average	

length	of	time	it	takes	to	transfer	data	to/from	the	disk	drive	[6].	

Alternatively,	as	shown	in	Figure	1(b),	an	application	can	operate	

directly	within	NVRAM	because	it	is	byte-addressable	and	can	work	

similarly	to	DRAM.	Data	persistence	requires	less	runtime	overhead	

because	NVRAM	has	a	typical	access	latency	of	only	20ns	[22].	

This	paper	investigates	using	NVRAM	to	support	transitioning	

scientific	applications	for	transparent	fault	tolerance	of	hardware	

failures.	Using	a	scientific	benchmark,	Fluidanimate,	from	PAR-	

SEC	[16],	we	perform	a	case	study	to	evaluate	the	performance	

implications	of	using	four	different	approaches:	1)	logging	through	

transactions,	2)	multi-versioning	through	copy-on-write	operations	

3)	checkpointing	through	IO	operations	(e.g.,	fwrite)	on	a	direct	

access	(DAX)	filesystem	and	4)	checkpointing	with	a	DRAM	cache,	

to	periodically	save	the	internal	data	of	the	application	so	that	it	

can	transparently	recover	from	any	hardware	failures.	

Our	main	technical	contributions	include:	

We	study	the	performance	implications	of	using	NVM	to	

support	instant	fault	tolerance	and	recovery	for	a	scientific	

application,	Fluidanimate	from	the	PARSEC	3.0	[16]	bench-	

mark	suite.	We	observe	that	a	rudimentary	transition	to	

using	NVM	to	support	the	fault	tolerance	of	 applications	

does	not	necessarily	lead	to	any	significant	increase	in	IO	

throughput	(2.25 ).	We	show	that	additional	data	structure	

changes	are	necessary	to	make	full	use	of	the	NVRAM’s	
performance	advantages.	

We	compare	the	four	different	NVRAM	fault	tolerance	tech-	

niques:	1)	logging	using	transactions,	2)	multi-versioning	

through	copy-on-write	operations,	3)	checkpointing	through	

IO	operations	on	a	direct	access	(DAX)	filesystem,	and	4)	

checkpointing	with	a	DRAM	cache.	We	show	an	 inverse	

relationship	between	the	complexity	to	implement	an	ap-	

proach	and	the	overhead	incurred	to	perform	fault	tolerance	

related	tasks.	Additionally,	we	show	that	when	using	only	

a	single	process,	the	performance	scalability	of	the	applica-	

tion	can	significantly	decrease	when	periodically	saving	the	

application	internal	data.	

We	study	the	effectiveness	of	using	the	various	NVM	per-	

sistence	techniques	to	support	transparent	error	recovery	

in	a	distributed	multi-process	setting	that	uses	a	heartbeat	

mechanism	[54]	to	support	error	detection.	Our	results	show	

that	NVRAM	based	fault	tolerance	can	increase	reliability	in	

a	distributed	computing	environment	by	allowing	individual	

nodes	to	error	and	automatically	restore	such	that	no	other	

nodes	in	the	system	notice	the	error.	

The	remainder	of	this	paper	is	organized	as	follows.	Section	2	intro-	

duces	background	of	using	NVRAM	to	support	fault	tolerance	in	

scientific	applications.	Section	3	describes	how	we	have	integrated	

the	use	of	NVRAM	into	a	scientific	application.	Section	3	presents	

our	experimental	study	and	discusses	the	implications	of	using	

NVRAM	to	support	fault	tolerant	applications.	Section	5	discusses	

related	works.	Finally	Section	6	concludes	the	paper.	

	

2 BACKGROUND 

A	large	class	of	scientific	applications	seek	to	model	or	simulate	

real	world	phenomenon	as	a	function	of	time.	This	process	typically	

consists	of	three	steps.	First,	a	physical	problem	is	discretized	into	

an	initial	state,	which	typically	represents	a	set	of	particles	or	bodies	

as	a	mesh.	Second,	the	state	is	progressed	through	various	circum-	

stances,	e.g.	forces	or	temperatures,	via	iterating	through	an	outer	

time	loop.	Lastly,	the	application	ends	when	the	state	converges	

within	a	desired	threshold[57].	

From	a	storage	perspective,	scientific	applications	often	require	

immense	amounts	of	data	to	be	stored	in	memory.	The	high	mem-	

ory	demand	also	makes	these	applications	good	candidates	for	

distributed	computing.	In	particular,	a	memory	grid	can	be	cre-	

ated	that	spans	across	multiple	compute	nodes,	where	each	node	

stores	a	subset	of	the	discretized	mesh.	Additionally,	each	node	

is	responsible	for	operating	on	its	subset	of	the	mesh,	typically	

through	performing	multi-threaded	calculations.	It	is	therefore	im-	

portant	to	maintain	scalability	both	at	the	distributed	multi-process	

level,	as	well	as	on	a	single	node	at	the	multi-thread	level.	In	this	

paper,	multi-threading	refers	to	the	practice	of	mapping	a	com-	

putation	onto	multiple	threads,	the	smallest	unit	of	execution	on	

a	shared-memory	computer,	owned	by	a	single	process	[1].	Dis-	

tributed	computing	refers	to	the	practice	of	leveraging	multiple	

different	computer	nodes	on	a	network,	without	any	sharing	of	

memory	[14].	

• 

• 

• 
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As	modern	architectures	evolve	and	distributed	computing	ca-	

pabilities	increase,	hardware	failures	are	expected	to	happen	more	

frequently	[29].	This	places	fault	tolerance	as	an	important	aspect	

of	scientific	applications,	as	it	will	allow	them	to	recover	more	

quickly	from	these	failures.	Non-volatile	memory	is	an	emerging	

technology	with	the	potential	to	improve	the	time	to	recover	these	

applications	after	hardware	errors	occur.	The	remainder	of	this	

section	provides	background	for	our	study	of	using	NVRAM	to	sup-	

port	fault	tolerance	in	scientific	applications.	We	first	summarize	

existing	approaches	to	support	fault	tolerance.	We	then	elaborate	

on	the	various	aspects	of	incorporating	NVRAM	into	a	scientific	

application.	

	

2.1 Supporting Fault Tolerance 

Traditionally,	fault	tolerance	is	supported	by	directly	saving	the	

internal	state	of	an	application	to	a	disk	drive	through	system	

support	for	checkpointing,	logging,	or	copy-on-write	operations.	

These	methods,	however,	present	large	difficulties	when	scaling	to	

the	demands	of	large	scientific	applications	due	to	the	immense	

overhead	induced.	

Checkpointing	is	one	of	the	most	prominent	fault	tolerance	

techniques	for	scientific	workloads	[53].	This	method	designates	

certain	areas	of	code	as	checkpoints	to	save	the	application’s	data	

into	permanent	storage;	the	program	can	reload	this	data	anytime	

later	to	resume	from	this	checkpoint	after	a	crash.	This	method	

typically	imposes	blocking	[25],	where	the	normal	execution	of	the	

process	is	stopped	by	both	saving	or	loading	all	data	into	or	from	

permanent	storage,	respectively.	

Logging	maintains	a	collection	of	idempotent	operations	that,	in	

order	to	revert	to	a	previous	program	state,	need	to	be	un-done,	in	

the	case	of	an	undo	log,	or	re-done,	in	the	case	of	a	redo	log.	The	

logging	process	is	performed	via	four	states:	steady,	active,	ready,	

and	abort .	A	process	initially	starts	in	the	steady state,	which	indi-	

cates	that	a	process	has	not	logged	any	operations	in	the	log.	When	

an	operation	has	been	added	to	the	log,	the	process	goes	into	the	

active state,	indicating	it	is	currently	modifying	data	and	logging	

all	updates.	While	in	the	active state,	the	process	can	change	into	

either	the	abort state	to	indicate	it	will	reject	the	current	changes	in	

the	log	file,	or	the	ready state	to	indicate	it	will	accept	the	changes.	

To	reject	the	changes,	the	operations	in	the	log	file	are	applied	in	

backwards	order,	the	log	file	is	deleted,	and	the	state	is	set	back	

to	steady.	To	accept	the	changes,	the	log	file	is	deleted	and	the	

state	is	set	back	to	steady [66].	When	considering	blocking	time,	

operations	are	added	individually	to	the	log,	reducing	an	up-front	

block	time	to	save	an	applications	state;	however,	when	restoring	

data,	the	application	blocks	to	apply	all	operations.	

Copy-on-write	creates	a	copy	of	the	data,	or	a	shadow copy,	to	

be	modified	on	writes,	and	replaces	all	references	of	the	original	

copy	to	the	shadow	copy	once	all	modifications	are	complete	[67].	

This	mechanism	allows	for	fast	recovery,	as	the	versions	of	data	

are	 typically	maintained	 via	 links	 via	 f open [9]	 and	unlink [4],	

where	an	application	state	can	be	quickly	restored	by	linking	to	

a	previous	version,	or	a	snapshot.	Copy-on-write	allows	for	the	

ability	to	snapshot	data	at	multiple	levels	of	granularity,	where	

further	optimization	can	create	shadow	copies	at	the	page	level	to	

reduce	overhead	[46,	67,	72].	

2.2 Using NVRAM In Scientific Computing 

Non-volatile	RAM	(NVRAM)	is	an	emerging	storage	technology	

that	presents	a	promising	opportunity	to	mitigate	fault	tolerant	

induced	overhead.	With	the	requirement	of	guaranteeing	its	data	

being	retrievable	during	a	power	outage,	NVRAM	can	be	supported	

via	a	number	of	technologies,	including	Phase	Change	Memory	

(PCM),	Spin-Transfer	Torque	magnetic	Memory	(STT-RAM),	and	

Resistive	Memory	(ReRAM).	For	example,	PCM	uses	the	two	states	

(crystalline	and	amorphous)	of	the	chalcogenide	material	to	repre-	

sent	0	and	1.	Similar	in	structure	to	DRAM,	all	types	of	NVRAM	are	

byte-addressable	and	can	be	accessed	through	the	memory	bus	as	

a	DIMM	(dual	in-line	memory	module)	[42].	NVRAM	technologies	

can	not	only	offer	performance	comparable	in	latency	and	band-	

width	to	that	of	the	DRAM,	it	can	also	achieve	high	storage	density,	

which	makes	terabyte	size	memory	feasible	for	a	single	computa-	

tional	node	[58].	As	Intel	and	Micron	have	released	3DXpoint	as	

a	commercial	product,	NVRAM	technology	is	ready	to	fill	the	gap	

between	DRAM	and	SSD	[49].	

Despite	data	on	NVRAM	surviving	power	failures,	systems	that	

uses	NVRAM	as	main	memory	do	not	naturally	guarantee	data	

persistence,	which	requires	that	all	the	data	must	be	recoverable	

to	a	point	in	time	before	a	power	outage.	For	example,	the	system	

may	use	volatile	memories	such	as	SRAM	as	a	transparent	cache	

in	the	memory	hierarchy,	and	as	the	SRAM	cache	may	reorder	

write	and	read	operations	as	performance	optimizations,	at	the	

time	of	a	power	outage,	part	of	a	program’s	data	may	potentially	

still	reside	in	the	SRAM	cache	while	the	rest	have	been	written	

to	the	NVRAM,	resulting	in	inconsistency.	To	provide	better	data	

persistence	support,	the	x86	instruction	set	architecture	(ISA)	offers	

hardware-level	instructions,	e.g.,	(mfence and	sfence),	and	write	back	

instructions,	e.g.,	(wbinvd and	clflush),	to	allow	applications	to	force	

ordering	of	stores	to	specific	memory	locations	and	thus	guarantee	

the	stores	reach	NVRAM	after	these	instructions	are	successfully	

evaluated.	Intel	also	expanded	the	ISA	and	added	clwb to	allow	cache	

line	write-back	without	invalidation	[2].	Existing	research	also	

proposed	multiple	architectural	designs	to	optimize	the	ordering	

and	write-back	process	to	better	support	persistent	memory	[41,	

45,	51],	including	various	designs	based	on	logging	[12,	35,	47,	55],	

checkpointing	[59]	and	shadow	paging	[24,	60].	To	support	more	

efficient	use	of	NVRAM,	the	Linux	operating	system	has	added	

direct	access	(DAX)	features	to	allow	applications	bypass	all	the	

system	buffers	for	the	file	system,	specifically	ext4,	xfs,	and	brtfs[10].	

When	NVRAM	is	mounted	with	DAX	file	system,	using	NVRAM	

as	a	memory	mapped	device	can	fully	explore	its	performance.	

NVRAM	brings	opportunities	to	the	scientific	application	from	

several	perspectives,	including	its	high	storage	density,	which	al-	

lows	larger	memory	space,	and	its	memory	bus	accessibility,	which	

provides	more	flexibility	than	disk’s	I/O	connection.	In	contrast	to	

traditional	DRAM	memory,	which	supports	as	large	as	128GB	per	

DIMM	[11],	NVRAM	is	able	to	support	512GB	per	DIMM,	making	

terabyte	level	memory	feasible.	In	contrast	to	saving	an	application	

on	an	SSD	or	HDD,	which	requires	using	file-system	commands	

to	access	and	save	files,	NVRAM	offers	the	ability	for	applications	

to	leverage	byte-addressability.	For	example,	applications	can	re-	

tain	pointers	in	NVRAM	when	saving/restoring	application	state,	
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Figure 2: Original workflow of Fluidanimate. 

 
This	allows	applications	to	more	readily	persist	large	complex	data	

structures	by	storing	the	entire	working	set	directly	into	NVRAM.	

3 MODIFYING SCIENTIFIC APPLICATIONS 

TO USE NVRAM 

A	number	of	different	methods	can	be	used	to	incorporate	NVRAM-	

based	fault	tolerance	into	an	application.	To	investigate	the	pros	

and	cons	of	each,	we	have	manually	modified	Fluidanimate,	a	com-	

putational	fluid	dynamics	(CFD)	benchmark	from	the	PARSEC	

3.0 [16],	to	use	four	of	these	methods:	logging	through	transactions,	

multi-versioning	through	copy-on-write	operations,	checkpointing	

through	file	IO	operations,	and	checkpointing	by	using	DRAM	as	a	

cache.	Because	the	Fluidanimate	benchmark	is	data-intensive,	the	

main	challenge	in	making	it	fault	tolerant	is	how	to	efficiently	save	

and	restore	the	large	amount	of	data	[33].	The	computation	struc-	

ture	of	the	application	is	illustrated	in	Figure	2,	which	is	typical	of	

many	scientific	applications	(e.g.	finite	difference	method	and	finite	

element	method	based	applications	[57]).	Therefore,	we	expect	our	

observations	in	making	Fluidanimate	fault	tolerant	can	similarly	

apply	to	a	large	number	of	other	scientific	applications.	

The	following	first	describes	how	we	modified	the	Fluidanimate	

application	to	support	fault	tolerance.	We	then	compares	four	differ-	

ent	approaches	we	have	adopted	to	use	NVRAM	to	save	and	restore	

data	for	the	application.	Finally,	we	discuss	how	to	extend	the	ca-	

pabilities	enabled	by	our	modifications	to	support	instant	recovery	

of	individual	processes	in	a	distributed	memory	environment.	

3.1 Modifying Fluidanimate 

Shown	in	Figure	2,	the	original	code	structure	of	Fluidanimate	

consists	of	two	levels	of	control-flow.	The	first	level	uses	a	loop	to	

spawn	a	reconfigurable	number	(nt )	of	threads	in	the	main function.	

The	second	level	uses	a	loop	to	perform	the	actual	CFD	computation	

for	each	thread.	The	AdvanceFrames function	serves	as	the	entry	

point	for	each	thread.	The	original	code	does	not	guarantee	cor-	

rectness	against	any	failure,	and	therefore	the	process	terminates	

itself	as	default	action	upon	detecting	a	SIGBUS	signal.	

To	support	fault	tolerance,	the	following	pieces	of	information	

from	the	original	code	of	Fluidanimate	need	to	be	saved	periodically	

to	NVRAM	to	allow	instant	restart	on	memory	errors.	

(1) thread_args stands	for	arguments	specific	to	each	thread.	

The	arguments	are	stored	as	an	array,	where	each	thread	is	

allocated	an	element	in	the	array	to	store	its	thread-specific	

information,	represented	by	the	tarдs parameter	in	Advance- 

Frames(void *targs).	

	

	

	

	
Figure 3: Restructured workflow of Fluidanimate. 

 

(2) previous_iteration represents	the	previous	iteration	completed	

in	the	computation	loop.	(i in	the	for	loop	of	AdvanceFrames)	

(3) final_iteration stands	for	the	end	condition	to	quit	the	com-	

putation	loop	(n in	the	for	loop	of	AdvanceFrames).	

(4) heap_data represents	the	data	allocated	in	the	heap	used	in	

the	computation	of	AdvanceFrame().	

Figure	3	shows	our	modified	code	structure	of	Fluidanimate.	First,	

we	add	NVRAM,	a	new	shared	memory	region,	to	save	the	afore-	

mentioned	pieces	of	information	periodically	as	the	application	pro-	

gresses.	Second,	we	modify	the	AdvanceFrames function	to	store	its	

thread	specific	arguments	into	NVRAM	before	invoking	the	actual	

computation.	Third,	we	assign	a	new	function	–	ComputePoint 1 –	

for	the	computation.	We	make	the	ComputePoint 1 function	param-	

eterless	so	it	can	automatically	restore	the	application	to	the	latest	

version	of	data	in	NVRAM	before	continuing.	More	specifically,	

this	function	first	fetches	all	the	needed	data	from	the	NVRAM	

region	and	then	adapts	the	computation	defined	in	the	original	

code;	this	procedure	ensures	that	the	internal	results	after	each	

iteration	of	the	outermost	loop	are	periodically	saved	into	NVRAM	

before	the	next	iteration.	Finally,	we	introduce	a	SIGBUS	signal	

handler	–	ResilientHandler –	to	deal	with	any	detected	memory	

errors.	The	handler	synchronizes	all	threads	within	the	process	to	

ensure	all	of	them	are	aware	of	the	error,	and	each	thread	will	then	

restart	itself	by	invoking	the	ComputePoint 1() function.	

3.2 Using NVRAM 

1	:	int  v	a	l	s	[	3	2	]	;	2	

:	v	a	l	s	[	3	]	=	5	;	

Listing 1: Unmodified code version to be extended with 

other NVRAM implementation strategies 

We	have	explored	four	different	APIs	to	support	writing	data	into	

the	NVM	abstraction	in	Figure	3	as	well	as	correctly	extracting	the	

previously	written	data.	The	following	discusses	each	API	in	more	

depth,	while	using	a	simplistic	example	in	listing	1	to	illustrate	the	

technical	details.	The	pros	and	cons	of	each	API	are	then	discussed.	

3.2.1 Transaction-based Logging. The	Intel	Persistent	Memory	De-	

velopment	Kit	(PMDK)	[12]	provides	a	C++	API	that	supports	an	

application	to	group	its	instructions	that	modify	NVRAM	into	trans- 

actions,	where	if	the	application	successfully	reached	beyond	the	
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end	of	a	transaction,	all	instructions	inside	the	transaction	are	guar-	

anteed	to	have	been	carried	out	correctly;	on	the	other	hand,	if	

the	application	execution	breaks	down	before	reaching	the	end	of	

the	transaction,	all	modifications	to	NVRAM	will	be	aborted,	and	

NVRAM	is	guaranteed	to	return	to	its	previous	state	before	the	

beginning	of	the	transaction.	Internally,	PMDK	uses	an	object	pool	

data	structure	to	record	the	location	and	type	of	each	variable	in	

the	NVRAM.	The	object	pool	is	structured	as	a	tree,	where	the	root	

node	is	used	as	an	initial	reference	point	that	all	other	NVRAM	

variables	must	attach.	Inside	a	transaction,	PMDK	uses	logging	to	

record	which	variables	are	modified	so	that	all	modifications	can	

be	cohesively	applied	together.	

1	:		 s t r u c t   _	r	o	o	t	_	d	a	t	a	_	t				{			 int  v	a	l	s	 [	3	2	]	;			 }	;	

2	:	PMEMobjpool	∗ pool	=	pmemobj_open	(	

3	:	 "	/	mnt	/	nvm	/	pool	"	,	.	.	.	)	;	

4	:		TOID	(	s t r u c t  _	r	o	o	t	_	d	a	t	a	_	t	)			 r	o	o	t			=		 POBJ_ROOT	(	pool	 ,	

5	:	 s t r u c t _	r	o	o	t	_	d	a	t	a	_	t	 )	;	

6 :	TX_BEGIN	(	pool 	)	{	

7 :	 pmemobj_tx_add_range	(	r	o	o	t	.	oid	,	0	,	

8	:	 	 s i z e o f (	int ∗ 3	2	)	)	;	

9	:	 int ∗ my_vals	=	D_RW(	r	o	o	t	)	>	v	a	l	s	;	

1	0	:	 my_vals	[	3	]	=		5	;	

1	1	:	}	 TX_END	

Listing 2: Extending listing 1 with PMDK transaction API. 

To	illustrate,	Listing	2	shows	the	result	of	extending	the	code	

from	listing	1	to	use	Intel	PMDK	transactions.	Here	line	1	defines	

the	layout	for	the	root	node	in	the	object	pool,	located	in	a	file-	

system	directory	that	is	mapped	to	a	chunk	of	NVRAM	address	

space.	The	memory	pool	is	then	initialized	at	lines	2-5,	with	the	

root	object	initialized	at	lines	4-5.	The	transaction	starts	at	line	6	

and	ends	at	line	11.	Inside	the	transaction,	Line	7	invokes	a	func-	

tion	pememobj_tx_add_range to	notify	the	library	which	area	of	

memory	will	be	modified	during	this	transaction,	before	lines	9-10	

proceeding	with	the	actual	read	and	write	operations.	

3.2.2 Multi-versioning. PMDK[12]	also	provides	another	interface	

to	support	atomic	operations	on	ranges	of	memory.	In	this	interface,	

the	persisted	data	is	stored	in	the	same	object	pool	structure	as	

the	transaction-based	approach.	We	use	this	interface	to	create	

a	multi-versioning	approach	to	extend	Fluidanimate	with	fault	

tolerance	by	associating	these	memory	ranges	with	snapshots	of	

the	application’s	state.	In	particular,	we	create	two	versions:	one	

labeled	as	the	working	version,	which	the	application	uses	during	

computation,	and	the	other	labeled	as	the	shadow	version,	which	is	

used	as	the	snapshot.	Certain	points	in	the	code	are	designated	to	

back	up	the	data	from	the	working	version	into	the	shadow	version.	

To	recover	state,	the	application	needs	only	to	switch	the	labels	on	

the	two	versions,	where	it	can	immediately	start	using	the	snapshot	

as	the	working	set,	as	the	byte-addressability	of	NVRAM	allows	

pointers	to	stay	consistent	across	the	two	versions.	
	

1	:	
2	:	

s t r u c t _	v	e	r	s	i	o	n	_	t	{	int [	3	2	]	v	a	l	s	;	}	;	
s t r u c t _	r	o	o	t	_	d	a	t	a	_	t	{	

3	:	 TOID	(	s t r u c t _	v	e	r	s	i	o	n	_	t	)	v1	;	

4	:	 TOID	(	s t r u c t _	v	e	r	s	i	o	n	_	t	)	v2	;	

5	:	 }	;	

6	:	 PMEMobjpool	∗ pool	=	pmemobj_open	(	

7	:	 "	/	mnt	/	nvm	/	pool	"	,	.	.	.	)	;	

8	:	 TOID	(	s t r u c t _	r	o	o	t	_	d	a	t	a	_	t	)	r	o	o	t	=	POBJ_ROOT	(	pool	,	

9	:	 s t r u c t _	r	o	o	t	_	d	a	t	a	_	t	)	;	

1	0	:	 TOID	(	s t r u c t _	v	e	r	s	i	o	n	_	t	)	cur_	v	=	

	
1	1	:	 D_RW(	r	o	o	t	)	>	v1	;	

1	2	:		int  ∗ my_vals		=		D_RW(	cur_	v	)			>	v	a	l	s	;	1	3	

:	my_vals	[	3	]	=	5	;	

1	4	:	pmemobj_memcpy_persist	(	pool	,	

1	5	:	 D_RW(	D_RW(	r	o	o	t	)		>	v2	)		>	v	a	l	s	 ,	

1	6	:	 D_RW(	D_RW(	r	o	o	t	)		>	v1	)		>	v	a	l	s	 ,	

1	7	:	 s i z e o f (	int )	∗ 3	2	)	;	

Listing 3: Extending listing 1 with PMDK Atomic API. 

To	illustrate,	Listing	3	shows	the	result	of	extending	the	code	in	

listing	1	to	use	the	PMDK	atomic	API.	Here	Line	1	defines	a	new	data	

structure	to	hold	all	data	that	will	be	persisted	in	a	single	version.	

Lines	2-5	define	the	root	data	structure	that	holds	the	two	versions.	

The	persistent	memory	object	pool	and	its	root	data	are	initialized	

at	Lines	6-9.	Lines	10-13	then	perform	the	variable	modification	to	

the	current	version	(v1),	which	is	then	propagated	into	the	next	

version	(v2)	at	Lines	14-17	by	invoking	pmemobj_memcpy_persist,	

which	guarantees	that	either	all	of	the	data	are	copied	correctly,	

or	none	is	carried	out,	so	that	if	an	error	occurred,	the	application	

data	are	simply	collectively	reverted	to	the	previous	version.	

3.2.3 File System API. Here	application	checkpointing	is	supported	

through	IO	operations	(e.g.	fwrite/fread)	of	a	Direct	Access	(DAX)	

file	system.	DAX	bypasses	the	operating	system’s	block	layer	to	ac-	

cess	the	underlying	NVRAM	directly.	By	mapping	NVRAM	sections	

onto	a	DAX	filesystem,	an	application	can	use	fwrite/fread	opera-	

tions	to	directly	store	and	retrieve	data	periodically	into	NVRAM.	

This	API	allows	the	application	to	operate	within	DRAM,	while	

checkpointing	data	to	files	backed	by	NVRAM.	This	strategy,	how-	

ever,	requires	the	developer	to	organize	application	data	into	pre-	

defined	continuous	region	of	checkpoint	data,	without	taking	ad-	

vantage	of	the	byte-addressability	property	of	NVRAM.	

1	:	int  v	a	l	s	[	3	2	]	;	2	

:	v	a	l	s	[	3	]	=	5	;	

3	:	f	w	r	i	t	e	(&	v	a	l	s	,	s i z e o f (	int )	,	FILE_SIZE_INT	,	f	i	l	e	)	;	

Listing 4: Code sample extending code from listing 1 with 

Filesystem checkpoint call. 

To	illustrate,	Listing	4	extends	the	code	from	listing	1	to	use	the	

filesystem	API.	Here	only	a	single	line	is	appended	at	the	end	of	

the	original	code,	so	that	the	f write operation	is	invoked	to	write	

the	data	directly	into	a	file.	

3.2.4 Using DRAM as Cache[39]. Here	 the	 idea	 is	 to	provide	 a	

hybrid	DRAM/NVRAM	approach,	where	DRAM	acts	as	a	cache	

in	front	of	NVRAM.	NVRAM	then	acts	as	a	fast	disk,	where	the	

checkpoint	from	DRAM	to	NVRAM	is	done	in	a	similar	manner	

as	the	file	system	API.	We	extend	the	interface	from	[39],	which	

provides	a	similar	hybrid	DRAM/NVRAM	checkpointing	library,	

to	support	the	storage	and	restoration	of	pointer	data	structures,	

where	our	API	is	shown	in	table	1.	

1 :	int v	a	l	s	[	3	2	]	;	

2 :	 c	k	p	t	_	c	o	n	t	e	x	t	 ∗ c	t	x	=	 i	n	i	t	_	c	k	p	t	_	c	o	n	t	e	x	t	 (	)	;	

3 :		 r	e	g	_	r	e	g	i	o	n	(	ctx	 ,		&	v	a	l	s	[	0	]	 ,			 s i z e o f (	int )			 ∗   3	2	)	;	

4	:	v	a	l	s	[	3	]	=	5	;	

5	:	d	o	_	c	h	e	c	k	p	o	i	n	t	(	c	t	x	)	;	

Listing 5: Extending listing 1 with our DRAM cache API 

To	illustrate,	listing	5	extends	the	code	from	listing	1	to	use	

DRAM	as	cache	for	NVRAM	via	our	API.	Here	line	2	is	inserted	

into	the	original	code	to	create	a	checkpoint	context,	ctx,	for	the	
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Function	 Description	

ckpt_ctx*	init_backup_context()	 Allocates	a	new	checkpoint	context,	which	maintains	the	locations	of	memory	regions	and	

pointers	to	be	checkpointed	

void	register_region(ctx,	dram_base,	size)	 Register	a	new	memory	region	from	within	DRAM	at	dram_base with	size to	store	 into	

the	checkpoint	context	ctx 

void	register_pointer(ctx,	from,	to)	 Register	a	pointer	into	the	checkpoint	context	ctx,	where	both	f rom and	to are	addresses	

that	exist	in	DRAM	

void	do_backup(ctx)	 Performs	the	backup	of	the	data	in	DRAM	maintained	by	the	checkpoint	context	ctx into	

NVRAM	

ckpt_ctx*	do_restore()	 Restores	the	persisted	data	from	NVRAM	into	DRAM	and	returns	a	checkpoint	context	for	

future	checkpointing	demands	

Table 1: Our DRAM cache API extending the interface from [39]. 

 

 

application,	which	will	keep	track	of	memory	regions	and	pointers	

to	checkpoint.	Line	3	registers	the	vals array	as	a	new	memory	

region	to	be	checkpointed	in	the	context	of	ctx.	Line	5	performs	

the	checkpoint	of	the	data	in	DRAM	maintained	by	ctx,	the	vals 

array,	into	NVRAM.	

3.2.5 Comparing The APIs. Table	2	compares	varying	aspects	of	

these	APIs,	including	1)	the	location	of	the	working	set,	2)	which	

information	is	saved	on	a	checkpoint,	3)	which	information	is	re-	

stored	on	a	restart,	and	4)	summary	comments	to	highlight	the	

advantages	or	disadvantages	of	a	particular	strategy.	

Working Set. A	working	set	in	NVRAM	induces	more	overhead	

than	DRAM,	as	the	interface	has	slightly	more	overhead	to	access	

this	data,	and	the	access	time	is	slightly	larger.	The	logging	and	

multi-versioning	approaches	have	their	working	set	in	NVRAM	

and	the	filesystem	and	DRAM	cache	version	have	their	working	

set	in	DRAM.	

Checkpointed Info. The	 checkpointed	 information	 consists	 of	 all	

information	saved	when	saving	an	application	state.	All	approaches	

must	to	store	the	data	required	for	computation	in	the	checkpoint	

file;	however,	depending	on	how	the	checkpoint	is	created,	pointers	

do	not	have	to	be	persisted.	The	filesystem	approach	read/writes	

data	structures	in	a	particular	order	and	does	not	need	to	persist	

pointers,	whereas	all	other	approaches	do.	This	provides	the	filesys-	

tem	approach	with	the	ability	to	incur	less	checkpointing	overhead	

as	it	saves	less	data.	

Restored Info. The	restored	info	consists	of	all	information	copied	

back	into	the	working	set	of	an	application	in	order	to	get	it	to	load	

the	state	at	the	last	taken	checkpoint.	The	logging	and	DRAM	cache	

approaches	copy	back	all	data	and	pointers	and	induce	the	most	

overhead.	The	multi-versioning	approach	only	reverts	pointers	to	

link	to	the	previous	snapshot	version,	and	incurs	the	least	overhead.	

The	filesystem	approach	only	reverts	the	data,	and	has	overhead	

in-between	the	other	approaches.	

Summary Comments. To	summarize	each	NVRAM	approach,	the	

logging	and	DRAM	cache	approaches	are	the	easiest	to	incorporate,	

but	incur	the	most	data	transfer	overhead	when	saving	and	restoring	

data.	The	multi-versioning	approach	has	the	fastest	restoration	time	

at	the	cost	of	it	being	harder	to	implement	into	an	application.	The	

filesystem	approach	has	the	least	amount	of	data	storage	overhead	

incurred	at	the	cost	of	it	being	the	hardest	to	implement.	

	

3.3 Using NVRAM In Distributed Computing 

Most	scientific	applications	need	to	use	multiple	processes	that	

are	distributed	across	different	nodes	connected	by	networks	of	

varying	speeds.	In	this	distributed	setting,	when	any	of	the	pro-	

cesses	encounters	an	irrecoverable	error,	the	other	processes	will	

be	affected	and	need	to	recover	collectively.	Therefore,	if	a	process	

can	self-recover	from	a	disruptive	error,	it	is	imperative	that	the	

recovery	is	sufficiently	fast	so	that	the	other	processes	will	not	

notice	the	lapse	and	enter	into	recovery	mode	unnecessarily.	There-	

fore,	we	investigate	whether	using	NVRAM	can	support	the	instant	

recovery	of	each	process	so	that	the	overall	application	execution	

is	not	disrupted	by	minor	soft	errors	encountered	by	individual	

processes.	

A	common	method	for	multi-node	systems	to	track	errors	is	to	

employ	the	heartbeat	mechanism	[54];	it	is	a	designated	process	

(the	heartbeat	monitor)	that	tests	the	well-being	of	the	application	

by	periodically	sending	a	communication	to	all	live	processes,	and	

specifying	a	timeout	for	each	process	to	respond	before	the	whole	

application	is	plumped	into	error	mode.	

Figure	4	shows	two	additional	modifications	to	our	fault-tolerant	

version	of	Fluidanimate	in	Figure	3	to	use	NVRAM	in	the	distributed	

computing	setting.	First,	we	add	a	new	standalone	process,	the	

heartbeat monitor,	which	uses	MPI	to	indefinitely	wait	to	receive	

messages	from	nodes	with	a	preconfigured	timeout.	Second,	we	

extend	the	computation	loop	in	ComputePoint 1 to	signal	a	heart-	

beat	message	via	MPI	after	every	iteration.	If	the	heartbeat	monitor	

does	not	receive	a	message	before	its	timeout	expires,	the	node	is	

considered	dead.	The	goal	of	this	modification	is	to	study	whether	

our	integration	of	NVRAM	into	the	Fluidanimate	application	can	

allow	the	computation	to	be	distributed	into	multiple	nodes,	with	

each	node	offering	instant	recovery	capability	such	that	minor	

soft	errors	(e.g.,	memory	corruption)	will	not	disrupt	the	overall	

progression	of	the	distributed	application.	

	
4 EXPERIMENTAL STUDY 

By	modifying	Fluidanimate	to	use	NVRAM	to	support	fault	toler-	

ance,	the	purpose	of	this	study	is	to	answer	the	following	questions.	
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Approach	 Working	Set	Stored	In	 Checkpointed	Info	 Restored	Info	 Summary	Comments	

Logging	 NVRAM	 Data	+	Pointers	 Data	+	Pointers	 High	Overhead,	Easy	to	Incorporate	

Multi-versioning	 NVRAM	 Data	+	Pointers	 Pointers	Only	 Fast	Restore,	Harder	to	Incorporate	

Filesystem	 DRAM	 Data	Only	 Data	Only	 Customizable,	Hardest	to	Incorporate	

DRAM	Cache	 DRAM	 Data	+	Pointers	 Data	+	Pointers	 High	Overhead,	Easy	to	Incorporate	

Table 2: Comparing different APIs to use NVRAM. 

 

 
 CPU	 Intel(R)	Xeon(R)	CPU	E5-2420	1.90	GHz,	12	Cores	

 

Cache	

L1-Data	 32	KBytes	

L1-Instruction	 32	KBytes	

L2-Private	 256	KBytes	

L3-Shared	 15360	KBytes	

Main	Memory	 16	GiB	

Operating	System	 CentOS	6.6	

 

 

 

 

 

 

 

 

 

 

 

 

Figure 4: Our heartbeat monitor extension to the fault- 

tolerant version of Fluidanimate in Figure 3. 

 

 

 

 
What is the complexity of modifying an existing sci- 

entific application to use NVRAM to support resiliency 

against hardware failures? Our	 experience	 shows	 that	

modifying	Fluidanimate	is	relatively	straightforward,	as	long	

as	a	relatively	high	level	API	is	provided	to	consistently	store	

and	extract	application	data	into	NVRAM.	

What is the runtime overhead incurred by the differ- 

ent APIs of using NVRAM? We	have	 experimented	with	

four	of	these	APIs,	summarized	in	Section	3.2.	Our	exper-	

imental	results	show	that	the	overhead	incurred	by	using	

these	APIs	vary	significantly,	and	generally	higher-level	in-	

terfaces	also	are	associated	with	higher	overhead.	

Does the speed advantage of NVRAM over traditional 

hard drive translate immediately to the shorter time 

required when saving and extracting application data? 

Our	answer	to	this	question	is	no.	In	particular,	we	found	that	

the	memory	layout	of	the	data	being	saved	and	extracted	

play	a	significant	role,	to	the	extent	that	unless	the	data	

layout	is	re-organized,	sometimes	no	performance	benefit	

may	be	gained	by	using	NVRAM	over	the	traditional	hard	

drive.	

Table 3: Machine configuration. 

 

 

Is NVRAM based technology sufficient to support re- 

silient scientific applications, in the sense that if an ap- 

plication process encounters any hardware-level fail- 

ure, the process can self-recover fast enough so that 

other dependent processes  won’t  notice  the  failure?  

To	this	end,	we	have	studied	the	performance	scalability	

of	using	the	varying	NVRAM	technologies	in	the	scientific	

application	in	both	multi-thread	and	multi-process	settings.	

We	show	that	when	using	a	heartbeat	mechanism	to	moni-	

tor	distributed	processes,	existing	NVRAM	technologies	are	

sufficient	to	serve	this	purpose.	

We	performed	our	experiments	on	a	machine	with	an	Intel	E5-	

2420	processor	with	12	cores	running	CentOS	6.6.	Table	3	shows	the	

full	machine	configuration.	The	use	of	NVRAM	on	this	machine	was	

supported	by	DRAM	emulation,	by	extending	the	Linux	kernel	4.6.0	

in	CentOS	6.6	with	ext4	file	system	with	DAX	enabled,	configured	

by	following	the	pmem	guide	[30].	The	modified	Fluidanimate	

application	is	evaluated	by	using	its	given	native	input	(the	input	

with	the	largest	size).	The	application	was	compiled	using	g++	with	

the	-O3 compiler	optimization	flag.	The	timings	were	recorded	by	

inserting	calls	to	the	C++	chrono	utilities	library	[7]	inside	the	

source	code.	The	measurements	are	the	average	of	a	total	of	four	

runs,	with	an	average	standard	deviation	of	2.3%.	

4.1 Runtime Overhead of NVRAM APIs 

To	compare	the	runtime	overhead	incurred	by	the	various	APIs	of	

using	NVRAM,	specifically	logging,	multi-versioning,	filesystem,	

and	DRAM	cache;	we	measure	the	time	it	takes	to	perform	three	ac-	

tions:	1)	store	the	application	state	once,	checkpoint time;	2)	restore	

the	application	state	after	a	memory	error	occurs,	restore time,	

and	3)	compute	a	single	iteration	in	the	fluid	dynamics	main	loop,	

computation time.	To	measure	these	actions,	we	place	timing	calls	

before	and	after	the	appropriate	code	section	in	the	source	code.	

The	baseline	computation	time	of	a	single	iteration	in	Fluidanimate	

without	any	fault	tolerance	support	was	770ms.	

Table	4	reports	the	runtime	overhead	of	using	each	NVRAM	API	

to	restart,	compute,	and	save	the	result	of	a	single	iteration	of	the	

top-level	computation	in	Fluidanimate.	Here	the	transactional	API,	

• 

• 

• 

• 
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Figure 11: Whether the four NVRAM APIs allows instant 

restart within the heartbeat timeout (goal, 1.7s). 

 
The	heartbeat	timeout	is	therefore	the	addition	of	the	above	values,	

1, 694ms.	

In	order	to	consider	Fluidanimate	sufficiently	resilient,	it	needs	

to	be	able	to	perform	a	checkpoint	(saving	data	into	NVRAM),	

computation,	and	restart	(recovering	data	from	NVRAM)	all	within	

the	timeout	period.	So	the	following	equation	must	hold.	

Tcheckpoint  + Trestart  + Tcompute < Ttimeout (2)	

Here	Tcheckpoint is	 the	time	 it	 takes	 to	perform	a	checkpoint,	

Trestart is	the	time	it	takes	to	revert	the	data	and	restart	the	process	
to	the	last	checkpoint,	Tcompute is	the	time	it	takes	to	compute	a	

single	iteration,	and	Ttimeout is	the	heartbeat	timeout.	

Figure	11	shows	the	time	it	takes	for	Fluidanimate	to	restart	and	

progress	to	the	next	iteration,	when	using	each	of	the	four	NVRAM	

APIs.	Here	using	the	logging,	multi-versioning,	file-system,	and	

DRAM	cache	APIs	took	3,255	ms,	1,652	ms,	1,235	ms,	and	2,648	

ms,	respectively.	With	the	timeout	being	1,694	ms,	the	logging	and	

DRAM	cache	APIs	were	not	fast	enough;	whereas	the	two	harder-	

to-use	APIs,	multi-versioning	and	file-system	APIs,	did	meet	the	

time	constraint.	

In	order	for	the	Fluidanimate	application	to	continue	using	the	

logging	and	DRAM	cache	APIs,	its	timeout	strategy	must	be	mod-	

ified	to	allow	a	lower	frequency	of	checkpointing	(data	saving	

and	recovery).	Here	we	define	a	variable,	resiliency_interval ,	as	

the	modified	application	checkpoints	data	only	when	its	iteration	

count	satisfies	i%resiliency_interval == 0.	This	changes	the	time-	

out	equation	to:	

Ttimeout = (Thm + Ti + Tr + Tw ) ∗ resiliency_interval (3)	

Figure	12	compares	the	time	it	takes	for	the	four	NVRAM	APIs	

used	by	Fluidanimate	to	support	instant	restart	with	a	resiliency	

interval	of	3x,	thereby	scaling	the	timeout	to	5,082	ms.	Here	the	

logging,	multi-versioning,	filesystem,	and	DRAM	cache	approaches	

take	5,029	ms,	3,236	ms,	2,840	ms,	and	4,199	ms,	respectively.	By	

changing	the	frequency	of	checkpoint	and	heartbeat	calls,	all	four	

APIs	are	able	to	support	restart	within	the	modified	timeout.	

5 RELATED WORK 

This	work	is	among	the	first	in	studying	the	use	of	NVRAM	in	

supporting	the	fault	tolerance	of	scientific	workload	[21,	27,	43].	

Li	et	al.	[43]	and	Caulfield	et	al.	[21]	considered	using	NVRAM	as	

replacement	of	DRAM	but	without	the	guarantee	of	data	persistence.	

	

Figure 12: Whether the four NVRAM APIs allow instant 

restart with the modified heartbeat timeout (goal, 2.4s). 

 

 

Elnawawy	et	al.	[27]	developed	a	persistent	matrix	multiplication	

kernel	using	clflushopt and	sfence instructions.	So	far,	there	lacks	a	

more	comprehensive	study	of	using	persistent	memory	in	scientific	

applications	to	support	fault	tolerance.	

Fault	tolerance	of	scientific	applications	is	traditionally	sup-	

ported	via	checkpointing	either	through	magnetic	storage	sys-	

tems	[17]	or	over	the	network	[75].	These	checkpointing	methods	

can	be	classified	into	system-level	and	application-level.	System-	

level	checkpointing	methods,	e.g.,	BLCR	[32],	Condor	[44]	and	

Cao	[20],	automatically	save	internal	memory	of	the	application	

periodically	without	requiring	any	modification	to	the	applica-	

tion.	On	the	other	hand,	application-level	checkpointing	requires	

modification	to	the	source	code	[5,	18,	26,	28,	63].	Our	work	uses	

the	application-level	checkpointing	methods	to	minimize	the	over-	

head	of	data	saving	and	recovery.	Our	work	considers	the	use	of	

DIMM-based	NVRAM	in	scientific	workload	and	studies	various	

implications	brought	about	by	this	new	type	of	storage.	

Application-level	checkpointing	can	be	incorporated	at	different	

levels.	For	example,	algorithm-based	fault	tolerance	(ABFT)	requires	

applications	to	be	restructured	at	the	algorithmic	level	[34].	Such	

algorithmic	revisions	are	used	by	Wu	and	Chen	[68]	to	allow	vari-	

ous	linear	algebra	routines	to	correct	data	errors	on-line.	Beguelin	

et	al.	[15]	developed	a	C++	programming	model	and	library	to	allow	

developers	to	use	their	data	structures	and	checkpoint	invocations,	

and	the	framework	will	automatically	checkpoint,	load	balance,	and	

restart	applications	to	the	previous	checkpoint.	Our	modification	

of	the	Fluidanimate	benchmark	does	not	involve	any	algorithm	or	

programming	model	revisions,	and	is	thus	more	straightforward	to	

integrate.	

Additional	work	has	been	done	to	automate	the	changing	of	an	

application	to	incorporate	fault	tolerance.	Rodríguez	et	al.	[61]	de-	

veloped	an	open	source	checkpointing	library,	CPPC,	which	uses	a	

compiler	to	automatically	insert	checkpoint	calls	into	an	application.	

Bronevetsky	et	al.	[17]	created	a	compiler	to	insert	non-blocking	

checkpointing	into	MPI	programs.	

Checkpointing	can	also	be	supported	internally	at	the	hard-	

ware	level,	transparent	to	the	software.	For	example,	error	mask-	

ing	is	a	technique	that	uses	circuitry	to	provide	fault	tolerance	

through	redundancy,	e.g.,	through	triple	modular	redundancy	[48]	

and	quadded	logic	[36].	Mills	et	al.	[50]	introduced	an	optimization	

to	error	masking,	shadow computing,	which	reduces	the	amount	of	

T
im

e
 (

s
e

c
o

n
d

s
) 

T
im

e
 (

s
e

c
o

n
d

s
) 



Transitioning Scientific Applications to using NVM for Resilience MEMSYS ’19, September 30-October 3, 2019, Washington, DC, USA 
	

× 

	

computational	redundancy	by	running	process	clones	on	separate	

nodes	at	reduced	processor	speeds	to	decrease	power	consumption.	

A	significant	drawback	in	traditional	fault	tolerance	mechanisms	

is	the	performance	overhead	induced.	A	study	by	Gupta	et	al.	[31]	

showed	that	the	parallel	ocean	CFD	application	could	only	perform	

a	checkpoint	once	every	eight	minutes	in	order	to	keep	7%	of	total	

application	execution	time	to	be	spent	on	fault	tolerance.	When	

considering	a	distributed	computing	environment	hosting	a	CFD	

application,	nodes	frequently	communicate	once	per	time	step	[40],	

where	a	single	time	step	usually	won’t	exceed	a	minute	[69].	A	large	

amount	of	communication	take	place	within	that	eight-minute	gap,	

thus	requiring	complicated	restart	procedures.	Since	NVRAM	offers	

over	40 speed	up	to	the	magnetic	disks,	this	eight-minute	gap	can	

potentially	be	reduced	significantly	to	allow	a	single	node	to	overlap	

checkpoints	with	system	communications.	

NVRAM	can	be	viewed	as	a	hardware	option	for	supporting	low	

overhead	fault	tolerance.	NVRAM	has	been	integrated	in	persis-	

tent	memory	designs	through	hardware	software	co-designs	[37,	

55,	65,	74]	and	as	a	new	type	of	file	system	[56,	70].	The	use	of	

NVRAM	is	supported	via	various	library	APIs	[12,	23,	35,	62,	64,	73]	

and	have	been	used	to	support	databases	[38]	and	persistent	data	

structure	[52,	71].	In	this	paper,	we	used	the	Intel	PMDK	[12]	to	

implement	data	persistence	for	scientific	workload.	

6 CONCLUSION 

This	paper	studies	the	software	development	and	performance	im-	

plications	of	using	non-volatile	memory	(NVRAM)	to	support	fault	

tolerance	in	scientific	applications.	We	extend	a	computational	fluid	

dynamics	benchmark,	Fluidanimate,	with	four	different	APIs	to	sup-	

port	NVM-based	fault	tolerance:	1)	logging	through	transactions,	

2)	multi-versioning	through	copy-on-write	operations,	3)	check-	

pointing	through	IO	operations	on	a	DAX	filesystem,	and	4)	check-	

pointing	with	a	DRAM	cache.	We	discover	that	simple	extensions	

of	the	computation	does	not	take	full	advantage	of	the	increased	

IO	speeds	provided	by	NVRAM,	and	additional	data	structure	mod-	

ifications	are	often	needed	to	make	full	use	of	the	speeds.	We	show	

that	when	using	a	single	process,	the	performance	scalability	of	the	

original	application	degrades	significantly	when	using	existing	tech-	

niques,	which	support	only	single-threaded	checkpointing.	Finally,	

we	demonstrate	that	NVRAM	based	fault	tolerance	can	be	used	in	

a	heartbeat-based	distributed	computing	environment	to	support	

instant	recovery	of	individual	processes	when	hardware	failures	

occur,	without	affecting	the	progress	of	other	active	processes.	
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