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Long Short-Term Memory (LSTM) network, a popular deep-learning model, is particularly useful for data with
temporal correlation, such as texts, sequences, or time series data, thanks to its well-sought after recurrent
network structures designed to capture temporal correlation. In this article, we propose to generalize LSTM
to generic machine-learning tasks where data used for training do not have explicit temporal or sequential
correlation. Our theme is to explore feature correlation in the original data and convert each instance into
a synthetic sentence format by using a two-gram probabilistic language model. More specifically, for each
instance represented in the original feature space, our conversion first seeks to horizontally align original
features into a sequentially correlated feature vector, resembling to the letter coherence within a word. In
addition, a vertical alignment is also carried out to create multiple time points and simulate word sequen-
tial order in a sentence (i.e., word correlation). The two dimensional horizontal-and-vertical alignments not
only ensure feature correlations are maximally utilized, but also preserve the original feature values in the
new representation. As a result, LSTM model can be utilized to achieve good classification accuracy, even
if the underlying data do not have temporal or sequential dependency. Experiments on 20 generic datasets
show that applying LSTM to generic data can improve the classification accuracy, compared to conventional
machine-learning methods. This research opens a new opportunity for LSTM deep learning to be broadly
applied to generic machine-learning tasks.
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1 INTRODUCTION

Long Short-Term Memory (LSTM) network, a type of deep recurrent neural network (RNN) ar-
chitecture, is becoming increasingly popular in recent years [20, 39]. Benefiting from its recurrent
network design, this kind of deep neural network (DNN) has a powerful ability in preserving tem-
poral information. When unrolling its loop structure along the time axis, all LSTM units (or cells)
share the same structure and the temporal behavior of data can be captured and characterized
clearly, making LSTM inherently advantageous to temporal or sequential data, as shown in Fig-
ure 1. As a result, recent years has witnessed great success of LSTM being applied to a broad range
of applications involving temporal or sequential data, such as sequences, texts, time series, audio,
video recognition, and the like [22, 24, 49, 50].

While the special recurrent neural structure allows LSTM to exploit temporal or sequential cor-
relations of the data in a deep multi-layered fashion, to extract features preferable for the under-
lying tasks (e.g., classification), using LSTM to solve generic data classification tasks is infeasible
because generic data are typically collected/stored in the form of instance-feature table and do not
have explicit temporal or sequential correlation. Conventional machine-learning methods, such
as random forest, k-NN, and so on [45], do not take the correlations between feature/data into
consideration for generic data classification tasks.

Indeed, in generic machine-learning settings, feature correlation is deemed a flaw which is pri-
marily solved by using feature preprocessing to produce independent features for learning. We
take the feature extraction, a classical feature preprocessing method, as an example. The feature
extraction method, such as principle component analysis or manifold learning [44, 45], aims to
produce orthogonal feature space preferable for the classification methods by utilizing arithmetic
decomposition of features, implying that the new features do not have temporal or sequential
correlation, as shown in Figure 2.

While the traditional two-step paradigm, feature preprocessing then learning, has been com-
monly used in generic machine-learning tasks, existing methods often rely on given input fea-
tures and use data preprocessing to create independent features. Under this routine, the succeed-
ing learning algorithms often do not aware, or pay attention to, feature correlations. Recently,
deep learning has shifted the traditional two-step learning paradigm into a one-step feature learn-
ing framework, where the underlying deep-learning algorithms not only output a classification
model but also extract meaningful features to represent the original data for a better classification
accuracy [21, 39]. Furthermore, while conventional classification algorithms (along with feature
selection/extraction) may achieve good performance for generic data classification tasks. Such
methods heavily rely on hand-selected features by experts, requiring strong domain knowledge
and data understanding. The implementation of this process is difficult because of the expensive
expertise and a large amount of time requirements. Deep-learning algorithms focus on learning
high-level features from the original data, which reduces the task of developing new feature ex-
tractor for underlying learning problems. For most of existing deep learning frameworks, such as
convolutional neural networks (CNN) or LSTM, the feature learning process is to exploit spatial
or temporal correlation of the data and utilize such correlations to form new features for learning.
In addition, attention mechanism has been utilized as a useful tool for improving the performance
of deep-learning model, such as attention-based LSTM [53].

For many real-world applications, such as image/speech recognition, deep learning has shown
superb performance outperforming best conventional machine-learning classifiers. Nevertheless,
for generic dataset classification tasks, where data are already represented in the form of instance-
feature table, deep learning has not yet shown any privilege, compared to conventional machine-
learning algorithms, such as decision trees, SVM, and so on. For existing deep-learning models,
they are often selectively used depending on different types of domains and inputs. Specifically,
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Fig. 1. Typical workflow of utilizing LSTM to process temporal data for extracting features preferable for
classification.
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Fig. 2. Typical workflow of applying traditional machine learning methods to generic data for classification
tasks, where generic data is shown in the form of instance-feature table and instances are assumed identical
and independently distributed (i.i.d.).

CNNs are commonly used for applications with image data, whereas LSTM is specially designed
for sequential inputs such as speech and language. In our recent works [27, 28], original generic
data is converted into a “synthetic image” format by creating “artificial correlation,” and thus CNN
can be used to learn effective features for classification, yet the research of using LSTM (and its
subtypes) for generic machine learning still remain unexplored, at least in the literature.

The above observations motivate interesting questions on (1) whether LSTM is still effective in
learning better classification models from generic instance-feature tabular represented machine-
learning tasks, and reducing the task of developing new feature extractor for underlying learning
problems, and (2) how to make LSTM work for generic data to obtain better performance. More
fundamentally, the major challenges of generalizing LSTM for generic data are described as fol-
lows, which are also the challenges for other deep learning models:

—Rationality of LSTM for Feature Learning: While the recurrent neural structure allows
LSTM to exploit data in temporal or spatial order to learn new features, generic instance-
feature represented data do not have such temporal or spatial data correlation. We need
to artificially create correlation for the rational use of LSTM to generic data for feature
learning.

—Feature Correlation and Ordering Exploration: For the generic dataset, there are no
explicit correlations between features. Since it is the correlation between features that the
LSTM utilizes to extract meaningful features for classification, a critical issue of enabling
LSTM for generic dataset is to explore correlations between features.

—Instance Representation for LSTM: Given properly ordered features, we need to con-
struct LSTM compatible instances, which retain all the information of original dataset and
ensure the temporal/sequential correlations at the same time. Then, the new instances can
be utilized by the LSTM to extract meaningful features.

—Construction Modeling: We need to find a theoretical model to construct the new rep-
resentation, ensuring that the new instance representation has sequential correlation with
sound theoretical basis.

Motivated by the above challenges, our research proposes to generalize LSTM to generic
machine-learning tasks (GeLSTM), where the goal is to explore feature correlation in the original
data and convert each instance into a “synthetic sentence” format by using a two-gram probabilistic
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Fig. 3. Typical workflow of utilizing the proposed GeLSTM framework to make LSTM available for generic
data classification tasks.

language model, such that LSTM and its subtypes can be utilized to the generic machine-learning
tasks to obtain accurate classification models. Note that, since LSTM and its subtypes (including
attention-based LSTM) belong to the same type of deep-learning model, we primarily focus on
how to design “synthetic sentence” for such deep learning model to improve the classification
performance, instead of considering which specific deep-learning model should be used for the
“synthetic sentence.” For simplify, we utilize LSTM as the deep-learning model for validation.

It is also worth noting that our research is fundamentally different from existing work on fea-
ture extraction/construction/selection, and so on [42, 55], mainly because that our goal is not to
extract/learn/select good features from the given data, but to find an effective way to allow LSTM
to be applied to the given data for feature learning. We believe that by enabling LSTM for generic
learning tasks, it will eventually open a new paradigm to allow a rich set of deep-learning algo-
rithms, including LSTM, to handle generic dataset classification tasks.

Figure 3 shows the typical workflow of utilizing the proposed GeLSTM for generic data classifi-
cation tasks. In summary, we advance the LSTM based deep learning to generic machine learning
tasks, by proposing solutions to address three challenges as follows.

—To tackle the challenge of feature correlation and ordering exploration (i.e., the second chal-
lenge), we propose to derive the feature—feature correlation matrix and feature-label corre-
lation vector, by utilizing Pearson correlation and chi-square accordingly. The correlation
matrix and vector are further utilized to reorder features for data correlation construction.

—To resolve the challenge of instance representation for LSTM (i.e., the third challenge), we
convert each original instance into a synthetic sentence, which not only ensures the cor-
relation within a signal word but also the correlation between words. For the synthetic
sentence, each word includes all of the original features, but the order of features in each
word is different. By doing so, the synthetic sentence can be fed to the LSTM for learning.

—For the challenge of the construction modeling (i.e., the last challenge), we utilize two-gram
model, which is a generally used model in the natural language modeling, to construct
synthetic sentences. This model ensures that the synthetic sentence has the sequential cor-
relation, and thus makes the synthetic sentence resemble to a genuine sentence.

The rest of this article is organized as follows. In Section 2, we introduce work related to feature
representation learning. In Section 3, we present the problem definition and system overview.
Section 4 describes the proposed GeLSTM algorithm. Experiments and conclusion are reported in
Section 5 and Section 6, respectively.

2 RELATED WORK

Feature learning is to find informative and discriminating features to represent underlying objects.
This is a crucial step for classification tasks, because machine-learning algorithms often require
input data to be computationally convenient for computing. A critical step of all machine-learning
tasks is to obtain meaningful features from the original data to represent the data. In other words,
how to represent the original data is the key for learning. In general, there are two kinds of data
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representation methods. One is the feature selection and extraction based data representation, and
the other is deep learning based feature representation learning.

2.1 Feature Selection and Extraction Based Data Representation

Feature selection and extraction based data representation methods can be divided into feature
selection based methods and feature extraction based data representation methods. They are com-
monly used technologies in traditional machine-learning models, where the original feature space
is transformed into a low dimensional subspace to represent the data. A main characteristic of
these methods is that they often require domain information to find meaningful features.

2.1.1 Feature Selection Based Data Representation Method. Feature selection based data rep-
resentation methods aim to choose a subset from the original features by removing redundant or
irrelevant features to represent the data without losing much information. This process does not in-
troduce new features [56]. This kind of methods are used for better human interpretations, training
time decreasing, dimensionality reduction, and generalization enhancement [8, 32]. Three types
of feature selection techniques (i.e., filter methods, wrapper methods, and embedded methods) are
commonly used, and the differences between these selection algorithms can be found in the lit-
erature [37, 51]. In summary, filter methods choose highly ranked original features to represent
the data, and wrapper methods explore features with the highest accuracy via warping predictors
to a search algorithm [35]. Embedded methods decrease the computation time by performing the
feature selection in the training process instead of before the training process, compared to the
wrapper methods [9, 25, 38].

2.1.2  Feature Extraction Based Data Representation Method. As we described above, feature
selection based data representation methods do not generate new features. However, feature ex-
traction is commonly used to create informative and non-redundant features to represent the raw
data. By doing so, the created new features facilitate the conventional machine-learning meth-
ods and enhances the human interpretations. Like feature selection methods, feature extraction is
also a dimensionality reduction process, with information describing the original data being pre-
served. We can also use feature extraction method to connect data from different domains, such
as cross-domain learning [59] and domain-adversarial learning [54].

According to whether the label information is available, feature extraction based data rep-
resentation methods can be divided into supervised methods, unsupervised methods, and
semi-supervised methods. More specifically, supervised feature extraction methods, such as
Fisher discriminant analysis, utilize label information to extract informative features for better
classification [51]. Unsupervised feature extraction methods, such as principal components anal-
ysis (PCA) [48] and independent component analysis (ICA), extract meaningful features based
on the statistic characteristics of data without label information. PCA employs the covariance
structure of data, and ICA focuses on the statistical dependence. The semi-supervised methods,
such as semi-supervised universum, employ both supervised and unsupervised information to
learn meaningful features to improve model performance [11, 26, 57].

2.2 Deep Learning Based Feature Representation Learning

Deep learning is a kind of hierarchical learning method, which can be categorized into super-
vised, semi-supervised, or unsupervised methods [5]. The main feature of deep-learning methods,
such as CNN and LSTM deep-learning model, is utilizing the spatial/temporal correlation to obtain
meaningful features without domain expertise. Deep learning has made revolutionary progress in
fields such as computer vision, speech recognition, audio recognition, and so on, where the perfor-
mance is comparable to or even superior to human beings in some scenarios [15, 36]. Compared to

ACM Transactions on Knowledge Discovery from Data, Vol. 14, No. 2, Article 13. Publication date: February 2020.



13:6 H. Han et al.

traditional machine-learning methods, the major advantage of deep learning is the power of fea-
ture learning. More specifically, deep-learning method can learn meaningful feature from the un-
structured data without human effort in feature design, whereas the traditional machine-learning
methods require hand-engineered features involving significant labor and financial costs.

In deep learning, there are two types of commonly used deep-learning networks, CNN and
RNNs. CNN is a popular deep feed-forward artificial neural networks model, which is specially
designed for the data represented in array (or in a high order tensor) form and have been popu-
larly used in the domain of image/video/audio/speech [41]. RNNs focus on data represented in the
sequential format (e.g., audio and speech) to learn effective features to represent data by learning
long-term dependencies. To address the long-term storage problem of RNN, LSTM utilizes mem-
ory cells to improve the performance [7, 23, 30]. In addition to videos, images, and texts, research
has also advanced the deep learning to networked data, such as social networks, to learn feature
representation for networks [58].

2.3 Differentiation from the Proposed Work

In conclusion, feature learning is to find informative and discriminating features to represent the
initial data. Feature learning methods extract/learn/select good/new, informative and discriminat-
ing, features for better classification. Specifically, feature selection and extraction based data rep-
resentation aims to extract/select good features for better classification, where the original feature
space are transformed into a subspace with low dimension to represent the data. Deep-learning
architectures utilizes spatial/temporal correlation of the data to obtain new features, which do not
exist in the original feature space.

The two data representation methods described in Sections 2.1 and 2.2 are designed for dif-
ferent types of input data. Specifically, feature selection and extraction based methods typically
take generic data with weak or no correlation as input, whereas deep learning based methods are
specially designed for data with temporal and/or spatial correlation.

In general, deep learning based methods are more popular and effective than feature selection
and extraction based methods. On one hand, research shows that deep learning based methods
outperform feature selection and extraction based methods in terms of accuracy metric [6]. On
the other hand, feature selection and extraction based methods heavily reply on hand-selected
features by experts, requiring strong domain knowledge and data understanding, whereas deep
learning based methods focus on learning high-level features from the original data, which reduce
the task of developing new feature extractor for learning problems. Unfortunately, we can not
directly apply deep learning based methods to generic data, because features of generic data have
weak or no correlation.

To handle the problem described above, our research proposes a solution to represent generic
data, and makes LSTM available to the generic dataset to improve the classification accuracy. Dif-
ferent from the above feature learning methods, our research goal is not to extract/learn/select
good features from the given data, but to find an effective way to represent original instances.
Specifically, the output of GeLSTM reorders the original features and remains the original features.
As far as we know, there is no existing research focusing on making LSTM available to generic
dataset classification task. Accordingly, our work intends to open a new paradigm to allow LSTM
module to be broadly applied to generic machine-learning datasets.

3 PROBLEM DEFINITION AND SYSTEM OVERVIEW
3.1 Problem Definition

Considering a generic dataset 9, represented in an instance-feature tabular format with n in-
stances and m features, we denote the k" instance as xj = {Xk.1, - - -» Xk, m3 Yk }, where xi ; and
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Fig. 4. (a): A conceptual view of the LSTM network. Left panel shows an LSTM network with three-
dimensional tensor input (i.e., [samples, time steps, features]), and the right panel shows the unfolded LSTM
where each LSTM unit corresponds to one time point; and (b) a conceptual review of the proposed Gel-
STM which converts a generic dataset (left panel) into three dimensional tensor input (right panel) using
horizontal-vertical feature alignment (middle panel).

yx denote the i*” feature and label of the instance xj accordingly. The aim of GeLSTM is to find
an LSTM compatible representation of instance xy, denoted by ¥ (xj ). By doing so, LSTM can di-
rectly utilize 7 (xg ) to learn classifiers with a better classification accuracy, compared to classifiers
trained from the original feature space.

It is worth noting that our research goal is not to extract/learn/select good features from the
given data, but to find an effective way to represent original instances such that LSTM can be
directly applied to train deep-learning classifiers from generic machine learning tasks. Therefore,
our solutions and experiments are large different from the existing feature extraction/selection
research [42, 55].

In Figure 4(a), we briefly show the LSTM structure and its unfolded units, where input data of
LSTM are three-dimensional tensor X (i.e., [samples, time steps, features]). On the right panel, the
LSTM loop structure is unfolded into multiple LSTM units along the time axis, so the input data
at time step t; is Xy, and the output of the last LSTM unit is return to the input of the current
LSTM unit.

Since it is the temporal/sequential correlation of the data that LSTM utilizes to obtain mean-
ingful features, we propose a GeLSTM method to convert each instance xj. into a synthetic sen-
tence to create “artificial sequential correlation data.” Specifically, as shown in Figure 4(b), for
each instance in the original feature space (left panel), our conversion (middle panel) first seeks to
horizontally align original features into a sequentially correlated feature vector, resembling to the
letter coherence within each single word. In addition, a vertical alignment is also carried out to
create multiple time steps and simulates word correlation within a sentence. The two-dimensional
horizontal-and-vertical alignments converts the original dataset into a three-dimensional tensor
input (right panel) for LSTM model to learn effective features.

3.2 Overall Framework of GeLSTM

The workflow of applying the proposed GeLSTM method to the generic dataset is shown in Fig-
ure 5. Overall, GeLSTM includes the following three major steps:
ACM Transactions on Knowledge Discovery from Data, Vol. 14, No. 2, Article 13. Publication date: February 2020.
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Fig. 5. An overview of the proposed GeLSTM which generalizes LSTM for deep learning from generic data.
For a generic dataset represented in instance-feature tabular format in @, GeLSTM first calculates feature-
feature correlation matrix and feature-label correlation vector @. Next, GeLSTM builds a feature reordering
set ®, and converts the original two-dimensional data dataset into three-dimensional tensor @ which is
fed into LSTM module ® for learning features for classification. Lower panel (dashed-line box) shows the
conversion of instance xj into a synthetic sentence format with m words ¥ (x.) = [d:j,dz, e ,d:‘m]. The

ith word df is fed into the unfolded LSTM unit at time step t;.

—Feature-feature correlation matrix and feature-label correlation vector acqui-
sition: We utilize Pearson correlation and chi-square correlation to acquire a pair-
wise feature-feature correlation matrix and a correlation vector, denoted by M and L,
respectively.

—Feature reordering set construction: To build LSTM compatible instance representation
and remain each instance’s original features, we utilize correlation matrix M and correla-
tion vector L to construct a feature reordering set S = [wq, Wy, ..., Wy,], through a two
dimensional horizontal-and-vertical alignment, where w; = [w; 1, Wi.2, ..., Wi m] € R>™
stands for the i* feature reordering vector in 8 and R is the spaces real-valued numbers
spaces. w; indicates each instance converting its initial features into the i** word of the
synthetic sentence.

—New presentation of instances generation: By using feature reordering set §, GeLSTM
reorders original feature values of instance xj; and converts instance xj into a synthetic

sentence format F (xj.) = [dfl,dt’;, .. .,dfm], where d:‘i =[df . df ..o df ] € RV de-

notes the i*" word in the synthetic sentence ¥ (xi ), which will be fed into the LSTM net-
work at time step t;.

Based on the above three steps, an original instance will be converted into a synthetic sentence.
Then, the LSTM can be utilized to learn features from the converted synthetic sentence for per-
formance improving.

4 GELSTM ALGORITHM

Algorithm 1 briefly describes the proposed GeLSTM algorithm. In the following, we will discuss
how to construct correlation matrix M, correlation vector £, and feature reordering set S,
followed by an example showing the process of using GeLSTM algorithm to convert instances for
LSTM learning.
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ALGORITHM 1: GeLSTM Algorithm

Input:
D: A generic dataset;
Output:
The converted synthetic sentence format F (D);
1: M « Construct feature-feature correlation matrix;
2: L « Construct feature-label correlation vector;
3: Feature reordering set S = [wq, wg, ..., Wy, ] construction:
(a) S =0;
(b) h « Obtain the index of the feature that has the strongest correlation with the class label
according to feature-label correlation vector L;
(c) V « Sort features in a descending order according to their correlation to the h’ h feature by
utilizing feature-feature correlation matrix M;
(d) w1 = V: Determine the elements in the feature reordering vector wy;
(e) foreachie[2,...,m]do
(i) foreachje([1,2,...,m]do
wi,j < Apply M to obtain the jt" element in vector w; using Equation (6).
(i) end
(f) end
4: for all x;. € D do
50 F(xp) < Algorithm2 (xi., S)
6: end for
7: return F (D)

4.1 Feature-feature Correlation Matrix M and Feature-label Correlation Vector £

To obtain higher order feature correlation, we first utilize Pearson correlation [29] to obtain the
feature-feature correlation matrix M, to capture pair-wise correlation between features, which
can be computed by Equation (1).

ZJC\]:1 (xc,i — fi)(xc,j - f_})

Mi’j - N F\2 N 2
VN (i = VN ZY (i — )

ALGORITHM 2: Synthetic sentence ¥ (xj ) of instance xj generation

Input:
S = [w1, wa, ..., wn]: The feature reordering set;
xi: The k! h instance in the original dataset;
Output:
. k k k
The synthetic sentence ¥ (xj.) = [dt1 R dtz’ e dtm];
Li=1j=1

2: while i # m do
3:  whilej # mdo

4 dfi = Xhwi Determine the j* element in the i‘" word of the synthetic sentence F(xr);
5: i=i+1

6:  end while

7 j=j+1

8: end while
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In Equation (1), f; and f; stand for the sample means of features i and j, respectively, which can
be computed by

B N ~ N
fi =Zxc,i’ f}zzxc,j- (2)
c=1 c

=1

Similarity, in order to capture the correlation between each feature and the class label, we obtain
the correlation vector £ by utilizing the Chi-Square method [12, 43]

_ 2
4= B3

kefi deL

where L is the label vector of the dataset, Ny is the observed frequency of feature k and label d
appearing simultaneously in the dataset, and Ey4 is the expected frequency of k and d simultane-
ously in the dataset. The greater the value of L;, the stronger the correlation between feature f;
and label L.

Note that, we only utilize the magnitude of the correlation to assess the feature-feature correla-
tion and feature-label correlation. Therefore, our calculation, in the remaining part of the article,
uses the absolute values of M and L.

4.2 Feature Reordering Set S Construction

Once the correlation matrix M and the correlation vector £ are available, the feature reordering
set 8 = [wy, wa, ..., wy,] is constructed to create temporal correlation features for LSTM.

The i'" element in the feature reordering set S (i.e, w;) is a feature index vector, which indi-
cates all the instances to convert their initial features into the i*" word of their synthetic sentence
according to Algorithm 2.

In order to create a “synthetic sentence” with characteristics similar to genuine word cor-
relation and order information, we use two-gram model, which is a generally used model in
the natural language modeling [2, 19]. In summary, two-gram model is a model of assigning a
probability value to a sentence, indicating how likely the sentence is from that language. In other
words, different orders of the words in a sentence correspond to different probability values. The
higher the probability value of a sentence, the more likely the sentence belongs to the language.
Therefore, the order of words in the synthetic sentence can be determined by maximizing the
probability of the synthetic sentence. Furthermore, two-gram model assumes that the current
word is associated with the previous word, such that the correlation is added in the synthetic
sentence. Thus, our aim is to maximize the following probability to create sequential correlation
sentence by utilizing the two-gram model.

argmax  p(S) = p(wy, wa, ..., W)
S=[wi,w2,...,Wm]

(a)
= p(wi)p(walwi) - .. p(Won| W1, Was .., Wyns) )

(b)
= p(w1)p(waw1) . .. p(Win [Wm-1),

In Equation (4), (a) is derived by the chain rule, and (b) relies on the two-gram approximation
where the current probability of the word depends on the previous word. p(w;|w;_1) means the
probability of w;_; transiting into w; to construct the sequence correlation.

Finding feature reordering set S = [wy, wa, . . ., wy,,] satisfying Equation (4) is equal to find each
feature index vector in turn such that
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arg max p(wilwi—q)
Wi=[Wi 1, Wi 2,0 Wi, ]
(@) = ®)
~ arg max 1—1 Mwi—l,kswi,k’
wi=[wi 1, Wiz, ..., Wi,m] k=1

The proof and Example of (a) is described in Appendix A.
Apparently, since there are m™ cases for wy, it is impossible to derive solutions to solve Equa-
tion (5) directly. To make Equation (5) solvable, we add two constraints to Equation (5) as follows:

—(1) In order to make the feature reordering set S be label-targeting, we utilize the correlation
vector L and correlation matrix M to determine the elements in w;. Specifically, we first
find the index of the feature that has the strongest correlation with the class label according
to feature-label correlation vector £, denoted by h. Then, the feature index vector V =
[(V1, Vo, ..., Vy]is equal to Sort(My, ), where Sort stands for returning the corresponding
feature indices by sorting vector My, . in a descending order. The feature reordering in w;
isV = [(Vl,(V2, ce ,(Vm], ie., wyj = rV] (1 S] < m)

—(2) In order to ensure the fairness between features and preserve all initial feature values,
we make each w; contain all feature indices but in different order by adding constraints on
w;, j, which will be described at the end of this Section.

Therefore, the problem in Equation (5) can be transformed as follows.

argmax My, . w, ;

Wi j
st.wit € [win, Wot,. s Wil ©6)
wij & [Wi1, Wiz, ..o Wij-1],

w1 =V,(l§j§m).

Based on Equation (6), we can derive the elements in w; (i = 2,...,m) one by one. According
to the constraint w; 1 € [wy,1, Wa,1,. .., Wi_1,1], We can easily derive that the maximum number of
time spans is the number of features of the generic data m. In order to preserve complete infor-
mation of the original dataset, we utilize m as the number of time spans in our feature reordering
mechanism. Actually, the procedure of determining wy is to horizontally align original features
into a sequential correlated feature vector, resembling to the letter coherence within each single
word. The procedure of determining w; (i = 2, ..., m) is to vertically align to create multiple time
steps and simulates sequential order of words (i.e., word correlation) within a sentence. The two-
dimensional horizontal-and-vertical alignments not only ensures the correlation within a signal
word but also the correlation among words.

In the following, we briefly explain why the constraints on w; ; (i.e., wi 1 & [wi,1, W21, ..., Wi—1,1]
and w; ; & [wi1, Wi2,...,w; j-1]) can ensure that each w; contains all feature indices but in differ-
ent order. The first constraint w; ; ¢ [wy 1, W2.1,...,wj—_1,1] means that the first element in the
feature reordering vector w; is different from those of the preceding feature reordering vec-
tors. This ensures that the elements in the feature reordering set S (i.e, wi, wa, ... wy,) are dif-
ferent from each other, ie, w1, wa, ... wy,, are in different orders. The second constraint w; ; ¢
[Wi1, Wi2,...,w; j-1] means that the jt" element in w; is different from its preceding j — 1 ele-
ments. This ensures that the w; contains all feature indices.

4.3 Example: Synthetic Sentence Explanation

In the remaining part of this subsection, an example is utilized to elaborate the following three
aspects: (1) why generic data cannot be directly used for LSTM; (2) how to convert a generic
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Table 1. Toy Example Demonstrating: (a) Toy Machine-Learning Dataset Contains Six Instances
{x1, X2, x3, x4, x5, X6}, Four Features { f1, f2, f3, fa} and a Binary Class Label {1, 0}; (b) The Pair-wise Feature
Correlation Matrix M of the Toy Dataset, Calculated Using Equation (1)

(a (b)
Instance | f; f2 f f1 | Label Feature | f f2 fs fa

X1 03 ] 07 | 06 | 01 1 fi 1.0 | 0.43 | 0.32 | 0.58
X2 04 | 072 ] 03 | 09 0 f2 043 | 1.0 [ 0.07 | 0.27
x3 0.13 ] 055 | 03 | 0.4 0 f3 0.31 [ 0.07 | 1.0 | 0.19
x4 022042 014|025 1 fi 058 | 027 | 019 | 1.0
X5 034051048079 | 0

X6 0.28 | 037 | 059 | 032 | 1

dataset into synthetic sentence for LSTM module; and (3) why the feature reordering can mimic
real word sequential data. Table 1(a) presents a toy dataset of six instances, four features, and two
class labels. Let’s first discuss why generic data cannot be directly used for LSTM.

4.3.1  Why Generic Data cannot be Directly Used for LSTM. Since LSTM is specially designed
for sequential data, the inputs of LSTM should be more like sentences. LSTM relies on correlation
in the sentence to learn new feature representation to represent data for better classification. In
our problem settings, instances are represented in the form of instance-feature table with weak or
no correlation. The proposed GeLSTM algorithm converts each original instance into a “synthetic
sentence” format by using two-gram model which assigns a probability value to a sentence, and
ensures that the correlation and order information are added in the synthetic sentence, such that
LSTM can be utilized as the deep learning model. The higher the probability value of a sentence,
the more likely the sentence is from that language.

In the following, we use the toy dataset as an example, and compare the probability values
between the initial sentence and that of the synthetic sentence. Our goal is to show that by tak-
ing correlation into consideration to rearrange instances, we can convert original instance into a
format better fit the LSTM learning.

For simplicity, we consider a simple case that a word only corresponds to one feature and demon-
strate why generic data cannot be directly used for LSTM (In our proposed feature reordering
mechanisms, each word actually considers more features).

Based on Equation (5)(a), the probability value of the initial sentence (without taking the order-
ing and correlation into account) of the toy dataset is

P(S) = p(wy, wa, w3, wq) = p(f1, fo. f3. fa)
= p(fO)p(fol fOP(f31 f2)p(fal f3) = 1 X 0.43 X 0.07 X 0.19 = 0.005719.

Alternatively, if we set the first word of the sentence to f;, and utilize two-gram model to obtain
the synthetic sentence ([w1, w2, w3, wa] = [ f1, fa, f2, f3]) with sequential correlation, we have

p(S’) = P(Wh w2, W3, W4) = P(fl’ f4’f2’f3)
= p(fO)p(fal fOp(f2l f)p(f3]fa) = 1 X 0.58 X 0.43 X 0.07 = 0.017458.

The results from Equations (7) and (8) show that the probability value of the initial sentence
(f1, f25 f3, fa) is much lower than that of the synthetic sentence (fi, fi, f2, f3). This means that,
compared to the initial sentence (f1, f2, f3, f1), the synthetic sentence (fi, fa, f2, f3) is more like a
real sentence. The reason is that, compared to the the generic data (without taking the order-
ing and correlation into account), the two-gram model ensures that the correlation and order
information are added in the synthetic sentence, such that the synthetic sentence is more like a

™)

®)
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genuine sentence and LSTM can be utilized to learn new feature representation. Therefore, generic
data may not be directly used for LSTM, but should be transformed into synthetic sentence, which
is described in the following subsection, to support deep learning.

4.3.2 How to Convert a Generic Dataset into Synthetic Sentence for LSTM Module. In order to
convert the toy dataset in Table 1 into synthetic sentence format, GeLSTM first build the correlation
matrix M, which is shown in Table 1(b), and correlation vector £ = [0.003,0.0257,0.0259, 0.731].
Then, GeLSTM finds h = 4, i.e., the index of the feature with the strongest correlation to the class
label according to L. The feature index vector V = [4, 3, 2, 1] equals Sort(My, .), where Sort stands
for returning the corresponding feature indices by sorting vector My, in a descending order. Thus,
the first feature reordering vector wy is [4, 1, 2, 3].

Next, by substituting M and w; into Equation (6), we derive elements in w, one by one (i.e.,
wy = [1,4,2,3]). Then, by substituting M and w;, into Equation (6), w3 = [2,4, 1, 3] can be fur-
ther obtained. Finally, we can derive wy = [3, 4, 1, 2] using the same way. As a result, the feature
reordering set is S = [wy, wa, w3, wa] = [[4,1,2,3],[1,4,2,3],(2,4,1,3],[3,4, 1, 2]].

Following Algorithm 2, the constructed synthetic sentence of instance x; is as follows,
_[g g1 g1 n
F (i) = |d} . d} . d} d] | o
= [[0.1,0.3,0.7,0.1],[0.3,0.1,0.7, 0.6], [0.7, 0.1, 0.3, 0.6], [0.6, 0.1, 0.3, 0.3, 0.7]].

Finally, we discuss why the feature reordering can mimic real word sequential data.

4.3.3  Rationality of Feature Reordering to Mimic Real-word Sequential Data. According to Equa-
tion (5), the probability value of the synthetic sentence of the toy dataset is

P(S) = p(w1, wa, w3, wy)
= p(w1)p(walw1)p(ws|wz)p(wa|ws) ~ 0.003.
If we employ random ordering to obtain the feature reordering set S, where each feature
reordering vector w; includes all feature indices, the random feature reordering set is S =
(w1, wo, w3, wq] = [[1,3,2,4],[2,4,1,3],[2,3,1,4], [4, 3, 2, 1]]. Similarly, the probability of the ran-
dom sentence of the toy dataset is

(10)

P(S") = p(wi, wa, w3, ) (11)
= p(w1)p(walw1)p(ws|wz)p(walws) ~ 1.62 X 107°,

The calculations from Equations (10) and (11) show that the sentence derived from our proposed
feature reordering mechanism much more resembles to real-world sequential data. Furthermore,
the random feature reordering mechanism uses random order to create a synthetic sentence, with-
out taking correlation into consideration. In the next Section (Section 5.4), our experiments will
show that the proposed feature reordering mechanism (i.e., GeLSTM) outperforms random feature
reordering mechanism (i.e., RoLSTM), which means that constructing correlation by reordering
features is preferable for LSTM.

5 EXPERIMENTS

In this section, we validate the proposed GeLSTM in terms of its effectiveness of enabling LSTM
learning for generic datasets. In the experiments, we implement the proposed framework and
baselines using Tensorflow [1], and mainly report the effectiveness of the GeLSTM enabled deep-
learning classifiers, and compare their accuracy with traditional machine learning classifiers, in-
cluding support vector machine (SVM), decision trees (DT), random forests (RF), and the like. We
did not compare GeLSTM with any feature extraction/selection methods [42, 55], because our re-
search goal is not to extract/learn/select good features from the given data, but to find effective
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Table 2. A Brief Introduction of the 20 Benchmark Datasets

D Datasets number of Instances | number of Features | number of Classes
1 vehicle 946 18 4
2 vowel 990 9 6
3 | breast cancer wisconsin (Diagnostic) 569 30 2
4 wine 178 13 3
5 banknote authentication 1372 4 2
6 vertebral column 310 6 2
7 yeast 1484 8 10
8 seeds 210 7 3
9 climate model simulation crashes 540 18 2

10 glass identification 214 9 6

11 per 182 12 2

12 pima 768 9 2

13 iris 150 4 3

14 wireless indoor localization 2000 7 4

15 sonar 208 60 2

16 LSVT voice rehabilitation 126 309 2

17 parkinsons 197 22 2

18 fertility 100 9 2

29 waveform 5000 21 3

20 leaf 340 14 30

ways to represent original instances for training deep learning classifiers. If needed, one can al-
ways employ feature selection/extraction methods prior to apply GeLSTM to their data to enable
deep learning.

We compare the baseline and the proposed GeLSTM method on 20 machine-learning bench-
mark datasets from UCI data repository [46]. The 20 benchmark datasets cover a variety of data
characteristics (e.g., the number of classes vary from 2 to 30, and the number of features vary from
several to several hundreds). We intentionally select such diverse datasets to ensure that our ap-
proach is effective for different kinds of generic datasets. For UCI benchmark datasets, we assume
that data examples are independent and identically distributed (i.i.d.), such that the model trained
from the training dataset can be evaluated on the test set. Meanwhile, we perform a case study
by utilizing time series dataset from the UCR Time Series Classification Archive dataset [14], to
explain features learned from GeLSTM converted sentence. Table 2 presents a brief description of
the 20 benchmark datasets used in the experiments.

In our experiments, we use cross validations to validate the algorithm performance. For small
datasets, more splits mean fewer samples in the test set for each fold. Considering several small
datasets in the experiments, we carry out the experiments using five-fold cross validation, and
report the classification accuracy in the article.

5.1 Experimental Settings

In the experiments, we take the output of the last time step of the LSTM network as the learned
features. Then, the learned features are (fully connected) fed to the output layer with m nodes and
a softmax activation function is used to produce the correctly normalized probability values [18].
Furthermore, we use the Adam optimizer [34] and set the learning rate to 0.001 at the training
process.
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5.2 Baseline Methods

To the best of our knowledge, there is no work on generalizing LSTM for generic datasets. There-
fore, we implement two baseline approaches, random feature reordering LSTM (RoLSTM) and
label-feature correlation feature reordering LSTM (LoLSTM), to validate the effectiveness of the
feature reordering method of GeLSTM. The difference between the two baselines and GeLSTM is
the ways of constructing feature reordering set S.

RoLSTM: utilizes random ordering to obtain the feature reordering set $, where each vector w; of
S includes all feature indices. The random ordering results in the constructed synthetic sentence
with no correlation. If GeLSTM can achieve performance gain, compared to RoLSTM, this means
that constructing correlation by reordering features is preferable for the LSTM.

LoLSTM: This method obtains the set S according to the feature—feature correlation matrix and
feature-label correlation vector without taking sequential correlation into account. In other words,
each feature reordering vector w; includes all feature indices. We utilize the index of feature that
has the ith strongest correlation with the class label according to feature-label correlation vector £
as the first element in w;. The other m — 1 elements in w; are the indices of features in a descending
order according to their correlation to the first feature by utilizing feature—feature correlation
matrix M. Obviously, LoOLSTM only considers a local correlation within word, while GeLSTM
considers both global (i.e., temporal) and local correlation.

5.2.1 Conventional Machine-Learning Classifiers. In order to validate the benefit of using GeL-
STM for generic machine-learning tasks, some popular machine-learning methods are considered
as the baseline. The methods used include k-nearest neighbors algorithm (k-NN), dense neural
network (NN), SVM, DT, RF, XGBoost (XG) which is completed by using the sklearn module in
Tensorflow [47]. If GeLSTM shows better performance than conventional machine learning algo-
rithms, it will confirm that enabling LSTM learning for generic i.i.d. datasets is useful for improving
generic machine-learning tasks using deep learning.

— k-NN aims to find k nearest neighbors from the training set for each test instance [4], and
labels the instance as the class that the most k nearest neighbors agree.

—Support Vector Machines (SVM) constructs a hyperplane by utilizing kennel func-
tion [17]. Then, the original instances are mapped into high-dimensional space and labeled
as the class according to the side they falling to.

—Decision Tree (DT) builds a decision tree to classify the instance. The leaves and branches
of the decision tree stand for the labels and conjunctions of features accordingly [10].

—Random Forest (RF) is an ensemble learning method for classification. It relies on multiple
decision trees, constructed from random feature subspaces, and combines different trees to
generate final outputs [33].

—Multilayer Neural Network (NN) is a kind of multi-layered neural network, including in-
put layer, hidden layer(s), and output layer [16]. The output layer outputs the predicted re-
sults. In our experiments, we use dense networks for training and classification. Because, in
theory, two hidden layers can approximate arbitrary shaped decision boundaries to achieve
sufficiently high classification accuracy (with suitable learning rates), more hidden layers
are unnecessary and require much more training time [31]. A dense network with one hid-
den layer (denoted by NN-1) or two hidden layers (denoted by NN-2) is utilized in our
experiments.

—XGBoost (XG) is a DT-based ensemble machine-learning algorithm, and is commonly used
for classification and regression tasks [13].
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Fig. 6. Accuracy comparisons w.r.t. different number of LSTM output features, where the x-axis denotes the
number of learned features, varying from 8 to 512, and the y-axis denotes the accuracy reported in decimal
numbers.

5.2.2 Deep-Learning Classifiers. To validate the performance of deep-learning classifiers on
generic machine-learning tasks, we mainly use LSTM as the deep-learning baseline. Meanwhile,
to demonstrate that GeLSTM is also useful for other deep-learning algorithms, we also apply CNN
and attention-based LSTM (A-LSTM) as the deep-learning models. For all these deep-learning clas-
sifiers, we use GeLSTM to convert original instances into “synthetic sentence” format, and then
use the sentences to train deep-learning classifiers.

—Convolutional Neural Network (CNN) uses convolutional layers to explore spatial/
temporal adjacency to construct new feature representation, which is the go-to method
for any type of prediction problem involving image data as an input [40].

— Attention-based LSTM (A-LSTM) obtains the performance gain of the LSTM network
by utilizing the attention-based models, so A-LSTM can concentrate on different parts of a
sentence for learning [53].

In the following subsections, we first study classification accuracy of the GeLSTM with respect
to different number of learned features. After that, we compare different feature reordering method
in terms of the classification accuracy. Next, we report the classification accuracy of all benchmark
datasets. Finally, a case study is performed to validate the effectiveness of applying the GeLSTM
for LSTM learning.

5.3 Results w.r.t. Different Number of LSTM Features

In our experiments, we fix the number of LSTM layers to two, and take the output of the final
LSTM network as the learned features. In Figure 6, we report the performance of GeLSTM w.r.t.
different number of learned features on five datasets, where the x-axis denotes the number of
learned features and the y-axis denotes the accuracy. The results show that increasing the number
of learned features from 8 to 32 will continuously improve the classification accuracy, but increas-
ing the feature size further (from 32 to 512) does not impose additional performance gain and the
results fluctuate within a small range.

5.4 Feature Reordering Method Comparisons

For all experiments in the following, we utilize the parameter settings below. We set the number
of LSTM layers to 1 and 2, and the hidden layer sizes 20 and 64.
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Table 3. Classification Accuracy Comparisons between GeLSTM and Different Feature
Reordering Methods on the 20 Benchmark Datasets, where the Digit 1 and 2 Denote the Number
of LSTM Layers, and the Hidden Layer Sizes is Set to 20 (the Results are Reported in Percentage)

Dataset RoLSTM LoLSTM GeLSTM

1 2 1 2 1 2
vehicle 60.18 | 63.01 | 60.96 | 60.14 | 62.97 | 64.23
vowel 83.46 | 83.67 | 83.85 | 85.36 | 86.66 | 87.63
breast cancer wisconsin (Diagnostic) | 96.61 | 96.96 | 96.27 | 96.52 | 96.62 | 96.57
wine 96.09 | 95.9 | 95.57 | 95.16 | 97.18 | 96.07
banknote authentication 99.91 | 99.95 | 99.93 | 99.96 | 99.93 | 99.94
vertebral column 80.42 | 83.55 | 83.09 | 85.23 | 83.48 | 84.84
yeast 57.77 | 58.04 | 57.61 58.5 58.64 | 59.13
seeds 94.24 | 94.29 | 94.19 | 93.76 | 95.14 | 94.95
climate model simulation crashes 91.48 | 91.48 | 91.48 | 91.48 | 91.52 | 91.78
glass identification 60.33 | 60.79 | 59.2 | 60.04 | 62.83 | 63.5
per 71.44 | 71.44 | 71.44 | 7144 | 7144 | 71.44
pima 76.79 | 76.64 | 76.72 | 76.51 | 76.43 | 76.23
iris 96.93 | 96.47 97 96.4 | 96.73 | 96.47
wireless indoor localization 98.15 | 98.14 | 98.07 | 98.14 | 98.16 | 98.2
sonar 77.72 | 79.13 | 79.56 | 78.26 | 78.08 | 80.91
LSVT voice rehabilitation 83.01 | 83.67 | 82.42 | 84.51 | 84.21 | 83.38
parkinsons 87.15 86.7 89.68 | 83.07 | 88.15 | 89.63
fertility 86.07 | 86.12 | 86.07 | 84.02 | 87.12 | 84.12
waveform 85.18 | 85.12 | 85.88 | 85.88 | 86.68 | 86.26
leaf 50 52.02 | 50.33 | 49.84 | 56.97 | 55.53
Average Accuracy 81.65 | 82.15 | 81.97 | 81.7 | 82.95 | 83.04

Tables 3-4 compare different feature reordering methods, with respect to different number of
LSTM layers and hidden nodes. Specifically, Table 3 shows the classification accuracy performance
for different feature reordering methods on 20 benchmark datasets, where the number of LSTM
layers and hidden nodes are (1,2) and 64. The results of one and two LSTM layers with 64 hidden
nodes are reported in Table 4.

We can see from Tables 3 and 4 that GeLSTM outperforms other feature reordering methods
for different parameter settings. This indicates that, for the generic dataset, creating sequential
correlation by reordering features is preferable for the LSTM to produce good classification ac-
curacy. In other words, it is the sequential correlation that the LSTM utilizes to obtain effective
features. While LoLSTM only considers correlation within each signal word, RoOLSTM ignores any
correlation in the synthetic sentence.

The results in Table 3 shows that, compared to RoLSTM and LoLSTM, the average accuracy
gains of GeLSTM are 1.3% and 0.98% for one LSTM layer, and 0.89% and 1.34% for two LSTM layer
accordingly. The results in Table 4 shows that, compared to RoLSTM and LoLSTM, the average
accuracy gains of GeLSTM are 1.23% and 0.84% for one LSTM layer, and 1.09% and 1.04% for two
LSTM layer accordingly. In addition, the best accuracy gain of GeLSTM is higher than those of
RoLSTM and LoLSTM. Specifically, the best accuracy gain of GeLSTM, RoLSTM and LoLSTM are
84.26% in Table 4, 83.17% in Table 4, and 83.39% in Table 4.
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Table 4. Classification Accuracy Comparisons between GeLSTM and Different Feature
Reordering Methods on the 20 Benchmark Datasets, where the Digit 1 and 2 Denote the Number
of LSTM Layers and the Hidden Layer Sizes is Set to 64 (the Results are Reported in Percentage)

Dataset RoLSTM LoLSTM GeLSTM

1 2 1 2 1 2
vehicle 64.82 | 65.21 | 64.46 | 66.26 | 66.65 | 65.66
vowel 88.21 | 90.42 | 87.81 90.4 | 92.93 | 93.15
breast cancer wisconsin (Diagnostic) | 97.08 | 97.01 | 96.76 | 96.57 | 96.48 | 96.43
wine 95.39 | 96.03 | 96.01 | 9595 | 96.95 | 96.84
banknote authentication 99.96 | 99.93 | 99.97 | 99.91 | 99.95 | 99.9
vertebral column 84.58 | 84.48 | 84.48 | 84.77 | 84.35 | 85.03
yeast 59.28 | 58.98 | 59.74 | 58.69 | 58.5 57.64
seeds 94.52 | 94.52 | 94.38 | 93.62 | 95.33 | 94.79
climate model simulation crashes 9159 | 91.9 | 91.59 | 91.58 94 94.09
glass identification 64.14 | 64.94 | 64.39 | 64.43 | 66.66 | 66.13
plrx 71.44 | 7144 | 71.39 | 7144 | 71.39 | 71.44
pima 76.44 | 76.71 | 76.36 | 76.29 | 76.24 | 76.22
iris 96.4 | 96.27 96.6 | 96.47 | 96.51 | 96.07
wireless indoor localization 98.04 | 98.04 | 98.1 | 97.97 | 98.17 | 98.14
sonar 80.14 | 80.25 80.4 81.41 | 80.94 | 82.43
LSVT voice rehabilitation 82.77 | 84.29 | 84.02 | 84.58 | 81.12 | 83.2
parkinsons 83.58 | 84.29 | 89.75 | 84.58 | 90.45 | 89.24
fertility 83.07 | 84.12 | 82.17 | 82.01 | 86.06 | 86.97
waveform 85.82 | 83.28 86.3 | 86.18 | 85.12 | 85.25
leaf 62.9 | 61.27 | 63.03 | 61.24 | 66.73 | 66.55
Average Accuracy 83.00 | 83.17 | 83.39 | 83.22 | 84.23 | 84.26

The results from Tables 3 and 4 demonstrate that using the feature reordering matrix in GeLSTM
to create sequential correlation is the key for LSTM to learn informative features to improve the
classification accuracy.

The above results show that, the LSTM structure settings to achieve the best accuracy per-
formance for GeLSTM are as follows: the number of the LSTM layer and hidden nodes are set
to 2 and 64 accordingly. Therefore, we use the same LSTM parameter settings in the following
subsections.

5.5 Comparisons of Different Learning Methods

Table 5 shows comparisons between CNNs, GeLSTM, A-LSTM and conventional learning algo-
rithms (i.e., k-NN, SVM, DT, RF, and NN) on 20 benchmark datasets, where NN-i indicates that
there are i hidden layers in the neural network.

The parameter settings of conventional machine-learning methods in this subsection are de-
scribed as follows. For k-NN, we set the parameter k to 5. For SVM, we utilize the linear kennel
function. For DT, the decision tree is generated by CART (Classification And Regression Tree) al-
gorithm. For NN, the mumber of hidden layers is set to 1 and 2, and the corresponding number of
nodes is set to to 16 and (32,16). For XG, we use trees as the booster.

For the GeLSTM deep-learning algorithms, we take the output of the last time step of the LSTM
network as the learned features. Then, the learned features are fully connected to the output
layer with m nodes and a softmax activation function is used to produce the correctly normalized
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Table 5. Accuracy Comparisons between GeLSTM and Some Traditional Machine Learning Methods
on Benchmark Datasets (the Results are Reported in Percentage)

Dataset k-NN | SVM | DT RF | NN-1| NN-2 | XG | CNN [ GeLSTM | A-LSTM
vehicle 57.2 | 58.78 | 63.38 | 63.93 | 53.65 | 65.68 | 63.26 | 66.45 65.66 68.04
vowel 92.05 | 66.88 | 79.16 | 90.71 | 55.78 | 74.42 | 86 | 93.12 93.15 91.06
breast cancer wisc. | 96.59 | 97.47 | 92.41 | 95.23 | 97.03 | 97.01 | 95.98 | 96.15 96.43 96.32
wine 80.5 | 98.32| 91.18 | 97.54 | 97.07 | 98.03 | 96.34 | 96.89 96.84 97.19
banknote authent. 99.86 | 97.96 | 98.39 | 99.23 | 95.67 | 99.81 | 99.39 | 99.94 99.9 99.93
vertebral column 79.06 | 79.29 | 80.29 | 82.97 | 71.67 | 80.25 | 81.93 | 83.67 85.03 85.16
yeast 56.97 | 56.74 | 51.14 | 57.86 | 47.04 | 58.42 | 60.52 | 59.34 57.64 56.73
seeds 93.24 [ 93.29 | 90.29 | 91.61 | 91.48 | 91.48 | 92.9 | 92.66 94.79 94.85

climate model sim. | 92.76 | 95.33 | 90.77 | 92.39 | 93.89 | 95.24 | 94.53 | 93.4 94.09 94.68
glass identification | 65.48 | 57.51 | 67.21 | 74.51 | 40.16 | 58.43 | 73.75 | 68.45 66.13 67.55

plrx 62.1 | 71.44 | 56.78 | 66.98 | 71.44 | 71.38 | 60.99 | 70.92 71.44 70.68

pima 73.76 | 76.95 | 70.08 | 73.87 | 70.42 | 76.38 | 75.84 | 75.63 76.22 76.42

iris 95.53 | 96.2 | 95.07 | 94.93 | 95.27 | 96.27 | 95.93 | 96.13 96.07 96.33

wireless indoor local. | 98.42 | 98.01 | 97.22 | 97.96 | 96.57 | 97.62 | 98.08 | 98.01 98.14 98.02
sonar 79.6 | 76.46 | 71.1 | 77.39 | 80.6 | 81.78 | 79.99 | 82.44 82.43 82.06

LSVT voice rehab. 81.41 | 83.86 | 76.22 | 80.73 | 84.23 | 84.58 | 82.24 | 81.54 83.2 83.03
parkinsons 92.15 | 86.85 | 85.6 | 88.62 | 86.24 | 90.36 | 89.96 | 89.55 89.24 89.85
fertility 86.44 | 88.08 | 83.12 | 85.93 | 88.08 | 88.08 | 83.22 | 83.02 86.97 84.45
waveform 82.08 | 86.89 | 75.26 | 82.5 | 86.17 | 86.24 | 85.09 | 84.25 85.25 86.18

leaf 67.29 | 54.98 | 63.43 | 69.47 | 60.72 | 57.63 | 68.45 | 73.12 66.55 71.28

Average Accuracy | 81.62 | 81.06 | 78.9 | 83.22 | 78.16 | 82.45 | 83.22 | 84.23 84.26 84.49

probability values. The CNN deep-learning method contains two convolutional layers of size
[32,16] followed by a max pooling layer and the filter size of each convolutional layer is set to
2. Features extracted by CNN are further fed into a two hidden layer NN of size [32,16] to classify
test data. For the A-LSTM deep-learning model, we take the output of the last layer of the LSTM
as the input of the attention layer, and then the outputs of the attention layer are connected to a
softmax layer to produce the correctly normalized probability values.

The results are reported in Table 5, where CNN, GeLSTM, and A-LSTM mean using CNN, LSTM,
and attention-based LSTM as the deep learning model, respectively.

Our experiments and comparison on 20 generic datasets show that the performance gain of A-
LSTM (84.49%) is marginally better than that of GeLSTM (84.26%), and LSTM (84.26%) also slightly
outperforms CNN (84.23%). This is consistent with the literature which shows that attention mech-
anism can help improve the performance of the LSTM model.

Meanwhile, the results show that LSTM and its subtypes are slightly more suitable to deal with
the “synthetic sentence” compared to the CNN, partially because that CNNs are more suitable
for images which have spatial correlation, whereas LSTM’s recurrent model is more effective for
sequences. Because GeLSTM converts original instances as “synthetic sentences,” it makes GeL-
STM'’s outputs more suitable for LSTM based deep-learning modules. Meanwhile, because LSTM
and its subtypes (including attention-based LSTM) belong to the same type of deep-learning model,
and our research focuses on investigating whether the “synthetic sentence” can be utilized by such
type of deep-learning model to improve the classification performance, we mainly utilize the LSTM
as the deep-learning model for validation.
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Fig.7. Comparisons between original time mean features vs. LSTM features learned from GeLSTM converted
sentence for the instances from different classes (“beetle” vs. “fly”). The data on time series curve is obtained
from UCR time series archive [14] which are mapped from the outline of the image, and then extract the
64-dimensional mean features from the time series to obtain the data on the mean feature curve. After that,
by applying GeLSTM method to convert mean represented instances, data on the synthetic sequence curve
is available, which are further fed into the LSTM model to learn LSTM feature. Finally, we employ the t-SNE
tool [52] to make a comparison between the original mean features and the LSTM learned features to further
explain the benefits of our proposed GeLSTM method.

The results from Table 5 show that the performance of the methods of using LSTM and attention-
based LSTM after GeLSTM are much higher than those of the conventional machine methods.
Specifically, the accuracy gains of CNN are 2.61%, 3.17%, 5.33%, 1.01%, 6.07%, 1.78%, and 1.01%
accordingly. The performance gains of GeLSTM are 2.64%, 3.2%, 5.36%, 1.04%, 6.1%, 1.81%, and
1.04%, and the accuracy gains of A-LSTM are 2.87%, 3.43%, 5.69%, 1.27%, 6.33%, 2.04%, and 1.27%,
respectively. This means that converting each instance from the generic dataset into a synthetic
sentence format by utilizing the GeLSTM, and then apply LSTM or other deep-learning models to
the converted data, will improve the classification accuracy for generic dataset.

5.6 GeLSTM Learning Case Study

In this subsection, we comparatively study the original features and features learned from GeLSTM
converted synthetic sentence. This study aims to describe what can be learned when feeding the
converted synthetic sentence into the LSTM model.

In our experiments, we use two time series datasets (i.e., Beetle/Fly and Bird/Chicken) from the
UCR time series archive [14], and extract 64-dimensional mean features as original features to
represent each time series. After that, the synthetic sequence represented instances are obtained
by applying GeLSTM method to convert mean represented instances, and are fed into the LSTM
model to learn LSTM feature. Because these two datasets are mapped from the outlines of Beetle/
Fly and Bird/Chicken images accordingly, we report the corresponding images, in the article, to
visualize the algorithm performance. It is understandable that mean features might not be the best
features to represent time series data. However, our goal in this study is to describe how GeLSTM
converted synthetic sentence works for the LSTM model instead of finding effective features for
better classification. Hence, we utilize mean features as the original feature in the case study.

The workflow of the case study is shown in Figures 7-10. First, the mean features are extracted
from time series which are mapped from the outlines of the corresponding images. Next, the mean
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Fig.8. Comparisons between original time mean features vs. LSTM features learned from GeLSTM converted
sentence for the instances from different classes (“bird” vs. “chicken’).
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Fig.9. Comparisons between original time mean features vs. LSTM features learned from GeLSTM converted
sentences for the instances without image rotation from the same classes (“beetle”).

features are fed into our proposed GeLSTM method to output a synthetic sentence. Then, we input
the synthetic sentence into an LSTM model to learn new features fit for classification. Finally, the
t-SNE tool [52] is utilized to visualize the difference between original features and LSTM-learned
features (For LSTM model, we use two LSTM layers with 64 hidden nodes).

Figures 7 and 8 show that the original mean features are rather less discriminative to differentiate
“Beetle” vs. “Fly” in Figure 7 and “Bird” vs. “Chicken” in Figure 8, noticing high similarity in mean
feature curve. The reason is that the outline of Beetle (Bird) image is similar to that of Fly (Chicken)
image. The synthetic sentence, converted by our proposed GeLSTM method, illustrates a better
distinctiveness of “Beetle” vs. “Fly” in Figure 7 and “Bird” vs. “Chicken” in Figure 8. Then, the LSTM
utilizes this difference to learn discriminative features to classify “Beetle” vs. “Fly” in Figure 7 and
“Bird” vs. “Chicken” in Figure 8, noticing high discrimination in LSTM feature curve. In other
words, the results from Figures 7 and 8 show that, compared to the original mean feature, the
features learned by LSTM is more discriminative to differentiate “Beetle” vs. “Fly” in Figure 7 and
“Bird” vs. “Chicken” in Figure 8.

Figures 9-12 show that, the mean feature of instances in the same class vary from each other.
After applying GeLSTM to convert each mean represented instance into synthetic sentence, the
synthetic sentence shows the similarity among instances in the same class. This is further captured
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Fig. 10. Comparisons between original time mean features vs. LSTM features learned from GeLSTM con-
verted sentences for same class images with rotation (“bird”).
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Fig. 11. Comparisons between original time mean features vs. LSTM features learned from GeLSTM con-
verted sentence for same class images with rotation (“fly”).

by the LSTM model to learn the similarity among instances in the same class. More specifically,
Figures 9 and 10 compare the original time mean feature vs. LSTM feature in the same class without
image rotation for “beetle” and “bird” accordingly. Through the mean features are different for the
same class, the LSTM model learns the similarity from the synthetic sentence represented instance
converted by our GeLSTM method (noting the high similarity in LSTM feature curve). In addition,
Figures 11 and 12 compare the original time mean feature vs. LSTM feature in the same class with
image rotation for “fly” and “chicken” accordingly. The synthetic sentence represented instance
converted by our GeLSTM method can still preserve the similarity in the same class, which is
further captured by the LSTM model to learn the similarity in the same class.

Figures 13 and 14 illustrate the feature representation learning results of original mean features
and the GeLSTM converted features for Beetle/Fly and Bird/Chicken, respectively, by utilizing
the t—SNE tool. The results show that LSTM features have a relatively better discrimination
capability, than mean features, to separate two types of samples. This indicates that GeLSTM
converted features are more suitable to the LSTM for classification, compared to the original mean
features.

Table 6 compare the GeLSTM to different machine-learning methods for “Beetle vs. Fly” and
“Bird wvs. Chicken” classification tasks. Compared to KNN, SVM, DT, RF, NN-1, and NN-2, the
performance gains of GeLSTM are 40%, 10%, 25%, 25%, 10%, and 5% for “Beetle vs. Fly” classification
task, and 35%, 25%, 5%, 20%, 20%, and 5% for “Bird vs. Chicken” classification task.
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Fig. 12. Comparisons between original time mean features vs. LSTM features learned from GeLSTM con-
verted sentences for same class images with rotation (“chicken”). The results show that mean features are
sensitive to rotation, whereas LSTM features learned from GeLSTM converged sentences is robust to the
rotation, and both images show similar LSTM features.
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Fig. 13. Comparisons between original features (mean) vs. GeLSTM learned LSTM features (“Beetle” vs.
“Fly”). Instances are color-and-shape coded, according to their labels. The plot on the left panel shows the
instances with respect to the original features, and the plot on the right panel shows the GeLSTM learned
LSTM features. Both plots are produced using t—SNE feature visualization tool [52].
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Fig. 14. Comparisons between original features (mean) vs. GeLSTM learned LSTM features (“Bird” vs
“Chicken”). Similar to Figure 13, both plots are produced using t—SNE feature visualization tool.
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Table 6. Classification Accuracy Comparisons between Different Learning Methods
on the “Beetle vs. Fly” and “Bird vs. Chicken” Classification Tasks
(the Results are Reported in Percentage)

Classification Tasks k-NN SVM DT RF NN-1 NN-2 GeLSTM
Beetle vs. Fly 55 85 70 70 85 90 95
Bird vs. Chicken 50 60 80 60 65 80 85

6 CONCLUSION

In this article, we proposed to generalize LSTM to generic machine-learning tasks where data are
represented in instance-feature tabular format. Our goal is to convert each instance into an LSTM
compatible three-dimensional tensor representation, such that LSTM can be directly applied to the
converted data to learn new features to improve classification accuracy, compared to the classifier
learned from the original instances. To this end, we proposed to reorder features of each instance
as a synthetic sentence format with sequential correlations. The horizontal and vertical feature al-
iment creates maximized feature correlations, through which LSTM can learn new feature values.
Experiments and comparisons on 20 generic datasets confirm that generalizing LSTM to generic
datasets can improve the classification accuracy of conventional machine learning methods, in-
cluding random forests, XGBoost, K-NN, and the like.

APPENDICES
A THE PROOF OF EQUATION (5)(a)
PrRooOF. Since w; = [Wi1,....Wik,....,Wim]and wi_y = [Wi—1,1, ..., Wi—1,ks . - ., Wi—1,m] are not

genuine words, we cannot derive p(w;|w;_1) using text corpus. Alternatively, w;_; can be regarded
as the received codewords considering the discrete memoryless channel (DMC) in the wireless
communication system, and w; € C can be regarded as the likely transmitted codewords where C
stands for the available codewords set. In addition, we use wy = [w; 1,...,Wr ks..., Wr.m] € C to
denote the transmitted codewords. w; , wi_; x and w; i are the k' h codeword in codewords w;,
w;_1 and w; accordingly. The relationship between these three kinds of codewords is shown in Fig-
ure 15. Specifically, the transmitter, such as the smartphone, generates the transmitted codewords
w; € C. Then, w; passes through the DMC, and DMC outputs the received codewords w;_;. For
such system, by utilizing the likely transmitted codeword w;  and the received codeword w;_ f,
the maximum a posterior probability (MAP) decoder estimates the k" transmitted codeword (the
estimated result is denoted by w;, «)- We can utilize MAP channel decoding rule to justify Equa-
tion (5)(a).

Transmitted codewords Received codewords
W =W W, s W] e :[w,.,,‘,,...,WHV,(,...,mil’T]
L |
Vi Wik k=12,3,m
MAP [«

W;,I: =argmax p(w,, | w,,)
Wy eC

Fig. 15. A conceptual view of communication system considering the discrete memoryless channel (DMC)
and the maximum a posterior probability (MAP) decoder: The transmitted codewords w; € C passes through
the DMC, and DMC outputs the received codewords w;—1. By utilizing the likely transmitted codeword w; i
and the received codeword w;_ i, the MAP decoder estimates the kth transmitted codeword (the estimated
result is denoted by W;,k)'
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By utilizing the feature of the DMC, Equation (5) can be rewritten as [3]

arg max p(wilwi_1)
wi=[Wi 1, Wi 2, ... Wi m]
= arg max P(Wit, Wiy oo s Wi Wisi,1, Wic1,2, -+ - Wis1m)
wi=[Wi 1, Wi 2, ..o Wi m] (12)

m
= arg max np(w,-,k|w,~_1,k).
Wi=[Wi 1, Wi 2, Wi m] k=1
Given the received codeword w;_; k, the MAP decoding rule regards the most likely transmitted

codeword w; g, as the estimated codeword w} ,, as shown in Figure 15 [3].

W, = argmax p(wi k| wi-1,k) (13)
Wik eC

Then, based on the Bayesian formula p(w;_; x|w; x) = pwik l‘;"("i; _k])f;(wi‘l’k)

transmitted with the same probability, the MAP p(w; r|w;_1 k) is equivalent to the maximum like-
lihood (MLD) p(wj_1, kWi k), i.e.,

, if the codewords are

max p(w; kw1 k) = max p(wi_y k|w; ) (14)

where the symbol “=” means equivalent. Our feature reordering mechanism satisfies this con-
dition in the sense that the feature reordering mechanism ensures the fairness between features.
Next, considering the white noise o2, the MLD can be written as [3]

( d(wi1,k» Wi,k))
exp | ——————

o2

(15)

(Wi lWie) = —
PWi—1,kIWik) =

V2o
where d(w; i, wi_1 k) stands for the Euclidean distance between w; y and w;_1 .

We can see from Equation (15) that max p(w;_1 k|w; k) is equivalent to finding the minimum dis-
tance between w; r and w;_q  (i.e, max p(w;_q k|w; r) = min d(w;_q k, Wi k)). Due to the fact that
“max p(wi k|wi_1,x) = max p(wi_1,k|wi k)", we have “max p(w; r|wi_1 k) = min d(wj_1 x, wi )™
Furthermore, the smaller the distance between w;; and w;_;k, the stronger the correla-
tion between w;; and w;_yx (ie, min d(w;_i, wir) = max M., , w,,) Hence, we have
“max p(wi k[wi—1,k) = max My, w, . - Then, Equation (12) can be rewritten as

arg max p(wilwi—1)
wi=[Wi 1, Wiz, .o Wi m]
= arg max P(Wi1, Wig,s o s Wi | Wis1,1, Wis1,25 -« s Wit m)
Wi=[Wi 1, Wi 2,0 Wi, m]
_ (16)
= arg max

Wi=[Wi 1, Wi 2, s Wi, m]

P(Wiklwiz1 k)

=~ arg max
Wi=[Wi 1, Wi 2,0 Wi, m]

MWi—l,k»Wi,k’

T

o~
1l

1

Hence, Equation (5)(a) holds. O

B AN EXAMPLE OF EQUATION (5)(a)

Example. We use the channel decoding as an example to justify assumption that
“max p(w; k|wi_1,x) = max My, , w, . The details are described as follows.

We assume that the available transmitted codewords set is C = [Cy,Cy,C3] where C; =
[100000111000], C, = [101100101000], and C; = [100000100000]. For the k" codeword, we
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Table 7. The Euclidean Distance between w;_; j and w; . and
their Correlation Coefficient for the Toy Example

Likely transmitted codeword | d(w;_1k, Wik) | M, | towis
wik =C; 1.414 0.6325
Wik = Cs 1.732 0.5292
Wik = Cs 2 0.4472

assume that the received codeword is w;_; = [100000100000], and the transmitted codeword is
w; k= C3 = [100000100000].

Given the received codeword w;_; i, the MAP decoder estimates the transmitted codeword,
according to w;’k =argmax,,  cc P(wi klWi—1.k)-

Note that max p(w; k|w;_1,k) is equivalent to finding the minimum Euclidean distance between
wi,k and w;_q r. The Euclidean distance between w;_; r and w; i is reported in Table 7. In order to
observe the relationship between p(w; x|w;-1x) and M,,_, , w, ., We also calculate their correla-
tion coefficient in Table 7.

We can see from Table 7 that a lower d(w;_y i, w; ) value results in a relatively higher
My, .. - Hence, based on “max p(w; x|w;_1 k) = mind(w;_y &, wi k)", we can derive that the
higher the conditional probability value p(w; |w;_1 k), the higher the correlation between them

is. In other words, we have “max p(w; x|wi-1,x) = max My, w, - o
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