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Abstract 
Research indicates that computer programming in a bricolage manner is equally strong as 

structure programming. In this study, we investigated how and why 26 preservice, early 
childhood teachers learning to program employed diverse approaches to programming. Data 
included classroom videos, interviews, written reflections, submitted code, and questionnaires. 
Analysis involved open and axial coding. Findings included (a) all tinkered through trial and 
error but this does not mean that analytical means were never used, (b) divide-and-conquer was 
practiced, (c) analytical means were often used in locating the bug whereas tinkering was used 
mostly in fixing the bug, (d) unnoticing when/where to tinker compromised the programming 
goal, and (e) robot programming was perceived as creative, artistic, and playful. 
 

Purpose 
The goal of this study is to examine how participants engage in programming and 

debugging to figure out how the observed approaches could be leveraged to facilitate their 
learning (a) to program in bricolage and structure styles and also (b) of culturally responsive 
pedagogy in computing.  

Perspectives 
Epistemological pluralism refers to a doctrine “accepting the validity of multiple ways of 

knowing and thinking” (Turkle & Papert, 1990, p. 129). It is grounded in ontological pluralism 
accepting multiple kinds or modes of being (Turner, 2010). Epistemological pluralism has been 
revisited in recent STEM education research, especially when recognizing diverse ways of 
programming (Berland, Martin, Benton, Smith, & Davis, 2013; Fields, Kafai, Nakajima, & 
Goode, 2017; Searle, Fields, Lui, & Kafai, 2014). In Turkle and Papert (1990), students in a 
computer science course who used a bricoleur style in Logo programming completed the course 
as successfully as the ones who used a structured planner style. Bricoleur scientists do “science 
of the concrete” by (re)arranging and (re)negotiating with the materials at hand (Turkle & Papert, 
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1990, p. 7) and use events to create structures (Lévi-Strauss, 1966). In contrast, structured 
planner scientists use structures to create events, move hierarchically, and do science of the 
abstract (Lévi-Strauss, 1966). As such, structured planner programmers (structure programmers 
hereafter) value hierarchy and abstraction within computational objects, and use a top-down 
approach, dissecting the programming problems into subparts and addressing them 
systematically (Turkle & Papert, 1990). Bricoleur programmers value relationships with and 
concreteness of computational objects, and use a negotiational approach, tinkering through 
constant rearrangement (Turkle & Papert, 1990).  

Despite the dominant culture in computer science privileging structure programming, the 
quality of product from bricoleur programming was as good as one from structure programming 
(Rose, 2016; Turkle & Papert, 1990). Turkle and Papert (1990) used an analogy of writing to 
programming: writing an article without an outline is as valued in the community of writers as 
writing with an outline; quality articles produced without an outline are not viewed as immature, 
inferior, or countercultural.  

Preservice teachers who learned programming in a step-by-step systematic, analytic ways 
exhibited improved logical thinking as well as growth in computational thinking and interests in 
computer science (B. Kim, Kim, & Kim, 2013). Also considering the benefits of logical 
programming, especially as for debugging, argued in (C. Kim, Yuan, Vasconcelos, Shin, & Hill, 
2018), pluralistic learning to program (through bricoleur and structure programming) could 
prepare future teachers to uncenter either one style of programming and actually use logic “on 
the tap not on top” (Turkle & Papert, 1990, p. 133).  

The following research questions guided the study: How do preservice early childhood 
teachers program robots? In what ways do they debug?  

Methods 

Research Design 
We used an ethnographic study (Goodman, 1988; Jurasaite-Harbison & Rex, 2010; 

Rozelle & Wilson, 2012; Zembylas, 2004) to examine the process of robot programming and 
debugging. Specifically, we used multiple data sources to investigate participants’ conversations 
and actions and reasoning behind them.  

Participants 
Participants included 26 early childhood education preservice teachers enrolled in a 

course on integrating the arts in early childhood education in a large university in the United 
States. Twenty three indicated low or no knowledge of programming whereas three noted having 
intermediate programming knowledge. The average age was 21. Three of them were Hispanic or 
Latinx and the rest were Caucasians. 

Robot Programming Unit  
During Week 1 of the unit, participants were introduced to a sample lesson in which an 

Ozobot navigated to the vegetable section of a supermarket. They then studied the code that 
made it do so, and worked on optimizing the code. They then tried out the lesson in their 
preschool field experience placement. During Week 2, they reflected on teaching the lesson in 
field experience, completed coding challenges, designed a new lesson, and taught the new lesson 
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in their preschool field experience. During Week 3, they reflected on teaching and learned other 
robotics topics.  

Data Collection and Analysis  
Data sources were classroom recordings (using four video cameras), interviews, 

reflections, artifact collection, and questionnaires. In total, 1680 minutes of classroom videos, 
120 minutes of interviews, 77 reflections, 13 team lesson designs, 13 team code submissions, and 
2 questionnaires were collected.  

Classroom videos and interviews were transcribed, handwritten reflections were 
digitized, and questionnaire responses were analyzed descriptively.  

Qualitative analysis was performed using Nvivo 12. The first author read transcripts, 
performed open coding, and created an initial coding scheme based on open coding and relevant 
literature on programming and debugging, epistemological pluralism, bricolage programming, 
and structure programming. The third author used the initial coding scheme to code one 
participant’s interview, reflections, and classroom video. The first and second authors reviewed 
and discussed the coding, and revised the coding scheme with the third author. The third author 
applied the revised coding scheme to another set of data, and discussed the process and revised 
the coding scheme with the first author. Then, the third author coded one more set of data, and 
the three researchers finalized the coding scheme based on the third coding.  

Findings 
The following five assertations were developed. Only four participants’ data are used to 

illustrate  due to space limitations.  

All tinkered through trial and error but this does not mean that analytical means were 
never used 

Programming in trial and error manners was observed and reported in video recordings, 
interviews, and reflections. For example, Alice said to her partner in the classroom video, “You 
do like five steps. Do you think it's enough? Maybe? Yeah. We could do a little guessing. Guess 
and check is my best friend.” She reported that she was ultimately successful using guess-and-
check during her interview: “It took a few tries to get it to go perfectly because you know, it's a 
sort of hit or miss sometimes when you're coding…but it ended up working out.” Along with 
tinkering, analytical means were also used (see assertions below); that is, big BRICOLAGE 
programming and small structure programming coexisted.  

Figure 1 show Alice’s code in which three kinds of blocks (movement, light effects, and 
loop) were used in sequential and repetition control structures.  
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Figure 1. Alice’s Ozoblockly Code 

Divide-and-conquer was practiced  
A structure programming strategy (Turkle & Papert, 1990), divide-and-conquer was used 

in conjunction with bricolage programming. For example, Nancy described her programming 
process in her interview: “Whenever I got home and I was able to just to really focus, I broke the 
code down into simpler steps and program that I was about to do each command before adding 
the next cycle of programming.” Her debugging process also included a systematic approach:  

“I would go through and I would break the code down…until I got to the piece that was 
problem. I would fix that and then just reload the rest of the code and reprogram I was 
about to see if it fixed the problem that I thought I was having.” 

At the same time, Nancy performed trial-and-error in her classroom videos. Bricolage 
programming and structure programming were alternated within a task of programming. This 
suggests that structure programming is not an exclusive practice.  

Figure 2 shows Nancy’s code in which four kinds of blocks (movement, light effects, 
loop, and timing) were used in sequential and repetition control structures.  
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Figure 2. Nancy’s Ozoblockly code 

Analytical means were often used in locating the bug whereas tinkering was used mostly in 
fixing the bug 

Instead of a quick guess immediately before a check, Rosie analyzed observed data with 
logical comparisons:  

“I looked first at the code to make sure that, you know, if he [Ozobot] is traveling up 10 
steps turning right over eight steps, you turn. I was making sure that when he, after the u 
turn, he was still going forward eight steps instead of 10 making a left turn since he had 
just made a right turn to go back this way. And then 10 steps like making sure that I use 
the same numbers and then the opposite turns that way he would go back to where it 
came from and then I checked that it was all correct and then I looked at the OzoBot and 
had the instructor come help me calibrate it on the iPad cause I was thinking, okay maybe 
he's just not calibrated right…we tried to calibrate him like two or three times and run it 
again and it just still wasn't working.”  

Similarly, Alice reports an analytical process she used when trying to locate the bug:  
 “We re-watched the Ozobot first. We definitely watched what the Ozobot was doing and 
made note of exactly where we thought it went wrong. And then we went back and 
looked at the code. We definitely looked at the code second after re-watching kind of 
what it was doing.”  

When attempting to fix the bug, interestingly, Alice tinkered: “we fixed a lot of the issues [by] 
going in and making little adjustments.”  

Failure to notice when/where to tinker compromised the programming goal 
Rosie had a problem with positioning her Ozobot on a map; that is, the departure point 

that she placed the Ozobot had to be fixed to complete the code correctly. Instead of tinkering 
with re-positioning the Ozobot, she simplified her original code:  
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“But the Ozobot wouldn't turn exactly ninety degrees even after I entered [Ozoblockly] 
Level 4 on the computer or whatever. And you can put the exact measurement you want 
them to turn. And he [Ozobot] still wasn't turning just ninety degrees and going over, he 
would, it would be a little different every time. So just the way he turned made it to 
where I could only do like an L and then he'd stop and then I've just replaced that object 
and he'd run the same path every time because it was more consistent than having him go 
to three different stops consecutively.”  

In Rosie’s final code, only two kinds of blocks (movement and light effects) in Level 3 were 
used, which included only sequential control structure (see Figure 3).  
 

 
Figure 3. Rosie’s Ozoblockly code 

Robot programming was perceived as creative, artistic, and playful  
Alice wanted to engage in more playful experimentation with robot programming:  
“I just want to mess with this and see what I can make it do. And I guess I kind of wish 
that maybe we had a bit more time to just sort of mess with it on our own, um, in the 
class. Um, and just see, you know, program it to do sort of whatever we want just for 
like, just for a few, like a small portion of the lesson just so that we could sort of have our 
little like fun with it too I guess. Cause it was, they were just so fun to play with. When 
we had to make the lesson plan, we couldn't really just have fun. We had to really stick to 
the plan and, you know, be strategic about it.” 

Even though Alice changed her programming goal from the lesson plan, the whole process of 
programming was too structured to her. This may be because participants considered block-
based coding more artistic than systematic as hinted in Nancy’s comments in the interview: “… 
so that way she could give me the creative space to actually program the Ozobot and to do 
everything that was kind of artistic.”  

Conclusion and Scholarly Significance 
The mixed use of bricolage programming and structure programming found in this study 

among early childhood preservice teachers is significant in that it contradicts the common 
conception that females most often use a bricolage approach (e.g., Searle et al., 2014). While 
bricolage was more used than structure programming in this study, the alternated use of both 
styles especially during debugging is an unprecedented finding, to our best knowledge  
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Another intriguing finding is that tinkering could help with keeping original 
programming goals. Tinkering by its definition is not a goal-oriented exploration (Berland et al., 
2013). However, tinkering was used to achieve goals, and when unused, the goal was altered.  
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