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Abstract. We study parallel replica dynamics in a general setting. We introduce a trajectory fragment frame-
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1. Introduction. Many problems in applied sciences require the sampling of complex
probability distributions. In computational chemistry—which is the main setting of this
article—such distributions can arise from stochastic models of molecular dynamics [34] or
chemical reaction networks [2], while obstacles to efficient sampling include high dimension-
ality and metastability, the latter being the tendency to become stuck in certain subsets of
state space [31]. Some attempts to surmount these difficulties have been based on impor-
tance sampling and stratification [51, 57, 58, 60], interacting particles [17, 18, 19, 20], coarse
graining and preconditioning [4, 35, 56], accelerated dynamics [32, 53, 61, 62], and nonreversi-
bility [21, 25, 33, 48, 68].

This article concerns parallel replica dynamics (ParRep) [62], an accelerated dynamics
method designed to overcome metastability. ParRep has two distinct advantages over many
other enhanced sampling methods. First, it computes correct dynamical [5, 30, 61] as well
as stationary or equilibrium [3, 65] quantities associated with a stochastic process. Second,
ParRep is very general: it only requires mild assumptions on the underlying process. Indeed,
though originally intended for Langevin dynamics [30, 61, 63|, straightforward extensions of
ParRep to discrete and continuous time Markov chains have appeared in [3, 5, 65].

The goal of this article is as follows. First, we introduce a new mathematical framework
that may be used to design, and prove the consistency of, ParRep algorithms for Markov
processes satisfying a few mild assumptions. Second, we use our framework to obtain valuable
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insights into asynchronous computing. In particular, we present specific, novel conditions
that ensure an asynchronous ParRep algorithm is consistent. Lastly, we construct ParRep
algorithms for piecewise deterministic Markov processes (PDMPs) in both the synchronous
and asynchronous setting, leaning on our new framework to demonstrate their consistency.
Asynchronous ParRep algorithms must be carefully designed since, as we show below, inac-
curacies can arise when the speed of computing paths of the underlying process is coupled to
the process itself.

PDMPs are emerging as a useful tool in fields as diverse as applied probability [38],
computational chemistry [1, 7, 26, 28, 37, 44, 49, 50, 66], machine learning [9, 45, 67], and big
data [6]. Asindicated by the name, PDMPs move along deterministic paths in between random
jump times. In the context of chemical reaction networks, PDMPs called hybrid models
can be obtained by approximating fast reactions by a deterministic flow, and representing
slow reactions with an appropriate Poisson process [28, 66]. The resulting PDMPs can be
metastable [10, 11, 12, 13, 39, 40, 41, 42, 43], making direct simulation unattractive. Several
PDMP-based algorithms have also been proposed for sampling from distributions known up
to normalization—Ilike the Boltzmann distribution or the posterior distribution in Bayesian
analysis—including event chain Monte Carlo [26, 37], the zig-zag process [6], and the bouncy
particle sampler [9, 38]. Below, we give a general argument suggesting these PDMPs also
become metastable under certain conditions.

This article is organized as follows. Section 2 defines notation that we use throughout.
In section 3, we formally define metastability in terms of quasistationary distributions. We
describe ParRep in more detail, and explain what we mean by a consistent ParRep algorithm,
in section 4. In section 5 we outline a general mathematical framework for ParRep, and in
section 6 we study synchronous and asynchronous computing. Section 7 serves as a brief
introduction to PDMPs, while section 8 outlines several ParRep algorithms for PDMPs that
are based on our framework from section 5. A numerical example is in section 9. All proofs
are in section 10.

2. Notation. Throughout, X (t)¢>0 is a time homogeneous Markov process, either discrete
or continuous in time, with values in a standard Borel state space; U is a subset of the state
space; and g is a real-valued function defined on the state space. Without explicit mention we
assume all sets are measurable and all functions are bounded and measurable. We write X ()
to refer to the process X (t);>0 at time t. We denote various expectations and probabilities by
E and P, with the precise meaning being clear from the context. We write L for the probability
law of a random object, with £ above an equals sign indicating equality in law. We say a
random object is a copy of another random object if it has the same law as that object. When
we say a collection of random objects is independent we mean these objects are mutually
independent unless otherwise specified. We define a A b = min{a, b} and a V b = max{a, b},
and write |s] for the greatest integer less than or equal to s.

3. Metastability. Informally, U is a metastable set for X (t);>¢ if X(¢):>0 tends to reach

a local equilibrium in U much faster than it escapes from U. Local equilibrium can be
understood in terms of quasistationary distributions (QSDs).
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Definition 3.1. Fiz a subset U of state space, and consider
T=inf{t>0:X(t) ¢ U},
the first time X (t)i>0 escapes U. A QSD p of X (t)i>0 in U satisfies p(U) =1 and
(3.1) p(A) = P(X(t) € AIL(X(0) = p, T > )

for everyt >0 and A CU.

Note that p is supported in U. Equation (3.1) states that if X (0) is distributed as p and
X (t)t>0 does not escape from U by time ¢, then X (¢) is distributed as p. Throughout, we will
assume the QSD of X (t):>0 in U exists, is unique, and is the long-time distribution of X (¢)
conditioned to never escape U. That is, we assume that for any initial distribution of X (0)
supported in U,

(3.2) p(A) = tliglo]P’(X(t) € A|X(s) eU for s € [0,t]) VACU.

The QSD p can then be sampled as follows: Choose a time T/,.(U) for relaxation to p. Start
X (t)i>0 in U, and if it escapes from U before time ¢ = Tl (U), restart it in U. Repeat this
until a trajectory of X (¢);>0 remains in U for a consecutive time interval of length TC’Z,M(U ).
This trajectory’s terminal position is then a sample of p. For more details on the QSD, see,
for instance, [16]. For conditions ensuring existence of and convergence to the QSD for general
Markov processes, see [14, 15, 16].

The following is a more formal definition of metastability: A set U is metastable for X (¢):>0
if the time scale to reach p is small compared to the mean time to escape from U starting at p.
In some cases these times can be written in terms of the eigenvalues of the adjoint, L*, of the
generator L of X (t)¢>0, with absorbing boundary conditions on the complement of U. See [30]
and [65] for the corresponding spectral analysis for overdamped Langevin dynamics and finite
state space discrete and continuous time Markov chains, and see [8] for an application of these
ideas to choosing Tty (U).

4. Parallel replica dynamics. ParRep can boost the efficiency of simulating metastable
processes [3, 5, 30, 62, 63, 65]. Currently, implementations have been proposed only for
Langevin or overdamped Langevin dynamics [30] and discrete or continuous time Markov
chains [3, 5, 65]. However, the generality of ParRep allows for extensions to any metastable
time homogeneous strong Markov process with cadlag paths, in cases where the QSD exists
and metastable sets can be identified. We make this precise in the next section.

ParRep algorithms are based on two basic steps:

e a step in which X (¢);>0 reaches the QSD in some metastable set U, using direct or
serial simulation—called the decorrelation step;

e a step generating an escape event from U, starting from the QSD, using parallel
simulation—called the parallel step.

By escape event we mean the random pair (7', X (7)), where T is the time for X (¢);>¢ to
escape from U when X (0) is distributed as the QSD in U, and X (7T) is the corresponding

Copyright © by STAM and ASA. Unauthorized reproduction of this article is prohibited.



Downloaded 06/27/19 to 129.82.154.223. Redistribution subject to SIAM license or copyright; see http://www.siam.org/journals/ojsa.php

688 DAVID ARISTOFF

escape point. The parallel step efficiently computes an escape event starting from the QSD
via a sort of time parallelization.

The decorrelation step, as it uses only serial simulation, is exact. By exact we mean there
is zero error—except for the inevitable error in simulating X (¢);>0 arising from numerical
discretizations, which we will ignore. Our analysis will therefore focus on the parallel step.

The parallel step is sometimes divided into two subroutines: first, a routine that generates
independent samples of the QSD in U—called dephasing—and second, a routine that uses
copies of X (t)¢>0 starting from these QSD samples to generate an escape event of X (t)i>0
from U. Below, we will mostly omit discussion of the dephasing routine, and we will not
discuss the error associated with imperfect convergence to the QSD in the dephasing and
decorrelation steps, as these points have been previously studied in [8, 30, 52, 65].

We say the parallel step of a ParRep algorithm is consistent when

e the parallel step generates escape events from each metastable set U with the correct
probability law—see Theorem 5.2 below;

e the parallel step produces correct mean contributions to time averages in each metastable
set U—see Theorem 5.3 below.

By correct we mean exact, provided the QSD sampling has zero error. A consistent ParRep
algorithm defines a coarse dynamics, that is, a dynamics that is correct on the quotient space
obtained by considering each metastable set as a single point [3, 5, 65]. A consistent ParRep
algorithm also defines stationary averages that are correct for functions defined on the original
uncoarsened state space [3, 65]. ParRep produces only a coarse dynamics because the parallel
step does not resolve the exact behavior of X (¢);>0. The parallel step is faithful enough to
X (t)t>0, however, to produce correct stationary averages on the original uncoarsened state
space [3].

Previous analyses of ParRep have relied on the structure of X (¢);>¢ and the particular
algorithms studied [3, 5, 30, 65]. We introduce a new framework below that allows us to study
the consistency of any ParRep algorithm. Our analysis is inspired by ParSplice, a recent
implementation of ParRep employing asynchronous computing [46, 47, 54]. Our framework
provides explicit conditions that ensure an asynchronous ParRep algorithm is consistent. In
particular, it shows a certain class of asynchronous ParRep algorithms is consistent, provided
the wall-clock time to simulate a step of X (¢);>0 is not coupled to its position in state space;
see section 6 below for precise statements.

5. Trajectory fragments. We now formalize conditions which lead to consistency of Par-
Rep. Our arguments are based on what we call trajectory fragments. The fragments are copies
of the underlying process satisfying the dependency conditions of Assumption 5.1 below. In
practice, the trajectory fragments may be computed asynchronously in parallel. We discuss
this in the next section.

The X,,(t)o<t<t,, from Assumption 5.1 are the trajectory fragments. We will refer to
X (t)est,, as a fragment’s irrelevant future. The reason for this choice of words is that the
output of a general parallel step, described in Algorithm 5.1, is the same no matter how the
Xm(t)e>0 are defined for times ¢t > t,,.

Assumption 5.1. Let X (t);>0 have cadlag paths and the strong Markov property. Assume
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X (t)e>0 has a QSD p in an open set U and that T = inf{t > 0: X(t) ¢ U} is finite almost
surely. Let (Xom(t)e=0, Tm)m>1 be copies of (X (t)i>0,T") such that

(5.1) conditional on Xy, (0), Xy, (t)i>0 ts independent of (Xi(t)t>0)1<k<m;
(5.2) L(Xm(0)|T—1 > tm—1,..., 71 >t1) =p form >2, L(X1(0)) = p,

where t,, > 0 are deterministic times satisfying > > tm = 00.

Algorithm 5.1 A general parallel step in U.
Let Assumption 5.1 hold and adopt the notation therein.

1. Define L =inf{m > 1:T,, < t,,}.
2. In the discrete time case, set

L ToyAtm—1
gparzE(Z ) g(Xmm)),

m=1 t=0

while in the continuous time case, set

L T Atm
Gpar = E (Z /0 9(Xm(1)) dt) :

m=1

3. Let Tpmn =t1+---+tr—1+ 71 and Xpar = XL(TL).

Once gpar, Tpar, and X4, can be computed, the parallel step is complete. This parallel step
is consistent in the sense of Theorems 5.2 and 5.3 below.

Algorithm 5.1 outlines a general parallel step. As discussed above, this parallel step can
be combined with a decorrelation step to compute a coarse dynamics or a time average of a
function g. The idea behind Algorithm 5.1 is simple: We imagine concatenating fragments
whose starting points and terminal points are distributed as the QSD p, thus obtaining an
artificial long trajectory. See Figure 1 below. One must be careful, however, in treating
dependencies of the fragments. The dependencies described in Assumption 5.1 lead to a
consistent Algorithm 5.1 in the sense of Theorems 5.2 and 5.3. More general dependencies
can violate consistency, as we will discuss in the next section.

Our next two results demonstrate the consistency of Algorithm 5.1 under the conditions
in Assumption 5.1. Theorem 5.2 states that Algorithm 5.1 produces the correct escape law
from U starting at the QSD in U, while Theorem 5.3 says that Algorithm 5.1 produces the
correct mean contribution to time averages.

Theorem 5.2. Suppose that Assumption 5.1 holds. Let X (t)i>0 be such that L(X(0)) = p,
and set T =inf{t > 0: X(¢) ¢ U}. Then in Algorithm 5.1,

(Tpars Xpar) = (T, X(T)).
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Theorem 5.3. Suppose that Assumption 5.1 holds. Let X (t);>0 be such that L(X(0)) = p,
and set T = inf{t > 0: X(t) ¢ U}. Then in Algorithm 5.1, in the discrete time case,

9par ‘= E (Z mi_ g(Xm(t))> =K (z_: g(X(t))> s
t=0

m=1 t=0

while in the continuous time case,

Gpar = E (f:l /OTWMM 9(Xom(8)) dt) —E </0Tg(X(t)) dt) .

Recall that the gain in ParRep is from parallel computations in the parallel step. In our
trajectory fragment framework, the basic idea is that the work to compute the fragments
Xm(t)o<t<t,, can be spread over multiple processors. See [3, 5, 30, 65] for related results in
special cases. The parallel step is more efficient than direct, or serial, simulation, provided the
computational effort to sample the QSD is small relative to the effort to simulate an escape
from U via serial simulation.

We actually do not need to assume that U is open and that X (¢);>0 has the strong Markov
property and cadlag paths to prove consistency of the parallel step in Algorithm 5.1. Indeed,
Algorithm 5.1 is consistent in the sense of Theorems 5.2 and 5.3 whenever X (t);>0 is a time
homogeneous Markov process and (5.1)-(5.2) hold. However, to combine the parallel step
with a decorrelation step to obtain a coarse dynamics or stationary average, we want cadlag
paths to ensure that the escape time from an open set U is a stopping time, and we need the
strong Markov property so that we can start afresh at these stopping times.

6. Synchronous and asynchronous computing. Recall that the speedup in ParRep comes
from computing the trajectory fragments X, (¢)o<t<t,, partly or fully in parallel. These frag-
ments must be ordered, via the index m > 1, to obtain the long trajectory pictured in Figure 1.
Below, we explore two possible ways to order the fragments, depending on whether we want
to employ synchronous or asynchronous computing. In the former case, we have in mind a
computing environment consisting of R processors that are nearly synchronous. In the lat-
ter case we consider an arbitrary number of processors that potentially have widely different
performance.

Below, we will consider only fragments of constant time length, t,, = At. For synchronous
computing, following ideas from [3, 5, 65], we consider the ordering of trajectory fragments in
Proposition 6.1 below.

Proposition 6.1 (synchronous computing). Suppose Y (t)¢>0, 7 = 1,..., R, are independent
copies of X (t)i>0 with L(X(0)) = p. Let my, = |(k—1)/R] and r, =k — R|(k —1)/R], and
for k > 1 define trajectory fragments Xy(t)o<t<ar by
(6.1) Xp(t) = Y™ (mpAt +8),  0<t <At

Then Assumption 5.1 holds with an appropriate definition of the trajectory fragments’ irrele-
vant futures. Thus the conclusions of Theorem 5.2 and 5.3 hold.
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0 o

;:Xz(tg) = X3(0)

X1(0) X5(0)

Figure 1. Intuition behind the general parallel step of Algorithm 5.1. Pictured are L = 4 trajectory
fragments (X (t)o<t<t,, )m=1,2,3,4 combined to form one long trajectory, advancing in time in the direction
indicated by the arrows. The terminal point of the first fragment that escapes from U is denoted by a cross.
The dashed line parts of the long trajectory are artificial and do not contribute to gpar or Tpar. Only the solid
lines and solid dots along the long trajectory contribute to gpar and Tpar. The dotted lines show the fragments’
irrelevant futures. Note that one of the fragments’ starting point, X3(0), is equal to another fragment’s terminal
point, Xa(tz). There can be other fragments, but they are not relevant to the parallel step in this ezample since
Ty < tg.

Figure 2 shows the trajectory fragments defined in (6.1).

In asynchronous computing, perhaps the most natural ordering is the wall-clock order-
ing: the fragments are ordered according to the wall-clock time that their starting points
are computed. See Figure 3. When does the wall-clock ordering satisfy Assumption 5.17
Note that (5.1) simply says that each fragment evolves forward in time independently of the
preceding fragments and their irrelevant futures. This condition is easy to establish with an
appropriate choice of the irrelevant futures. Ensuring (5.2) holds is more subtle. We will
show, however, that if the wall-clock time it takes to compute each fragment depends on
processor variables, but not on the fragments themselves, then the wall-clock time ordering is
independent of the fragments, and (5.2) holds.

We will distinguish between a wall-clock time and a physical time, where the former is
self-explanatory and the latter refers to the time index ¢ of a copy of X (¢);>0. Let Y7 (t)i>0
be independent copies of X (t):>0 starting at independent samples of the QSD p. The wall-
clock time ordering of fragments satisfies Assumption 5.1 above if (i) the wall-clock times
are independent of the physical times, (ii) the wall-clock time to compute copy Y (t);>0 is
an increasing function of the physical time, and (iii) two processors never finish at exactly
the same wall-clock time, so that the wall-clock times can be given a unique ordering. Write
tr u(m) for the wall-clock time it takes to compute Y (t);>o up to physical time ¢t = mAt.
Proposition 6.2 below makes the claims above precise.

Proposition 6.2 (asynchronous computing). Suppose Y (t)¢>0, ¥ = 1,..., R, are indepen-
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Xo(t)o<t<nr Xs(@ozizar  Xs(@ozizar Xui(t)o<ezar  Xua(t)o<t<ar
e ) o @ ()

Xs(thocicar  Xo(oi<ar Xo()o<e<ar /Xia(t)o<i<ar _Xis5(t)o<i<a
r=3@ o Y (DY ® ()

escape from U (L = 11)

0 At 2At 3AtL 4At 5At
physical time

Figure 2. An example of a synchronous ParRep algorithm based on the ordering of fragments in Proposi-
tion 6.1. Solid dots and hollow circles correspond to fragments’ initial and terminal points. The cross corre-
sponds to the terminal point of the first fragment, in terms of the ordering, to escape from U. Times of copies
that contribute to gpar and Tpar are pictured with solid line segments and solid dots, while times that do not
contribute are pictured with dotted lines and hollow circles.

dent copies of X (t)i>0 with L(X(0)) = p. Assume (7 ;(m)m>0)'S"< are nonnegative ran-
dom numbers such that

() (£ (m)mz0) <7< is independent of (¥” (£)i20)'<"<F;
(i) almost surely, ti ., (m) <t. . (n) when m <n and 1 <r < R;
(iii) almost surely, there is a unique sequence (1, my)k>1 such that

(rk, mi)g>1 has range {1,..., R} x {0,1,2,...} (surjectivity),
trau (1) <t (ma) <5 (m3) < - (monotonicity).

wall wall

For k > 1 define trajectory fragments Xi(t)o<t<at by
(6.2) Xi(t) = Y (mpAt +6),  0<t< AL

Then Assumption 5.1 holds with an appropriate definition of the trajectory fragments’ irrele-
vant futures. Thus the conclusions of Theorems 5.2 and 5.3 hold.

Figure 3 shows the trajectory fragments X, (¢)o<¢<¢,, defined in (6.2).

Assumptions (ii) and (iii) are quite natural, but assumption (i) can fail in many very ordi-
nary settings. We sketch an example explaining how this could happen. Suppose U = (0,1) C
R and say X (t):>0 obeys some one-dimensional stochastic differential equation. Suppose we
use an integrator for X (t):>o that is slow near 0 but fast near 1. Then the wall-clock ordering
will likely put trajectory fragments that are near 1 ahead of those near 0. This bias in the
ordering would in turn create a bias toward escaping through 1: in Algorithm 5.1, we would
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X3 (t)o<t<at Xo(t)o<t<ar
r=11[ PS © [9) J
X
Zﬁ X1 (t)o<t<ar Xs5(t)o<t<nr  X7(tho<i<ar
~ r=2 @ — ® ) 1
&
1S
]
X (t)o<t<at Xy(t)o<t<at Xs(t)o<t<at
r=3r e ° © O -
escape from U (L = 5)

wall clock time

Il
Tt (1) b (T2) toan(Mma) ..

Figure 3. An example of an asynchronous ParRep algorithm based on wall-clock time ordering of fragments
in Proposition 6.2. Solid dots and hollow circles correspond to fragments’ initial and terminal points. The cross
corresponds to the terminal point of the first fragment, in terms of the ordering, to escape from U. Times of
copies that contribute to gpar and Tpar are pictured with solid line segments and solid dots, while times that do
not contribute are pictured with dotted lines and hollow circles.

expect that P(Xpqr = 1) > P(X7 = 1), where X7 is the correct escape point. We construct a
specific example demonstrating this bias in Remark 10.5 in section 10.1 below.

The speed of integrators does commonly depend on position in space, particularly when
the time step varies to account for numerical stiffness [55]. This is an important caveat to
keep in mind for asynchronous algorithms. This issue has not been explored much in the
literature; see, however, the brief discussions in [30] and [46].

The setting of ParSplice [46, 47, 54] is slightly different from the above. In ParSplice, a
splicer tells a producer to generate fragments among several metastable sets. The splicer dis-
tributes the fragments according to where it speculates they will be needed. These fragments
are given a label as soon as they are assigned, and this label never changes. The labels are
assigned in wall-clock time order. Thus label ¢ is less than label j if and only if the splicer
tells the producer to generate fragment ¢ before it tells the producer to generate fragment
j. When the splicer tells the producer to generate a fragment in a particular metastable set
U, it takes as its starting point the terminal point of the fragment in U with the smallest
label. Crucially, this label is smallest among all fragments in U and not just among fragments
in U which have been fully computed at the current wall-clock time. Thus, the ordering of
fragments in U, fixed by the splicer, can be seen as independent of the fragments themselves,
and the arguments above demonstrate the consistency of ParSplice.

7. PDMPs. The remainder of this article will focus on applying our ideas above to
PDMPs. We begin with a brief informal description of PDMPs. A PDMP is a cadlag process
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consisting of a deterministic dynamics interrupted by jumps at random times; formally, a
PDMP in R? has a generator L of the form

(7.1) LFGz) = Br f(2) + A(2) / (f(2) - F(2)Q(zd2)

acting on suitable f : R? — R. Here \(2) is the jump rate at z € RY, a Markov kernel Q(z, dz")
describes the jump distribution, and I' defines the deterministic flow

8t¢(t7 Z) = F(w(tv Z))? 1/}(0’ Z) =z

Write g+ - -+ 6,1 for the nth jump time, so that 6,,_; is the holding time before the nth
jump, and write &, for the position immediately after the nth jump, with & the initial position.
Then the PDMP generated by (7.1) is described by 1 together with (&, 60,)n>0; we call the
latter the skeleton chain of Z(t);>0. Note that the skeleton chain is a time homogeneous
Markov chain.

For convenience we describe a way to simulate a PDMP described by (7.1) in Algorithm 7.1
below. In the algorithm, we abuse notation by writing 6,,, &,, and Z(t) for particular realiza-
tions of these random objects.

Algorithm 7.1 Simulating a PDMP.
Starting from an initial point & and time ¢t = 0, set n = 0, and iterate:
1. Sample 6, according to the distribution

(7.2) P(#,, > r) =exp (— /Or A (s,&n)) ds) :

2. Set Z(t + s) = (s,&,) for s € [0,0,,), and sample &, 11 from Q(Z(t +6,,),dz).
3. Update t < t + 6,, and then n < n + 1. Then return to step 1.
Steps 1-3 above define a realization of Z(t);>o with skeleton chain (&, 60y,)n>0.

Sampling the times 6,, is a nontrivial task, but there are efficient methods based on Poisson
thinning [6, 59] and identifying certain critical points along the flow direction [26]. See also [59]
for other methods to simulate a PDMP, including some based on time discretization. We will
always assume our initial points (£, fy) are chosen so that 6y satisfies (7.2) for n = 0, so that
we can skip the first step in Algorithm 7.1.

7.1. Example: Linear flow. Consider a PDMP with deterministic paths that are lines
in R?! corresponding to a finite collection of velocity vectors d; € R4, i € T C N. Tts
generator L is defined on suitable functions f : R4 x 7 — R by

(7.3) Lf(x,i) = di - Vf(2,1) + Y N, ) (f(2.5) = f(w,1),
JF

where \j(x,7) > 0 for j # i. Suppose we want to sample the probability density

(7.4) Z-le V@), g / V@ gy,
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where V : R~ — R is smooth and grows sufficiently fast at co so that Z < co. For the PDMP
generated by (7.3) to have an invariant probability density independent of ¢ and proportional
to (7.4), the jump rates must satisfy

(7.5) > (i@, 3) = A, 1)) = —di - VV ().
J#
See Remark 10.6 in section 10.1 below, and [6] for a similar calculation.

Event Chain Monte Carlo and the zig-zag process fit into this framework, and while these
methods were designed for efficient sampling, we argue that they may be limited in certain
situations. To see why, note that (7.5) says that at z, the rate into d; minus the rate out
of d; equals minus the gradient of V in direction d;. Thus the PDMP is likely to change
directions when it moves up a steep slope of V. This suggests the PDMP can struggle to
escape from a basin of attraction of V', defined as the set of initial conditions z(0) for which
dx(t)/dt = —VV(z(t)) has a unique long-time limit.

8. ParRep for PDMPs. In this section Z(t)¢>0 is a PDMP with stationary distribution
m, and f is a real-valued function defined on the state space of Z(t);>o. Below we outline
some ParRep algorithms for estimating coarse dynamics as well as stationary averages, with
a focus on the latter. The stationary average of f is

(8.1) () = / f(@)n(dz).

Algorithms 8.3 and 8.6 below are ParRep algorithms based on the skeleton chain and
the continuous time PDMP, respectively. Algorithms 8.1 and 8.4 are parallel steps for syn-
chronous computing, while Algorithms 8.2 and 8.5 are for asynchronous computing. Algo-
rithms 8.1 and 8.4, which are essentially extensions to PDMPs of algorithms recently proposed
for continuous time Markov chains [64, 65], use the ordering of trajectory fragments defined
in Proposition 6.1. Algorithms 8.2 and 8.5 employ the wall-clock time ordering of fragments
from Proposition 6.2. We prove consistency of all of our parallel steps via our trajectory
fragment framework.

We do not attempt to prove existence, uniqueness, or convergence to the QSD for general
PDMPs. Instead we refer the reader to recent articles [14, 15] for conditions which ensure
convergence to a unique QSD. From those works, under appropriate assumptions, one can
establish convergence to a unique QSD in D x Z C R? for a PDMP generated by (7.3). For
instance, exponential convergence is guaranteed if D C R%~! is an open connected bounded
domain and there exist m, M so that 0 < m < \j(z,i) < M for allz € D and i, j € Z; see [14,
p. 261]. Similar arguments can be made for the QSD of the skeleton chain. Even without
theoretical guarantees, in practice, one can empirically validate convergence to the QSD using
certain diagnostics; see, for instance, [8].

8.1. Skeleton chain-based ParRep algorithm. Let W be the collection of metastable
sets for the skeleton chain (&, 6,)n>0. For instance, if Z(t);>o has generator similar to the
form (7.3) and we want to sample from the distribution (7.4), it is natural to define W in
terms of basins of attraction of V, in which case elements of VW may be identified on the fly
by gradient descent [62, 63]. See section 9 for an example of metastable sets defined this way.
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Assumption 8.1. (&5, 6pn)n>0 has a QSD v = vy in each W € W satisfying
v(A) = li_>m P((&n,0n) € Al(ém, O0m) €W, 0<m<n) VACW.

For simpler notation, we do not explicitly indicate the dependence of v on W.

Algorithm 8.1 Synchronous skeleton chain parallel step in W.

1. Generate i.i.d. samples (&,05) =1 from the QSD v in W. Using these as starting
points, independently evolve R copies ((£7, 05 ),>0) =1 of the skeleton chain.
2. Let N =inf{n: 3rs.t.(£,,0;,) ¢ W}, J =min{r: ({§,0%) ¢ W}, and define

N-2 R

fm,«—zz/ Pt dt+2/ (b)) dt

n=0 r=1

and Tpqr = Lpgr by using the same formula but with 1(z) =1 in place of f. Set

(gpara epm“) = (5]{77 91{/)

Once fpar, Tpar, and (€par, Opar) can be computed, the parallel step is complete.

Algorithm 8.2 Asynchronous skeleton chain parallel step in W.

1. Generate i.i.d. samples (&,05) =1 from the QSD v in W. Using these as starting
points, independently evolve R copies ((£7., 05 ),>0) = of the skeleton chain.

2. Reorder these skeleton chain points in the order they are computed in wall-clock time,
ie., as (&k 00k Jk>1, where t) 1 (my) < t.2 ,(m2) < --- and ¢, ,,(n) is the wall-clock time it
takes to compute the skeleton chain (£],,, 0] )m>0 up to physical time m = n. Set ¢” = inf{m :

&r.,00)¢ W}, K =inf{k: o™ < my + 1}, and

Foar = Z/ m’“ ™)) dt.

Define Tpqr = Lper by using the same formula but with 1(z) =1 in place of f. Let

(fpam Qpar) = (5 7"K790—7"K)

Once fpar, Tpar, and (Epar, Opar) can be computed, the parallel step is complete.

Algorithms 8.1 and 8.2 are parallel steps designed for synchronous and asynchronous
computing, respectively. See Figure 4 for a diagram of both parallel steps. The first step
in both Algorithm 8.1 and Algorithm 8.2—called dephasing in the literature [3, 5, 62, 65]—
involves generating R independent samples from the QSD v in W. These QSD samples may
be obtained in a variety of ways. One option is to do rejection sampling using independent
copies of the skeleton chain: whenever a copy escapes from W, start it afresh in W until each
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Figure 4. Illustration of the parallel steps used in Algorithm 8.3. The number of copies, or parallel replicas,
is R = 3. The cross indicates an escape from W. Time steps of copies of the skeleton chain that contribute
to fpar and Tpar are pictured with solid dots, while time steps that do not contribute are pictured with hollow
circles. Left: The synchronous parallel step, Algorithm 8.1. Copy r = 2 escapes from W at skeleton chain time
3. In this example, N = 3 and J = 2. Right: The asynchronous parallel step, Algorithm 8.2. Copy r = 3 is
the first to escape from W in terms of the wall-clock time ordering. It escapes at wall-clock time X, (mk). In
this example, K = 6.

copy has remained in W for a long enough consecutive time. Another possibility is based on
the Fleming—Viot branching process [8, 24]: when a copy escapes from W, restart it at the
current position of a copy still in W chosen at random. For more discussion see [8, 52, 62].

Recall that the speedup from ParRep comes from the parallel step. The speedup—the
factor by which ParRep reduces the wall-clock computation time, compared to serial simu-
lation of a trajectory of the same physical time—can be a factor of up to R, the number of
copies or replicas [3, 5, 30, 62, 65], when Algorithm 7.1 is used to simulate the skeleton chain.
See Figure 7. The parallel step is consistent no matter the choice of W, but if W is not
metastable, there may be no gain in efficiency, as too much computation time will be spent
sampling the QSD.

Theorem 8.2 gives conditions that establish consistency of Algorithm 8.1 and 8.2. For
Algorithm 8.2, the crucial condition is that the wall-clock times it takes for the processors
to compute steps of the skeleton chains are independent of those chains. Whether this holds
true will depend on the algorithm used to simulate the PDMP. If it is a time discretization—
based algorithm, or an implementation of Algorithm 7.1 based on Poisson thinning, then the
computational effort to obtain one step of the skeleton chain can be larger in regions in state
space with lower jump rates. For CTMCs simulated via the SSA/Gillespie algorithm [2], the
effort to simulate one step of the skeleton chain may be essentially independent of the position
of the chain.

Theorem 8.2 (consistency of the parallel steps, Algorithm 8.1 and 8.2).
(i) Let v be the QSD of ({n, On)n>0 in some W € W, suppose that L(&o,6p) = v, and define
M =inf{n >0: (&,6,) ¢ W}. Then in Algorithm 8.1,

M-1 .9,
(8:2) E(fpar) =E (Z / f<¢<t7§n>>dt)
n=0 0
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and

(8‘3) (fpar,apar) é (fMa QM)‘

(ii) Suppose (twau(M)m>0)'S"<T, the wall-clock times from Algorithm 8.2, satisfy the as-
sumptions of Proposition 6.2 when (Y7 (t);>0) =1 % equals ((€,07)n>0)""1 %, Adopt the
assumptions in (i) above. Then (8.2)—(8.3) hold.

The times T7,,.(W) in Algorithm 8.3 may be chosen on the fly, or they may be set at
the beginning of simulations. Choosing an appropriate value may be done using various

convergence diagnostics or a priori information; see [8, 52, 62| for details.

Algorithm 8.3 Skeleton chain computation of stationary averages.

Choose an initial point (&g, 6p), set fsim = 0, Tsim = 0, and iterate:
1. Starting at (£, 6o), evolve (&, 0n)n>0 forward in time, stopping at time

L =inf{n > T

corr

(W) —1:3W €W s.t. (€np,bnp) €W, k=0,...,T% (W) —1},

the first time it remains in some W € W for TY

v (W) consecutive time steps. Set

L-1 .9,
fdecorr = ;A f(w(tafn)) dt

and Tgecorr = Ldecorr using the same formula. Store this W for step 2 and update

fsim — fsz'm + fdecorm Tsim — Tsim + Tdecorr-
2. Run the parallel step (Algorithm 8.1 or 8.2) in the set W from step 1. Update fgim
fsim + fpar, Tsim — Tsim + Tpa'r, (50, 90) - (gpar; Hpar), and return to Step 1.
The algorithm stops when Ty;,, exceeds a user-chosen threshold Tyso,. At this time,

fsim

<f> ~ Tsim

is our estimate of the stationary average (8.1).

Consistency of the parallel steps, together with exactness of the decorrelation step, shows
that Algorithm 8.3 produces correct stationary averages, provided some mild recurrence as-
sumptions hold [3]. The reason is essentially the law of large numbers: for computations of
stationary averages, due to repeated visits to each metastable set, in the parallel steps it is
enough to get contributions fpqr to fsim with the correct average value along with escape
events with the correct law.

We do not attempt here to prove ergodicity using this argument, but mention it has been
studied previously in [3, 65]. Our numerical simulations in section 9 below also support its
validity. Onme interesting aspect of the parallel step is that the averaging over independent
copies or replicas can be considered a bonus, as it likely lowers the variance of the estimate
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Algorithm 8.4 Synchronous continuous time parallel step in W.

1. Generate i.i.d. samples Z"(0) =1 from the QSD u in W. Using these as starting points,
independently evolve R copies (Z7(t);>0)"~ 1 of the PDMP.
2. Let 7" = inf{t : Z"(t) ¢ W}, set

N =inf{n € N: Jrs.t.7" < nAt}, J =min{r : 7" < NAt},

and define
N—-1 R nAt
fpar = / f(Z"(t))dt

J-1 NAt 77
w3 [T sz [ q2w)a,

= Jiv-1nae (N—1)At
and Tpqr = Lpgr by using the same formula but with 1(z) =1 in place of f. Set
Zpar = Z7(17).

Once fpar, Tpar, and Zp,, can be computed, the parallel step is complete.

fsim/Tsim = (f) of the stationary average, compared to an estimate from a serial trajectory
of physical time length T;p,.

8.2. Continuous time PDMP-based algorithm. Let V be the collection of metastable sets
for Z(t)t>0. As above, if Z(t);>0 has a generator similar to (7.3) and we want to sample from
the distribution (7.4), the elements of V can be defined in terms of the basins of attraction of
V. We will require a time interval At > 0, which is not necessarily a time step for discretizing
the PDMP. For instance, At could be a polling time for resynchronizing parallel processors.

We will adopt the following assumption.

Assumption 8.3. Z(t)i>0 has a QSD p = pw in each W €V satisfying

u(A) = tli)r&IP’(Z(t) €cAlZ(s)eW,0<s<t) YACW.

We do not explicitly indicate the dependence of u on W. Notice that the QSD of the
PDMP is different from that of its skeleton chain in general.

Algorithms 8.4 and 8.5 are parallel steps designed for synchronous and asynchronous com-
puting, respectively; see Figure 5. The first step in both Algorithm 8.4 and Algorithm 8.5—the
dephasing step—involves generating R independent samples from the QSD p in W. Note that
this is the QSD of the PDMP in W, not the QSD of its skeleton chain. The QSD samples
can be obtained exactly as described in the previous section, but with the PDMP taking the
place of the skeleton chain.

The speedup from the parallel step can be up to a factor of R, the number of copies or
replicas [5, 3, 30, 62, 65], provided the underlying PDMP simulation algorithm is based on
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Algorithm 8.5 Asynchronous continuous time parallel step in W.

1. Generate i.i.d. samples Z"(0) =1 from the QSD u in W. Using these as starting points,
independently evolve R copies (Z7(t);>0)"~ 1 of the PDMP.

2. Reorder the At time intervals of these copies in the order they are computed in wall-
clock time, i.e., as Z" (mpAt)y>1, where t! (mi) < .2, (m2) < --- and ] . (n) is the

wall-clock time it takes to compute the PDMP Z"(¢);>¢ up to physical time ¢ = nAt. Set
" =inf{t: Z"(t) ¢ W}, K =inf{k : 77 < (my, + 1)At}, and

K-1 (mp+1)At 7K
ar — AL d 7K d ,
= 2 /m S /m o

and Tpqr = Lpgr by using the same formula but with 1(z) =1 in place of f. Let
Zpar = Z"E (7K.

Once fpar, Tpar, and &pqr can be computed, the parallel step is complete.

1 © © O
1 ® ° ® © O
- % K=5
é N=4,J]=2 =
I -] T S . - S—— 0)
= 20— OO @ © g } ?
£ | a, | I
a | g I I
5 | | I
|
3 ° ° o 1 O ) 3 © A T 1 © (O8]
- - J | A4 AV I |
I I I
l I I
I |
} I I
. . . I . I i
0 At 2A¢ 3A¢ 4At 5At o .
TJ ° wall clock time \ t“’””(ml‘)
PDMP time ¢ T escape from W

Figure 5. Illustration of the parallel steps used in Algorithm 8.6. The number of copies, or parallel replicas,
is R = 3. Solid dots and hollow circles correspond to trajectories at PDMP times nAt. The cross indicates the
terminal point of a At-time interval corresponding to an escape from W. Times of copies that contribute to gpar
and Tpar are pictured with solid line segments and solid dots, while times that do not contribute are pictured
with dotted lines and hollow circles. Left: The synchronous parallel step, Algorithm 8.4. Copy r = 2 escapes
at PDMP time 12. In this ezample, N = 4 and J = 2. Right: The asynchronous parallel step, Algorithm 8.5.
Copy r = 2 is the first to escape in terms of the wall-clock time ordering. The notches on the wall-clock time

azis are the values of t'F, (my), k =1,...,11. In this ezample K = 5.

time discretization. If the PDMP simulation algorithm is based on computing the skeleton
chain, then the speedup in Algorithm 8.4 may be reduced. This can be mitigated, however,
by using Algorithm 8.5 instead. The parallel step is consistent for any W, with a speedup if
W is metastable for the PDMP.

Theorem 8.4 gives conditions that establish consistency of the parallel steps, Algorithm 8.4
and 8.5. For the asynchronous parallel step, the crucial condition essentially says that the
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wall-clock time it takes to compute a At time interval of Z(t)¢>¢ is independent of its position.
This is reasonable if Z(t);>¢ is simulated via a time discretization technique with a fixed time
step. It may not be reasonable if a skeleton chain-based technique, like Algorithm 7.1, is used
instead.

Theorem 8.4 (consistency of the parallel steps, Algorithm 8.4 and 8.5).
(i) Let p be the QSD of Z(t)i>0 in some W € V, suppose that L(Z(0)) = p, and define
T=inf{t >0:Z(t) ¢ W}. Then in Algorithm 8.4,

(5.4 Bl = ([ r(z0)ar)
and

(8.5) (Tyars Zpar) Z (7, Z(7)).

(ii) Suppose (twau(M)m>0)'S"=T, the wall-clock times from Algorithm 8.5, satisfy the as-
sumptions of Proposition 6.2 when (Y7 (t);>0) = T equals (Z"(t)i>0) =1, Adopt the as-
sumptions in (i) above. Then (8.4)—(8.5) hold.

Algorithm 8.6 Continuous time computation of stationary averages.

Choose an initial point Z(0), set fsim = 0, Tsim = 0, and iterate:
1. Starting at Z(0), evolve Z(t);> forward in time, stopping at time

S=inf{t >Tt (W):3W eVst. Z(s) e W,set—TK. . (W),t]},

the first time it remains in some W € V for consecutive time Tior(W). Set

S
fdecorr = / f(Z(t)) dt
0
and Tgecorr = Ldecorr using the same formula. Store this W for step 2 and update

fsim — fsim + fdecorry Tsim — Tsim + Tdecorr-
2. Run the parallel step (Algorithm 8.4 or 8.5) in the set W from step 1. Update fgim
fsim + fpar, Tsim — Tsim + Tpara set Z(O) = ZpaT‘a and then g0 to Step 1.
The algorithm stops when T;,, exceeds a user-chosen threshold Tlp,. At this time,

f sim

(f) = T,

is our estimate of the stationary average (8.1).

Algorithm 8.6 generates correct stationary averages by the same argument as in the previ-
ous section. It is worth mentioning that Algorithms 8.4 and 8.5 have a property not shared by
Algorithms 8.1 and 8.2: the escape events (Tpar, Zpar) in these parallel steps have the correct
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Figure 6. Contour plot of the potential V in (9.2). V has 4 basins of attraction, Wi, Wa, W3, Wy, of
different depths, with Wy the deepest. Recall that a basin of attraction for V is a set of initial conditions z(0)
for which the differential equation dx(t)/dt = —VV (z(t)) has a unique long-time limit.

law for the PDMP. This allows us to use Algorithm 8.6 to compute the dynamics of Z(t)¢>o.
More precisely, Algorithm 8.6 leads to a PDMP dynamics that is correct on the quotient space
obtained by considering each W € V as a single point. Note that Algorithm 8.3 cannot be
used in this way, as it generates dynamics of the skeleton chain and not the PDMP.

9. Numerics. Here we test our algorithms above on a toy PDMP model, our aim being
to illustrate Algorithms 8.3 and 8.6. We will use these algorithms to sample the stationary
average of a function f with respect to the Boltzmann density 7 = Z~'e 8V where f and V
are defined below and 8 > 0 is the inverse temperature. The toy model is a two-dimensional
version of a PDMP that may be defined in an arbitrary dimension d — 1, as follows. Let
do,...,dy_1 € R4 be direction vectors such that dy + --- + dy_1 = 0. Let Zx denote the
integers modulo N, consider the indices of the di’s as elements of Zy, and for k, ¢ € Zx define

Fr () = B(dy + - + diye) - VV (2).
Consider the PDMP with generator defined by

o) Ly(a.k) = di - Vg(o, k) + lola k= 1) = g(w. k)] max Fila)

for suitable g : Q x Zy — R, where either Q = R%! or Q is a cube in R4 with periodic
boundaries. This is the generator for a PDMP that, when moving in direction dj at point x,
switches to direction dj_; with rate maxo<y<n_1 Fj¢(2). The resulting process can be seen as
a rejection-free or “lifted” version of the sequential Metropolis algorithm [29, 36], historically
the first nonreversible sampling algorithm [27, 36] for sampling the Boltzmann distribution.
Straightforward calculations show this PDMP has invariant density proportional to 7; see
Remark 10.7 in section 10.1.

We consider the case where the state space is 2 = [0, 1]? with periodic boundaries, N = 4,
do = (1,0), dy = (—=1,0), d2 = (0,1), d3 = (0,—1), and the potential energy V is pictured in
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Figure 6. Specifically
1 1
(9.2) V(z,y) = cos(4dmz) + cos(4my) + B sin(27wz) + = sin(27y).

We define W and V using the basins of attraction W;, i = 1,...,4, defined as the four
squares of equal side length 1/2 inside [0, 1]2. See Figure 6. Thus with x and k the position
and direction variables, respectively, of the skeleton chain and PDMP, and 6 the jump time
variable of the skeleton chain,

W={{(x,k,0): € W;, k€{0,1,2,3}, 0 >0} :i=1,2,3,4},
V={{(z,k):2eW;, ke{0,1,2,3}}:i=1,2,3,4}.

That is, the skeleton chain or PDMP is in a given set in W or V at a particular time if and
only if its position variable belongs to a given W; at that time.

Algorithm 9.1 Time discretization of the PDMP (9.1).

Choose an initial point Z(0) € R x {0,...,N — 1} and pick do,...,dy_1 € R with
Zév:_ol di = 0. Choose a time step 6t > 0. Then set ¢ = 0 and iterate:
1. If Z(t) = (z, k), define an acceptance probability

= i V(z)— BV dpot + - -+ + di16t)) .
p= min  exp(BV(z) = BV (x+dpdt + - + didt))
2. With probability p, set Z(t + 6t) = (x + dj6t, k); otherwise set Z(t + 6t) = (x, k — 1).
3. Update t < t + 6t and return to step 1.
Here, Z(nét),>o has invariant measure proportional to e PV see Remark 10.8.

We tested Algorithms 8.3 and 8.6 with the synchronous parallel steps, Algorithm 8.1 and
Algorithm 8.4, respectively. We used both algorithms to estimate the stationary average (f)
where f(x,k) = Lyew,, the characteristic function of the deepest basin of V. We used up to
R =100 replicas and decorrelation times that were the same in each basin, T .. = T4 (W;)
and Tl = Thorr(W;), @ = 1,...,4. We used Algorithm 9.1 with time step 6t = 1072 to
simulate the PDMP. In Algorithm 8.6 we took At = 6t = 1072. The results are in Figures 7, 8,
and 9.

To analyze our results, we defined an idealized speedup factor as follows. Let TF be an
idealized wall-clock time for a simulation of Algorithm 8.3 or 8.6 using the parallel steps,
Algorithms 8.1 and 8.4, respectively, up to a fixed time Ty;,,. The idealized wall-clock time
T% is obtained by assuming that we use R parallel processors with zero communication cost,
such that on each processor, one step of the skeleton chain is computed in wall-clock time 1.
Writing T for the wall-clock time corresponding to 1 processor or direct serial simulation, we
define

TR

time speedup = T
We include computation time from the dephasing step—i.e., the QSD sampling step in Al-
gorithms 8.1 and 8.4—as part of T®. We assume this dephasing is done using a Fleming—
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Figure 7. Left: Time speedup vs. number of replicas, R, when 8 = 3. Right: Time speedup vs. B when
R = 100. In Algorithm 8.1 we used Tk, = 100, while in Algorithm 8.4 we used Tk, = 6. The decorrelation
times were chosen so that Algorithms 8.1 and 8.4 would have similar values for the time speedup. Error bars
for each data point were obtained from 50 independent simulations, but they are smaller than the data markers.
In the limit 8 — oo, the computational effort to sample the QSD vanishes compared to the effort to generate an
escape event using serial simulation. In this limit, at left, we expect scaling like R for finite R. On the other
hand, at right, we expect the time speedup to level off at R = 100 as 8 — oco. This figure is based on simulations
performed by Peter Christman.

Viot-based technique as described above, with R copies of the underlying skeleton chain or
PDMP.

Processor communication, which we do not account for, of course takes a toll on the time
speedup. However, the processor communication cost is small compared to the rest of the
computational effort if the sets in W and V are significantly metastable. Thus, our time
speedup gives a reasonable picture of the gain that can be expected.

The time speedup depends on the parameters in Algorithms 8.3 and 8.6. If all other
parameters are held constant, the time speedup increases with R or 3, due to increasing
parallelization or metastability, respectively (Figure 7), while the time speedup decreases
with T . and Tlerr, due to increased effort to sample the QSD (Figure 8). With increasing
metastability, the relative computational effort to sample the QSD decreases in comparison
with the effort to simulate an escape from a metastable set. Since the latter is done in parallel,
increasing the metastability leads to a larger time speedup.

Figure 9 shows that the approximation fg;, /Tsim approaches the stationary average (f) as
the decorrelation times T .. and Tier increase, as expected. As discussed above, appropriate
values of these QSD sampling times depend on the degree of metastability. Note that the
approximations fgim,/Tsim are quite good even for small QSD sampling times. This was
true not just for f(x,k) = l,ew, but also for a variety of other functions. This feature, of
reasonable accuracy in ParRep even for relatively small decorrelation times, was observed
before in [64, 65]. Here this may be a result of the momentum-like direction variables, which
can make the PDMP unlikely to immediately escape from a metastable set just after entering.

10. Proofs. Our first two results below, Propositions 10.1 and 10.2, establish the mem-
oryless distribution of the escape time starting from the QSD, and the independence of the
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Figure 8. Left: Time speedup vs. Ty, in Algorithm 8.1. Right: Time speedup vs. Tl in Algorithm 8.4.
In both plots B = 3 and R = 100. Error bars for each data point were obtained from 50 independent simulations,
but they are smaller than the data markers. This figure is based on simulations performed by Peter Christman.
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Figure 9. Left: Approzimation feim/Tsim of the stationary average (f) wusing Algorithm 8.3.
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Right:

Approzimation feim/Tsim of the stationary average (f) using Algorithm 8.6. In both plots , B = 3 and R = 100,
and simulations ran for Tsim exceeding 10%. Error bars are empirical standard deviations obtained from 50
independent simulations for each data point. The exact value (f) is indicated with a solid line. This figure is
based on simulations performed by Peter Christman.

escape time and escape point, for general Markov processes. See, for instance, [16] for details.
We include proofs for completeness.

Proposition 10.1. Let X (t);>0 have a QSD p in U, and suppose L(X(0)) = p. Suppose
T =inf{t > 0: X(t) ¢ U} is finite almost surely. Then T has a memoryless distribution; that
18, T is either exponentially or geometrically distributed.

Proof. The definition (3.1) of the QSD together with the Markov property shows that
L(X(t+ s)s>0|T >t) = L(X(5)s>0). Thus, P(T' >t + s|T > t) = P(T > s) for any s, > 0.
When T is finite-valued, the only distribution satisfying this is

(10.1) P(T > t) = e ™.

We use (10.1) to indicate either the (continuous) exponential distribution with parameter
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A > 0 or the (discrete) geometric distribution with parameter p =1 — e™>. [ |

Proposition 10.2. Let X (t);>0 have a QSD p in U, and suppose L(X(0)) = p. Suppose
T=inf{t >0:X(t) ¢ U} is finite almost surely. Then T and X(T') are independent.

Proof. By Proposition 10.1, P(T > t) = e~*. For A in the complement of U,
P(Te((n—Dt,nt],X(T)e A)=P(T > (n—1)t,X(ntAT) € A)

(X(ntAT) e AT > (n—1)P(T > (n— 1)t)
(X(T)e A, T <nt|]T > (n—1)P(T > (n— 1)t)
(X(T) € A, T < t)e A1t

I
g 8 K

where the last step uses (3.1). Summing over n > 1 establishes the result:

1

P(X(T)e A)=P(X(T) e AT < t)m
P(X(T) e AT <t) -
B P(T < t) '

Below, we write MGF for the moment generating function of a random variable. The
results in Proposition 10.3 below hold in both continuous and discrete time. To connect the
discrete and continuous time cases, we write 1 —p = e~ , where p € (0,1) is the geometric
parameter and A > 0 is the exponential rate.

Proposition 10.3. Let t1,t2,... be nonnegative deterministic times such that > > |ty =
oo. Let 11,72, ... be random variables such that P(ty > t) = e ™M and
(10.2) P(Tm > tTme1 > tmt1,...,71 > t1) =e M, m>2

Let L =inf{m >1:7, <ty}. Then
P(ty+ -+t +71, >t)=e M,
Proof. Let sy, =t1 4 -+ 4+t and sp = 0. By (10.2) and induction,
(10.3) P(Tin >ty -5 T1 > 1) = e A EFettn) — o=Asm,
Using (10.2) again, in the continuous case,

E (CUTmﬂTmStmhm_l >tm—1y...,T1 > tl)

_ usy  —\s _ (u=N)tm
/0 e e " ds X (e 1) ,

while in the discrete case, where e ™ =1 — p,

E (GUTmﬂngtmhm_l >tm—1y.-.,T1 > tl)
tm -
(10.5) = ewseNom(1 - ) = et —e" (1 e(u—A)tm)
1—ev A
s=1
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Note also that

(10.6) {L:m}:{Tm<tm,Tm_1 > tm—1y.--5T1 >t1}.

Consider the continuous case. Combining (10.3), (10.4), and (10.6) gives
E (EUTm ]lL:m)

= E (eUTm ]]‘ngtm ]]‘Tm—1>tm—17~-"7—1>t1)
(10.7) =E ("™ 1y, <t |Tm-1 > tm—1,..., 71 > 1) P(Trpe1 > b1, ..., 71 > 11)

=- i : (e(u*/\)tm _ 1) v

We now see that s;_1 + 77, has the MGF of an exponential(\) random variable:

E (eu(sL—1+TL)> — i E (eu(sL—1+TL)ﬂL:m>

m=1
oo
= Z eWm1R (e"" 1 =)
m=1
I\ 0o
_ (u=N)sm __ (u—A)s$m—1
U— N “— (6 € )
A
= . if u <A

Similarly, in the discrete case, combining (10.3), (10.5), and (10.6) gives
E ("™ 1r—m)

UT;
=E ("™ Lry <ty Lry 1>t 1,mi>t1)

(10'8) = E(GUTm]leStm|Tm_1 >tm—1,.-.,T1 > tl)]p(’l'm_l >tm—1y...,T1 > tl)
el _euf)\
_ (U= Ntm | = Asm—
1 —euA (1 e )e e

This shows again that s;,_; + 77, has the MGF of a geometric(p) random variable, via

E (6“(5L71+7’L)) — i E (eu(SLquTL)]lL:m)
m=1

oo
= e R (€ )

m=1
el — eu—)\ &
_ < Z(e(u—)\)sm_l o e(u—)\)sm)

_ pu—

1—e¢ —

U U—N
— €

pe* :
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Proof of Theorem 5.2. Let A be a subset of the complement of U. Note that, due to (5.1),
the events {X,,(T)n) € A, T, < t} and {Th5—1 > tym—1,...,171 > t1} are independent condi-
tional on {X,,(0) = x}. Using this, (5.2), and Proposition 10.2, we obtain

P( X (T) € A, Ty < t|T—1 > tm—1,...,11 > t1)
= /]P’(Xm(Tm) € ATy <t/ Xm(0) =2, Tm—1 > tm—1,...,11 > t1)
X P(X,,(0) € dz|Th—1 > tm—1,...,T1 > t1)
_ / P(Xon(To) € A, T < | Xom(0) = 2)p(dz)
X(T)e A, T <t)
X(T) e AP(T <t).
Taking A as the complement of U in (10.9), and using Proposition 10.1,
(10.10) P(Tp > t| Tt > tm1,...,T1 > t1) =P(T >t) =e* for some \ > 0.
By (5.2), P(Ty > t) = e~ . Thus by Proposition 10.3, £(Tpar) = L(T). Notice that
(10.11) {L=m}=A{Tn, <tm,Tm-1>tm-1,...,T1 > t1}.
From (10.9), (10.10), and (10.11) we have

P(Xpar € A, Tpar > t|L =m)
=P(Xpm(Th) € A, sm—1 + Try, > t|L =m)
=P(Xn(Tm) € AT >t — Sm—1| Tin <ty Tne1 > tin—1, ..., 11 > t1)
(10.12) =P (X0n(Tm) € A, T € (t — Sm—1,tm])| Tn—1 > tm—1,..., 11 > t1)
X (T < to|Tone1 > tm_1,...,T1 > t1) 7"
(X(T) € AP(T € (t — Sm1,tm))P(T < tp,) "
(X(T) € A)P(T >t — sp—1|T < tp).

P
P

From (10.12) we conclude that

o
P(Xpar € A, Tpar > t) = Y P(Xpar € A, Tpar > t|L = m)P(L = m)

m=1

(10.13)

P(X(T) € A) i P(T > t — sm_1|T < tu)P(L = m).

m=1

In the last display, taking ¢ = 0 shows P(Xye € A) = P(X(T') € A), while taking A as the
complement of U shows P(Tpq, > t) = > " P(T > t—sm—1|T < t;y)P(L = m). Thus, (10.13)
shows that £(Xper) = L(X(T)) and Xpar, Tper are independent. [ ]
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Proof of Theorem 5.3. We consider only the discrete time case, since the arguments in the
continuous time case are analogous. Let r € N be fixed. Observe that

r—1 r—1 0
NPT >t)=> E(lrs) =Y E(lrase) =E(T Ar).
t=0 t=0 t=0

By the preceding display and the definition (3.1) of the QSD p,

»
|
—

E (9(X () Lrar=s)

ThAr—1
]E< > g(X(t)))

t=0

w
Il
-
-
I
o

o

E (g(X () 1rar>t)

o
= O

(10.14)

I
2

(9(X (1)) L7>1)

o
= O

E(g(X(@))|T > t)P(T > t)

/gdp> E(T A ).

Since {L > m} = {Tn—1 > tm—1,...,T1 > t1}, using (5.1), (5.2), and (10.14) we get

~+
Il
(en)

T Atm—1
E< > g(Xm(t)

t=0
T At —1
= /]E < Z g(Xm(t))‘ Xn(0)=z,L> m> P(X,,(0) € dz|L > m)
S
(10.15) = / E ( > g(Xm(t»‘ Xn(0) = x) p(d)
t=0
TNty —1
- (X(t))) = dp ) E(T Aty
(% o) = (fom)
- (/gdp) E(Ton A tm|L > m),

where the last line of (10.15) follows by taking ¢ = 1 in the first four lines of (10.15). By
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Theorem 5.2, L(T') = L(Tpar) = E(ZL T At and thus

m=1
(10.16) n=lm=1

Now by (10.15) and (10.16),

L ToyAtym—1 oo n T Atm—1
E (Z > g(Xm(t») => Y E <11L_n > g(Xm<t>)>

m=1 t=0

fe’e) T At —1
= Z E| 1r>m Z Q(Xm<t))>
m=1 t=0

(10.17) _ i E

Letting » — oo in (10.14), using dominated convergence, and comparing with (10.17),

L ToymAtm—1 T—-1
E(Z 3y g(Xm(t))> =E<Zg<X<t>>)7

m=1  t=0 t=0
as desired. |
Below we will need the following basic facts.

Lemma 10.4. Let F, G, H, and K be o-algebras.

(i) Let o(G,H) be the o-algebra generated by G and H. Suppose that F, o(G,H) are
independent conditional on IC, and that G, H are independent conditional on K. Then
F, G, H are mutually independent conditional on IC.

(i1) Suppose H C G. If F and G are independent, then F and G are independent conditional
on H.

Proof. Throughout let A € F, B € G, and C € H, and write 1g for the characteristic or
indicator function of a set S. Consider (i). Since A € F, BNC € ¢(G,H), and F, 0(G,H) are
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independent conditional on K, E(141pn¢c|K) = E(14|K)E(1pnc|K) almost surely. Similarly
E(1p1¢|K) = E(15|K)E(1¢|K) almost surely. Thus,

E(14151¢|K) = E(1alpnc|K) = E(14|K)E(1pnc|K)
=E(14|K)E(1p1c|K) = E(14|K)E(1|K)E(1c|K)

almost surely, which proves (i).

Consider now (ii). Define P = E(141p|H) and @ = E(14|H)E(1p|H). As P and Q are
‘H-measurable and C' € H is arbitrary, if E(Pl¢) = E(QL¢), then we can use uniqueness of
conditional expectation to conclude P = @ almost surely, so that (ii) holds. Since H C G,
BNC egG. Moreover A € F and F,G are independent, so

(10.18) E(Plc) = E(14lple) = P(ANBNC) = P(AP(BNC).

The first equality in (10.18) comes from the definition of conditional expectation. Since A € F
and F,G are independent, E(14|G) = E(14). So by the tower property,

E(14|H) = E(E(La|G)[H) = E(E(14)|H) = E(14) = P(A).
Moreover since 1o is H-measurable, E(1g|H)1c = E(1plc|H). Thus,

E(QLc) = E(E(La|H)E(1p|H)1c)
o) = B(P(A)E(LpLc[H))
= P(A)E(E(1pnc|H))
=P(A)E(1snc) =P(A)P(BNC),
with the last line using the tower property. Now (ii) follows from (10.18)—(10.19). [ |

Proof of Proposition 6.1. Adopt the notation of Assumption 5.1. Below let j, k, ¢ denote
positive integers. It is easy to check that r; = 7, if and only if k — j is an integer multiple of
R, while my_yg = mp — £ when ¢ < my. Thus,

{mj j < k, Ty = Tk} = {mk,m / < mk}
={0,1,...,my — 1},

with both sides empty if my = 0. See Figure 2. Define

(10.20)

("=inf{t>0:Y"(t)¢ U}.
Fix k > 2 and note that, by definition of the fragments,
(10.21) {¢" > (m; + 1)At Vj <k} C{T)—1 > At,..., Ty > At},
where F C F’ indicates that event E’ occurs whenever E occurs. By (10.20),

{Y"i(t) e U Vt € [m;At, (mj + 1)At],j < k}

(10.22) C{Y"™ (t) € U YVt € [0, (my + 1)At]}.
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By definition of the fragments and (10.22),

{Tho1 > AL, T > At} ={Y"(t) e U Vt € [mjAt, (m; + 1)At],j < k}
(10.23) C{Y"i(t) e U Vte0,(m; +1)At],j < k}
={¢" > (m; +1)At Vj < k}.

Combining (10.21) and (10.23),
(10.24) {Th—1 > A, T > Aty = {7 > (mj + 1)At Vj < k}.
Due to independence of Y7 (¢)¢>¢ over r and Lemma 10.4(ii),

conditional on {¢"7 > (m; + 1)At Vj <k s.t. rj =14},
(10.25) the event {("7 > (m; + 1)At Vj <k st. rj #ri}

is independent of Y"*(myAt).
Again using (10.20),
(10.26) {¢"™ > mpAt} = {7 > (m; + 1)At Vj <k s.t. rj =g}
Combining (10.24), (10.25), and (10.26) and using (3.1),

ﬁ(Xk(0)|Tk_1 > At, ..., T > At)
(Y™ (mpA)|C™ > (mj + 1)At Vj < k)
(Y™ (mpAt)| ("7 > (mj + 1At Vj<k st. T = k)
(Y™ (mpAt)| ("™ > mpAt) = p.

(10.27)

L
L
L

As Y1(t)¢>0 is a copy of X (t)i>0 with £(X(0)) = p, in particular £(Y(0)) = p. Thus,
L(X1(0)) = LY (m1)) = LY(0)) = p.

We have now established (5.2) of Assumption 5.1.

Consider now (5.1). Let k& > 1. Due to the independence of Y"(t);>9 over r and
Lemma 10.4(ii), we see that, conditional on X(0), (X¢(t)o<t<At)r,=r, is independent of
(Xe(t)o<t<At)rp£r,- For k> 2, the Markov property of Y (t);>o and (10.20) show that, con-
ditional on X}(0), Xj(t)o<t<a¢ is independent of (X (t)o<i<at)e<kr,=r,- By Lemma 10.4(i)
with 7 = o(Xe(t)o<t<at)e<krozn,), G = o(Xe(t)o<t<at)e<kri=r,), H = 0(Xi(t)o<t<ar), and
K = 0(X(0)), we have, for k > 2,

(10.28) conditional on X (0), Xj(¢)o<t<at is independent of (Xy(t)o<t<at)e<k-

Now define the fragments’ irrelevant futures as follows. Let X (t);>a+ be copies of X (t):>0
that evolve forward in time independently of everything else. That is, for each &k > 1, con-
ditional on Xj(At), Xi(t)i>at, Xk(t)o<t<at, and (X(t)i>0)i<r are mutually independent.
From (10.28) it is easy to see this is possible, as the irrelevant futures have no bearing on the
definitions of the fragments. Now by construction of the irrelevant futures and (10.28), it is
easy to see that for k£ > 2, conditional on X(0), Xj(t):>0 is independent of (X;(t)i>0)e<k-
This proves (5.1) in Assumption 5.1. [ ]
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Proof of Proposition 6.2. Adopt the notation of Assumption 5.1. This proof will follow
the same basic steps as the proof of Proposition 6.1, but the justifications will be different.
Let (" =inf{t > 0:Y"(t) ¢ U} be as above.

Fix k > 2. We first claim that (10.20) still holds. Let n € {0,1,...,my — 1}. By the
surjectivity assumption in (iii) there is j such that r; = r; and m; = n. Since m; =n < my,
and r; = ry, from (ii) we have t7  (m;) < 'k (my,). Since j # k, using monotonicity in (iii)
we conclude that j < k. Thus {0,1,...,mi —1} C{m; : j < k,r; = rk} Now consider m;
such that j < k and r; = . By monotonicity in (iif) we must have ¢.7  (m;) < t/* . (mg).
Then by (ii) we can conclude that m; < my. Thus {m; :j <k, r; =r} ={0,1,...,my —1}.

Next we establish (5.2). Equipped with (10.20), we see that (10.26) holds. Moreover,
since (6.1) agrees with (6.2), the same steps as in the proof of Proposition 6.1 show that (10.24)
holds. On the other hand, (10.25) holds because of (i), Lemma 10.4(ii), and independence of
Y"(t)t>0 over r. The sequence of equalities in (10.27) then holds, with the last equality using
(i) again. It remains to show that £(X;(0)) = p. Suppose m; > 0. By surjectivity in (iii)
there is j > 1 such that m; = 0 and r; = r;. But then (ii) implies ¢.7 . (m;) < /% (m1),
which contradicts monotonicity in (iii). Thus m; = 0, so we can apply (i) to conclude that
L(X1(0)) = L(Y™(m1)) = p. Thus (5.2) in Assumption 5.1 holds.

Consider now (5.1). By (i) and the independence of Y (t):>0 over r, conditional on X} (0),
(Xe(t)o<t<at)ry=r, is independent of (X,(t)o<i<At)ry#r,- Recall that (10.20) still holds. Thus
for k > 2, by the Markov property of Y"*(t);>0 and (10.20), conditional on X(0), Xx(t)o<t<at
is independent of (X;(t)o<t<At)e<kr,=r,. By Lemma 10.4(i) we conclude that (10.28) holds
for k > 2. Let the trajectory fragments’ irrelevant futures be independent of everything else
as in the proof of Proposition 6.1. Following the reasoning in that proof, we see that (5.1) in
Assumption 5.1 holds. |

Proof of Theorem 8.2. The statements (i) and (ii) follow from Propositions 6.1 and 6.2,
respectively, with (({n, )n>0)r—1, ~f taking the place of (Y7 (t);>0) =1, and with t,, =
At =1 and g(£,0) = fo ) dt. [ ]

Proof of Theorem 8.4. The statements (i) and (ii) follow from Propositions 6.1 and 6.2,
respectively, with (Z7(t)¢>0)" =1 taking the place of (Y (t)i>0)" =1, and with ¢, = At
and g = f. |

10.1. Supplementary results. We first show that the decoupling of wall-clock times from
the speed of computing X (¢);>0 is a necessary condition for consistency. Below we break
assumption (i) in Proposition 6.2 by assuming the wall-clock times to obtain that the initial
QSD samples Y"(0), r = 1,..., R, in the parallel step are correlated with the positions of
those samples.

Remark 10.5. In Proposition 6.2, if (i) does not hold, then the conclusions of Theorems 5.2
and 5.3 may not hold.

Ezample. Let X (t);>0 be a simple random walk on Z, meaning X (t +1) — X(¢) = 1 or
—1, each with probability 1/2. Let U = {0,1}. The QSD p of X (t)¢>¢ in U is simply the
uniform distribution on U. Assume X (t);>0 has initial distribution £(X(0)) = p, and let
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(Y7 (t)i>0)"= 1 F be independent copies of X (t);>0. Suppose

(10.29) tran(0) < t5.(0) whenever Y"(0) =0 and Y*(0) = 1.

wall

Notice that (10.29) violates (i) of Proposition 6.2. Assume, however, that (ii) and (iii) in
Proposition 6.2 hold. Then arguments similar to those in the proof of Proposition 6.2 show
that {Y"'(m1) =1} = {Y"(0) =1 Vr}. Adopt the notation of Algorithm 5.1. Then by the
above and the definition (6.2) of the fragments,

P(Tpar =1, Xpar = 2) =P (m1) =1Y"(m1 +1) =2)

= Ipyrigmy) = 1)

(10.30) >
1 1/1\*
= SR =1vr) = <2> .
Similarly,
(10.31) P(T = 1, X(T) = 2) = P(X(0) = 1, X(1) = 2) — %P(X(O) _ 1= %

Notice when R > 1, (10.30) and (10.31) show the conclusion of Theorem 5.2 does not hold,
as P(Tpar = 1, Xpar =2) # P(T' =1, X(T') = 2). A similar construction shows the conclusion
of Theorem 5.3 can fail when (i) does not hold. [ ]

The next two results below are formal calculations related to claims made in the text
above. These results could be made precise using results in [22, 23]. However, we stick to
formal computations for brevity.

Remark 10.6. Suppose (7.5) holds for all z € R4 and i € Z. Then e=V®) is formally
invariant for a PDMP generated by (7.3).

Formal proof. Let L be defined as in (7.3). We will show that

Z/Rdl Lf(z,i)m(x,i)dz =0,

1€T
provided (7.5) holds and 7(z,4) oc eV (®) where o indicates “proportional to.” Write

Xi(w,i) == Aj(x,9).

J#i
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With sufficient regularity we can integrate by parts to get

Z/Lf(m,i)ﬂ(a:,i) dx Z/ di - Vf(x,i)+ Z N(z, i) f(x,5) | eV ® da

= - Z/f(:ﬁ,z)v (die—V(I)) dx
+ ZZ//\z’(w’j)f(w,i)e_V(m) dx

=3 [t a9V + S ae) | e

Above, all the sums are over Z and integrals are over R4~!. If (7.5) holds,

d; - VV(x +Z)\ x,j)=d; - VV(z Z Aj(x,i)) = 0.
J#i
Comparing with (10.32) gives the result. [ |

(10.32)

Note that the calculation in Remark 10.6 shows (7.5) is a necessary condition for (7.3) to
define a PDMP with an invariant distribution of the form 7 (x,) oc e=V(®),

Remark 10.7. e #V(®) is formally invariant for a PDMP generated by (9.1).
Formal proof. Let L be defined as in (9.1). We will show that

N-1
Lf(z,k)m(z, k) dx =
>,

provided 7(z, k) e V(@) Recall dy, . ..,dy—_1 € R¥ sum to 0, and we consider the indices
of the di’s as elements of Zy, the integers modulo N. Write

Fo(z) = B(dg + - + dige) - VV (7).
With sufficient regularity we can integrate by parts to get

N1
Z/Lg(:v,k‘)w(x,k;)dx
k=0 7
N—1
o ko/ﬂ (dk Vy(x, k) + [g(x, k — 1) — g(z, k)] \hax Frela )) o BV(@) o
N—-1
e )
k=0 /¢
N—1
- =BV (z)
- k=0 \/f;g(x,k) <0<I€Iiaj\)7( 1Fk+1 Z( ) 0<I£23j\}[( leZ( )) € daf
N-1 o
N ‘ = —6V(@)
2 Qg(x,k) (ﬁdk VV(CU)+0§IZI%%\}[C_1FI¢+1,Z($) o 1FM( ))e dz,
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where, when Q = R%!, we assume V grows sufficiently fast at co so that we can neglect the
boundary term from the integration by parts. Observe that, because Zévz_ol diye = 0 and
dip+N = di, we have

{di + diy1,dp + di1 + dpyo, o dig + -+ dign—1,di + - + din}
= {dk + diy1,d, + diy1 + digs2, ... dig + - -+ diyv—1,di}
= {dk,dp +dp+1,...,dkgsN-1}.

It follows that

Bdy, - VV(x)+ max Fiyie(z) — max  Fj(x)

0</<N-—1 0</<N-1
= di 4+ - +d VV(z) — dn 4+ - +d VV
505%6}\?;71( K+ direr) - VV(2) Boggg}ﬂl( K+ +die)  VV(2)
=0.
This gives the desired result. |

Remark 10.8. e=#V is invariant for Z(nét),>o defined in Algorithm 9.1.
Proof. Write the acceptance probability in Algorithm 9.1 as

Ag(x) = oin_ exp (BV (z) = BV (x + diot + - - - + diy001)) .

Arguing similarly as in the formal proof of Remark 10.7, since Z,]CV;Ol di, = 0 we have

Apg(z)
A1 (x + didt)

= exp(BV(x) — BV (z + djdt)).

Now let 7(z, k) oc e V() Then the last display shows that
(10.33) m(x + diot, k) = m(x, k) Ag(x) + m(x + didt, k + 1)(1 — Agy1(z + diot)).

Inspecting Algorithm 9.1, we see that (10.33) demonstrates the required result. |
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