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Abstract—The design structure of a system continuously
evolves as the consequence of fast-paced code revisions. Agile
techniques, such as continuous testing, ensures the function goals
of a system with every code revision. However, there lacks
an efficient approach that can continuously model the design
difference resulting from every single code revision to facili-
tate comprehension and ensure the design quality. This paper
contributes a novel design modeling approach, called Design
Differencing (DESIGNDIFF), that models and visualizes the high-
level design differences resulting from every code revision. This
paper defines a complete and general set of 17 design change
operators to capture the design difference from any code revision.
We evaluated the potential of DESIGNDIFF in three aspects. First,
a user study of 10 developers indicated that DESIGNDIFF can help
practitioners to faster and better understand high-level design
differences from real-life software commits. Second, DESIGN-
DIFF analyzed 14,832 real-life commits in five real-life projects:
finding 4,189 commits altered the software design, 855 commits
introduced and 337 commits eliminated design flaws. The latency
between the flaw introduction and elimination is on average 2
months to 2 years! With an affordable performance overhead,
DESIGNDIFF has great potential to benefit practitioners in more
applications.

Index Terms—software architecture, architecture flaws, reverse
engineering

I. INTRODUCTION

During the past decades, agile methods have gained preva-
lence to enable fast-paced software development [1]-[5].
The design structure of a system continuously evolves as
the consequence of fast-paced code revisions. Developers
often unintentionally introduce design flaws that violate well
accepted design principles. Overtime, the system becomes ever
challenging to understand and maintain [6]. Agile techniques,
such as continuous testing [7]-[9], ensures the function goals
of a system with every code revision. However, there still lacks
an efficient approach that can continuously model the design
difference resulting from every single code revision to facilitate
comprehension and ensure the design quality.

Many agile methods advocate collective code ownership
and continuous refactoring for enabling the “Built-In Quality”
principle. The development team should perform Litter-Pickup
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refactoring following the boy-scout rule: Leave your code better
than you found it. Therefore, developers need a way to quickly
and correctly understand the high-level design differences
resulting from their own and others’ code revisions. Previous
research has developed various techniques to recover the overall
design of a software system to improve understanding [10]—
[18]. The limitation is that existing approaches scan the entire
code base to build the design model, and thus are too expensive
to apply after every code revision in fast-paced development
process. In fact, a code revision usually only alters (if at all) a
very small part of the design. We argue that it is more efficient
to model the design difference by focusing on the changed
parts in an incremental fashion.

In addition, developers often unintentionally introduce design
flaws, which are formed by problematic connections among
software elements. Previous research has revealed typical design
flaws that recur in different projects [19]-[21]. For example,
Cyclic Dependency is a group of source files that form a
dependency cycle. Strong evidences from dozens of real-life
projects, both open source and industry, reveal that typical
design flaws are responsible for poor maintenance quality and
high long-term costs [19], [21]-[23]. The limitation is that
these design flaws usually have already caused significant loss
to the system when they can be detected by existing approaches.
In practice, due to limited resources, the design flaws were
seldom eliminated by refactoring and continued causing more
loss to the project [24], [25]. We argue that a more effective
solution is to instantly identify the introduction (as well as the
elimination) of these design flaws with rapid code revisions.

This paper contributes an efficient approach, called Design
Differencing (DESIGNDIFF). It automatically and efficiently
models and visualizes the essential design differences resulting
from any code revision as a sequence of design change
operators. This paper defines a comprehensive set of 17
fundamental design change operators. These operators, applied
in combinations and/or in sequences, can capture any drastically
design structure change in a system. The unique advantage of
our approach is that it focuses on modeling the changed parts,



instead of re-modeling the entire design structure of a system.
As such, it is affordable to be applied after every code commit.
DESIGNDIFF can also help to instantly detect the introduction
and elimination of design flaws with rapid code revisions. This
paper contributes the corresponding tool that automatically
generates such design differences and visualization, taking a
commit ID and the code base of the system as inputs. The tool
developed and data used in this paper can be found here '.

1) Can DESIGNDIFF facilitate the understanding of the
high-level design differences resulting from real-life software
commits? A user study involving 10 developers reviewing
20 real-life software commits of different complexity levels
indicates that DESIGNDIFF can help improve the completeness
and correctness of understanding with less time. In the study,
we compared with the code diff viewer from GitHub [26]
as the baseline. The rationale is that 1) GitHub is the most
accessible tool that highlight code difference in every single
code commit; and 2) to the best of our knowledge, there
is no other available tool that can compute the high-level
design difference from every single code revision. Therefore,
we believe that DESIGNDIFF can be a handy tool for developers
to perform design review for every single code commit.

2) Can DESIGNDIFF help to instantly detect the introduction
and elimination of design flaws with every single code revision?
We applied DESIGNDIFF on a total of 14,832 commits from five
open source projects on the Apache Software Foundation [27].
We found that only 4,189 (28%) commits altered the design
structure of a system. DESIGNDIFF further detected that 855
(20%) of the 4,189 design structure altering commits introduced
four types of architectural flaws, including cyclic dependency,
parent calls child, sibling call each other and declare child
class which violated the SOLID design principles [28], [29].
On the contrary, only 337 (8%) commits fixed the flaws. The
latency between the flaw introduction and elimination is on
average 2 months to 2 years! This indicates that DESIGNDIFF
can help to safeguard the design quality by providing instant
warning to developers when design flaws are first introduced.

3) Finally, the overhead of DESIGNDIFF is averagely from
13 to 29 seconds for analyzing commits in different sizes,
which is affordable to be employed for analyzing every single
change.

II. BACKGROUND

In this section, we introduce the fundamental background.
a) Dependency Graph and Design Structure Matrix

A dependency graph captures the structural dependencies
among software design elements [30]. The nodes are the
software design elements in different granularity (e.g. com-
ponents, source files, and methods); and the edges are the
dependencies among software design elements [31]. It can be
reverse engineered from the source code of a software system
using a widely-used commercial tool, Understand [32].

A design structure matrix (DSM), proposed by Baldwin and
Clark [33], can compactly represent a dependency graph of a
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software system as a square matrix [34]—-[37]. The rows and
columns in a DSM are labeled by the same set of software
design elements in the same order. A cell along the diagonal
represents self-dependency, and a non-empty off-diagonal cell
captures the dependency between the element on the row and
the element on the column. In Java, there are nine common
types of structural dependencies among source files, extracted
by Understand [32]. In common programming languages like
Java and C++, each file usually contains the definition of one
major class, therefore we use “class” and “file” interchangeably
for the ease of presentation. Each dependency type is explained
as follows.

o fo Implement fy: f, (class) implements f;, (interface)

o fo Extend fy: f, (child class) extends f; (parent class)
o fo Call fy: f, calls the methods declared in f;

o fo Throw fy: f, throws an exception of the type of f;
e fu Cast fy: f, is casted into the type of f

e fu Create fy: f, creates an instance of f3

o fo Typed fy: f, declares a variable of the type of f;

o fo Use fp: f, uses a value assigned from the type of f;
o fo Import fy: fi, is imported at the header of f,

Fig. 1a presents an example of a file-level DSM of the Maze
Game program (see Section III-A). Cell[1,7] says “Tp, Cr”. It
means that file 1, Door, declares a parameter type of (Typed)
and create an instance of (Create) file 7, Room.

b) Modular Operators

According to the design rule theory proposed by Baldwin
and Clark [33], any complex system is composed of high-
level design rules and modules. They proposed to capture
the dynamics of a modular structure by six simple modular
operators, which are a powerful set of conceptual tools to
capture the dynamics of a modular design. These six modular
operators are:

o Augmenting: add a new module to a system

o Excluding: remove a module from a system

e Porting: a module ports the functions from another module
o Inverting: create a new design rule from existing module(s)
o Splitting: break a module into sub-modules

o Substituting: replace one module by another module

These six operators form the theory of design evolution. They
can be applied in combinations and in sequences to drastically
change the design structure of a system.

III. THE DESIGNDIFF APPROACH

The Design Differencing (DESIGNDIFF), which can incre-
mentally model and visualize the design structure differences
resulting from each code revision, is composed of two key
parts:

o A Difference Design Structure Matrix (Diff-DSM) that
captures the fundamental design structure differences in a
design structure matrix (DSM)

o A complete set of 17 basic design change operators that can
capture the high-level design difference.

We use a Maze Game program as a running example to
illustrate the key ideas.
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A. A Running Example

We will use a Maze Game program as a running example
to explain the key concepts in DESIGNDIFF and as one
of the subjects to evaluate DESIGNDIFF. The Maze Game
program is a homework in an undergraduate course in a
Software Engineering program. This homework is designed to
teach students the Factory Method (FM) and Abstract Factory
(AF) design patterns. Students first implement a basic maze
game, which creates a maze composed of black-and-white
rooms, walls and doors, following the map-site specified in
a configuration file. Next, students are asked to improve the
program to create a colorful maze game using the FM and AF
design patterns respectively. The functional properties of using
the two design patterns are identical: the program should be
able to create three different modes of maze games: 1) the
black-and-white maze, 2) the red maze, and 3) the blue maze
depending on runtime input.

B. Difference Design Structure Matrix

A Diff-DSM focuses on modeling the directly or indirectly
changed parts in a code revision. Similar to the original DSM
(introduced in II), a Diff-DSM is also a n*n square matrix,
where the rows and columns represent impacted source files
and each cell represents structural dependencies from a file
on the row to the file on the column. Diff-DSM is unique in
two aspects.

1) A Diff-DSM only captures files impacted, directly or
indirectly, by a code change, c. The impacted files are in four
types, distinguished by the prefix of each file in a Diff-DSM.
o faqq: files that are newly added to the system in ¢
e fRemove: files that are removed from the system in ¢
o farodisy: files that are modified in ¢
o fReferenced: files that do not themselves change in c, but are

referenced by fAdd9 fRemove: or fModify inc

Example. Fig. 1a reports the Diff-DSM for the code change
from a basic maze game to a colorful maze game using the FM
design pattern. The first column lists the files that are directly
or indirectly impacted in the change. Nine files are newly
added, five files are referenced by the changed files, and one
file is removed.

2) A Diff-DSM distinguishes structural dependency types as
added, removed, and unchanged in c. The added and removed
dependency types are marked with “+” and “-” (and also
highlighted in blue and red text colors) in cells.

Example. In Fig. 1a, cell[15,3] says “+Cl, +Cr” in blue,
indicating that these two dependency types (Call and Create)
are newly added (as a result of newly added files). Cell[12,4]
says “-Tp, -Cr” in red, denoting that SimpleMaze (row 12)
no longer declares types (Typed) and creates the instance of
(Create) the Wall (row 4) after change.

C. Design Change Operators

Diff-DSM captures the basic structure changes without
capturing the high-level design difference. For example, it
is possible that several files forming a new polymorphism
structure are added to the system. The Diff-DSM only captures

this case as a set of file and dependency additions, without
capturing them as an introduction of a new polymorphism
structure. Therefore, we define a complete set of 17 basic
design change operators that, by logic, capture all possible
design changes in a code change. They are defined and derived
from Baldwin and Clark’s design rule theory [33] and the object-
oriented design philosophy [28], [29]. We will first discuss the
rational of the 17 operators and justify why they are complete
and general to different object-oriented programming languages,
followed by the detailed definition of each operator. At the
end, we use the running example to illustrate the operators.

Rational and Completeness. Software design evolution can
be captured based on the grounds of Baldwin and Clark’s six
modular operators (see Section II). The first three types are
the most fundamental: Augmenting, Excluding and Porting.
Treating each source file as a fine-grained design module,
Augmenting and Excluding map to adding and removing source
files. Porting can be either Importing or Deporting, which map
to the addition or removal of dependencies among source files.

In different programming languages, there are different
types of structural dependencies. However, regardless of
the specific language, polymorphism is an important design
decision [28], [29]. The relationship between two source files
can be categorized as polymorphic or regular (i.e. other non-
polymorphic dependencies). For example, as introduced in
Section II, in Java, Extend and Implement, are two concrete
forms of polymorphic relationship. The other seven types
are regular dependencies. Following this rationale, in the
descending order of significance, Augmenting (Operator 1 to
5) can be elaborated into Augmenting an Entire Polymorphism
Tree, Augmenting a Partial Polymorphism Tree, Augmenting an
Interface, Augmenting a Child, and Augmenting a Regular File
. Similar breakdown can be applied to Excluding (Operator 6
to 10) and Importing (Operator 11 to 13)/Deporting (Operator
14 to 16). To be comprehensive, operator 17 captures the
modification to the dependency types.

These 17 operators are complete and general in capturing all
the fundamental design changes in software evolution. Although
we do not directly define operators based on the other three
modular operators, namely Inverting, Splitting, and Substituting,
the 17 operators already combine or can be combined to capture
them. We will explore the dynamics of their combination in
the future (see Section VIII).

Definitions. Given any code commit ¢, we define the
following operators that can be used in combination and
sequential to interpret the design structure difference resulting
from c:

1. Augmenting an Entire Polymorphism Tree, 7,: All
the files in 7T, are newly added in c and they form a new
polymorphism tree. That is, none of the files in 7, belongs
any preexisting polymorphism tree in the code base before c.
This operator indicates the introduction of new polymorphism
design structure.

Namely,

2. Augmenting a Partial Polymorphism Tree, PT,: The
files in PT, are newly added in c and they become part of a



preexisting polymorphism tree PT'. This operator indicates the
expansion of PT.

3. Augmenting an Interface, f; : File f; is added in ¢
as a parent class or an interface of an preexisting file in the
system. This operator indicates extracting general interfaces
from existing functions for future extension. As such, more
variations can be added as the child/concrete implementation
in future code revisions.

4. Augmenting a Child, f. : File f., is newly added
in ¢ as a child/concrete implementation of a preexisting
parent/interface in the system. This operator indicates a concrete
extension to a parent/interface.

5. Augmenting a Regular File, f,: File f, is added in c,
and f, is not part of any polymorphism tree. This operator
indicates direct addition of new functions.

6. Excluding an Entire Polymorphism Tree, 7,.: An entire
polymorphism tree 7). is removed in c. This operator eliminates
polymorphism design structure that is no longer needed, which
is the opposite of operator 1.

7. Excluding a Partial Polymorphism Tree, PT.: PT, is

part of a polymorphism tree PT" before ¢ and is removed in c.
The remaining part of PT after c is still a polymorphism tree.

This operator reduces or simplifies the structure of PT'.

8. Excluding an Interface, f; : File f; is removed in c.
Before c, another file implements or extends f; . This operator
indicates the removal of a general interface.

9. Excluding a Child, f., : File f._isremoved in c. Before c,
fe, implements or extends another file before c. This indicates
the removal of a concrete variation of an existing interface.

10. Excluding a Regular File, f.: File f, is removed in
¢, and f, is not part of any polymorphism tree before c. This
operator simply removes existing functions.

11. Importing Polymorphism, (f., f,): Developers add
polymorphism relationship between file f. (child/concrete) and
file f,, (parent/interface). Both f. and file f, exist before c. This
operator is needed when developers identified polymorphism
relationship between two existing files.

12. Importing Regular Dependency, (f., f,): Before c,
both file f, and file f, exist but f, does not depend on f,. In
¢, developer adds regular dependencies from f, to f,. This
operator increases the coupling among files.

13. Enhancing Regular Dependency, (f.,f,): File f,
already depends on file f, before c. In ¢, developer adds more
types of regular dependencies from f, to f,. This operator
strengthens the dependencies between files.

14. Deporting Polymorphism, ( f., f,): Developer removes
the polymorphism relationship from file f. (child/concrete) to
file f,, (parent/interface) in c. This operator eliminates no longer
needed polymorphism relationship between files.

15. Deporting Regular Dependency, (f., f,): File f,
depends on file f, before c. In ¢, developer completely removes
all the dependencies from f, to f,. This operator eliminates

dependencies between files, which in turn decouples the system.

16. Simplifying Regular Dependency, (f., f,): File f,
depends on file f, before c. In ¢, developer removes some

types of dependency from f, to f,. This operator weakens the
dependency between files but not completely eliminating it.

17. Modifying Regular Dependency, (fz, fy): File f,
depends on file f, both before and after c. The types of regular
dependencies from f, to f, are added and removed. This
indicates the nature of the relationship between files changed.
For example, it could change from a method call to an instance
creation.

Example. The implementation of the colorful Maze Game
using FM pattern can be modeled as a sequence of five
operators, as shown in Fig. 1b:

1) Opl: Augmenting Doors: Add BrownDoor (row 2) and
GreenDoor (row 3) as the child classes of Door (row 1);

2) Op2: Augmenting Walls: Add DarkBlueWall (row 5) and
RedWall (row 6) as the child of Wall (row 4);

3) Op3: Augmenting Rooms: Add LightBlueRoom (row 8)
and PinkRoom (row 9) as the child of Room (row 7).

3) Op4: Excluding SimpleMaze: Remove the original Simple-
Maze (row 12) which only creates the black-and-white maze
in the basic version.

2) OpS: Augmenting Factory. Lastly, create the factory
method inheritance structure by adding three new files, i.e.
MazeFactory (row 13) as the parent, and BlueMazeFactory (row
14) and RedMazeFactory (row 15) as two child classes. The
parent class MazeFactory uses the basic products, namely, Door,
Wall, and Room, to create a black-and-white maze. Each child
factory class, BlueMazeFactory and RedMazeFactory, uses the
specific concrete products, namely, BrownDoor-DarkBlueWall-
LightBlueRoom, and GreenDoor-RedWall-PinkRoom, as the
building blocks of red and blue mazes respectively.

IV. APPROACH IMPLEMENTATION AND APPLICATIONS

This section introduces the implementation of DESIGNDIFF,
followed by the discussion of its potential applications.

A. ArchDiff Implementation

Given a commit ID and the code base of a system as inputs,
DESIGNDIFF automatically interprets and visualizes the design
difference shown in Fig. 1. The implementation overview is
illustrated in Fig. 2, composed of two main parts: 1) Diff
Extraction and 2) DESIGNDIFF Modeling.

a) Diff Extraction

This part extracts the directly and indirectly involved source
files in a given commit c¢. We use Git APIs to identify source
files directly revised in ¢, namely ChangedFileSet, and revert the
code base into two status before and after the commit, namely
CodeBaseBefore and CodeBaseAfter. Next, the “Change Extrac-
tor” retrieves two file sets, ReferencedBefore and ReferenceAfter
that are not directly changed in c but are referenced by files
in ChangedFileSet, from CodeBaseBefore and CodeBaseAfter
respectively. ReferencedBefore and ReferenceAfter are neces-
sary to comprehensively capture indirect design impacts of
c. We combine ChangedFileSet with ReferencedBefore and
ReferenceAfter respectively to form InvolvedFileSetBefore and
InvolvedFileSetAfter, containing the directly and indirectly
involved files before and after c.



1 2

10 12 13 14 15

1 Reference.Door (1) Tp, Cr
2 Add.BrownDoor +al+Ext T (2) +Tp
3 Add.GreenDoor +Cl,+Ext " (3) +Tp
4 Reference.Wall (4)
5 Add.DarkBlueWall +cl,+Ext] (5)
6 Add.Redwall +Cl +Ext] " (8)
7 Reference.Room (7) Tp
8 Add.LightBlueRoom +Cl+Ext T (8)
9 Add.PinkRoom +Cl+Ext " (9
10 Reference.Maze (10)
11 Reference.Direction r (11)
12 Remove.SimpleMaze | -Cl,-Tp,-Cr -Tp,-Cr -Cl,-Tp,-Cr -Cl,-Tp,-Cr  -Tp [(12)
13 Add.MazeFactory +Cl,+Tp,+Cr +Tp,+Cr +Cl,+Tp,+Cr +Cl,+Tp,+Cr +Cl,+Tp (13) +Cr +Cr
14 Add.BlueMazeFactory +Tp +Cl,+Cr +Tp  +Cl,+Cr +Tp +Cl,+Cr +Tp +c|,+Ext'(14)
15 Add.RedMazeFactory|  +Tp +Cl+Cr +Tp +ClsCr +Tp +Cl+cr  +Tp +Cl+Ext  (15)
Note: Cl means Call; Tp means Typed; Cr means Create; Ext means Extend
(a) Diff-DSM

1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
1 Reference.Door (1) Tp, Cr
2 Add.BrownDoor +Cl+Ext 7 (2) +Tp
3 Add.GreenDoor +C,+Ext " (3) +Tp
4 Reference.Wall ()
5 Add.DarkBlueWall | g a0 ent Doors +cl+ext” (5) '
6 Add.Redwall +Cl,+Ext (6)
7 Reference.Room (7) TP
8 Add.LightBlueRoom 0Op2: Augment Walls | +Cl,+Ext " (8) Op5:
9 Add.PinkRoom +CL,+Ext " (9 Opd4: Exclude A:gr'“em
10 Reference.lv!aze' GOp3:Augment Room: (10) v SiﬁrleMaze Factories
11 Reference.Direction (11) G
12 Remove.SimpleMaze | -Cl,-Tp,-Cr -Tp,-Cr -Cl,-Tp,-Cr -Cl,-Tp,-Cr -Tp ﬁu) 0
13 Add.MazeFactory +Cl,+Tp,+Cr +Tp,+Cr +Cl,+Tp,+Cr +Cl,+Tp,+Cr +Cl,+Tp (13) +Cr +Cr
14 Add.BlueMazeFactoryf +Tp  +Cl,+Cr +Tp  +Cl,+Cr +Tp  +Cl+Cr +Tp +Cl,+Ext (14)
15 Add.RedMazeFactory| +Tp +ClL+Cr  +Tp +Cl,+Cr +Tp +Cl,+Cr +Tp +Cl,+Ext '(15)

Note: Cl means Call; Tp means Typed; Cr means Create; Ext means Extend

(b) Design Difference

Fig. 1: Operators for Colorful Maze Game Using Factory Method Pattern
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Fig. 2: DESIGNDIFF Implementation Overview

b) DESIGNDIFF Modeling

Next, we model a commit as a sequence of design change
operators defined in Section III.

First, we use Understand [32] to calculate two subgraphs, de-
noted as Gpe fore and G feer, formed by InvolvedFileSetBefore
and InvolvedFileSetAfter respectively.

Next, the “Diff-DSM Generator”, a simple graph comparator,
identifies the difference between Gpefore and Ggpier. It first
identifies the discrepancies of the nodes in Giefore and
Gofter- As such files added, removed, and modified can
be distinguished. The referenced files are tagged in “Diff
Extraction”. It then compares edges in Gpefore and Ggfier t0
identify added or removed dependency types between any two
files. The output is a Diff-DSM highlighting file and dependency
changes as shown in Fig. la.

The “Operator Matcher and Visualizer” takes a Diff-DSM
as input and 1) matches the patterns of the 17 operators and
2) interprets the design difference as a sequence of operators.
Each type of operator is identified by a respective matching
procedure. The input is the Diff-DSM of a commit; the output
is the instances of a particular type of operator formed by
the involved files and/or dependencies. Due to space limit,
we only illustrate the pseudo code of two representative

matchers: matchAugmentingEntirePolyTrees in Algorithm 1 and
matchExcludingPartialPolyTrees in Algorithm 2. The pseudo
code of the other 15 matchers are included in the link below?. In
Algorithm 1, the first step (line 1) is to traverse the added files
in a Diff-DSM, d D sm, based on the polymorphism relationship.
The output of this step are clusters of newly added files,
namely trees, where files in each cluster are connected by the
polymorphism relationship (i.e. form a polymorphism tree).
We loop through the ¢rees (line 2 to line 8). In each iteration,
we check whether the current ¢ree contains more than 1 source
file (line 3); otherwise, it is not a real tree. Then we check
whether files in the ¢ree share polymorphism relationship with
files outside of it (line 4). If not, the tree is added to the return
set since it is an entirely new polymorphism tree. Algorithm 2
works similarly. The differences are in line 1 and line 4. In
line 1, we traverse the removed files instead of the added
files in dDsm to identify polymorphism trees formed by the
removed files. In line 4, we check whether files in a tree share
polymorphism relationship with files outside of the tree. If
so, it matches an excluded partial polymorphism tree operator.
After all the operators are matched in a commit, the “Operator
Visualizer” orders identified operators based on two heuristics:

2https://drive.google.com/open?id: lc1zKt-TuYb0_M9;jllsdRSObLS5-crA5Tk
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1) Instances of the same type of operators are visualized in
one view due to their commonality; and 2) Operators related to
polymorphism structure will be visualized first. The rational is
to prioritize operators that are more likely to increase the system
complexity. Admitted, these heuristics may not be optimal, we
will discuss this in Section VIII.

Algorithm 1 matchAugmentingEntirePolyTrees
Input: dDsm
Output: new_trees

Declare: new_trees = ()
1: trees = traverseAddedFiles(dDsm, “poly”)
2: for tree in trees do
3. if sizeof(tree) > 1 then

4: if Vf € tree,dDsm.neighbors(f, “poly”) C
tree then

5: new_trees.add(tree)

6: end if

7 end if

8: end for

9: return new_trees

Algorithm 2 matchExcludingPartialPolyTrees

Input: dDsm
Output: excluded_partial_trees

Declare: excluded_partial_trees = ()

1. trees = traverseRemovedF'iles(dDsm, “poly”)

2: for tree in trees do

3. if sizeof(tree) > 1 then

4: if 3f € tree
3f; € dDsm.neighbors(f, “poly”), f; ¢ tree
then

5 excluded_partial_trees.add(tree)

6: end if

7 end if

8: end for

9: return excluded_partial_trees

B. DESIGNDIFF Potential Applications

DESIGNDIFF is a promising tool for software practitioners
in different application areas:
a) Design Structure Change Comprehension and Review
Software development is a collaborative and long-term
effort [38]. In some agile methods, teams even advocate
collective code ownership and continuous refactoring [39].
Therefore, it is important for developers to understand each
other’s changes at the high level, as well as their own changes
in the past. Code review has been an important technique for
ensuring quality [40]. DESIGNDIFF can be used to facilitate
the code review emphasizing on the design change.
b) Continuous Design Structure Monitoring
Developers constantly make changes to a system. Due to
the lack of experience or pressed by time, developers tend
to introduce sub-optimal implementation that form “techni-
cal debts” [41], [42]. Therefore, it is important to provide
continuous design quality monitoring to provide instant or

TABLE I: Study Subjects

Project #Files | #Commits LOC Duration(#Ms)
Avro 896 643 126K 114
Chemistry | 1053 1466 131K 107

Jena 5886 4780 515K 83
Mina 319 1702 23K 136
PDFBox 1289 6241 152K 119

early warning when changes introduce negative impact to the
overall design structure. DESIGNDIFF enables such continuous
design structure monitoring. For example, if a change intro-
duced design flaws, such as cyclic dependencies or unhealthy
inheritance relationships [43]-[45], developers should receive
an instant warning to take immediate actions. On the opposite,
if developers eliminated design flaws, they should also receive
a positive feedback to acknowledge the effort.
c) Software Design Education

The topics in software design are challenging for students
who lack practical experience [46]. Although students practice
good software design in programming homework, it is often
extremely inexplicit and inefficient for instructors to evaluate
students’ work in terms of the design correctness and quality.
DESIGNDIFF is a promising tool to overcome challenges for
both students and educators.

V. EVALUATION SETUP

This section discussed how we evaluate DESIGNDIFF.

A. Research Question . .
We propose to answer the following research questions:

« RQ1: Can DESIGNDIFF facilitate the understanding of the
high-level design differences resulting from real-life software
system commits?

« RQ2: Can DESIGNDIFF help to instantly detect the intro-
duction and elimination of design flaws with every single
code revision?

« RQ3: What is the performance overhead of DESIGNDIFF?

B. Evaluation Subjects and Setup

To answer RQ1 and RQ2, we applied DESIGNDIFF on a
total 14,832 of commits from five popular, real-life software
systems [47]-[51]. They are Avro—a remote procedure call
and data serialization framework; Chemistry—open source
Content Management Interoperability Services; Jena—Semantic
Web framework for Java; Mina—a Java network application
framework; and PDFbox—a pure-Java library for manipulating
PDF files. The basic facts about these projects are shown in
Table I. As a particular note, DESIGNDIFF identified 4,189
(28%) of the total 14,832 commits that altered the design
structure of the projects. The remaining 72% commits did not
alter the software design structure.

a) RQI Setup

We conduct a user study and survey to evaluate the
effectiveness of DESIGNDIFF for understanding the design
structure changes in real-life software commits. We compare
with using the diff viewer on GitHub [26], referred as GitDiff
in the following context. GitDiff presents the detailed code
revisions and highlights the added and removed lines of code
in green and red background. We use GitHub as the baseline
because 1) it is the most widely used and readily available tool



that highlight code difference in every single code commit;

and 2) to the best of our knowledge, there is no other available

tool that directly and automatically calculates and visualize the
high-level design difference from every single code revision.

To create a fair comparison, we employ the following setting
in the study: We selected 4 commits from each of the 5
projects (20 commits total) in 4 different complexity levels,
approximated by the number of involved files: <= 5, (5, 10],
(10, 15], and > 15. Intuitively, the more files involved, the
more difficult to understand. We invited 10 developers with 1
to 6 years of real-world development experience in the study.

The study is arranged in five sessions shown in Table II.
Each session is participated by 2 developers (column 2). Each
developer reviews 8 commits from two projects (column 3)
using DESIGNDIFF and GitDiff. For instance, in Session 1,
participant A uses DESIGNDIFF on Avro and GitDiff on
Chemistry; while participant B uses GitDiff on Avro and
DESIGNDIFF on Chemistry. As such, each participant reviews
8 cases from two projects by DESIGNDIFF and GitDiff
respectively; and each commit is reviewed four times, each
time by a different participant, using DESIGNDIFF and GitDiff
evenly. Therefore, the study results in a total 40 review cases
using DESIGNDIFF and 40 cases using GitDiff.

Before each session, we provide a 45 minutes training/exer-
cising to get participants familiarized with both methods. We
ask the participants to summarize the design changes in each
commit. We clarify our expectation by showing samples of
expected summary and educate the participants with the 17
operators. We track the time spent on each case.

We evaluate each summary in a scale of 1 to 5. A 5 means
a correct and complete summary; 4 if the summary contains
minor inaccuracies; 3 if important information is missing or
misinterpreted; 2 if the summary is largely vague/irrelevant; 1
if the summary is mostly vague/irrelevant. As an example, a
participant got 1 using DESIGNDIFF on a summary: “inheri-
tance change”, without any specific information of which and
how files are involved. To ensure fair evaluation, one author
performs the initial grading and another author confirms.

We collect feedback from participants using a brief survey
after the study. We ask three (two rating and one open-ended)
questions in the survey: 1) How useful is DESIGNDIFF for help-
ing understanding design changes? (Useful, Not Much Useful,
Useless); 2) How useful is GitDiff for helping understanding
design changes? (Useful, Not Much Useful, Useless); 3) What
is the strength and weakness of DESIGNDIFF and GitDiff?

RQI is answered through: 1) the quality and used time in
understanding; and 2) participants’ feedback.

b) RQ?2 Setup

We focus on four types of design flaws that violate well
accepted design principles [28], [29].

e Cyclic Dependency: A group of files form a dependency
cycle [43]-[45].

o Parent Calls Child: The parent (abstract) classes should not
depend on the child (concrete) classes. Otherwise, it violates
the Dependency Inversion Principle [29]: the concrete should
depend on the abstract but not vice versa.

TABLE II: Study Sessions

Commits (Method)

Avro (A: DESIGNDIFF; B:GitDiff); Chemistry (A: GitDiff; B: DESIGNDIFF)
Chemistry (C: DESIGNDIFF; D: GitDiff); Jena (C: GitDiff; D: DESIGNDIFF)
Jena (E: DESIGNDIFF; F: GitDiff); Mina (E: GitDiff; F: DESIGNDIFF)
Mina (G: DESIGNDIFF; H: GitDiff); PDFBox (G: GitDiff; H: DESIGNDIFF)
PDFBox (I: DESIGNDIFF; J: GitDiff); Avro (I: GitDiff; J: DESIGNDIFF)
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Fig. 3: Summary Quality

« Sibling Calls: According to the Livos Substitution Princi-
ple [29], the subclass should be able to substitute each other.
But if the sibling classes call each other, they cannot be used
interchangeably due to their coupling.

o Declare Child: Developers should declare the abstract/parent
class, instead of the concrete/child, to increase the flexible
and interchangeable instantiation of concrete/child classes.
Declaring a child class violates both Likov Substitution and
Dependency Inversion Principles [29].

DESIGNDIFF can help detect commits that introduce these
flaws. For example, to detect the introduction of cyclic
dependencies, we calculate cycles in a Diff-DSM formed by
after-change files-and-dependencies that do not exist in before-
change files-and-dependencies. Other flaws can be detected
in similar ways following the before-after criteria using a
Diff-DSM. The negation of flaw detection pin-points the flaw
elimination.

c) RQ3 Setup

We measure the performance overhead of running DESIGN-
DIFF against the 4,189 design structure altering commits on
a PC with 17 CPUS, 2.6GHz, 4 cores, 32 GB RAM, 64-bit
Operating System.

VI. EVALUATION RESULTS

RQ1: Can DESIGNDIFF facilitate the understanding of
the high-level design differences resulting from real-life
software system commits? We first present the understanding
quality and time by using DESIGNDIFF and GitDiff, then
present the survey results in four findings:

1) DESIGNDIFF improves the quality of understanding
obviously, compared to GitDiff. As introduced in Section V,
we grade the 40 cases by DESIGNDIFF and 40 cases by GitDiff
in the scale of [1,5]. Fig. 3 shows the grade distribution.

When using DESIGNDIFF, 30 (75%) cases received 5°,
indicating the completeness and correctness in the summaries of
design changes. Participants lost points mostly (8 in 10 cases)
due to missing minor dependency changes or being inaccurate
when describing the changed files. In 2 cases, the participate
submitted vague summary or mixed up changed dependency
types. The Mann-Whitney U-tests indicates that DESIGNDIFF
can statistically significantly improve the understanding quality
with p-value 0.0003.



TABLE III: Efficiency Improvement for Participants
Avg. Time (Minutes) Avg. Quality (Grade [1,5])

Par. 5 S TGN DIFF|GitDiff[Saved[ DESIGN DIFF|GitDiFf| Improved
D 7 8.5 1.5 5 3.5 1.5
H 45 6.5 2.0 425 3.75 0.5
C 4.5 7.5 3.0 4.25 1.75 2.5
1 5.75 10.5 | 4.8 5 425 0.75
F 8 18.25 1 10.3 5 3.25 1.75
B 4 975 [ 5.8 5 4.5 0.5
N i3 125
E 7.75 2.5 T-53 475 2.25 2.5
A 9.5 425 1-53 45 2.75 1.75
Avg -5.3 2.1
G 6.25 4 23 5 5 0

J 2.75 2 -0.8 2.5 2.75 -0.25
Avg -1.5 -0.1

In comparison, when using GitDiff, only 12 (30%) cases
received 5°. The summaries suffer from the following issues:
1) The summaries failed to completely capture the dependency
change among files (13 in 28 cases). In particular, participants
tend to miss porting/deporting dependencies or dependency
change that involve referenced files. Consistent with the survey
feedback, participants complain that GitDiff only explicitly
distinguishes changes to files as added, removed, or modified
by the background color (all green for added file, all red for
removed, and mixed background for modified file). However,
the dependency changes are implicit and tedious to capture.
2) The summaries did not contain detailed information of
which and how files are involved in a change (12 in 28 files).
For example, when an entire polymorphism tree is added, the
summary only vaguely indicates “some inheritance structure is
added”, without providing details. 3) The summaries mistaken
the roles of files and the nature of their dependencies(5 in 28).
For example, participants mixed up child and parent or mistaken
polymorphism relationship as regular dependency. 4) The
summaries look like a detailed “laundry list” without cohesive
understanding (2 in 28 cases). For example, “Augmenting an
Entire Polymorphism Tree” formed by a parent class A and
three child classes B, C, and D is described fragmented as
B extends A, C extends A, and D extends A following the
order of how changed files are listed on GitDiff. In 1 case, the
participant did not submit the summary, later confirmed by the
participant having difficulty identifying any meaningful design
changes from GitDiff.

2) For the majority (60%) participants, DESIGNDIFF both
improves the understanding quality (by an average 1.25°) and
reduces the review time (by an average of 4.5 minutes). The
data is shown in Table III. The first column shows the unique
ID of each participant. Column 2 to 4 shows the average time
each participant spent when using DESIGNDIFF and GitDiff,
and the time saved by using DESIGNDIFF. Similarly, Column
5 to 7 shows the grade received when using DESIGNDIFF and
GitDiff, and the grade improved by using DESIGNDIFF.

For 2 participants, they spent 5 more minutes when using
DESIGNDIFF, but the understanding quality is significantly
improved by 1.75” and 2.5’. According to the survey, DESIGN-
DIFF provides systematically guidance that helps users remain
engaged until high quality understanding is achieved; while
GitDiff tends to overwhelm and discourage users from further

pursuing understanding by details.

For the remaining 2 participants, the effectiveness of DE-
SIGNDIFF did not kick off in the study. They spent more time
(0.8 and 2.3 minutes) using DESIGNDIFF, without improving
the understanding quality. We conjecture that this is impacted
by individual background and experience. The DESIGNDIFF
uses a matrix representation, thus the participants’ performance
will be compromised if he/she is not comfortable with reading
a matrix. This is supported by the comments from the survey:
two participants suggested that we replace the DSM view by
a graph view, which is more intuitive to them. However, we
believe that this is amendable with more training and exercises.

3) The survey shows that all participants favor DESIGNDIFF
over GitDiff due to its explicitness in showing the design
changes. All 10 participants think that DESIGNDIFF is useful
for understanding design structure differences. In comparison,
4 participants think that GitDiff is useful; 5 think that GitDiff
is not much useful; and 1 thinks that GitDiff is useless.
However, four participants complained the complexity of the
DESIGNDIFF visualization and the high learning curve. They
suggest simplifying the view, especially for large changes,
such as by eliminating trivial operators like “Modify Regular
Dependency”. As mentioned earlier, two participants suggested
that we use a graph-based view to replace the DSM view. This
suggestion is opposite to the appreciation for the compactness
of the DSM view from other participants. For GitDiff, two
participants appreciated the clarity of the background color for
highlighting the added and removed lines of code. However,
most participants complained the fragmentary information and
overwhelming details that challenge the understanding of high-
level design differences.

RQ1 Answer: DESIGNDIFF can help most participants to
better and faster understand the design structure differences in
real-life software project commits. Participants mostly favor
DESIGNDIFF over GitDiff due to its clarity and explicitness
in showing the essential design change.

RQ2: Can DESIGNDIFF help to instantly detect the
introduction and elimination of design flaws with every
single code revision?

With the help of DESIGNDIFF, we found that, among the
4,189 commits that changed the design structure of the studied
projects, totally 855 commits introduced and 337 commits
eliminated design flaws. The detailed information is shown
in Table IV. The first column lists the project name and the
number of commits that changed the design structure. The 2nd
and 3rd column show the numbers of commits that introduced
and eliminated Cyclic Dependency respectively. The 4th column
shows the latency (in days) between the introduction and
elimination of each flaw instance. The following columns show
the similar information for the other three design flaws. We
can make the following observations from the data:

1) Overall, developers are 2 (Cyclic Dependency) to 5
(Parent Call Child) times more likely to introducing than
eliminating design flaws. For instance, in Avro, 37 commits
(which is 15% of the total 248 design altering commits)
introduced new cyclic dependencies among the revised files.



TABLE IV: Real-time Detection of Commits with the Flaw Introduction and Removal

Project Cyclic Dependency Parent Call Child Sibling Call Declare Child Class
(#Arch. Commits)|” #In. (%) | #EL (%) [L(D)|[ #In. (%) [ #EL. (%) [L(D)|| #In. (%) | #EL. (%) [L(D)|[ #n. (%) [ #EL (%) |[L(D)
Avro (248) 37 (15%) |7 2.4%) [TT79]|7 2.8%) |1 (0.4%) | - |9 3.6%) |1 (0.4%) | 1621][24 (9.7%) |4 (1.6%) | 1
Chemistry (321) [ 15 (4.6%) [6 (I1.8%) | 5 [[5 (1.6%) |1 (03%)| - [[9 2.8%)|3 (0.9%)| 8 |11 (3.4%) |3 (0.9%)| -

Mina (601) 37 (6.1%) 22 3.7%)] 56 || 6 1%) |1 (02%)| 1 [|23 3.8%)[3 (0.5%)| 5 |[31 (5.2%) |11 (1.8%)| 76
PDFBox (1392) [149 (10.7%)[75 (5.4%)| 579 [[37 (2.7%)| 5 (0.4%) [1599]|53 (3.8%)[13 (0.9%)| 990 || 111 (8%) |35 (2.5%)| 94
Jena (1627) 88 (5.4%) | 65 (4%) | 174 []20 (1.2%)|10 (0.6%)| 377 ||72 (4.4%)[31 (1.9%)] 5 [|T11 (6.8%)|40 (2.5%)| 35

[ Avg. In/Rm. [ 84%/3.4% =24

[399] 1.9%/04% =5 [[645]] 3.7% 7 0.9% =4 || 234 ][ 6.6% / 1.9% = 3.5 [[ 51 ]

In comparison, only 7 commits (2.4%) eliminated cycles. This
is consistent with prior empirical experience that design flaws
are not granted sufficient attention. Therefore, they are easily
introduced, but seldom get eliminated. This indicates that it is
important to provide real-time warning of the introduction of
flaws so that the developers can take immediate corrections
before maintenance consequences accumulate. Meanwhile,
developers should also receive positive feedback when they
make an effort to eliminate the flaws.

2) The latency between the introduction and elimination of
a design flaw is on average 51 days (Declare Child Class)
to 645 days (Parent Call Child)! As shown in Table IV, the
latency before elimination varies drastically from case by case:
from 1 day to 1559 days (sub-columns “L(D)”). To clarify,
not every introduced flaw is removed; and not every removed
flawed can be traced back to its original introduction on Git
log. The latency is calculated based on matched introduction
and elimination cases. The data indicate that most design flaws
are not eliminated in a timely fashion. Admittedly, the latency
is impacted by many factors, such as unawareness, lack of
experienced and time, priority of the issues, etc. However, we
believe that if developers can receive instant warning from
DESIGNDIFF, they have the option to eliminate these flaws
immediately after the introduction with a fresh memory.

RQ2 Answer: DESIGNDIFF successfully detected 855
commits that introduced and 337 commits that eliminated
four types of design flaws among the total 4,189 commits
that changed the design structure of the studied projects. The
latency between introduction and elimination of a design flaw
is on average from 51 to 645 days. Based on our evaluation,
we believe that DESIGNDIFF has the potential to provide
instant warning and positive feedback to the introduction and
elimination of design flaws. This enables the long-term health
of software design against rapid code revisions.

RQ3: What is the performance overhead of DESIGN-
DIFF? We track the execution time of DESIGNDIFF, covering
Diff Extractor, DiffDSM Generator, and Operator Matcher and
Visualizer, on commits with <=5, (5, 10], (10, 15], and > 15
source files. The profiling data show that the average processing
time is 13, 15, 19, 29 seconds for the four complexity levels
respectively. Large portions of time were consumed on Diff
Extractor and Operator Visualizer. The Diff Extractor could
end up scanning a large amount of the code for even a small
change due to a large number of referenced files. In addition,
the Visualizer relies on an open source library [52] to render
different operators in a .xlIsx file. Overall, the overhead of
DESIGNDIFF is affordable for running after every code change.

We plan to further optimize DESIGNDIFF in the future.
VII. RELATED WORK

a) Code Differencing

Numerous prior work focused on analyzing code differences
in a single code change. They are in three types: 1) Text-based
approach that computes the inserted, removed, or changed lines
of code between two versions of a source file [53]-[57]; 2) Tree-
based approaches that capture the syntactic difference in the
format of Abstract Syntax Trees [58]-[65]; and 3) Graph-based
approach that uses graph representations of source code, such
as control flow graph, to shown program semantic change [66]—
[70]. In a particular note, Apiwattanapong et. al. [66] analyzed
the semantic changes of OO programs, which are relevant
to the polymorphism related operators in this paper. Their
approach outputs a control-flow graph of the internal structure
of a method, composed of an entry point, method invocations,
variable declarations, and branching points, such as try and
catch, and finally an exiting point. They employed dynamic
binding to identify method invocations that may affect different
part of the program at run-time due to the polymorphism design.
In comparison, our work focused on capturing the changes of
the inter-dependencies among existing/added files/classes, and
group related changes into operators, such as Augmenting an
Partial PolyMorphsim Tree, to facilitate the comprehension of
the high-level design.

b) Design Differencing

Previous work has also focused on identifying design
difference between two versions of software program. Our work
is highly relevant to [71]-[74], where the design differences are
also described in the notion of change operators. In [73], the
authors identified add parent/base class and remove parent/base
class. They focused on just one particular parent or base
class being added or removed, without capturing the overall
polymorphism structure formed by a group of files. In [74],
the authors described the extract super class and flatten
polymorphism changes. The extract super class is similar to
add a parent/base class, and it focuses on cases where a
super class is extracted from an existing class. The flatten
polymorphism is the opposite of extract super class, where a
parent class and its child are combined into one flat class. In
[71], [72], the authors capture the general inheritance/interface
change similar to the previous two studies. Meanwhile, these
related work also identify fine-grained changes, such as change
visibility [71], [72], change attribute [73], [74], which are not
captured in this work. The uniqueness of our work is two-
fold. First, the polymorphism operators (i.e. operators 1 to
4,6 t0 9, 11, and 14) stand for different high-level design



decisions, which are not formally differentiated in previous
work. For example, Augmenting an Entire Polymorphism
Tree aggregates a group of newly added files that form an
completely new inheritance tree, which indicates the employ-
ment of polymorphism for addressing a complicated aspect
of design. Similarly, Augmenting Partial Polymorphism Tree
groups related files that expand an existing polymorphism tree,
which indicates the increase in the complexity of an existing
polymorphism structure. In prior work, these two scenarios are
not automatically captured, instead they will be illustrated as
multiple add-parent and add-class operators. Similarly, each of
the other polymorphism operators has a unique meaning that
is not specifically differentiated in related work. Second, our
approach is designed for continuous modeling. It performs a
light-weighted comparison of the before and the after change
DSMs composed of only the change-related files. The strength
is that, as shown in RQ2 and RQ3, it can be used to detect
the introduction and elimination of design flaws from every
single commit with affordable cost. In comparison, previous
approaches are designed for analyzing two remote versions
of code using comprehensive code analysis and heuristics
for mapping elements and extracting the fine-grained code
elements, such as attributes and methods. The advantage of
related work is to captured a combination of fine-grained and
design structure changes, but they may not be suitable for the
continuous monitoring evaluated in this paper.
c) Architecture Recovery and Analysis

Architecture recovery is the process of reverse-engineering
system architecture from binary code, source code, or con-
figuration files. Numerous techniques and tools were built
to automatically group implementation entities, e.g. files,
classes, or functions, into high level architectural elements,
such as components/connectors [10]-[18], modules [75]-[77],
and design spaces [22], [36], [37]. Architecture visualization
facilitates the high-level understanding [78]-[81]. Another
important goal of architecture recover is to identify architectural
decay and flaws [20], [45], [82]-[91]. To a very limited
extend, prior work focused on the analysis of architecture
evolution [23], [71], [92]-[95]. However, they mostly work
at consecutive versions of a software system and are limited
to provide timely guidance for developers after every single
code change. According to a recent study [96], developers
need improved awareness of the architectural changes in the
daily development activities. Our work complements existing
literature by contributing a continuous design change modeling
and monitoring approach.

VIII. THREATS TO VALIDITY AND LIMITATIONS

a) Threats to Validity

First, we defined the 17 change operators based on the
different patterns of dependency change among existing/added
source files. We cannot guarantee that these 17 operators
can correctly and completely capture the actual intentions
of developers who made the changes. Second, we acknowledge
the potential basis that we only compared with GitDiff, which
is not intended for analyzing software design. Third, we

acknowledge the potential basis in grading the design difference
summaries submitted by the study participants due to individual
understanding and experience. Fourth, 10 participants in RQ1
are currently graduate students who have 1-6 years of real-
world system development experience. And the 20 commits
in the study may not cover all possible change scenarios. We
plan to conduct more comprehensive user studies in the future.
Fifth, DESIGNDIFF employs heuristics to order and visualize
the design change operators (see Section IV). We acknowledge
it is not optimal for all different commits. In future work, we
plan to customize the ordering strategy based on the content
of each code change, such as by grouping operators involving
the same set of files together.
b) Limitations

First, we acknowledge that the time saved by using Design-
Diff compared to using GitDiff is not statistically significant
for all the participants. Only 60% participants were able to
save time by using DesignDiff. In future work, we plan to
simplify the visualization to make it is easier to understand.
Second, we acknowledge that we did not conduct statistic
analysis on the survey data of RQI, given the limited number
of participants. Third, DESIGNDIFF focuses on only four
operators: Augmenting, Excluding, Importing (Deporting), and
Inverting, of the original six operators. To clarify: Inverting
is captured as polymorphism related Augmenting. However,
Splitting and Substituting are not directly captured, but can be
captured by combinations of Augmenting, Excluding, Importing
and Deporting. We plan to investigate the dynamic combination
of the 17 operators in future work. Fourth, we acknowledge
that the four design flaws studied in RQ2 are not complete to
cover all possible flaws in practice. However, practitioners can
leverage DESIGNDIFF to define their own flaw detection rules
based on project needs. Fifth, the cyclic dependencies identified
by DESIGNDIFF only involve files within the Diff-DSM of a
commit. Cycles formed by both files in and out of a Diff-DSM
cannot be calculated without the knowledge of a full system
DSM. We plan to explore efficient ways to identified the latter
type of cycles in the future.

IX. CONCLUSION

This paper contributed a new design modeling and analysis
approach, DESIGNDIFF, to incrementally capture, interpret, and
visualize the essential design structure difference resulting from
every single code change. The evaluation on three application
contexts proved the great potential of DESIGNDIFF. A user
study of 10 participants and 20 real-life software commits
indicated that DESIGNDIFF can help practitioners to better
and faster understand the impacts of detailed code changes
to the software design structure. Evaluation on 14,832 real-
life software commits proved that DESIGNDIFF can enable
continuous design structure monitoring by providing instant
warning and positive feedback to design flaw introduction and
elimination.
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