
IEEE/ACM TRANSACTIONS ON NETWORKING, VOL. 28, NO. 4, AUGUST 2020 1463

An Efficient K-Persistent Spread Estimator for
Traffic Measurement in High-Speed Networks

He Huang , Member, IEEE, ACM, Yu-E Sun , Chaoyi Ma , Graduate Student Member, IEEE,

Shigang Chen , Fellow, IEEE, You Zhou, Member, IEEE, Wenjian Yang,

Shaojie Tang, Member, IEEE, Hongli Xu , Member, IEEE, and Yan Qiao

Abstract— Traffic measurement in high-speed networks has
many important functions in improving network performance,
assisting resource allocation, and detecting anomalies. In this
paper, we study a generalized problem called k-persistent spread
estimation, which measures the volume of persist traffic elements
in each flow that appear during at least k out of t measurement
periods, where k and t are two positive integers that can
be arbitrarily set in user queries, with k ≤ t. Solutions to
this problem have interesting applications in network attack
detection, popular content identification, user access profiling, etc.
There is very limited prior art for this problem, only addressing
the special case of k = t under a flawed assumption. Removing
this assumption, we propose an efficient and accurate estimator
for generalized k-persistent traffic measurement, with k ≤ t.
Our method relies on bitwise SUM, instead of bitwise AND in
the prior art, to combine the information collected from different
periods. This change has fundamental impact on the probabilistic
analysis that derives the estimator, particular over space-saving
virtual bitmaps. Based on real network traces, we demonstrate
experimentally the effectiveness of our new method in estimating
the k-persistent spreads of all network flows. Our estimator
performs much better than the prior art on its case of k = t.
We also incorporate a sampling module to the estimator for
improved flexibility, and give a use study on how to detect and
find DDoS attackers using the proposed estimator.

Index Terms— Traffic measurement, persistent traffic, spread
estimation.
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I. INTRODUCTION

TRAFFIC measurement over big streaming data in
high-speed networks has many applications in improv-

ing network performance, assisting resource allocation, and
detecting anomalies. One basic measurement function is called
spread (or cardinality) estimation [9], [14], [18], [28], [32],
which estimates the number of distinct elements in each
network flow during a measurement period, where flows may
be TCP flows, P2P flows, HTTP flows, or defined arbitrarily
based on one or a combination of fields in packet headers,
and elements under measurement may also be addresses/ports
in packet headers or application-specific values in packet
payload. In one example, we may consider all packets from
the same source address as a per-source flow, and mea-
sure the number of distinct destination addresses (i.e., ele-
ments) that each source (i.e., flow label) has contacted.
In another example, all packets to each server form a flow,
and we may measure the number of distinct files (ele-
ments) that are accessed from that server (flow label). Spread
estimation has many important applications in scan detec-
tion, worm monitoring, proxy caching, and content access
profiling [29].

We stress that flow-spread estimation is different from
traditional flow-size estimation that measures the number of
packets in each flow [4], [22], [33] or identifying elephant
flows [7], [20], [31]. Spread estimation is to count the number
of distinct elements, requiring duplicate elements to be filtered.
It is harder than size estimation, which counts simply the
number of packets. For example, consider a per-source flow
where a source host sends 10, 000 packets to 10 desti-
nation hosts. The flow size is simply 10, 000, but if we
define the flow spread as the number of distinct destination
addresses in the flow, it is just 10, where all packets to
the same destination address are considered as duplicates.
Such a spread measurement helps in scan detection, where a
large spread indicates that the source host may be performing
scanning.

This paper investigates a new problem called k-persistent
spread estimation. Traditionally, traffic measurement is per-
formed over each measurement period (or called epoch) whose
length is pre-defined. Instead of performing spread estimation
within each period in isolation, we look across a number t
of consecutive periods and estimate the number of distinct,
persistent elements that appear in a flow over at least k out
of t periods, where t and k can be arbitrarily defined in user
queries.
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The most related work is done by Xiao et al. [26], which
is a special case of our problem — finding the number of
distinct elements that appear in a flow during all t mea-
surement periods, i.e., k = t. Their work can be motivated
by an application example of detecting stealthy denial-of-
quality attacks [26], where malicious hosts send a sufficient
number of service requests to a server to slow it down,
without overwhelming the server (which would make the
attack’s presence obvious). Xiao et al. makes the following
observation from real traffic traces: legitimate users connect
to a server intermittently, while attacking hosts would keep
sending packets to the server. Therefore, one can separate
attackers from legitimate users by finding those that appear
during all measurement periods. However, the attackers can
easily evade such detection by not sending packets in some
(or even one) periods. To counter against this evasion, we need
a new, generalized approach of k-persistent spread estimation,
which can find those hosts that appear in at least k out of
t periods. Such an approach provides greater flexibility in
identifying malicious hosts that have more intense activities
than normal ones but do not necessarily show up in every
single period. Measuring k-persistent spread has many other
applications, such as identifying popular web files that are
persistently accessed by users over at least k out of t periods,
or profiling Internet access patterns by finding the number of
servers that each user persistently access (during at least k out
of t periods).

We want to enable k-persistent spread estimation at a
high-speed network where routers forward packets at an
extremely high rate, which requires packet processing to
be performed by specialized network processors with lim-
ited on-chip cache memory (such as SRAM). This setting
requires all online network functions such as routing, packet
scheduling, quality of service, and traffic measurement to be
performed efficiently in terms of processing overhead and
space overhead.

Xiao et al. uses a space-efficient bitmap to record the
elements in a flow, where each element is encoded at a certain
bit location. Their approach performs bitwise AND among
bitmaps from different periods in order to estimate the number
of common elements in all t periods. There are two problems
that prevent their approach from solving the more general
problem of k-persistent spread estimation. First, bitwise AND
is lossy in information. When we perform AND among t
bits, the result is zero as long as one of the t bits is zero.
It no longer tells how many of the t bits are one, which is
critical to finding those elements that appear in at least k out
of t bitmaps. Second, they make an assumption that elements
appear either in all periods or in just one period. This will
simplify the mathematical process of deriving an estimator.
However, we will demonstrate that the assumption does not
always hold in real traffic traces.

In this paper, we propose to solve the problem of
k-persistent spread estimation by bitwise SUM among multi-
ple bitmaps collected over a number of t measurement periods.
Bitwise SUM has never been explored in spread estimation.
This seemly simple deviation from traditional bitwise AND
will change the whole mathematical process of deriving an
estimator for the more complex problem of finding the number

of persistent elements that appear in at least k out of t periods
— a problem that was not studied before. While bitwise
SUM keeps more information, it makes the analysis much
harder. Yet, our analysis no longer requires the assumption
that all elements appear either in all periods or in just one
period. Furthermore, we show how our bitwise SUM approach
can work on virtual bitmaps: Each flow is assigned a virtual
bitmap, while the virtual bitmaps of different flows share their
bits, which help fit many flows in a tight memory space. The
virtual bitmap of a flow will not only record the elements of the
flow, but also record some (noise) elements from other flows,
due to bit sharing. We develop a mechanism that can filter out
the noise under the new context of bitwise SUM. Moreover,
in order to further reduce space overhead and processing
overhead as well as to meet high link rates, we incorporate
a sampling module so that only sampled elements of a flow
will be recorded. Finally, we will present a use case to show
how to identify stealthy DDoS attackers using our estimator
together with a Bloom filter. Based on the real network traces,
we demonstrate that the proposed new estimator can accurately
estimate the k-persistent spreads of the flows. It also performs
much better than [26] for the special case of measuring
elements that appear in all periods.

The rest of the paper is organized as follows. We first
formulate the k-persistent traffic measurement problem in high
speed networks in Section II. Then, we propose mechanisms
for k-persistent spread measurement of one flow in Section III
and further design an estimator based on the virtual bitmap
in Section IV. To evaluate the performance of the proposed
mechanisms, we use the real network traffic traces to perform
experiments in Section V. Next, we present a use study to
detect and find the stealthy DDoS attackers in Section VI.
Section VII describes the related work. At last, we conclude
the paper in Section VIII.

II. PRELIMINARIES

A flow is a set of packets that share the same flow label,
which can be flexibly defined according to the application
need. We measure elements that are carried by the packets
of a flow; they can also be flexibly defined according to
the application need. For example, we may define that all
packets sent to the same destination host constitute a (per-
destination) flow, and let elements be the source addresses
carried by the packets. We define the spread of a flow as
the number of distinct elements in the flow. Monitoring the
number of sources in each flow helps us detect DDoS attacks
when the spread of a flow spikes abnormally, i.e., it receives
packets from an unusually large number of sources. As another
example, we may define that all packet sent from the same
source host constitute a (per-source) flow, and let elements be
the destination addresses carried by the packets. Monitoring
the number of destinations in each flow helps us detect
scanners (or worm attackers) that have unusually high spreads,
i.e., sending packets to a large number of different destinations.

Below we define the concepts of k-persistent elements and
k-persistent spreads, which are the subjects of research in this
paper.

Definition 1 (k-Persistent Element): Given t measurement
periods of interest, we define an element of flow f as a
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k-persistent element if this element appears in the flow during
at least k out of t periods, where 1 ≤ k ≤ t.

Definition 2 (k-Persistent Spread): Given t measurement
periods of interest, we define the k-persistent spread of flow
f as the number of distinct k-persistent elements in the flow.

This problem is to design data structures and algorithms to
estimate the k-persistent spreads of flows that pass through
a high-speed router, which performs per-packet operations in
on-chip memory of a network processor.

III. MEASURING k-PERSISTENT SPREAD OF ONE FLOW

WITH ELEMENT SAMPLING

We first consider a single flow. In each measurement period,
a router records the flow in a bitmap, which is offloaded
to a server at the end of the period. After a number of
periods, we can make query to the server which will compute
k-persistent spread of the flow based on the bitmaps it stores.

A. Online Recording of a Flow

The router creates a bitmap B of m bits to store a traffic
record of flow f . Denote the ith bit of B as B[i]. At the
beginning of each measurement period, it resets the bitmap to
zero. From each arrival packet of the flow, the router extracts
〈e, f〉, where e is the element to be recorded and f is the
flow label. For example, f may be the destination address
and e may be the source address as in the DDoS detection
application we discussed earlier.

Each element has a probability p (0 < p ≤ 1) to be recorded
by the router. Sampling becomes important when we discuss
how to measure all flows through a router together, where it
allows the router to set p smaller than 1 if it needs to reduce
overhead in order to catch up with the line rate. With 〈e, f〉
extracted from a packet, the router computes a hash value
H(e⊕f), where H(. . .) is a hash function whose default range
is X . Only if H(e⊕f)/X ≤ p, the element e will be recorded
as follows: The router performs another hash H(e) ∈ [0, m)
and sets B[H(e)] to one. Note that the hash range can be
reduced to m by modulo m.

B. Joining Bitmaps by Bitwise SUM

After a number t of measurement periods, the server stores a
set of traffic records, B = {B1, . . . , Bt}, about flow f from the
router. Given a user query with f and k, we want to compute
the k-persistent spread of f based on the information in B. Let
nj be the number of elements that appear at the router in j
out of t measurement periods, for 1 ≤ j ≤ t. The k-persistent
spread n∗ can be calculated as n∗ =

∑t
j=k nj .

Bitwise AND has been used in the prior art [26] to join
the information of multiple bitmaps. However, the operation
is lossy: When AND is performed over t bits, the result is
zero as long as at least one of the t bits is zero; the result
does not reflect exactly how many of the t bits are one, which
is important to the estimation of k-persistent spread. Hence,
we join the information of multiple bitmaps by bitwise SUM,
a new technique never explored in spread estimation. Let S
be the resulting counter array of bitwise SUM, Bj [i] the ith
bit of Bj , and S[i] the ith counter of S, for 1 ≤ j ≤ t and

1 ≤ i ≤ m. We define S[i] =
∑t

j=1 Bj [i]. If a k-persistent
element is recorded by the ith bit, it will set the ith bit of at
least k bitmaps in B. Hence, we must have S[i] ≥ k.

C. Estimating k-Persistent Spread

We cannot estimate the number of k-persistent elements by
counting the number of counters in S whose values are at
least k. The reason is hash collision. On the one hand, when
multiple elements with spreads less than k are hashed to the
same ith bit, they together may set the ith bit of at least k
bitmaps in B, causing S[i] ≥ k and thus over-estimation of
k-persistent spread. On the other hand, when multiple elements
with spreads at least k are hashed to the same bit, they produce
a single counter greater than or equal to k, resulting in under-
estimation.

Let Vj , 0 ≤ j ≤ t, be the fraction of counters in S whose
values are j. Its value can be found by counting the number
of j’s in S and dividing that number by m. Let N be the total
number of distinct elements that appear at the router during all
t periods, i.e., N =

∑t
j=1 nj . What we want to know are N ,

n1, …, and nt, from which the k-persistent spread n∗ can be
computed. What we already know are V0, V1, …, and Vt. If we
can establish one equation for each Vj , 0 ≤ j ≤ t, that relates
the unknowns (N , n1, …,nt) to Vj , then we will have t + 1
equations to solve for the values of the unknowns. Note that
because N =

∑t
j=1 nj , we actually have t unknowns, and

that because
∑t

j=0 Vj = 1, we actually have t independent
equations.

More specifically, as our probabilistic analysis will show,
we can establish an equation that relates V0 to N , from which
N can be computed. We can establish an equation that relates
V1 to N and n1, from which n1 can be computed. In general,
we can establish an equation that relates Vj to N , n1, …, and
nj , from which nj can be computed, where N , n1, …, nj−1

have been computed by the previous equations, for 1 ≤ j ≤ t.
Next we derive the functional relationship between Vj and the
unknowns (N and nj), for 1 ≤ j ≤ t.

Consider an arbitrary counter S[i]. The probability for S[i]
to be j is denoted as Pr{S[i] = j}. There are exactly j bitmaps
in B whose ith bits are one. Consider an arbitrary subset cj of
j bitmaps from B. There are Cj

t ways to form such a subset.
Denote the complement of the subset as c−j , which consists
of all bitmaps from B that are not in cj . Performing bitwise
SUM over cj and c−j , we denote Scj [i] =

∑
B∗∈cj

B∗[i] and
Sc−j [i] =

∑
B∗∈c−j

B∗[i]. Let Pr{Scj [i] = j, Sc−j [i] = 0} be
the probability for Scj [i] = j and Sc−j [i] = 0 to happen. It is
the probability that all bitmaps in cj have their ith bit set to
one while all bitmaps in c−j have their ith bits stay as zero.
We have

Pr{S[i] = j} = Cj
t Pr{Scj [i] = j, Sc−j [i] = 0}. (1)

To derive Pr{Scj [i] = j, Sc−j [i] = 0}, we first derive the
probability Pr{Sc−j [i] = 0} that none of the elements is
hashed to the ith bit of any bitmap in c−j , which happens
when the following two independent events happen.

Event H1: none of the recorded (j +1)-persistent elements
is mapped to the ith bit of any bitmap in B. Otherwise, it will
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set the ith bit of at least (j + 1) bitmaps, including at least
one in c−j , because cj only has j bitmaps.

Denote the probability of event H1 as Pr{H1}. The prob-
ability of any recorded (j + 1)-persistent element not being
hashed to the ith bit is 1− 1

m . The number of (j+1)-persistent
elements is N −∑j

l=1 nl, and each element has a probability
of p to be recorded. Then, we have

Pr{H1} = (1 − 1
m

)(N−�j
l=1 nl)p. (2)

Event H2: Any recorded element whose spread is less than
or equal to j is not hashed to the ith bit of any bitmap in c−j .
Note that such an element may be hashed to the ith bit, but
does not appear in the measurement periods when the bitmaps
in c−j are produced.

Consider an arbitrary element e that is recorded by the
router in l (≤ j) periods. Element e has a probability of 1

m to

be hashed to the ith bit, and a probability of
Cl

t−Cl
j

Cl
t

to appear

in at least one bitmap of c−j . Thus, the probability that e sets

the ith bit of at least one bitmap in c−j is 1
m

Cl
t−Cl

j

Cl
t

. Event
H2 means that e does not set the ith bit of any bitmap in

c−j . That probability is 1− 1
m

Cl
t−Cl

j

Cl
t

. There are nlp recorded
elements appearing at the router in l periods. Hence,

Pr{H2} =
j∏

l=1

(1 − 1
m

Cl
t − Cl

j

Cl
t

)nlp. (3)

Combining the above analysis, we have

Pr{Sc−j [i] = 0} = Pr{H1} ∗ Pr{H2}
= (1 − 1

m
)(N−�j

l=1 nl)p

×
j∏

l=1

(1 − 1
m

Cl
t − Cl

j

Cl
t

)nlp. (4)

When Sc−j [i] = 0, Scj [i] may be zero, 1, 2, …, or j. Hence,

Pr{Sc−j [i] = 0} =
j∑

l=0

Pr{Scj [i] = l, Sc−j [i] = 0},

Pr{Scj [i] = j, Sc−j [i] = 0}
= Pr{Sc−j [i] = 0}

−
j−1∑

l=0

Pr{Scj [i] = l, Sc−j [i] = 0} (5)

Below we derive Pr{Scj [i] = l, Sc−j [i] = 0}. When
Scj [i] = l and Sc−j [i] = 0, there must exist a subset of l
bitmaps (denoted as cl) that are selected from cj , with their
ith bits being one, while the ith bits of all other bitmaps in cj

are zero. There are Cl
j ways to form such a subset. Consider

an arbitrary subset cl, and let c−l be the complement of cl,
i.e., c−l = B−cl. The probability of Scl

[i] = l and Sc−l
[i] = 0

is denoted as Pr{Scl
[i] = l, Sc−l

[i] = 0}. Hence,

Pr{Scj [i] = l, Sc−j [i] = 0}=Cl
j Pr{Scl

[i] = l, Sc−l
[i] = 0}.

(6)

By substituting (6) and (4) to (5), we have

Pr{Scj [i] = j, Sc−j [i] = 0}

= Pr{Sc−j [i] = 0} −
j−1∑

l=0

Cl
j Pr{Scl

[i] = l, Sc−l
[i] = 0}

= (1 − 1
m

)(N−�j
l=1 nl)p

j∏

l=1

(1 − 1
m

Cl
t − Cl

j

Cl
t

)nlp

−
j−1∑

l=0

Cl
j Pr{Scl

[i] = l, Sc−l
[i] = 0}. (7)

Substituting (7) to (1), we have

Pr{S[i] = j}

= Cj
t [(1 − 1

m
)(N−�j−1

l=1 nl)p

j−1∏

l=1

(1 − 1
m

Cl
t − Cl

j

Cl
t

)nlp

× (1 − 1
m

)−njp(1 − 1
m

Cj
t − Cj

j

Cj
t

)njp

−
j−1∑

l=0

Cl
j Pr{Scl

[i] = l, Sc−l
[i] = 0}]. (8)

Next we show that Pr{S[i] = j} = E(Vj), where Vj is the
fraction of counters in S that are j. It is easy to see that

Vj =
1
m

m∑

i=1

Ii,j , (9)

where Ii,j is an indicator variable, whose value is 1 when
S[i] = j and 0 otherwise.

Clearly,

E(Ii,j) = Pr{S[i] = j}.
Hence, ∀ 0 ≤ j ≤ t, 0 ≤ i < m,

E(Vj) =
1
m

m−1∑

i=0

E(Ii,j) =
1
m

m−1∑

i=0

Pr{S[i] = j}

= Pr{S[i] = j}. (10)

Substituting (10) to (8), replacing E(Vj) with the instant
value Vj measured from S, and replacing nl with its estimated
value n̂l, 1 ≤ l ≤ j, we have an equation. Solving that
equation for n̂j , we have the following recursive estimator:
∀ 1 ≤ j ≤ t,

n̂j =
a − b − c

p(ln(1 − Cj
t −1

mCj
t

) − ln(1 − 1
m ))

, (11)

where

a = ln(
Vj

Cj
t

+
j−1∑

l=0

Cl
j Pr{Scl

[i] = l, Sc−l
[i] = 0}),

b = (N −
j−1∑

l=1

n̂l)p ln(1 − 1
m

),

c =
j−1∑

l=1

n̂lp ln(1 − Cl
t − Cl

j

mCl
t

).
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TABLE I

THE DISTRIBUTION OF FLOW SPREADS

Algorithm 1 Estimator for k-Persistent Spread

1: Pr{Scj [i] = 0, Sc−j [i] = 0} = V0;
2: Compute N̂ from (13).
3: for j = 1 to k − 1 do
4: Compute n̂j by (11);
5: Compute Pr{Scj [i] = j, Sc−j [i] = 0} by (14);
6: end for
7: Set n̂∗ = N̂ − ∑k−1

j=1 n̂j ;
8: Return n̂∗.

We invoke the above estimator in the order of j =
1, 2, . . . , t. For a specific value of j, the computation of n̂j

requires the values of n̂l, 1 ≤ l < j, which are computed
earlier by (11). We need the value of N . Note that Pr{Scj [i] =
0, Sc−j [i] = 0} refers to the probability that no element sets
the ith bit in any bitmap. Since the probability for any recorded
element not to set the ith bit is 1 − 1

m and there are Np
independent recorded elements in total, we have

Pr{Scj [i] = 0, Sc−j [i] = 0} = E(V0) = (1 − 1
m

)Np, (12)

where V0 is the fraction of counters in S whose values are
zero. Replacing E(V0) with the instance value V0 that can be
measured from S, we compute an estimated value of N as
follows

N̂ =
ln V0

p ln(1 − 1
m )

. (13)

We also need the values of Pr{Scl
[i] = l, Sc−l

[i] = 0},
0 ≤ l < j. Again by (12), we can estimate the value of
Pr{Scj [i] = 0, Sc−j [i] = 0} as the measured value of V0.

Now, replacing N with its estimated value N̂ and nl,
1 ≤ l < j, in (7) with its estimated value n̂l, we have

Pr{Scj [i] = j, Sc−j [i] = 0}

≈ (1 − 1
m

)(N̂−�j
l=1 n̂l)p

j∏

l=1

(1 − 1
m

Cl
t − Cl

j

Cl
t

)n̂lp

−
j−1∑

l=0

Cl
j Pr{Scl

[i] = l, Sc−l
[i] = 0}. (14)

Therefore, we should compute (11) and (14) alternatively
as j is increased from 1 to t. After n̂j is computed by (11),
we feed it in (14) to compute Pr{Scj [i] = j, Sc−j [i] = 0},
which is in turn used in the next iteration to compute n̂j+1

by (11). This iterative process is carried out by Algorithm 1 to
estimate the number of k-persistent elements, denoted as n̂∗.

D. An Example

Suppose the element sets of flow f are {e1, e4, e6, e8, e9,
e10, e11, e12, e14, e17}, {e1, e2, e3, e5, e8, e11, e14, e15, e16,
e17} and {e3, e5, e6, e7, e8, e9, e13, e14, e15, e18} in

Fig. 1. An example of bitwise SUM.

measurement period 1, 2, and 3, respectively. We use a
bitmap of size 6 to record the elements of f in each
measurement period, set p = 0.5, and want to know the
3-persistent traffic volume. Assume e1 is the first arrival
element of measurement period 1, and its hash outputs
H(e1 ⊕ f) and H(e1) are 0.4N and 4, respectively. Then,
we have e1 sets B1[4] to one according to our online recording
mechanism. At the end of the third period, we have three
traffic records B1, B2 and B3(each bit of one is set by the
elements below in Fig. 1). Then, the router performs bitwise
SUM among these three bitmaps, and get the counter array S
as shown in Fig. 1. We can easily get that V0 = 1

6 , V1 = 1
6 ,

V2 = 1
3 , and V3 = 1

3 .
To measure the 3-persistent traffic volume, we first compute

the value of N according to (13), which is equal to 19.6549.
By substituting N̂ , Pr{Scj [i] = 0, Sc−j [i] = 0} = V0 = 1

3 and
V1 into (11), we have n̂1 = 8.9151. Then, we can compute
Pr{Scj [i] = 1, Sc−j [i] = 0} = 0.0556 according to (14)
since N̂ = 19.6549 and n̂1 = 8.9151 have been computed.
After that, we can get n̂2 = 8.9677 by substituting N̂ , n̂1,
Pr{Scj [i] = 1, Sc−j [i] = 0} and V2 to (11), and get the
estimated 3-persistent traffic volume n̂∗ = 1.7722 finally.
Since the actual volumes of N , n1, n2 and n3 are 18, 8,
8 and 2, respectively, each estimated spread of our estimator
is close to its actual value.

IV. MEASURING k-PERSISTENT SPREADS OF MULTIPLE

FLOWS WITH ELEMENT SAMPLING

In this section, we consider the case of multiple flows with
element sampling. The distribution of flow spreads in real
traffic from CAIDA is shown in TABLE I. On the one hand,
most flows have spreads less than 100. On the other hand,
the largest spread among all flows reaches 106 although the
number of elephant flows is very small. Since the router does
not know the spreads of the flows during online recording,
it has to assign the flows with bitmaps of the same size,
which should be large enough to accommodate the largest
possible spread. We point out that the size of on-chip SRAM is
typically small in the introduction. This will limit the number
of concurrent flows that the router can handle.

To address the above problem, Yoon et al. introduced the
concept of virtual bitmaps in [29]. Their idea is to let the
bitmaps of different flows to share a common pool of bits,
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instead of occupying separate memory space. The router allo-
cates a logical virtual bitmap to each flow. More specifically,
it selects a certain number of bits pseudo-randomly from
a common physical bit array to form a virtual bitmap per
flow. The virtual bitmaps of all flows share the bits in the
array, where each bit may be selected (shared) by multiple
flows. Through such bit sharing, the router is able to handle
a large number of flows in a tight space. Overestimation of
flow spreads is the main challenge for virtual bitmaps, where
bits can be set by other flows due to sharing. There must
be a mechanism that can effectively remove such “noise”
introduced by other flows.

Yoon’s work [29] is not on persistent spread estimation,
but its concept of virtual bitmaps has been borrowed by [26]
to measure the number of persistent elements. As we point
out earlier, this work is a special case of our k-persistent
estimation. It finds the number of elements that appear in
t out of t measurement periods, not k out of t periods,
for k < t, that we consider in this paper. We also point
out earlier that their bitwise AND operation is lossy and
cannot be used to find k-persistent spread. Moreover, they
make a flawed assumption that elements either appear in all
periods or appear in just one period. This assumption makes
their mathematical analysis tractable, but causes large error
in real traffic traces that violate this assumption, as we will
demonstrate through experiments. In addition, the prior work
[26], [29] records all elements of all flows. We incorporate a
sampling module to allow one extra dimension of flexibility
to reduce space overhead and processing overhead with fewer
elements recorded. This flexibility becomes important if the
traffic measurement function cannot catch up with the line
rate.

Below we develop a new estimator for the general case of
k-persistent spread estimation. We do not require the assump-
tion that elements either appear in all periods or appear in just
one period.

A. Recording Sampled Traffic With Virtual Bitmaps

Let B be a physical bit array of u bits that will be used
to record the elements of all flows. For each flow f , let Bf

be a virtual bitmap of m bits that are randomly taken from B
through hashing.

Bf [i] ≡ B[H(f ⊕ H(i))], 0 ≤ i < m, (15)

where ⊕ is bitwise XOR. Two virtual bitmaps of different
flows may take (thus share) the same bits from B. We omit
the modulo operation in the above formula, assuming the hash
output is always modulo’ed to the desired range. For instance,
H(i) will produce a hash output of the same length as f .

At the beginning of each measurement period, all bits in B
are reset to zero. From each coming packet, the router extracts
〈e, f〉, where e is the element to be recorded and f is the flow
label. Each element is sampled with probability p (0 < p ≤ 1)
for recording. The router computes H(e⊕f) ∈ [0, N). Only if
H(e⊕ f)/N ≤ p, this element will be recorded at the H(e)th
bit in virtual bitmap Bf . However, we cannot set that bit
Bf [H(e)] to one because it is virtual. We set the corresponding
bit B[H(f ⊕ H(H(e)))] in the physical bit array B.

Packets from different flows are all recorded in B as
described above. At the end of each period, the content of
B is offloaded to a server.

B. Estimating k-Persistent Spread From Virtual Bitmap

After a number t of measurement periods, the server has
t bit arrays, B = {B1, B2, . . . , Bt}. When receiving a query
about k-persistent spread of a flow f , the server explicitly
constructs a virtual bitmap of f from each physical bit array
in B based on (15). These virtual bitmaps are denoted as Bf =
{Bf,1, Bf,2, . . . , Bf,t}. This is an offline operation and thus
overhead is less of a concern.

From Bf , we can estimate the k-persistent spread of flow
f by using the method proposed in Section III. However, not
only are the bits in Bf,j set by the elements of f , but they
may also be set by elements of other flows who share bits with
Bf,j (from the common bit pool Bj). Hence, the k-persistent
spread estimated from Bf is likely to be larger than the actual
value. To solve this problem, we need to find a way to remove
the noise in Bf that is introduced by other flows due to bit
sharing.

Let nf,j be the actual number of elements that persistently
stay in flow f during any j out of t measurement periods,
and nm

f,j be the number of elements from all flows that
appear during any j out of t periods, for 1 ≤ j ≤ t.
We have

nm
f,j = nf,j + nu

f,j , (16)

where nu
f,j is the noise from other flows. We can compute an

estimation n̂m
f,j for nm

f,j by applying the method in Section III
to Bf .

To compute the noise, we consider a grand flow F that
consists of all flows. We view the physical bit array B in
Section IV-A as the bitmap of F for online recording. F
includes elements of all flows. Let Nu

j be the number of ele-
ments in F that appear at the router during j out of t periods.
We join the physical bit arrays of t measurement periods by
performing bitwise SUM, which results in a physical counter
array M∗, where M∗[i] =

∑t
j=1 Bj [i]. Then, we compute

an estimate N̂u
j for Nu

j , 1 ≤ j ≤ t, using the method in
Section III based on the grand flow’s traffic records in B
and M∗.

From flow f ’s point of view, beyond its nf,j elements, all
the other (Nu

j −nf,j) elements in the grant flow are potential
noise, for 1 ≤ j ≤ t. These noise elements are randomly
recorded by the u counters in the physical counter array M∗.
The mean noise in each counter is thus

Nu
j −nf,j

u . Define the
virtual counter array of f as the bitwise SUM of the virtual
bitmaps of f over the t periods. Similar to how f ’s virtual
bitmap is formed from the physical bit array, its virtual counter
array is essentially formed with m counters randomly selected
from the physical counter array M∗. The mean noise in the
m counters of f ’s virtual counter array is thus

m(Nu
j −nf,j)

u ,
i.e.,

nu
f,j =

m

u
(Nu

j − nf,j). (17)
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Combining (16) and (17), replacing Nu
j with its estimate

N̂u
j and nm

f,j with its estimate n̂m
f,j , we have the following

estimation n̂f,j for nf,j :

n̂f,j =
un̂m

f,j−mN̂u
j

u − m
. (18)

Then, the estimator for the record k-persistent spread Nf,k

of flow f is

N̂f,k =
t∑

j=k

n̂f,j =
t∑

j=k

un̂m
f,j−mN̂u

j

u − m
. (19)

In summary, our estimator based on virtual bitmaps can be
computed in three steps. First, we join the physical bit arrays
of t measurement periods by performing bitwise SUM, and
get the resulted counter array M∗. Let Vj,∗ is the fraction
of counters in M∗ that are j. We estimate Nu

j , 1 ≤ j ≤ t,
as follows:

N̂u
j =

a − b − c

p(ln(1 − Cj
t−1

uCj
t

) − ln(1 − 1
u ))

, (20)

where

a = ln(
Vj,∗
Cj

t

+
j−1∑

l=0

Cl
j Pr{Scl

[i] = l, Sc−l
= 0}),

b = (N −
j−1∑

l=1

Nu
l )p ln(1 − 1

u
),

c =
j−1∑

l=1

Nu
l p ln(1 − Cl

t − Cl
j

uCl
t

).

Second, we construct t virtual bitmaps for each flow f to
get the virtual counter array of f by performing bitwise SUM
on these virtual bitmaps. Then, we measure the values of n̂m

f,j

for each 1 ≤ j ≤ t by using Equation (11).
Finally, we filter the noise from other flows and obtain the

estimated k-persistent spread N̂f,k

N̂f,k =
t∑

j=k

u

u − m
n̂m

f,j −
m

u − m
N̂u

j . (21)

C. Probabilistic Error Bound

During each measurement period, the virtual bitmaps of
different flows are formed by pseudo-randomly selecting bits
from the same physical bit array. Hence, any bit in the physical
bit array may be chosen by multiple virtual bitmaps. Such bit
sharing introduces noise in the virtual bitmaps of different
flows.

Our k-persistent estimator computes the mean noise caused
by bit/counter sharing, and subtracts this mean noise from
the spread estimation, which is the term m

u−m N̂u
j in (21).

However, the actual noise in the virtual counter array of flow f
is not a constant but a random variable from the probabilistic
element encoding process. The actual noise is an instance
from a distribution, and it is not predictable. The difference
between the actual noise and the removed noise mean is called
the noise deviation. We can measure and remove the mean

noise, but we cannot remove the noise deviation, which causes
estimation error. Below we show that the noise deviation
(i.e., the unremoved noise) is bounded probabilistically.

Theorem 1: For an arbitrary flow and an arbitrary positive
integer d, the probability for the noise deviation introduced by
bit/counter to be bounded by d is

a2+d∑

r=a2−d

Cr
a1

(
m

u
)r(1 − m

u
)(a1−r),

where a1 =
∑t

j=k(Nu
j − nf,j), and a2 = m

u

∑t
j=k(Nu

j −
nf,j).

Proof: Each k-persistent element from flows other than
f has a probability of m

u to choose a counter in the virtual
counter array of f . There are a1 =

∑t
j=k(Nu

j − nf,j)
k-persistent elements from other flows. Hence, the mean noise
for flow f is a2 = m

u

∑t
j=k(Nu

j − nf,j). Consider a noise
deviation bound of d elements. The actual noise bound for f
is the sum of the mean noise and the noise deviation bound,
i.e., d+a2. The probability for (d+a2) k-persistent elements
from other flows to be encoded in the virtual counter array
of f is (m

u )d+a2 , and the probability for other k-persistent
elements not being encoded in the virtual counter array of
f is (1 − m

u )a1−d−a2 . There are Cd+a2
a1

ways to choose
d + a2 elements from the a1 elements of other flows, and
the actual noise within the deviation bound d is distributed
in the range [a2 − d, a2 + d]. Thus, we have the probability
for the unremoved noise deviation to be bound by d is∑a2+d

r=a2−d Cr
a1

(m
u )r(1 − m

u )(a1−r). �
Assume any flow spread is negligibly smaller than the

sum of all flows’ spreads. Namely, nf,j � Nu
j . Then,

the probabilistic bound becomes independent of the flow’s
spread. In other words, all flows have similar probabilistic
bounds no matter whether they are large flows or small flows.
This theoretical result is indeed observed by our experimental
results in Fig. 4 and Fig. 7. Theorem 1 characterizes the
absolute error bound. If we define the relative error bound
as the absolute bound divided by the flow’s spread, then it
decreases as we examine larger flows, which is also observed
in the experiments.

V. EXPERIMENTS

A. Implementation

We implement our scheme in both hardware and software.
For the software implementation, we run our scheme on
a machine with Intel(R) Core(TM) i7-4720HQ @ 2.6GHz
CPU and 8GB memory. For the hardware implementa-
tion, we implement the proposed estimator on an XLINX
Nexys4 A7-100T development board, with 15850 logic units,
4860Kbits Block RAM, and a clock rate of 100MHz.

We observe that there is no difference between our hardware
implementation and our software implementation in terms of
memory and measurement accuracy — which is expected.
Thus, we discuss the software experimental results of our
estimator in Section V-C and Section V-D. The only difference
between the two is throughput, which is as shown in Fig. 2.
Hardware is much faster than software, and the throughput of
software implementation is increasing with the decrease of p.
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TABLE II

ACTUAL AND ESTIMATED k-PERSISTENT SPREAD, WITH EACH PERIOD ONE MINUTE, u = 0.5MB

Fig. 2. Throughput of the hardware implementation and software implemen-
tation.

B. Experiment Setup

We use one hour of data downloaded from CAIDA as our
dataset and estimate the spread of per-destination flows in
that dataset. It has 38963 distinct flows, and 7179130 distinct
elements. We observe that the flow spreads are distributed
extremely unbalance (as shown in TABLE I). The spreads of
more than 91% flows are less than 200. However, the largest
spread of elephant flow reaches 319807.

In our experiments, we vary the length of each measurement
period from 1 to 5 minutes, let t = 8, and vary k from
1 to 8. The number of distinct elements in all flows during
a period is in the range of [1081531, 1225640]. We vary
the memory space allocated to the estimator from 0.25MB
to 1MB, and vary the sampling probability from 1 to 0.1.
The spread estimation range is bounded by −m ln m. We set
m = 215 = 32768 bits under a spread upper bound
of 340, 696.

C. Estimation Accuracy and Operating Range

We evaluate the performance of the proposed estimator,
and compare it with MVPE [26] under k = 8 and p = 1,
which are what MVPE was designed for. TABLE II shows
the numerical results of 4 randomly chosen flows, where the
measurement period is one minute. We will show the results
of all flows in the figures that will follow. The actual spread
and the estimated spread of each flow under our estimator
are shown with k = 1 . . . 8. The last column presents the
experimental results of MVPE with k = 8. The table shows
that the proposed estimator achieves reasonably good accuracy
in all cases, with small to medium relative errors, particularly
when k is small. For example, when k = 3, the relative error is
less than 5%. With k = 8, our estimator outperforms MVPE.
The reason is because MVPE assumes that non-persistent
elements appear only in one of the eight period, which is not
always true in the traffic trace.

Fig. 3 presents the experimental results of all flows by
MVPE when the length of each period is one minute.
Each flow is represented by a point in the figure, where
the x-coordinate is the actual persistent spread and the
y-coordinate is the estimated persistent spread. The closer a
point is to the equality line y = x (which is shown in the
figure), the better the estimation is. The four plots are the
estimations under different memory availability, ranging from
0.25MB to 1MB. Because most flows have small spreads,
we see most points are clustered at the left bottom corner.
In all four plots, there are points that significantly deviate
from the equality line, suggesting large estimation errors, due
to the reason we have explained in the previous paragraph.
In comparison, Fig. 4 presents the experimental results by the
proposed estimator under the same setting. The points are all
clustered close to the equality line, suggesting better estimation
accuracy than MVPE in Fig. 3. A close examination on the
actual data confirms that estimation accuracy is improved
under both estimators when the memory u is increased from
0.25MB to 1MB, which is expected since a larger memory
reduces sharing between virtual bitmaps and thus reduces the
noise they introduce to each other.

Next we study the impact of period length on the perfor-
mance of the estimators. We increase each period to 5 minutes
and repeat the previous experiments, and convert the x and y
axes to log scale. The results of MVPE are shown in Fig. 5,
and the results of the proposed estimator are shown in Fig. 6.
The performance of both estimators degrades under longer
periods. The reason is that, as the periods become longer,
more elements will be recorded in each period, which will
increase the noise in virtual bitmaps through bit sharing. When
we compare the proposed estimator with MVPE, the former
remains much better than the latter, whose invalid assumption
of non-persistent elements appearing only in one period causes
significant positive bias in estimation as many points deviate
above the equality line in Fig. 5.

We now vary the value of k. Fig. 7 presents the experimental
results of the proposed estimator under k = 1, 3, 5, 7 in the
four plots, respectively. Our estimator performs well under dif-
ferent k values. In fact, the performance is largely insensitive
to k for large flows, with modest accuracy decrease for small
flows as k increases. Note that small flows are less important
than large flows in most applications.

D. Estimation Accuracy Over Sampling Probability p

The reason for introducing a sampling module in our
estimator is to provide a mechanism to reduce the processing
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Fig. 3. Persistent spread estimation by MVPE, with each period one minute, k = 8.

Fig. 4. k-persistent spread estimation by the proposed estimator, with each period one minute, k = 8.

Fig. 5. Persistent spread estimation by MVPE, with each period five minutes, k = 8.

Fig. 6. k-persistent spread estimation by the proposed estimator, with each period five minutes, k = 8.

Fig. 7. k-persistent spread estimation by the proposed estimator, with each period one minute, u = 0.25MB, under different k values.

overhead of traffic measurement in order to keep up with the
line rate. When traffic measurement becomes a bottleneck,
we can reduce the sampling probability p. Below we study
the impact of sampling on the accuracy of persistent spread
estimation.

On the one hand, sampling error will decrease estimation
accuracy. On the other hand, sampling reduces the total
number of elements recorded in the available memory. From
each flow’s point of view, when the number of elements from
other flows is reduced, the noise introduced by other flows
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TABLE III

THE AVERAGE ABSOLUTE ESTIMATION ERROR OF ALL FLOWS

TABLE IV

THE AVERAGE RELATIVE ESTIMATION ERROR OF FLOWS WITH SPREAD LARGER THAN 10000

into its virtual bitmap will also be reduced, which will in turn
improve estimation accuracy. The final accuracy is determined
by the combined effect of the above two factors.

We define the absolute estimation error of a flow as the
absolute difference between the flow’s actual persistent spread
and its estimated spread. We measure the average absolute
estimation error per flow, which is defined as the sum of all
flows’ absolute estimation errors divided by the number of
flows in an experiment. TABLE III shows the average absolute
errors under different settings, with the memory u varying
from 0.065MB to 0.5MB, k = 4, and sampling probability p
from 1 to 0.1. From the table, as p decreases, the absolute
errors first increase when u is small (such as 0.125MB),
with the reduced noise balancing out much of the impact by
higher sampling errors. However, when p becomes very small
(such as 0.1), the sampling errors start to dominate, causing
significant increase in average absolute errors. With the same
sampling probability, as the memory increases, the absolute
errors decrease, which is expected because more memory
reduces bit sharing and thus noise.

Most applications are interested in super-spreaders,
i.e., flows with large spreads. TABLE IV presents the average
relative estimation errors among flows whose 1-persistent
spreads are greater than 10, 000 under the same parameter
settings as in TABLE III. From the table, as u decreases,
the relative error increases. Moreover, the optimal value of
m is related to p, i.e., a larger p will record more elements in
the virtual bitmap and generally need a larger virtual bitmap.
However, the relative error will increase with m when u is very
small due to there are too many noises in the virtual bitmap.
In the case, decreasing the value of p can help decrease the
noise and further get a better accuracy.

VI. USE STUDY: DETECT AND FIND THE

STEALTHY DDOS ATTACKERS

A. Stealthy DDoS Attack Detection

Consider a classical DDoS attack, where a number of
attacking hosts send service requests to a target server at their

highest rates in order to overwhelm the server’s processing
capacity so as to prevent legitimate requests from being served.
In such an attack, we can identify the attackers by measuring
the request rates. Now consider a stealthy DDoS attack, where
the attackers slow down their request rates below a threshold,
e.g., one or even zero request in each measurement period.
This makes it difficult to separate attackers from legitimate
users that show up in a single period because they all make
at least one request. However, if we look at a number t of
periods, things will become different. To perform a sustained
attack, attackers will not stop after making a request in a single
period. They need to persistently send requests in the duration
of attack that consists of many periods.

For this study, we use per-destination flows, where packets
from all source addresses (attackers and legitimate users)
to the same destination address (a server) constitute a flow.
By measuring the k-persistent spreads of all flows, we can
detect a potential stealthy DDoS attack if we observe an
usually high persistent spread for a server — there are too
many source addresses (potential attackers) that are sending
requests to the server persistently.

Unlike the attackers, most normal users tend to use a server
intermittently with less persistency [26]. By analyzing normal
real-world Internet traffic traces from CAIDA, we observe
that the k-persistent spreads of per-destination flows decrease
rapidly as k increases, which confirms that most users in
normal traffic traces do not exhibit persistent behavior in
server access. From Table. II, we can see that most normal
users are present in no more than 3 out of 8 periods. As k
increases, the number of users accessing a server in at least
k periods decreases quickly. Our data analysis shows that
k = 4 can be an appropriate parameter that filters out most
legitimate users when we apply k-persistent spread estimation
for stealthy DDoS attacks. (In practice, the value of k should
be set based on the normal traffic examination in the network
of application.)

With proper parameter setting, we estimate the k-persistent
spreads of flows based on the data structures and the estimation
procedure described in Section IV. If the k-persistent spread
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TABLE V

THE ACTUAL AND ESTIMATED k-PERSISTENT SPREAD WHEN u = 0.5MB, m = 32768B DURING ATTACK

of a flow is abnormally large, i.e., larger than a thresh-
old that most flows in normal traffic traces will fall under,
we classify the flow’s destination as a potential victim of
stealthy DDoS attack and raise a flag for the network admin
to further investigate. One problem is that our data structures
in Section IV do not record the individual persistent elements,
i.e., the exact source addresses that persistently access the
server. To identify these stealthy attackers, we need to augment
k-persistent spread measurement with additional information.

B. Finding Stealthy DDoS Attackers

After a potential stealthy DDoS attack is detected through
k-persistent spread measurement, the router will be instructed
to use a Bloom filter to help find the attackers. A Bloom
filter is a space efficient data structure for encoding a set,
and has a controlled false positive ratio, i.e., the probability
for any non-member to be mis-classified. Each Bloom filter is
a bit array that is initialized to zero at the beginning of each
measurement period. When an element arrives, it randomly
maps to l bits in the array by l independent hash functions, and
sets those bits to one. To check whether an element e is in the
set or not, we can map e to l bits in the array again (by using
the same independent hash functions as it recorded). If all l
bits are one, we claim that b belongs to the set; otherwise b
does not belong to the set. Next, we will show how to combine
Bloom filter in our original design to find the stealthy DDoS
attackers.

Suppose the router detects flow f is under attack in period r.
From the (r +1) period, it allocates a separate Bloom filter to
flow f in each period until f is not under attack. Let Ai,f be
the Bloom filter of mf bits that encodes the elements of f in
period i. When an element 〈e, f〉 arrives in period i, the router
first hash e to the H(f ⊕ H(H(e)))th bit of the physical bit
array B. Then, it hashes e to l bits of Ai,f separately by
l independent hash functions H1(. . .), H2(. . .), . . . , Hl(. . .),
and sets those bits to one. At the end of period i, Ai,f is
offload to a server.

After t periods, the server has t Bloom filters, A =
{Ar+1,f , Ar+2,f , . . . , Ar+t,f} for flow f . The server first joins
the information of A by performing bitwise SUM, and the
resulted counter is denoted as A∗. Then, it upload A∗ to
the router. After receiving A∗, the router starts to find the
stealthy DDoS attackers. For each arrival element e of flow
f , the router hashes e into l counters of A∗ by hash functions
H1(. . .), H2(. . .), . . . , Hl(. . .). If the value of all these coun-
ters in A∗ are no less than k, e has a high probability to be
an attacker, and the router will drop this packet; Otherwise,

e should be a legitimate user and the router will forward this
packet to the destination. The intuition, a stealthy attacker,
which shows in at least k out of t measurement periods, always
maps to same l locations in Bloom filters for f , and increase
the value in these locations by one at least k times. Therefore,
the corresponding counter of a stealthy attacker in A∗ is always
equal or larger than k. At the end of each period, the server
will update A∗ based on the Bloom filters of the last t periods
until there is no attack.

Due to the hash conflict, a legitimate user may be
mis-classified as an attacker. Next, we discuss the false positive
ratio, which is the probability of a legitimate user that may
be mis-classified as an attacker in our mechanism. Let VA∗,k

be the fraction of counters in A∗ whose values are no less
than k. An element e of a legitimate user randomly maps to l
counters, and each counter has a chance of VA∗,k to be no less
than k. The probability for all the l corresponding counters of
A∗ no less than k (thus causing mis-classification) is (VA∗,k)l.

C. Experimental Results

1) Stealthy DDoS Attack Detection: In this part of exper-
iment, we test the performance of our method under some
artificially created stealthy DDoS attack. In particular, we add
DDoS attack to those flows in TABLE II, and assume existing
users are legitimate users. The number of illegal users for
each flow is equal to the number of legitimate users. We let
each illegal user randomly drop 2 ∼ 4 measurement periods
in each estimation period. The experimental results are shown
in TABLE V.

The exiting studies for low-rate DDoS attack detection are
based on some observed attack characteristics, such as the
abnormal change of the size of each element [19], the corre-
lation coefficient of malicious and legitimate traffic [1], and
the persistent traffic volume [26]. For example, [19] and [1]
assume that the low-rate DDoS is periodic, which means the
traffic size of the attacked flow is periodically changing. [26]
assumes that the stealthy DDoS attacker will keep connection
with the attacked server during all measurement periods.
However, attackers may escape the detection by changing their
attack characteristic. Based on the observation of the flows in
the real-world Internet traffic traces used in our experiments,
the k-persistent spreads decrease rapidly with the increase
of k. Most of the users only contact with their target server
for at most 3 measurement periods. In the following, we will
show that our estimator can detect the stealthy attack as long
as the stealthy attackers will keep connection with the target
sever significantly longer than legitimate users. Since most of
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TABLE VI

THE RATIO OF MIS-CLASSIFIED ELEMENTS WHEN u = 0.5MB, m = 32768B DURING ATTACK

elements stay in a flow for at most 3 measurement periods,
we can choose k = 4. Obviously, low-rate stealthy attackers
can hardly organize an efficient attack or be distinguished
from legitimate users if they only stay in a flow during less
than 4 measurement periods. Thus, we let each illegal user
randomly drop 2 ∼ 4 measurement periods in each estimation
period.

Since k = 4 is an appropriate value for the data used in
our experiment, the 4-persistent elements should be viewed
as illegal users. Based on the experimental results, we found
that the value of the 4-persistent spread is close to the actual
number of illegal users added to each flow, which validates
the accuracy and effectiveness of our estimator against stealthy
DDoS attack.

However, we cannot assert a server is under attack or not
by estimating the t-persistent spread. For example, the true
value of 8-persistent spread of server 224.243.44.1 is only
677, which is much smaller than 90818 (the total number of
illegal users and legitimate users). Therefore, the MVPE fails
to detect the stealthy DDoS attack, let alone estimating the
scale of the attack.

2) Finding the Stealthy DDoS Attackers: We demonstrate
that we can detect a flow is under DDoS attack or not based on
our k-persistent estimator. In this part of experiment, we test
the performance of the proposed method based on Bloom
filters to find the stealthy DDoS attackers. We again add
DDoS attackers as in Section VI-C.1, and set the length of
one measurement period is one minute. After 8 measurement
periods, we detect that the flows in TABLE V are under DDoS
attack. Then, we allocate a Bloom filter with the optimal
setting, i.e. mf = Nf,1l

ln 2 for each flow f that is under attack,
where Nf,1 is the average number of 1-persistent elements of
flow f in previous measurement periods.

The detection results are as shown in TABLE VI, which
shows the false positive ratio of our method. For the
k-out-of t persistent spread measurement, we must wait until
all t periods end, which is 8 minutes in our experiment.
The computation time is less than a minute on a desktop.
It should be much smaller when the real deployment uses a
more powerful server. Hence, the time for detection is slightly
more than 8 minutes. In the analysis of Section VI, we assume
that all the k-persistent elements are attackers. The estimated
number of mis-classified elements and the false positive ratio
(denoted as �) are shown in the second and the fourth columns
of TABLE VI, respectively. From this table, we observe that
our Bloom filter based can find the k-persistent elements
efficiently with a very small false positive ratio.

VII. RELATED WORK

To the best of our knowledge, there is no prior work on k
out of t persistent spread measurement. For the network traffic

measurement, a large body of studies have been devoted to
the passive flow size or flow spread estimation, which take
advantage of the built-in components in routers or switches to
monitor the passing traffic passively.

Flow size refers to the number of packets for each active
flow during a certain measurement period. Chen et al. pro-
pose a scalable counter architecture which can achieve better
memory efficiency with high estimation accuracy [4]. [17],
[21], [35], [36], [37] also focus on memory efficiency per-flow
traffic estimation by introducing the similar statistical memory
sharing. Flow spread estimation (also known as the flow
cardinality estimation) mainly aims to estimate the number
of distinct elements for each flow during a predefined time
period [10], [23], [27], [29]. In [29], Yoon et al. design a
new spread estimator which can achieve good performance
in a very tight memory space through building a virtual bit
vector. Paper [30] provides a three-stage framework, called
OpenSketch, to pipeline the traffic measurement tasks and
use flow-size measurement as example. Paper [24] proposes
a two-level filtering scheme to find the sources which are
connected to a large number of distinct destinations. Papers
[2] and [3] study the problem of estimating the distinct
element volume and finding the k-heavy hitters in the sliding
window model. Paper [11] presents an algorithm to find the
flows with spread larger than the threshold. However, all
these studies are designed to measure flow spread or identify
super spreaders in one measurement period and a sliding time
window. They do not keep track of persistent elements over
multiple measurement periods or multiple sliding windows.
Nor do they monitor persistent elements within a time window.
They do not measure the number of times any element appears
over time for persistency measurement.

To solve this problem, the research on flow’s persistent
spread estimation has been attracted more attention since it
can detect the long-term network anomalies, such as stealthy
DDoS attack or network scan. In [26], authors present a
persistent spread estimation method by using the multi-virtual
bitmaps for the tight memory scenario. The proposed method
can estimate the number of distinct elements which per-
sist in all the predefined t time periods. Zhou et al. [34]
propose a highly compact Virtual Intersection HyperLogLog
(VI-HLL) architecture for the persistent spread measurement
for big network data. Dai et al. [5], [6] concentrate on finding
the persistent items in data streams or distributed datasets.
Literature [15] studies the privacy preserving persistent traffic
measurement for the intelligent transportation. We have pro-
posed a new problem called k-persistent spread estimation,
which measures the number of distinct elements that persist
in a flow for at least k out of t predefined number of time
periods. The design is based on the observation that the active
time for the stealthy attackers are often longer than most of
the legitimate users. Further, we find that the most of the
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malicious users will occupy most of the scanning time periods
instead of all the time periods. These observations make the
study of k-persistent spread estimation more challenge and
meaningful. Due to the very limited size of on-chip SRAM,
it is highly desirable to design a light weight estimator. There
have been plenty of cardinality estimators proposed in [8],
[10], [12], [13], [25], however, these methods will cause
accuracy degradation due to the limited memory space. Thus,
we choose the data structure of virtual bitmaps which can
achieve very high estimation accuracy.

VIII. CONCLUSION

In this paper, we propose a new k-persistent spread estima-
tor that is able to measure the volume of elements that stay in
a flow for at least k out of t predefined measurement periods.
This is the first work that studies the generalized persistent
estimation problem without the limiting assumption that an
element either appears in all periods or appears in one period.
The new estimator combines bitwise AND for joining bitmaps,
an iterative algorithm in persistent spread computation, and
virtual bitmaps with sampling. They together provide a flexible
framework for accurately estimating k-persistent spreads in
a tight memory space. Experiments based on real traffic
trace demonstrate the performance of the proposed estimator,
particularly the estimation accuracy under various parameter
settings. The results also show that it outperforms the prior
art on the special case of persistent spread estimation that
the existing work is designed for. Finally we provide a use
case against DDoS attacks to demonstrate how to apply the
proposed estimator to solve real-time world problems.
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