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Abstract

Weight-sharing is one of the pillars behind Convolutional Neural Networks and their suc-
cesses. However, in physical neural systems such as the brain, exact weight-sharing is ex-
tremely implausible. This raises the fundamental question of whether weight-sharing is really
necessary. If so, to which degree of precision? If not, what are the alternatives? The goal of
this study is to investigate these questions, primarily through simulations where the weight-
sharing assumption is relaxed. Taking inspiration from neural circuitry, we explore the use
of Free Convolutional Networks and neurons with variable connection patterns. Using Free
Convolutional Networks we are able to show that while weight-sharing is a pragmatic op-
timization approach, it not a necessity in computer vision applications. Furthermore, Free
Convolutional Networks are able to match and at times surpass the performance observed
in standard convolutional architectures when trained using properly translated data (akin
to video). In simulations on the CIFAR-10 dataset FCNs are able to achieve a validation
set accuracy of 77% vs 70% from the CNN.

Keywords: mneural networks, computer vision, convolution, weight sharing, overfitting,
neural development

1. Introduction

Digital simulations of neural network are successful in many applications but rely on a
fantasy where neurons and synaptic weights are objects stored in digital computer memories.
This fantasy often obfuscates some fundamental principles of computing in native neural
systems. To remedy this obfuscation, learning in the machine refers to a general approach
for studying neural computations where the physical constraints of physical neural systems,
such as brains or neuromorphic chips, are taken into consideration. When applied to single
neurons, learning in the machine can lead for instance to the discovery of dropout [1, 2.
When applied to synapses, learning in the machine can lead for instance to the discovery
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of local learning [3] and random backpropagation [4, 5, 6]. And when applied to layers of
neurons, as we do in this short paper, learning in the machine leads one to question the
fundamental assumption of weight sharing behind convolutional neural networks.

The technique of weight-sharing, whereby different synaptic connections share the same
strength, is a widely used and successful technique in neural networks and deep learning.
This is particularly true in computer vision where weight-sharing is one of the pillars be-
hind convolutional neural networks (CNNs) and their successes. Yet in any physical neural
system, for instance carbon- or silicon- based, exact sharing of connections strengths over
spatial distances is difficult to realize, especially on a massive 3D scale. In physical systems,
not only it is difficult to create identical weights at a given time point, but it is also very
difficult to maintain the identity over time, both during phases of development and learning
when the weights may be changing rapidly, or during more mature phases when weights
must retain their integrity against the microscopic entropic forces surrounding any physical
synapse. Furthermore, at least in the case of biology, given the exquisitely complex geome-
try of neuronal dendritic trees and axon arborizations, it is also implausible that they could
form large arrays of neurons with identically translated connection patterns. In short, not
only is it difficult to exactly share weights, but it is also difficult to exactly share the same
connection patterns.

Thus, paradoxically, while weight-sharing has proven to be very useful in computer vision
and other applications, it is extremely implausible in biological and other physical systems.
This raises the fundamental question of whether weight-sharing is really necessary. If so,
to which degree of precision? If not, what are the alternatives? The goal of this study
is to investigate these questions, primarily through simulations where the weight-sharing
assumption is relaxed.

2. Origins and Functions of Weight-Sharing

Before addressing the question of its necessity, it is useful to briefly review the origins
and functions of weight-sharing. The concept of weight-sharing can be traced back to the
neurophysiological work of Hubel and Wiesel [7] on the cat visual cortex, suggesting the
existence of entire arrays of neurons dedicated to implementing simple operations, such as
edge detection and other Gabor filters, at all possible image locations. The ideas proposed by
Hubel and Wiesel were systematically used by Fukushima who proposed the neocognitron
architecture for computer vision, essentially a convolutional neural network architecture
with Hebbian learning. However, Hebbian learning alone applied to a feedforward CNN
cannot solve vision tasks [3]. Solving vision tasks requires feedback channels and learning
algorithms for transmitting target information to the deep synapses, and this is precisely
what is achieved by backpropagation, or stochastic gradient descent. Successful CNNS for
vision problem trained by backpropagation were developed already in the late 80s and 90s
8,9, 10].

Substantial improvements in the size of the training sets and the available computing
power, have led to a new wave of successful implementations in recent years, [11, 12, 13, 14],
as well as applications to a variety of specific domains, ranging from biomedical images
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Figure 1: Unlike typical convolutional layers, where the same filter is applied across all possible locations,
free convolutional layers maintain a separate filter at each location. The above figures are examples of
FCN layers on a 9x9 input space. Each 3x3 subregion of the input is covered with a distinct filter, as
shown in the diagram on the left. The top square represents the output obtained from applying the filter
to the corresponding input region. The diagram on the right depicts free convolutional layers with variable
connection patterns, where the x’s represent connections that are absent. In this example 12, out of the 91
connections are missing, creating a variable connection probability of roughly 0.15, whereas in the figure on
the left there are no absent connections.

(15, 16, 17, 18, 19, 20] to particle physics [21, 22, 23]. Older [24] as well as more recent
work [25, 26] has also shown that not only convolutional neural networks rival the object
category recognition accuracy of the primate cortex, but also seem to provide the best match
to biological neural responses, at least at some coarse level of analysis.

It is worth pointing out that weight-sharing is sometimes used in other settings, for
instance when Siamese Networks are used to process and compare objects [27, 9, 28|, which
also includes Siamese CNNs for images. Finally, a different kind of weight-sharing that will
not concern us here, is obtained when a recurrent network is unfolded in time. In this case,
weight-sharing occurs over time and not over space.

In terms of functions, weight-sharing is typically associated with two main but different
purposes. The first is to reduce the number of free parameters that need to be stored or
updated during learning. This can be important in applications where storage space is
limited (i.e. cell phones), or where training data is limited and overfitting is a danger. The
second function is to apply the exact same operation at different locations of the input
data, to process the data uniformly and provide a basis for invariance, typically translation
invariant recognition in CNN architectures.

3. Free Convolutional Networks

Relaxing the weight-sharing assumption in CNNs yields a Free Convolutional Network
(FCN). In FCNs, the weights of a filter at a specific location are not tied to the weights of
the same filter at a different location (see Figure 1). Thus naturally FCNs have far more
parameters than the corresponding CNN and slower to train on a digital machine. However
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Figure 2: MNIST examples of data augmentation (left). CIFAR-10 examples of data augmentation (right).

this is not a concern here as our primary goal is not to improve the efficiency of CNNs
deployed on digital machines, but rather to understand the consequences of relaxing the
weight sharing assumption inside a native neural machine.

Furthermore, it is highly implausible that a given neuron will share the exact same
dendritic tree with a neighboring neuron [29], thus in addition to neighboring neurons of
the same layer not having exactly the same weights, we would like to consider also the
possibility of them not having the exact same receptive field pattern. Thus, in addition to
plain FCNs, FCNs with variable connection patterns are implemented in the simulations
below. Variable connection patterns can be achieved in many ways. Here, for simplicity,
a random percentage of connections are set to zero once for all (Figure 1) [Note: this is
very different from dropout where different sets of weights are randomly set to 0 at each
presentation of a training example]. The x’s in the right image of Figure 1 correspond to
missing synaptic connections between neurons that are set to zero and never trained.

By running simulations comparing CNNs and FCNs (with and without variable con-
nection patterns), we seek to answer the following questions in regards to weight-sharing:
Is weight-sharing necessary? Is weight-sharing necessary to prevent overfitting? Is weight-
sharing necessary to ensure translational invariant recognition? Can good performance be
achieved without weight-sharing? If weight-sharing is not necessary, are translational invari-
ant training sets necessary? Does approximate or exact weight-sharing emerge in a natural
way? Can even better performance be achieved without weight-sharing?

4. Data and Methods

In the simulations, we focus exclusively on computer vision tasks. We evaluate various
free and shared weight networks on two well known benchmark dataset: the handwritten
digit dataset, MNIST [30], as well as the CIFAR-10 object dataset [31].

In the case of free weights, we consider using data augmentation by translating images
horizontally and vertically to potentially compensate for the lack of translation. Due to
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Method MNIST CIFAR-10
Parameters Data set size Parameters Data set size

CNN 1,199,882 58,333 6,447,562 50,000

FCN* 12,051,082 3,733,312 21,735,434 4,050,000

FCN 12,051,082 58,333 21,735,434 50,000

FCN™f 11,982,551 3,733,312 21,647,846 4,050,000

FCN 11,982,551 58,33 21,647,846 50,000

Table 1: Number of parameters in each network as well as the amount of training examples available to
the network at each fold of training. The data set size can be calculated by the amount of vertical and
horizontal translation performed on the original training data (i.e. horizontally translating one image by
zero to ten pixels creates ten additional training samples). * Data augmentation was used during training.
 Variable Connection patterns with ten percent probability.

the local receptivity of free weight networks, individual filters learn features solely within
their receptive field. More or less translationally invariant data should allow filters to learn
more or less the same features. In practice, during training, images were shifted horizontally
and vertically by a random amount (0-25%) of the width and height respectively. Shifting
images by more than 25% often causes the object of interest to partially leave the image
frame. Points outside the boundaries of the input are filled according to the nearest pixels.
Figure 2 shows examples of augmentation results on MNIST and CIFAR-10. All simulations
were completed using six-fold cross validation, which allowed for roughly 10,000 images in
every fold validation set. Simulations were implemented in Keras [32] with a Tensorflow [33]
backend using NVIDIA GeForce GTX Titan X GPUs with 12 GB memory.

4.1. Networks

Five networks were trained on each dataset, ten in total. A CNN without data augmen-
tation, a FCN with and without data augmentation, and a variable connection pattern FCN
with and without data augmentation. Table 1 provides the size of each data set as well as
the amount of parameters each network contains.

For simplicity, the architecture of these networks are very similar, except that convolu-
tional layers are replaced by free convolutional layers in both FCNs. The activation func-
tions, pooling layers, softmax layer, as well as the number of filters in each layer remain the
same across all networks. Visualizations of these networks can be seen in Figures 3 and 4.
It is important to note that there is no architectural difference between the networks that
are trained with data augmentation and those trained without.

For weight initialization we use the Xavier initialization [34]. The weights of each filter
are drawn from a uniform distribution (Equation 1), where x;, represents the number of
incoming connections to the filter and x,, is the number of outgoing connections. The
value, x;, + Tou, is the same for all filters in corresponding layers of FCNs and LCNs. This
allows CNN and FCN filters to be drawn from the same initial distributions.
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Figure 3: Networks for MNIST dataset. Shared weight network(left) and free weight network (right).
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Figure 4: Networks for CIFAR-10 dataset. Shared weight network(left) and free weight network (right).



MNIST CIFAR-10

Mean Median | Mean Median | Mean Median | Mean Median
Test Test Aug Aug Test Test Aug Aug
Acc Acc Test Test Acc Acc Test Test
CNN 98.984 | 99.031 | 64.882 | 65.008 | 70.33 70.28 60.149 | 60.238
FCN* 98.654 | 98.706 | 98.592 | 98.582 | 76.85 76.595 | 76.123 | 75.973
FCN 95.503 | 98.564 | 59.901 | 60.875 | 67.818 | 67.77 58.068 | 58.098
FCNT* 98.633 | 98.616 | 98.553 | 98.562 | 77.015 | 76.960 | 76.043 | 75.997
FCNT 97.038 | 98.641 | 61.434 | 62.203 | 67.663 | 67.675 | 57.913 | 57.948

Method

Table 2: Results of the six-fold cross validation experiments. FCN weights were initialized with the Xavier
initialization per individual filter, so that they would match CNN weights. Columns for each data set
correspond to: Mean accuracy on non-augmented test set; Median accuracy on non-augmented test set; Mean
accuracy on augmented test set; Median accuracy on non-augmented test set. Each filter was initialized using
the Xavier Uniform initialization. CNN and FCN weights were drawn from the same uniform distribution.
“Data augmentation was used during training. TVariable Connection patterns with ten percent probability.

4.2. Variable Connection Patterns

We also implemented variable connection patterns in FCNs. At the start of training
a chosen percentage of weights are randomly set to 0. These missing weights do not con-
tribute to the output of the layer and their values are never updated during backpropagation
training. The resulting connection patterns are maintained throughout training and testing.
There are multiple options for implementing neurons with variable connection patterns. For
computational simplicity, the implementation used in this paper is to turn off connections
within each square filter given some probability. In simulations we use a missing connection
probability of ten percent.

Using neurons with variable connections results in fewer total network parameters. As
a result we add additional filters to free convolutional layers to compensate for this (Table
1). This allows FCNs with variable connection patterns to have roughly the same num-
ber of parameters as standard FCNs. Neurons with variable connection patterns are only
implemented in free weight simulations.

5. Results

We report the percent error on the normal and augmented validation sets of each fold
in Figures 5 and 6. Table 2 shows the mean and median accuracy of the six-fold cross
validation experiments for both the MNIST and CIFAR-10 datasets. Over the course of
training, the highest validation set accuracy was recorded and averaged with the highest
validation set accuracy of the other five folds. Refer to the supplementary material for
graphs on training accuracy, validation set accuracy, augmented validation set accuracy
and validation set loss. Supplementary material can be found on the web at: https:
//github.com/mlat/weightsharing
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Figure 5: Percent error on the normal and augmented validation set of each fold. The left column shows
MNIST results, from top down: CNN trained without augmentation, FCN trained with augmentation, and
FCN trained without augmentation. The right column shows CIFAR-10 results, from top down: CNN, FCN
trained with augmentation, and FCN trained without augmentation.
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Figure 6: Percent error on the normal and augmented validation set of each fold, for networks with variable
connection patterns. The left column shows MNIST results, from top down: FCN trained with augmentation,
and FCN trained without augmentation. The right column shows CIFAR-10 results, from top down: FCN
trained with augmentation, and FCN trained without augmentation. Neurons with variable connection
patterns are only implemented in free weight simulations.
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5.1. Is weight-sharing necessary?

Reducing the number of parameters leads to networks that are faster to train and smaller
to store. Thus exact weight sharing can be necessary in three situations: (1) when space is a
constraint in a digital simulation; when learning time is a constraint in a digital simulation;
or (2) when large translated (akin to video) training sets are not available. However, weight
sharing is not necessary in a physical neural system that has access to translated training
data. In particular FCNs, while not necessarily practical for digital simulations, achieve
accuracies comparable to CNNs when trained with augmented data or video.

5.2. Is weight-sharing necessary to prevent overfitting?

Weight sharing can help mitigate overfitting in the regime of small training sets. Both
CNNs and FCNs will overfit on small, non-augmented data sets, but FCNs more so. Contin-
uously increasing the number of samples in the dataset using augmentation prevents models
from overfitting training sets. Large, translationally invariant datasets, like those produced
here through data augmentation, are essential for free weight networks to achieve good per-
formance and avoid overfitting. If this constraint can be met, overfitting can be mitigated
without weight-sharing.

5.8. Is weight-sharing necessary to ensure translational- invariant recognition?

Learning translationally invariant representations is tested by using augmentation on the
validation set. Table 2 shows the performance of different models on the augmented test
set. Error bars for each of the six-fold cross-validation experiments are displayed in Figure
5 and 6. Great disparity between validation accuracy and augmented validation accuracy
would signal that the network is not capable of translationally invariant recognition. For
example, the FCN trained on MNIST data without augmentation has nearly a forty percent
gap between validation set accuracy and augmented validation set accuracy. We are able to
show that neurons with variable connection patterns are capable of learning translationally
invariant representations. Referencing the results in Table 2 and Figure 6 we can see the
proximity between the accuracy on the non augmented test set and the augmented one. For
standard FCNs, the results show there is less than a 2% gap between the validation accuracy
and augmented validation accuracy of a FCN trained with data augmentation, proving that
FCNs can learn translationally invariant representations when provided with sufficient data.
Thus exact weight-sharing is not necessary to ensure translational-invariant recognition. As
can be expected, approximate weight sharing emerges naturally when training FCNs with
properly augmented data. (see below)

5.4. Can good performance be achieved without weight-sharing?

FCNs are able to achieve high accuracy scores on two standard computer vision bench-
mark datasets. In the case of MNIST, we see from Table 2 that FCNs, trained on augmented
data, achieve a mean accuracy of 98.59%, only slightly less than the 98.98% mean accuracy
achieved by standard CNNs. On the more complicated CIFAR-10 dataset, FCNs are able to
outperform CNNs by a margin of 6-7% depending on the utilization of augmented test sets
and variable connection patterns. The validation set accuracy observed in our simulations
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show that a FCN is able to meet or exceed the accuracy of a standard CNN on both bench-
mark datasets when able to take advantage of augmented data for training. Thus, again
there is not a fundamental necessity of weight-sharing to attain satisfactory performance.

5.5. Does approximate or exact weight-sharing emerge in a natural way?

Analysis of the weights (not shown) shows that exact weight-sharing does not emerges
even with translationally augmented data. However, as can be expected, with translationally
augmented data two similar units do see roughly the same training data and therefore, except
for initial differences and other random fluctuations such as the order in which samples are
presented, do converge to roughly the same weights. In short, approrimate but not exact
weight-sharing emerges in a natural way with translationally augmented training data.

5.6. If weight-sharing is not necessary, are translational invariant training sets necessary?

Weight sharing is not a necessity in computer vision tasks, as FCNs have demonstrated
high classification accuracy on two benchmark datasets. As alluded to previously, transla-
tionally invariant datasets are necessary to combat overfitting and achieve translationally
invariant recognition. The consequences of non-translationally invariant data sets is shown
in Figures 5 and 6. The classification accuracy, on augmented test sets, of FCNs with and
without neurons with variable connection patterns drops significantly when a translation-
ally invariant training set is not provided. However, when translationally invariant data
sets are available the accuracy of FCNs on normal and augmented test sets is within 2%.
Using translationally invariant datasets yields better results in validation set and augmented
validation set accuracy, specifically in FCNs.

6. Conclusion

The use of exact weight sharing was somewhat paradoxically inspired by biology and the
work of Hubel and Wiesel. In digital simulations of neural networks, weight-sharing provides
an efficient solution for both parameter reduction and translational-invariant recognition in
neural networks. In digital simulations, CNNs are more compact, faster to train, and more
robust against overfitting than FCNs.

However, exact weight sharing is implausible in biological and other physical neural
systems. We have examined alternatives to weight-sharing, such as free convolutional net-
works, where the weight-sharing assumption is relaxed. FCNs trained with translationally
augmented datasets have been shown to match and possibly even surpass standard CNNs in
validation set accuracy. Data augmentation has been proven to be a necessity as a means to
avoid overfitting and train FCNs capable of translationally invariant recognition. Thus, in
environments where data is plentiful and computational resources are able to cope with the
large number of parameters that result from abandoning weight-sharing, FCNs provide an
alternative to CNNs that can achieve potentially superior performance and higher fidelity
to physical systems. During development and throughout life, primate brains have access
to plenty of translated visual data, due to objects moving in the visual field, or to apparent
motion induced by head or eye movements. Furthermore, computational issues associated
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with having to train an FCN rather than a CNN vanish in a physical system where synapses
learn in parallel. Finally, fine tuning of the synaptic weights of each neuron in the same
filter family, possibly throughout one’s life time, is likely to be necessary to compensate for
small anatomical, physiological, or other fluctuations and lead to better performance.
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