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Abstract
Consolidating multiple workloads on a single flash-based
storage device is now a common practice. We identify a new
problem related to lifetime management in such settings: how
should one partition device resources among consolidated
workloads such that their allowed contributions to the de-
vice’s wear (resulting from their writes including hidden
writes due to garbage collection) may be deemed fairly as-
signed? When flash is used as a cache/buffer, such fairness
is important because it impacts what and how much traffic
from various workloads may be serviced using flash which
in turn affects their performance. We first clarify why the
write attribution problem (i.e., which workload contributed
how many writes) is non-trivial. We then present a tech-
nique for it inspired by the Shapley value, a classical con-
cept from cooperative game theory, and demonstrate that
it is accurate, fair, and feasible. We next consider how to
treat an overall “write budget” (i.e., total allowable writes
during a given time period) for the device as a first-class
resource worthy of explicit management. Towards this, we
propose a novel write budget allocation technique. Finally,
we construct a dynamic lifetime management framework for
consolidated devices by putting the above elements together.
Our experiments using real-world workloads demonstrate
that our write allocation and attribution techniques lead to
performance fairness across consolidated workloads.
CCS Concepts. • Information systems → Flash mem-
ory; Storagemanagement; •Theory of computation→
Solution concepts in game theory.
Keywords. flash lifetime, fair allocation, Shapley value
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1 Introduction
With growing capacity and penetration of flash devices, it is
increasingly common to see multiple workloads consolidated
within a single device, be it a single solid-state drive (SSD)
or a flash array [11, 12, 50, 66–68]. Compared to hosting just
one workload, as has been the common case in the past, the
emerging consolidated devices are expected to face a signif-
icantly increased intensity of I/O requests and/or storage
capacity demands to accommodate multiple workloads’ data.

It is inevitable in any system provisioned in a cost-conscious
manner (i.e., for less than anticipated worst-case needs) that
sometimes the needs of users (“demand”) exceed available ca-
pacity (“supply”). Episodes of such supply-demandmismatch
will only increase in their severity (frequency and duration)
in consolidated SSDs. Two canonical concepts (both accom-
panied by “demand shedding,” e.g., by admission control)
have long been used for resource allocation during supply-
demand mismatches across a variety of computing systems:
priorities (relative importance of workloads) and fairness.
When priorities are identical notions of fairness offer princi-
pled ways for resource allocation during periods of scarcity.
Lifetime Fairness:What andWhy?Multiple SSD resources
may need to be fairly partitioned in consolidated settings,
among which bandwidth to host (in bytes/sec or I/O oper-
ations/sec, IOPS, as appropriate) [19, 20, 27, 28, 49, 55, 58,
60, 61] and storage capacity [2–4, 31, 37, 39] have received
the most attention in literature. Flash is commonly used
to form a read cache and write buffer layer (simply “cache”
henceforth) between the volatile DRAM and the slower per-
sistent magnetic hard disk drives (HDDs). We argue that, in
such a flash-based caching layer, an additional resource –
flash lifetime – should be viewed as a first-class resource
at par with capacity and bandwidth that should be explicitly
allocated in principled ways suggested by notions of fairness.
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In some storage systems, e.g., high-end clouds for finan-
cial services [16, 47], it may be possible to use the flash
device without being constrained by lifetime concerns (i.e.,
the higher cost of more frequent flash replacement may be
acceptable). However, not all settings have this luxury and
administrators may want to have more control over how
long a flash device lasts. In fact, even in the more high-end
environments, during some tail end of a flash device’s life-
time (the specifics being device and workload dependent),
there may be a need to ensure the device lasts a certain
period rather than expiring suddenly. Reasons for being re-
luctant to replace devices unexpectedly are numerous. For
one, the transfer of contents from the about-to-fail device to
its replacement may only be possible during idle periods so
as not to degrade foreground workload performance. Also,
market forces have been known to cause unpredictable price
hikes due to shortage of flash devices [42].

Since operating the device for a prescribed duration would
be made difficult by the lack of predictability about workload
properties (especially too far into the future), some form
of limiting writes over relatively short periods of reason-
able predictability (we call these “epochs”) would be needed.
Specifically, in each epoch for which a fixed number of avail-
able writes (we call this “overall write budget”) is prescribed
by the administrator, the budget may be divided among the
consolidated workloads and each individual workload may
be allowed to issue only the number of writes allocated to it
(with the remainder serviced by a slower HDD)1. This sets
up the context for the problem that we address in this paper:
given an epoch and the overall write budget prescribed to the
epoch, how do we fairly allocate the budget across competing
workloads running together during the epoch?

Importantly, we find that, ignoring lifetime (write budget)
and only limiting fairness concerns to bandwidth and capac-
ity can result in performance unfairness across consolidated
workloads – the difference between response times of con-
solidated workloads is an intuitively appealing metric for
performance fairness; closer the response times, fairer the
allocation. Specifically, our experiments reveal that non-fair
write allocations (not to mention the case of no write alloca-
tion) result in significant differences in the response times of
consolidated workloads. This is because workloads allocated
larger portions of the write budget can get performance ben-
efits from using the faster flash layer for relatively more of
their write operations.
Why Fair Lifetime Allocation is Challenging: Defining
what a fair allocation means for flash lifetime (i.e., the write

1Our lifetime management knob is write regulation, which is an option
only in systems where writes disallowed by flash can be serviced by some
other persistent medium. Examples include flash as a cache/buffer for HDD
(which we study) [15, 34, 44, 46, 56] or a secondary store combining SSD
and HDD [45, 62, 65]. For purely SSD-based secondary stores, such write
regulation is not an option (i.e., as all writes must be serviced by the flash
devices) which makes lifetime fairness a moot and ill-posed concern.

Table 1. Simulated separate vs combined GC writes for
real-world workloads. Details of the workloads and exper-
imental setup can be found in Table 4 and Section 7.1. G(·)
means the numbers of GC writes. G(W1), G(W2), or G(W3)
represents the case where each workload uses the entire
OP space, whereas G(W1,W2,W3) indicates the case where
workloads W1, W2, and W3 share the OP space. Generally,
(G(W1)+G(W2)+G(W3)) < G(W1,W2,W3).

G(W1) G(W2) G(W3) G(W1)+G(W2)+G(W3) G(W1,W2,W3)
1,602,427 2,813,291 173,492 4,589,210 7,894,349

budget) is much less clear than it is for conventional re-
sources. There are two main reasons for this:
• Indirect control: Unlike a resource like bandwidth, a re-
source manager cannot directly control the “consumption”
of lifetime. Flash lifetime consumption occurs due to the
servicing of writes by the flash device. The number of writes
itself depends on the allocation of over-provisioned (OP)
capacity, user-transparent extra storage capacity on a flash
device – see Section 2.1 for more details. Besides the writes
a workload directly issues (host writes), an additional (often
major) contributor of writes is the garbage collection (GC).
The number of GC writes a workload causes is affected by
the OP capacity allocated to it [13, 53, 59] – in general, the
more OP capacity, the fewer the GC writes. Thus, a fair write
allocation needs to be realized by a correspondingly suitable
allocation of OP capacity.
• Non-trivial attribution: A key building block for imple-
menting fair resource allocation is accurate attribution of the
consumption of the resource to the users. However, write
attribution in flash is far from being a simple matter. To ap-
preciate this, suppose a workload A, when using an SSD
without any other co-located workloads, results in total
of W (A) = H (A) + G(A) writes, where H (A) denotes the
number of host writes, G(A) the number of GC writes, and
W (A) the total number of writes. When two workloads A
and B are co-located on that same SSD, generally, the total
number of writes generated can be expressed asW (A,B) =
H (A)+H (B)+G(A,B) > (H (A)+G(A))+(H (B)+G(B)), where
we denote by G(A,B) andW (A,B) the number of GC writes
and total writes generated when A and B are co-located –
see Table 1 as an example where two scenarios using three
real-world workloads are compared in terms of the num-
ber of GC writes: separate vs combined. This is because
with smaller OP allocation, each workload’s GC writes grow.
The difference, G(A,B) − (G(A) +G(B)), crucially depends
on how OP capacity was allocated to A and B. How should
G(A,B) − (G(A) + G(B)) be attributed to A and B? It is not
clear at all what the “right” answer to this is.
Our Approach: For the write attribution problem, we draw
upon the idea of Shapley value [54] from classical economics.
Here the setting is that of a coalitional game (wherein the
participants play in compliance with the rules of the game
set by an external agent) and the problem is that of fairly
dividing the proceeds of the game (i.e., total gains) among
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the participants. The write budget and portions of the budget
attributed to individual workloads are analogous to the total
gain and the portions of the total gain assigned to individual
players, respectively. The behavior of the flash drive (e.g.,
how GC writes reduce with an increase in OP capacity) is
analogous to the rules set by the external entity.

For the write allocation problem, we first consider feasible
allocations that meet two conditions: (i) the write alloca-
tions for individual workloads do not exceed the total budget
and (ii) the corresponding allocations of OP capacity do not
exceed the total OP capacity. Specifically, we employ an ex-
isting GC estimation model [13] and explore the interplay
between the number of GC writes to be generated and the
OP capacity to be allocated for each workload. Among such
feasible allocations, we then explore multiple intuitively ap-
pealing allocation techniques and empirically compare them
for their efficacy in offering performance fairness.
Contributions:We make the following main contributions:
• We identify the write allocation problem in consolidation
settings: in a certain time duration (epoch), how can one
fairly allocate the total number of available writes (budget)
to the competing workloads? We also find that a fair bud-
get allocation should be followed by the corresponding OP
allocation, a workload’s write consumption depends on its
allocated OP size. We devise and empirically compare four
different write allocation strategies, some of which are in-
spired by the notions from classical economics max-min
fairness and Shapley value.
• We propose a novel write attribution mechanism, inspired
by the notion of fairness provided by Shapley value, as a basis
for fair write allocation. We also address some difficulties
such as (i) estimating the total writes in unobserved subsets
and (ii) applying it to large sets. One interesting observation
with this mechanism is that a certain fraction of the writes
are accounted to read-only workloads as well.
•We propose a novel lifetime management mechanism for
a consolidated flash cache, which puts the write allocation
(division of total budget and total OP), the write attribution
(accounting of consumed writes), and the write control (sup-
pressing write consumption beyond the allocated budget) all
together. We implement this mechanism within (resource-
rich) host system, as the (computation-intensive) attribution
process can be offloaded from flash devices. Using this, device
operators can make the consolidated workloads consume
the lifetime of their flash device fairly and efficiently.

2 Background and Related Work
2.1 Flash Device Basics
A flash device contains several flash packages as its storage
medium and a set of hardware and software modules to
manage these packages. Each package consists of thousands
of “blocks,” where a block is the erase unit for flash memory.
The blocks are grouped into dies or planes, which can be
accessed in parallel. Each block is divided into hundreds

of “pages,” where a page is the unit for reads and writes.
A key feature of flash devices, especially relevant to our
focus on lifetime management, is that they include some
extra capacity (in the form of flash blocks) beyond what
is advertised by the vendors. This extra capacity, which is
referred to as over-provisioned (OP) capacity, is invisible to the
user and can be expressed as a fraction of the user-perceived
capacity [53, 59]. The main purpose of this OP capacity is to
help reduce the performance overheads and lifetime impact
of garbage collection, which we discuss next.

Flash devices need a garbage collection (GC) mechanism,
since (i) the erase unit is much larger than the write unit
and (ii) overwriting data in-place is not allowed. When the
available “clean space” (i.e., pages that are ready to bewritten)
in a device goes below a threshold, GC is invoked to secure
more clean blocks by using an appropriate combination of
writes and erases. When invoked, it selects the (to-be-erased)
victim blocks, copies the valid page data from them to other
blocks, and finally erases them. Thus, the actual number of
writes that the device handles is typically larger than the
number of explicit (host-issued) writes. These GC writes are,
therefore, aptly called “amplified” or “hidden” writes. The
ratio of total writes to host-issued writes is called the write
amplification factor (WAF). Among possible contributors to
the amplified writes (e.g., wear-leveling, data-refresh, and
parity writes), we mainly focus on GC writes, since they are
(i) unknown (the number of GC writes a device experiences is
complicatedly related to its OP capacity; in general, the more
OP capacity, the less GC writes) and (ii) on demand (they
may not be deferred unlike wear-leveling and data-refresh).

As flash memory services more and more write and erase
operations, its cells get damaged progressively till they are
no longer usable. The wear-out rates of cells are close to
one another as they are grouped into pages and blocks that
are used in a “wear-leveled” fashion. Wear leveling refers to
mechanisms within the device that try to keep the number of
writes/erases to its pages/blocks about the same. Therefore,
vendors generally specify the lifetime of their devices in
terms of the number of sustainable writes or erases, which
are referred to as the “program/erase (P/E) cycles.” We use
write count as the lifetime indicator, where the count includes
both host writes and GC writes.
2.2 Our Target System
Our target device is a flash device that forms a part of a
caching + buffering layer between machines/hosts running
our workloads (compute layer) and a slower HDD-based
persistent layer (storage layer). This represents a very pop-
ular manner in which flash devices are currently used [2–
4, 31, 37, 39]. Figure 1(a) illustrates the overview of our target
system where the host system employs a storage hierarchy
consisting of a flash-tier and a HDD-tier. We assume that the
flash device is partially managed by the host system. This is
an important flash-related trend both in research and prac-
tice (e.g., open-channel SSD [6], software-defined flash [48],
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Figure 1. (a) Overview of our target system where the host
employs a flash device as caching-tier and a HDD as backing-
store; (b) our target flash device is consolidation-oriented,
which includes functionalities commonly assumed in litera-
ture; (c) our proposed framework is located within the host
system, which is independent from flash device type.

and cooperative flash management [23]), due to advantages
such as awareness of both host and device information and
application-aware flash management [10, 18, 21, 51].

Among possible designs of a flash device on which multi-
ple workloads are consolidated, we target a soft-partitioned
SSD, as described in Figure 1(b). While detailed functional-
ities can slightly vary across soft-partitioned SSD designs
[11, 27, 28, 50], our target device has the following key char-
acteristics: 1 it is workload-aware, i.e., can distinguish and
treat differently requests belonging to different workloads;
2 a flash block is not shared by different workloads at a
given time; 3 it employs soft partitioning wherein an erased
flash block can be allocated to a workload different from
the one using it before the erasure; hence, partitioning the
total user and OP capacities is realized by dividing the total
user and OP blocks among workloads and by allowing each
workload to use only a number of flash blocks reflecting its
allocation; and 4 it employs a per-workload GC mechanism;
if needed, each workload is responsible for securing clean
blocks by invoking its own GC based on its allocated user
and OP blocks.

We highlight the last two functionalities ( 3 and 4 ), which
are used to explore division of OP blocks among consoli-
dated workloads and the number of GCwrites each workload
will generate. Specifically, we allocate the total OP capacity
(blocks) to consolidated workloads as a part of our lifetime al-
location, and each workload is forced to use only its allocated
OP blocks for GC. One can implement these functionalities
using an open-channel SSD [6] or add necessary interfaces
to a multi-stream SSD [11].
2.3 Scope of Our Work
While there exist many variants, we target flash caching-tier
which acts as a write buffer as well as a read cache operates
as follows. Figure 2 illustrates how each workload uses its
allocated blocks and what kinds of traffic it experiences. The

Figure 2. Each workload has its own user blocks (used as
both read cache and write buffer) and OP blocks. This flash
cache experiences three types of writes: (1) writes from the
host, (2) writes during GC, and (3) writes from read misses.

user capacity (blocks) assigned to a workload is divided into
two parts: one part works as a read cache that accommodates
a set of frequently-read data, and the other part is used as a
write buffer that handles all host writes regardless of their
target addresses. In this configuration [46], read and write
requests get serviced as follows:
• Read: If either read cache or write buffer holds (a valid
version of) the requested content, the data is read to the host
(“read hit”). Otherwise (“read miss”), the data is read from the
HDD. We assume a least-recently-used (LRU) cache eviction
policy for moving victims from read cache to HDD. However,
our framework is agnostic to the exact replacement policy.
The data admission ( 3 ) leads to a write to flash device.
• Write: Writes from the host ( 1 ) are serviced from the
write buffer. If the target data is in the buffer (“write hit”), the
old version becomes invalid and the new version is written
into the buffer. Otherwise (“write miss”), to admit the data
into the buffer, the LRU-selected data is evicted to HDD.
Here, the three types of writes collectively consume the

write budget allocated to the workload. In addition to the two
explicit write types ( 1 and 3 ), the flash device inherently
experiences 2 writes coming from the GC execution. How-
ever, in our proposed framework, once the allocated write
budget runs out, the three write sources are removed. Pri-
marily, (i) further host writes are redirected to and serviced
by the HDD. Also, (ii) further read misses are serviced by the
HDD without corresponding data admission into the flash
cache, which would prevent read miss-induced writes into
the flash cache. The two actions above (i)+(ii) can prevent
GC writes from further being generated.
We make a few key assumptions to clearly define our

lifetime allocation problem. The problem of fairly allocating
three resources – capacity, bandwidth, and lifetime in our
case – in a coordinated manner may seem like multi-resource
allocation formulations such as dominant resource fairness
(DRF) [17]. In fact, our problem is more complex, because of
the intricate relationship between allocated capacity (both
user and OP) and corresponding bandwidth and write ( 1
host writes, 2 GC writes, and 3 read miss-induced writes)
intensity; DRF allows for no such relationships. Leaving
such generalization as a possible future direction, we take a
simpler approach.
Regarding capacity, we first assume that our read cache

allocation is based on trying to equalize read hit ratios across
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workloads. This can be realized by estimating the working
set size of each workload based on a high-precision reuse
distance model, which can be done at runtime, as in [2, 3].
We also assume that the remaining user capacity is evenly
divided among workloads for their write buffers; while the
write buffer size can affect the write miss ratio (and the rate
of data eviction to HDD), this does not cause flash writes.
For bandwidth, we assume that it is plentiful and is never
a bottleneck resource, which may be acceptable in modern
flash devices exhibiting up to several GB/s bandwidth [52].
These assumptions above leave us with a fair allocation

problem for a single resource – lifetime, i.e., write intensity.
Note that writes include host, GC, and read miss-induced
writes in our work.
2.4 Other Related Work
Flash device lifetime has been regarded as a first-class re-
source that needs to be carefully conserved due to its non-
renewable nature. One straightforward way to improve flash
device lifetime is to reduce the size of original data to be
written to the device. Kim et al. [29] employed data dedu-
plication in an SSD, explored possible designs, and investi-
gated deduplication efficiency in terms of lifetime saving and
performance overhead. While the data deduplication which
works in flash page granularity, Wu et al. [63] attempted to
further reduce the number of write operations using fine
granular units. In contrast, Lee et al. [33] employed data
compression in an SSD, designed the FTL to support the data
compression, and analyzed the impact of compression ratios
to the performance and lifetime improvement. Li et al. [35]
observed that simply compressing data generally results in
unused space within page and exploited this to further im-
prove the device lifetime. Zhang et al. [69] also investigated
the feasible ways of better utilizing the unused page space.
On the other hand, there have been efforts to make flash

devices endure more than advertised/guaranteed. Yadgar et
al. [64] employed write-once memory (WOM) code in an
SSD and tried to allow multiple writes before erasing the
cells. Jeong et al. [24] observed that cell damage depends on
the erase voltage level (or erase speed) and proposed erase
voltage scaling to reduce cell damage and hence serve more
write operations. Jimenez et al. [26] suggested to reduce the
bit density of memory cells from multi-level cell (MLC) to
single-level cell (SLC), once the MLC device comes to the
end of its advertised lifespan.
While all the works above have been investigated under

single workload scenarios, they can be employed in consoli-
dated scenarios. Also, their common goal (that is to extend
device lifetime) is orthogonal to ours (that is to divide given
lifetime to consolidated workloads in a fair manner); so, they
can be combined with our proposal.

The lifetime of consolidated flash has been studied in two
different settings: soft-partitioned SSD and hard-partitioned
SSD. Choi et al. [11] presented a soft-partitioned SSD where
a workload’s data can be placed into any physical block,

but a block is not shared by different workloads. Kim et al.
[28] agreed with this design, and further add a function of
partitioning OP space to consolidated workloads, as doing
so can provide a guaranteed service level to each workload.
In contrast, Huang et al. [20] proposed a hard-partitioned
SSD that reserves entire flash chip(s) or memory bus(es) for
each workload. While this design is very good at providing
performance isolation, it needs to regularly swap workloads,
since parts of the SSD (assigned towrite-intensiveworkloads)
can be worn out more than the others (assigned to workloads
with fewer write intensity), which incurs lots of extra writes.

While our ideas of fairly distributing given lifetime among
consolidated workloads can be implemented in both settings,
we target a soft-partitioned SSD where we can divide OP
space and investigate its impact on write allocation deci-
sion. In contrast, OP partitioning is not available in hard-
partitioned SSDs, as OP is already included in the exclusively-
partitioned space. As a result, generally the efficacy of our
solution will be smaller in hard-partitioned SSDs.
2.5 Useful Concepts for Allocation and Attribution
We describe two notions from classical economics that we
draw upon to develop our solutions.
2.5.1 Max-Min Fairness: One of the most popular, single
resource fair allocation strategies is based on max-min fair-
ness [5], which maximizes the minimum allocation received
by a participant. The key property offered that is considered
fair is the following: an attempt to increase the allocation of
a participant is necessarily accompanied by a decrease in the
allocation of another participant with an equal or smaller
allocation. The max-min fairness allocation can be obtained
by the progressive filling [5], which works as follows. It in-
creases all users’ allocations at the same rate (from their
current allocations, initially zero for all) until some user’s
demands are fully met or the resource is exhausted. In the
former case, after eliminating that user from further con-
sideration, it repeats this process for the remaining users
with the remaining resource. The algorithm terminates ei-
ther when all users’ needs are met or the resource has been
fully allocated.
2.5.2 Shapley Value: In game theory, Shapley value [54]
is a tool for distributing the total gain/value generated by a
group of players participating in a coalitional game. Specif-
ically, in a coalitional game where one needs to determine
the payoff for each player based on his/her contribution to
the total gain, Shapley value provides a fair way of doing
so by evaluating a range of cases where different subsets of
players participate. Out of a coalition set N , the payoff for
player i is calculated as follows:

ϕi (V ) =
∑

S ⊆N \{i }

|S |!(|N | − 1)!
|N |!

(V (S ∪ {i}) −V (S)), (1)

whereV (S) is the total expected gain a coalition S can make;
here, S is a subset of the original coalition N excluding player
i . Note that, V (S ∪ {i}) −V (S) indicates the contribution of
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Figure 3. High-level view of our framework. In each and
every epoch, (i) the given overall write budget is newly allo-
cated to the given consolidated workloads. At every interval
in an epoch, (ii) the total writes consumed by that moment
are attributed to the workloads; (iii) if the number of writes
attributed to a workload is larger than that allocated to the
workload, its further writes are controlled.

player i , when he/she cooperates with a coalition S ; and, the
contributions of all possible different coalitions are averaged
to determine the payoff of player i in N .

Shapley value is considered desirable, as its attribution has
the following properties thatmay be deemed “fair”: efficiency,
symmetry, null player, and additivity [54]. Because of these
properties, Shapley value has been used in other computing
contexts such as shared energy usage in datacenters [14, 22,
25] or shared bandwidth in networks [9, 38, 57].

3 Budget-Aware Lifetime Management
3.1 High-Level View
Figure 3 illustrates how our lifetime management framework
works in an epoch. An epoch is a window in future (of rela-
tive workload stationarity) over which fair write allocation
decision are made based on predicted workloads. 1 At the
start of each epoch, the given total write budget is distributed
to competing workloads (write allocation). The epoch and
the budget for the epoch are given parameters; they can vary,
depending on the projected device lifetime (administrator’s
decision) and workload consolidation scenarios. Workload
churn can cause the set of consolidated workloads to change
dynamically; some workloads may leave/finish or some may
join/start. Whenever there is such a change, our framework
ends the current epoch and begins a new epoch.
Each workload is allowed to consume only the allocated

writes during the epoch. To this end, our framework in-
troduces a smaller time scale, which is called interval – a
window in the past over which attribution of writes is done.
2 At every interval within the epoch, the overall writes
collectively consumed by all workloads at that moment are
attributed to each workload (write attribution). 3 If the num-
ber of attributed writes is larger than that of the allocated
writes for a workload, the workload’s future writes are con-
trolled (write control) – further writes are not allowed to get

serviced. For the interval, in general, setting it as small as
possible (and hence putting as many intervals as possible
into an epoch) would be better, because frequent invocations
of write attributing (and controlling) can prevent each work-
load from grossly exceeding its allocated budget. But, the
computational overhead of write attribution would pose a
limit on the length of an interval.

3.2 Detailed Activities
We describe the three key activities in details:
1 Write Allocation (+ Corresponding OP Allocation):
We first describe what constitutes a “feasible” allocation; a
fair solution would then be chosen from among all feasible
solutions based on our chosen “fairness criterion”. A feasible
allocation must satisfy two constraints. First, the write bud-
get allocations for individual workloads must collectively
not exceed the total write budget for the current epoch. Sec-
ond, the corresponding allocations of OP capacities must
collectively not exceed the overall OP capacity. What makes
this particularly complex is that the GC writes arising from
a workload depend intimately on the OP capacity allocated
to it; so, the two constraints must be considered jointly. Our
write allocation problem can be expressed as follows:

Find Sf air {B(1), ...,B(i), ...,B(Ncon)}

and OPf air {OP(1), ...,OP(i), ...,OP(Ncon)}

such that B =
∑Ncon

i=1 B(i) and OP =
∑Ncon

i=1 OP(i),

(2)

where B and B(i) are the total write budget and the budget
allocated to workload i , respectively; OP and OP(i) are the
total OP capacity and the OP capacity allocated to workload
i , respectively.Ncon is the number of consolidated workloads.
Among feasible allocations (satisfying the two constraints
above), our goal is to find Sf air and the correspondingOPf air ,
which will be discussed in Section 5.

One challenge in exploring the above problem is that we
need to be aware of the number of GC writes each workload
is likely to generate under any given OP capacity. To obtain
(estimate) the number of GC writes, we employ an existing
analytic model to estimate its WAF value. As the number of
host writes for each workload is easy to acquire, once one
obtains the WAF value from the model, the number of GC
writes can be obtained. In our current implementation, we
employ an accurate WAF value estimation model [13] (for
more details, refer to Equation 20 in [13]). Our employed
model approximates Greedy performance with the following
important parameters: (i) the allocated OP capacity, (ii) the
number of pages in a block, and (iii) the fraction (f ) of hot
data and the I/O rate (r ) on such hot data. For (iii), we first
build “page data vs the number of updates” for each I/O trace
of Table 4; we then manually find a set of possible (f , r )
pairs that best characterize the hot-cold data separation,
and finally pick the one whose performance is the most
comparable to that of the actual simulation.
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N \ {W 1} = S = ∅, {W 2}, {W 3}, {R1}, {W 2,W 3}, {W 2, R1}, {W 3, R1}, {W 2,W 3, R1}; ϕW 1 = 1 + 2 + 3 + 4 + 5 + 6 + 7 + 8
1 1

4 × {V (W 1) −V (∅)} 2 1
12 × {V (W 1,W 2) −V (W 2)}

3 1
12 × {V (W 1,W 3) −V (W 3)} 4 1

12 × {V (W 1, R1) −V (R1)}
5 1

12 × {V (W 1,W 2,W 3) −V (W 2,W 3)} 6 1
12 × {V (W 1,W 2, R1) −V (W 2, R1)}

7 1
12 × {V (W 1,W 3, R1) −V (W 3, R1)} 8 1

4 × {V (W 1,W 2,W 3, R1) −V (W 2,W 3, R1)}
Table 2. Shapley value accounts the number of writes toW 1 (ϕW 1) by exploring all possible sub-coalitional games and
considering the marginal contribution ofW 1 to the games. The same approach can be used for all other workloads.

2 Write Attribution: To prevent each workload from con-
suming more writes than its allocated budget in an epoch,
there is a need for accounting the total number of writes
and identifying how many writes each workload consumes
in the middle of the epoch. Among various possible ways
of accounting the generated writes, we are interested in the
one that provides a notion of fairness. So, motivated by its
fairness properties, we propose to employ Shapley value
in our write attribution process; and, we also compare our
Shapley value-inspired accounting strategy with the ones
based on two other likely-used accounting policies, which
will be discussed in Section 4.
3 Write Control: Depending on the attribution results, if
necessary, the host writes of workloads whose write budget
run out are prevented until the end of the epoch. Note that
this is possible in the caching-tier of storage hierarchy, while
the main-storage should process all writes coming from the
host/workloads. Specifically, we propose to make the further
writes beyond the allocated budget bypass our target device
of the caching-layer and get serviced from the next-layer
HDD storage. The service time of these writes would be a
bit slowed down, which is referred to as “writes rendered
slow” or “slowed writes”. Our write control mechanism will
be discussed in detail in Section 6.
4 Our Proposed Write Attribution Strategy
4.1 Applying Shapley Value to Write Attribution
Our write accounting problem is to attribute the total num-
ber of serviced writes from a flash device (both host and GC
writes) to the consolidated workloads. We analogize “write
generation” in our consolidated device setting to “benefit
creation” in a coalitional game. Specifically, we analogize con-
solidating multiple workloads to a cooperative gamewherein
we treat the total number of writes generated from the con-
solidation as corresponding to the total surplus in the game.
As Shapley value can determine the payoff of each player, it
can help one attribute writes to different workloads.

To demonstrate Shapley value in a more practical setting,
we assume a flash device where a set of four workloads are
consolidated (4C1 of Table 5; details of individual workloads
– W1, W2, W3, and R1 – are shown in Table 4). Here, we
can define our game as follows: N = {W 1,W 2,W 3,R1}
and V (S) is the total number of writes when workloads in
S (a subset of N ) are consolidated. Table 2 describes how
Shapley value derives the number of accounted writes to one
of our workloads,W 1. There are 8 possible subsets S that
excludeW 1 (i.e.,N \{W 1}), and for each subset, the marginal
contribution of W 1 to the increase in the write count is

determined by comparing the subset withW 1with the subset
withoutW 1 ( 1 ∼ 8 ). Then, themarginal contributions across
all possible subsets are averaged, based on the cardinalities
and combinations of possible subsets (

∑
n ). For all other

workloads, their accounted writes can be calculated in a
similar fashion.

4.2 Challenge: Unobserved Subsets
A potential difficulty in employing Shapley value in our
problem is the unobserved subsets, of which total writes are
unknown online. Actually, we know the total number of
writes only for the case where all the workloads are consoli-
dated – V (W 1,W 2,W 3,R1); however, we do not know the
number of writes in any other subset.
To identify the total number of writes in an unobserved

subset, we need to know the OP partition of the subset; once
we know the OP partition, we can obtain the total number
of writes by using the number of host writes and the WAF
model (introduced in Section 3.2) of each workload. Let us
consider, as an example, the calculation of 2 in Table 2,
where we need to get two unobserved sets, V (W 1,W 2) and
V (W 2). To obtain the latter where W 2 is executed alone,
there is no issue of partitioning capacity as we reserve all the
device capacity (except for its read cache and write buffer)
as its OP. However, for the former whereW 1 andW 2 are
consolidated together, we need to decide how to partition
the OP capacity between them.
Our Heuristic: To this end, we propose an OP allocation
strategy, called Iso-WAF, which is based on our belief that
a fair allocation would equalize write amplifications across
all consolidated workloads. Specifically, this strategy finds
an OP partitioning where WAF values of all workloads are
equal, by keeping increasing the Iso-WAF line starting from
one, and stops at the smallest WAF value that satisfies the
OP capacity constraint. Figure 4 provides an example appli-
cation of Iso-WAF to five different subsets, where Iso-WAF
line stops at different WAF values or capacity partitions. Fig-
ures 4b and 4c show the two cases ( 5 of Table 2) which the
Shapley value write accounting explores. One can see that
the Iso-WAF value of {W 1,W 2,W 3} (1.137) is larger than
that of {W 2,W 3} (1.038). This is because (i) the available OP
capacity of the former decreases due to the consolidation
ofW 1 (i.e., due to the cache/buffer size ofW 1) and (ii) the
OP capacity should be shared by three workloads, which
collectively make the Iso-WAF line go up. We also want to
compare {W 1,W 2,R1} with {W 1,W 2} through Figures 4d
and 4a (which can be used in the process of calculating ϕR1).
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(a) V (W 1,W 2) (b) V (W 1,W 2,W 3) (c) V (W 2,W 3) (d) V (W 1,W 2,R1) (e) V (W 1,W 2,W 3,R1)
Figure 4. Our Iso-WAF approach finds an OP partition which equalizes WAF values across all consolidated workloads. In each
of OP vs WAF graphs, the Iso-WAF line (increasing from one) stops at the smallest WAF value that satisfies the OP constraint.
Total Writes 17,337,348
Accounting Generated: directly generated by each Even: evenly accounted

Policy over non-read-only Shapley: Shapley value over all
Workloads Generated Even Shapley

W1 5,970,700 5,779,116 5,362,803
W2 10,389,068 5,779,116 8,255,882
W3 977,580 5,779,116 1,770,269
R1 0 0 1,948,394

Table 3. Different policies lead to different accounting re-
sults. Our approach accounts writes to R1 as well.

The significant difference in the Iso-WAF values between
these two subsets originates from the large read cache size
of R1. Note that, even though R1 does not need any OP space,
our Iso-WAF partitioning still considers its read cache size,
which causes a decrease in the available OP capacity of the
system. That is, mere existence of a read-only workload re-
duces the total OP capacity, which in turn affects the write
behavior of our write-intensive workloads. Figure 4e depicts
the case where all four workloads are consolidated; with
a further decreased OP availability, the Iso-WAF value in-
creases significantly.
4.3 Accounting Results and Observations
After executing the set of workloads (4C1 of Table 5) on a
device (details of the experimental setup can be found in
Section 7.1), we use our Shapley value-inspired accounting
for attributing the total writes to the individual workloads.
Table 3 compares three different polices and shows how each
policy accounts the total number of writes (17,337,348) to
our four workloads. The first policy (Generated) monitors
all activities (host writes and GC writes) of each workload
and counts the exact number of writes it generates; the phi-
losophy behind this policy is that a workload should be
responsible for exactly what it generates. The second policy
(Even) accounts the same number of writes to all non-read
only workloads; this assigns an even responsibility to all the
non-read only workloads. The last policy (Shapley) employs
Shapley value and calculates ϕ of each workload.
Our Finding: One interesting observation is that Shapley
accounts a significant number of writes to R1 (whereas Gen-
erated and Even attribute no writes to R1). As stated earlier,
this is because our Shapley value-inspired accounting holds
R1 responsible for the writes generated by its consolidated
(co-runner) workloads. Specifically, the read cache of R1
takes a large amount of storage capacity, which reduces the
OP capacities assigned to the consolidated workloads, and
this in turn increases the number of amplified writes from

Figure 5. Execution time of our Shapley value-inspired attri-
bution under varying number (N ) of consolidated workloads.

them. As an example, let us investigateW 2: it generates over
65% of the total writes (see the number of writes accounted
toW 2 by Generated), as (i) it issues a lot of host writes and
(ii) it also significantly increases the number of amplified
writes. AsW 2 is sensitive to its assigned OP capacity (Figure
4e), if it had more OP capacity, the number of its amplified
writes and the total number of writes would decrease. In our
consolidated setting however, R1 preventsW 2 from grabbing
a large OP capacity and reducing the number of its ampli-
fied writes, which contributes to the total number of writes.
Interestingly, the number of amplified writes accounted to
R1 is larger than that accounted toW 3. This is because the
impact of high capacity taken by R1 is more significant than
the direct contribution ofW 3 to the total number of writes.
Note also thatW 3 takes a small capacity for both cache and
OP, which means it makes a marginal contribution to the
total number of writes.
4.4 Scalability: When N is Large
Since in our example N is 4 (i.e., the number of consolidated
workloads is 4), the number of possible subsets our Shapley
value-inspired accounting should consider is only 24 = 16,
which does not need much computation time. However, as
the degree of consolidation increases, the number of subsets
exponentially increases. For example, in an aggressively-
consolidated setup (where N is 40), the number of subsets
our accounting needs to consider is 240, which can bring
significant computation overheads.
Our Heuristic: To make our accounting technique feasible
and scalable in high consolidation scenarios, we propose a
heuristic that considers only a fraction of all possible sets
in calculating the Shapley value. The motivation behind
our heuristic is that there is no need to consider the sub-
sets whose sizes are small. This is because a small subset
generates no or few amplified writes, as each participating
workload can have a large amount of OP capacity, and this
makes its WAF value close to 1. Let us consider, as an ex-
ample, a 1TB SSD where N workloads are consolidated, and
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a subset S = {W 1,W 2,W 3,R1} of N . For this subset, each
workload could have hundreds GB for its OP and the WAF
value of each converges to 1. Consequently, the total number
of writes in this subset (V (S)) is just the sum of the host
writes of the participating workloads, which can be obtained
without any calculation. Among all possible subsets, the sub-
sets whose sizes are equal to or smaller than 25 fall into this
category, which can be skipped in the Shapley value calcu-
lation. Note that the total number of such sets is

∑25
i=1

(40
i

)
,

which corresponds to 96% of the total number of possible
sets. Consequently, this heuristic requires us explore in de-
tail only 4% of the entire subsets. However, this can be still
regarded as significant, depending on the available compute
resources. If a slight error in the accounting result is accept-
able, we can further reduce the computation time by pruning
more subsets; the error is defined as the difference in the
attributed writes between considering all possible sets and
subsets. For example, if we drop the subsets whose sizes are
equal to or smaller than 30 from consideration, the number
of subsets our accounting technique needs to explore would
be

∑40
i=31

(40
i

)
, which corresponds to only 0.03% of the total

number of possible subsets! According to our analysis, if we
drop more subsets, e.g., subsets whose sizes are equal to or
smaller than 34 and 35, the number of remaining subsets that
our accounting technique explores would be only 760,099
and 102,091, respectively. Such an aggressive subset pruning
brings 4% and 7% error in accounting, compared to the exact
Shapley value calculation that explores all subsets.
Computation Overhead Analysis:We executed our Shap-
ley value-inspired attribution (implemented using MATLAB
program) on 3.4 GHz Intel Core i7-based host system. Figure
5 plots the CPU computation times of three different strate-
gies: the base Shapley value (No-Heuristic), our heuristic
allowing the error up to 5% (Error-5%), and our heuristic
allowing the error up to 10% (Error-10%). The computation
time of No-Heuristic increases exponentially as the number
of consolidated workloads increases (note that the Y-axis
is in log-scale). When N=16 and 32, the computation times
(over 15 minutes and 1 hour) are not acceptable, when the
sizes of epoch (1 hour) and interval (15 minutes) are con-
sidered. In contrast, Error-5% and Error-10% significantly
reduce the computation time; when N=32, it takes only 4-8
minutes. This indicates that our heuristic makes Shapley
value-inspired attribution a scalable option.

5 Write Allocation Strategies
5.1 Baseline Strategies
5.1.1 EVEN – Partitioning OP Evenly: When consider-
ing the notion of fairness, the first choice that comes to mind
is to (i) evenly partition the OP capacity among workloads
and (ii) estimate the number of writes for each workload with
this even OP share. Specifically, each non-read-only work-
load is given an “equal share” of the available OP capacity,
which is expressed as follows:

OP(i) = OP/(Ncon − Nr ead ), (3)
where OP and OP(i) are the total OP capacity and the OP
allocated to non-read-only workload i , respectively, andNcon
and Nr ead are the numbers of the consolidated workloads
and read-only workloads, respectively.

Based on this even OP partitioning, one can estimate the
total number of writes (Ŵ ) each workload generates, and this
could be set as the write budget allocated to each workload
(B(i) for workload i), which can be calculated as follows:

B(i) = Ŵ (i) = H (i) ×A(i) = H (i) × fi (OP(i)), (4)

where H (i) and A(i) are the number of host writes and the
WAF value of workload i , respectively. Also, fi andOP(i) de-
note, respectively, the WAF model function and the allocated
OP capacity of workload i .

Unfortunately, the even OP partitioning is not always fea-
sible. The problem is that the sum of estimated number of
writes can be larger than the total write budget, which can
be expressed as follows:∑Ncon

i=1 Ŵ (i) =
∑Ncon

i=1 B(i) > B, (5)

Note that this scenario can frequently occur, since even OP
partitioning lifetime-agnostic.
5.1.2 MMF–PartitioningOP toAchieveMax-Min Fair
Division of Total Budget: To address the above shortcom-
ing of even partitioning, we employ the notion of max-min
fairness to make the sum of estimated writes fit within the
total write budget. Specifically, as EVEN strategy does, this
strategy (i) begins with the even OP partitioning (Equation
3) and (ii) the estimation of the total number of writes each
workload would generate under the even OP share (Equa-
tion 4). However, then, it (iii) uses the progressive filling
algorithm [5] to distribute the total budget to consolidated
workloads based on their estimated number of writes, which
results in the max-min fairness division of the total budget.
As a result, the budget allocated to workload i , (B(i)), can be
calculated as follows:

B(i) = maxmin(Ŵ (i), B), (6)
where ˆW (i) and B are the write budget allocated to workload
i and the total write budget, respectively.

Based on the max-min fairness-based write allocation,
finally, this strategy (iv) re-partitions the total OP capacity.
The OP capacity assigned to workload i , OP(i), is obtained
by back-calculating the allocated budget (B(i)) as a function
of the OP capacity, as expressed below:

OP(i) s .t . B(i) = H (i) × fi (OP(i)), (7)

where H (i) and fi are the number of host writes and the
WAF model function of workload i , respectively. Note that,
if the sum of the estimated writes in all workloads is less
than or equal to the total write budget (i.e., the opposite case
of Equation 5), this MMF strategy would reduce to EVEN.
That is, the max-min fairness-based budget partitioning and
OP partitioning would be the same as those of the EVEN
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strategy (Equations 4 and 3). To sum up, through (i) to (iv),
the MMF strategy makes up for the shortcomings of the
EVEN strategy.
5.1.3 Iso-WAF – Partitioning OP to Equalize Write
Amplification Factor Values: This strategy is rooted in
the ideas that a fair allocation would equalize write amplifi-
cations across all consolidated workloads. So, this strategy (i)
finds an OP partition where the WAF values of all workloads
(excluding the read-only ones for which WAF is zero) are
equal. Among numerous possible partitions, it then selects
the one where the sum of assigned OP capacities is equal to
the total OP capacity. The OP capacity assigned to workload
i , OP(i), is determined by the following constraints:

OP(i) s .t . A(i) = A(j) and
∑Ncon−Nr ead

k=1 OP(k) = OP , (8)

where A(i) is the WAF value of workload i and OP is the
total OP capacity. Ncon and Nr ead are the number of con-
solidated workloads and read-only workloads in them, re-
spectively. Finding the OP partition is easy – based on the
OP-WAF graph, we keep increasing the WAF line starting
from 1, and stop at the smallest WAF value that satisfies∑Ncon−Nr ead

k=1 OP(k) = OP . Note that, as the Iso-WAF line
goes up, the OP capacity that each workload can have de-
creases, and at some point, the sum of the OP capacities
meets the total OP capacity.

After that, this strategy (ii) finds a budget allocation where
the WAF values of all workloads (excluding read-only ones)
are equalized. For this, it selects a write allocation where the
sum of the estimated writes is equal to the total write budget.
The write budget allocated to workload i , B(i), is determined
by the following constraints:

B(i) s .t . A(i) = A(j) and
∑Ncon−Nr ead

k=1 Ŵ (k) = B, (9)

where Ŵ (k) and B are the estimated number of writes of
workload k and the total write budget, respectively. Find-
ing the budget allocation is carried out as follows. Based
on the OP-WAF graph, we keep decreasing the WAF line
starting from a large number (e.g., 5), and stop at the smallest
WAF value that satisfies

∑Ncon−Nr ead
k=1 Ŵ (k) = B. As the Iso-

WAF line goes down, the number of estimated writes each
workload generates decreases, and at some point, the sum
of estimated writes meets the total write budget.

5.2 Proposed Strategy: SV – Using Shapley Value
Motivated by the notion of fairness our Shapley value-inspired
accounting provides, we propose to employ the same mech-
anism in the budget allocation as well. Note that the write
accounting deals with attributing the “already-consumed
writes” to participating workloads, whereas the budget allo-
cation deals with assigning the “expected number of writes”
a workload may generate to the workload in advance. Specif-
ically, the strategy uses Iso-WAF method (Section 5.1.3) for
both (i) OP partitioning and (ii) write allocation. Then, as-
suming that the allocated write budget of a workload is the

Label Workload RD/WR Ratio RD Cache(GB) # Host WR
W1 exchange 32.7/67.3 7.53 3,252,015
W2 msnfs 64.1/35.9 21.41 5,658,534
W3 moodle 93.5/06.5 4.93 532,450
W4 hm 32.5/67.5 17.39 5,989,990
W5 prn 19.8/80.2 11.52 14,040,432
R1 readonly1 100.0/00.0 15.00 0
R2 readonly2 100.0/00.0 7.50 0

Table 4. Characteristics of individual workloads.
Degree Consol. Individual Workload
Consol. Scenario W1 W2 W3 W4 W5 R1 R2

2

2C1   
2C2   
2C3   
2C4   
2C5   

3

3C1    
3C2    
3C3    
3C4    
3C5    

4

4C1     
4C2     
4C3     
4C4     
4C5     
4C6     

Table 5. Tested consolidation scenarios, each of which com-
bines individual workloads of Table 4.
total number of writes it generates, the strategy (iii) applies
Shapley value to redistribute the total budget. Note that this
SV strategy allocates write budget to read-only workloads,
as the Shapley value-inspired accounting does.
6 Our Write Control Strategy
Different from the prior SSD throttling studies [32, 36], the
write-control mechanism in our framework works as follows:
• Once the framework detects that a workload consumes all
of the allocated budget to it, all the host writes the workload
issues bypass the flash cache and are served directly by the
HDD store. As a result, no more writes (including GC writes)
from that workload are served by the flash device, while it
continues to be executed using the HDDwith increased write
response times. Note however that, all read hits continue to
be served from the read cache; read misses are served from
the HDD without any cache admission (miss-induced write).
• Read-only workloads issue no host writes; so, even if their
attributed writes cannot meet their allocated budgets, the
control mechanism cannot take any action.
7 Evaluation
7.1 Experimental Methodology
Framework:We implemented MMF, Iso-WAF and SV mech-
anisms using MATLAB; and we also designed a consolidated
SSD working with our framework, using the DiskSim [7]
simulator with the SSD extensions [1]. Specifically, we added
mechanisms for supporting workload consolidation (Section
2.2) to the simulator – workload-aware, block-granularity
soft-partitioned, and per-workload GC mechanisms. The
budget allocations obtained from the MATLAB program are
given to the simulator, and the simulation results are used
for write accounting in the MATLAB program.
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Figure 6. Fraction of slowed writes to total host writes (under 3 strategies in 6 scenarios). R1/R2 are not applicable (N/A).

Figure 7. Write response times normalized to the case where all writes are handled by SSD (under 3 strategies in 6 scenarios).

Figure 8. Fraction of consumed writes to allocated budget (under 3 strategies in 6 scenarios).

System Configuration: We assume a 80GB SSD, which
consists of 8 packages, each having 10,240 blocks, and a
block consists of 256 4KB pages. We also assume that the
total OP capacity is 5% of total storage capacity (i.e., 4GB).
For the total user capacity (i.e., 76GB), the read cache and
write buffer sizes vary depending on workload consolidation
scenarios. Specifically, the read cache for each individual
workload is allocated such that its read hit ratio is 95%; and,
all the remaining user capacity is equally partitioned for
their write buffers. For GC and WL, we employ greedy [8]
and static [41] algorithms, respectively. For the HDD (paired
with the SSD), we employ a latency model from [30] – 3.6ms
HDD read/write latency. For the SSD latencies [40], we set
200us, 2.6ms, and 3ms for read, write, and erase, respectively
Workloads: We used 5 real-world (write-intensive) work-
loads from [43] and [4] and 2 synthetic (read-only) work-
loads, which are listed in Table 4. Considering the capability
of our target SSD, we constructed various 2 to 4-workload
consolidation scenarios by mixing the individual workloads,
which are listed in Table 5. Note that, consolidating more
workloads is overkill, since doing so makes the collective
write intensities and user capacity demands of consolidated
workloads beyond the SSD capability. We mainly report the
results of 4-workload consolidation scenarios, each of which
collectively needs a lot of writes; so, a fair write allocation is
more important. Note however that, the same analysis can
be applied to 2 and 3-workload scenarios.

The epoch size is set to 1 hour (note that this can be tuned
by the administrator); so, we extracted multiple 1-hour traces
from each individual workload and combined them for con-
solidation workloads. Considering our epoch size (1 hour)
and computational overhead of write attribution, the inter-
val size is set to 15 minutes. The total budget for each epoch

is tightly set to 5M page writes by considering the average
writes our workload consolidation scenarios generate.
SystemsEvaluated:We compared the following threewrite
allocation strategies (note that EVEN is not feasible under
the small budget, as discussed in Section 5.1.1):
•MMF (Section 5.1.2): This employs the max-min fairness
to divide the total budget, assuming an even OP partitioning.
• Iso-WAF (Section 5.1.3): This is based on our proposed
Iso-WAFmechanism for write allocation and OP partitioning.
• SV (Section 5.2): This applies Shapley value to the budget
divided by the Iso-WAF strategy.
Metrics: To evaluate the lifetime fairness of these three
strategies, we focused on the following three metrics:
• Fraction of Slowed Writes (Section 7.2): This metric
indicates the ratio of the slowed writes to the total host
writes. If a very small budget is allocated to a workload, it
would experience many slowed writes; so, the smaller this
metric across workloads, the fairer the write allocation. Note
that this metric is not applicable to read-only workloads.
• Write Response Time (Section 7.2): This metric cap-
tures the impact of the slowed writes on the workload per-
formance. Since all controlled writes get serviced from the
HDD whose latency is longer than that of SSD, the shorter
the write response times across workloads, the fairer the allo-
cation. The values are normalized to the case where all host
writes get serviced from the SSD. For read performance, we
assume that read cache sizes are determined such that read
hit ratios are equalized across workloads (see Section 2.3).
• Budget Consumption Rate (Section 7.3): This metric
represents the ratio of consumed writes to allocated writes.
If a budget allocated to a workload is more than actually
needed, many writes would remain unused, which leads to
a small value of this metric. Hence, the smaller this metric
across workloads, the worse the write allocation.
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Individual workloads of 4C2 W1 W2 W4 W5
1 Using our WAF model 20,013 51,125 5,610 11,369
2 Using actual GC information 23,875 45,772 5,233 12,450
Error ( 1 − 2 ) ÷ 2 × 100 -16.17% 11.69% 7.21% -8.68%

Table 6. Our model-based vs actual GC value-based write
attribution results in a sample interval of 4C2 scenario.

7.2 Fraction of Slowed Writes and Response Time
Figure 6 compares the three systems in terms of the fraction
of slowed writes to the total host writes. Bars in the graph
are omitted for read-only workloads (R1 and R2), or if the
count of slowed writes is zero.
• A fair allocation tends to suppress the slowed writes across
all workloads. MMF and Iso-WAF make one or more work-
loads experience a lot of slowed writes by allocating too
small budgets to them. In contrast, SV avoids such cases by
fairly distributing the total budget based on the needs.
•Onemight think that SVmakes an unfair allocation for 4C3
as the two write-intensive workloads (W2 & W5) are ren-
dered significantly slow, due to their small budgets. However,
this is because SV allocates a large fraction of the total budget
to the read-only workloads, and this causes a decrease in the
write budget allocated to the write-intensive workloads. In
contrast, MMF and Iso-WAF allocate zero writes to the two
read-only workloads, although lots of writes are attributed
to them from the first interval; actually, they are not fair.
• Figure 7 plots the write response times of the individual
workloads under different allocation strategies. All values
are normalized to the case where all host writes get serviced
from the SSD. The more slowed writes, the longer write
response times are experienced; and, the shorter the write
response times across workloads, the fairer the allocation.
7.3 Budget Consumption Rate
The metrics above (Section 7.2) cannot capture the case
where a very large budget is allocated to one or more work-
loads. The budget consumption rate metric on the other hand
may detect such scenarios, and is plotted in Figure 8.
• MMF and Iso-WAF make many individual workloads have
a value smaller than 1 by allocating them more writes than
they need. In contrast, SV redistributes these surplus writes
over the read-only workloads.
• It can be observed that R1 and R2 under MMF and Iso-WAF
have a value of 0; this is because these two strategies do not
allocate any write to read-only workloads, while writes are
attributed to them. In contrast, SV allocates writes to read-
only workloads as well; consequently, in all consolidation
scenarios, all individual workloads have a value of around 1.
•Many individual workloads have values that are larger than
1 – they consume more than their allocated budgets. This
is because the write accounting and controlling are periodi-
cally performed (every interval); so the number of consumed
writes may already exceed the number of allocated writes.
Under MMF and Iso-WAF, workloads may have high values
of 1.1-1.2, because few writes are allocated to them, and in
turn, they can easily consume more writes beyond allocated

Figure 9. Fraction of slowed writes under the three different
strategies in 4C2 scenario under varying total budget sizes.

budget before the attribution detects it. However, our SV has
values of at most 1.01; SV allocates budget appropriately and
attribution/controlling can be done on time.
7.4 Budget Size Sensitivity
To evaluate how the three different strategies work under
different budget sizes, we observed the fractions of slowed
writes to total host writes using 4C2 scenario, under un-
der small, tight (baseline), and large budget sizes (Figure 9).
When a large budget is prescribed, MMF and Iso-WAF may
be viable options for fair write allocation, as the allocated
budget to each workload is still large. However, MMF and
Iso-WAF fail to regulate the values under a small budget; in
contrast, SV suppresses the values and makes them close to
each other. In general, less the budget, better our SV works.
7.5 Model Error Analysis
To evaluate the trustability of our employed WAF model
[13], using a sample interval from a consolidation scenario
(4C2 of Table 4), we compared the attribution results of our
model-based strategy with an ideal system. For the latter, we
actually executed all 16 (24) subsets in the Shapley value cal-
culation using our simulation framework. Table 6 shows that
our model-based write attribution results differ from those of
the ideal system, due to the accuracy of the employed model.
While some errors introduced, our WAF model-based frame-
work is quite effective in write attribution and allocation.
8 Conclusions
We identified a fundamentally novel problem related to flash
lifetime management where multiple workloads are consoli-
dated on a single flash device. Our problem is based on view-
ing flash lifetime (equivalently total writes) as a first-class
resource that needs to be carefully and explicitly managed.
In particular, we explored what a fair allocation might mean
for this resource. We presented three baselines and a novel
strategy, which is inspired by the idea of the Shapley value.
Using real-world traces, we demonstrated the superiority
of our technique over baselines in helping the consolidated
workloads share the available lifetime fairly and efficiently.
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