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ABSTRACT

Enterprise systems are widely adopted across industries as methods
of solving complex problems. As software complexity increases, the
software’s codebase becomes harder to manage and maintenance
costs raise significantly. One such source of cost-raising complexity
and code bloat is that of code clones. We proposed an approach to
identify semantic code clones in enterprise frameworks by using
control flow graphs (CFGs) and applying various proprietary simi-
larity functions to compare enterprise targeted metadata for each
pair of CFGs. This approach enables us to detect semantic code
clones with high accuracy within a time complexity of 0{n®) where
n is equal to the number of CFGs composed in the enterprise appli-
cation {usually around hundreds). We demonstrated our solution

on a blind study utilizing a production enterprise application.
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1 INTRODUCTION
Enterprise applications are ubiquitous and essential for the modern
world as they address numerous complex problems. These com-
prehensive problems require complex solutions using enterprise
frameworks 1, 8], typically involving service-oriented architec-
tures [8]. Due to such complexity, corporations pay up to 25% of
the total costs for maintenance [7, 13]). Reducing the complexity of
a codebase by lowering the saturation of code duplication incidents
would speed up the bug fixing process.

We pose that semantic code clone detection can provide mean-
ingful insights and results in the engineering of large enterprise
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applications and their respective costs. We propose a method in
which we represent an enterprise system as a set of control flow
graphs (CFG), where nodes are method statements and edges are
calls between methods. Each CFG is associated with its semantic
meaning in the system. These CFGs are compared with one another
by a global similarity function, which runs in O(n). Hence, compar-
ing each CFG pair results in O(n®) combinations. This method keeps
both the time complexity and the number of CFGs n low. Lastly,
we conducted a blind study on a production enterprise application
and verified the method's usability.

2 RELATED WORK

Code clones are blocks of code that have been copied from some
source and pasted elsewhere, not necessarily always from the parent
system [17). There are 4 code clone types: type 1 - exact clones,
type 2 - parameterized clones, type 3 - near-miss clones, and type 4
- semantic code clones [5, 12, 16, 17). Our focus is on type 4 with
the same behavior but different structure or method of approach.

The research into developing tools focused on enterprise systems
with regards to code clone detection is underdeveloped and well
needed. There are many semantic code clone detection tools [10,
14, 19]; however, they are scoped for single methods and cannot
provide program-wide analysis nor provide enterprise metadata.
These tools also are purely academic, making them unusable in
real-world applications. Machine Learning tools exist [6, 18, 20, 21],
but due to the need to train, the models are made useless in the
real-world with radically changing enterprise application and fluid
business logic needs. Due to the need to train the model before
running them, run times exponentially increase on large codebases.

Some top of the line applications such as [11] works great for
types 1 through 3; However, they fail to capture type 4 clones and
lack in the ability to parse inter-method flows - when a method calls
another method in the same program. Similarly, it fails to produce
enterprise-specific context and information such as ours.

Program Representation: We aim to show that to effectively
identify semantic code clones of an enterprise system, the optimal
choice is to use Control-Flow Graphs (CFG) to represent the code
segments in question. Our CFG represents the methods of a system
where the edges are calls to other methods within the system. Our
preference toward this method of program representation over
others [2-4, 9] is to capture more meta-information regarding the
context of the code clones or methods with regards to enterprise
architecture.

3 PROPOSED METHOD

We examine the properties of each graph by applying a global
similarity function in the Definition 3.1. Properties of the CFG
bring higher value to identifying code clones because programs



Method Similarity | Weight Properties
Type NAMmE

Controller cir 3 arguments, return type,
HTTP method, security
Services fc 1 arguments, return type

Message calls e TP, port, hitp type,
arguments, returm entity
Repository y1] 2 Arguments, Return type,

Dratabase operation

Table 1: Classification of properties

Figure 1: Schema of the algorithm

in enterprise systems tend to be repetitive in their structure but

differ in meaning of the data in the input and output of the program

Our approach consists of four stages: graph transformation, graph

quantification, similarity comparison, and classification (Figure 1).
Definition 3.1 (Global similarity).

k k
GA.B)= ) wix simi(ag b)) ) wi
i=1 =1
Where k is the number of attributes, wy is the weight of importance of an
attribute i, sim{ay, b;) is a local similarity function taking attributes i of
cases A and B, and w is a weight coefficient corresponding to the importance
of the method type in the system.

In the first phase, we transform Java source code into a CFG.
We scan the code for declared methods and internal method calls
using Java Reflection and Javassist. Through the depth-first search
we construct a graph for each method without a parent method
call. Such a method is an entry-point to the enterprise application.
Consider Listing 1 with an example system, where an endpoint
method create in the PosControfler that calls savePos method in
the service PosService. Next, PosService makes two procedure calls,
first to a third-party APL and the second to a repository.

Mext, we quantify each declared method by associating a set
of properties P. The set of properties varies by the type of the
method, as shown in the Table 1. Each method type a has set of
associated properties that correspond to its role in the system. All
types share argument types, return types, and metadata associated
with the methods. The metadata is used to describe the purpose of
the method in the system and associated properties.

In the next phase, we apply a global similarity function on prop-
erties P of two arbitrary CFGs, as shown in the Definition 3.1. The
global similarity function G applies the similarity function for each
Method type and multiplies the result by the weight coefficient
that corresponds to the importance of a particular method type in
the system, as shown in Table 1. Method type Confroller has the
highest significance because it denotes the input, output, and type
of operation of a particular entry point. These properties tend to be
unique in the system and therefore have a weight of 3. Method type
Repository persists data to stable storage, and Message calls triggers
actions usually via HTTP calls on some third party. Both of them
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Classification | Global Characteristics
Type similarity
A 1.0 - 0.91 | Same or differs in one function
B 0.9 -0.81 Differs in 1-2 functions
C 0.8 -0.71 Differs in 2-3 functions

Table 2: Classification of code clones

@Controller
public class PosController{
@Preauthorize("haskole (' USER")")
ERequestMapping{value = "/pos”, method =
RequestMethod. POST)
public POS create (@RequestBody Pos pos) {
return service.save(pos);
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1
: Listing 1: Source code example

have a significant impact on the system and thus have a weight of
2. Method type Services have the least importance; service methods
are usually rensed within the system and thus weigh around 1.

We also provide definitions for various other local similarity
functions as shown in Definition 3.2. The function takes as input
properties of each method and evaluates each attribute. The sim-
ilarity function for a controller method evaluates its arguments,
return type, and HTTP method.

The similarity function cfr targets controller methods, which isa
pattern for the method that handles input from the user. These meth-
ods are usually in REST formats and thus accept HTTP requests,
hence the HT TP method type. Endpoints typically restrict access
based on the roles of individual users within an enterprise system.
We include the definition of permission roles into the metadata and
thus include it in the similarity function.

The similarity function r fc compares all method calls from one
system to another system, eg., HTTP calls from CFG A to B are
retrieved and proportioned into a ratio. When comparing two func-
tion calls, similarity function r fc takes into account IP, port, HTTP
type, argument type, and return type. The similarity function fc
does the same as r fc, but for method calls in the system.

Lastly, the similarity function rp compares methods working
with databases by evaluating database operations (as in Table 1).

Definition 3.2.

sim{ay, by) = ctr(ay, b;) + fe(ag, by) +r fe(ay, by) +rplayg, by)

The last stage is applying classification of the similarity between
CFGs in the system. We classify graphs based on their global simi-
larity into three categories as shown in Table 2. In the first category
are the pairs of CFGs that are similar in all local similarity groups
or differ in only one; these correspond to an interval of global simi-
larity within [1.0, 0.91). Category B has a larger tolerance, thus it
encompasses code clones with one or two different local functions.
Finally, category C has global similarity within the range [0.8, 0.71]
and refers to pairs that differ in 2 to 3 functions.

4 CASE STUDY

We used the Central Texas Computational Thinking, Coding and
Tinkering Enterprise Application (EA) for managing and evaluating
test questions. This multilayered EA uses microservice architecture
and Spring Boot [15]. It has a set of API methods using standard
technology, controllers, services, repositories, and role-based access
control. We analyzed the application in a blind study to detect
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CFGy CFGR
Controller - ctr
Arguments ExamDTCO  ExamDTO
Retum type Exam Exam
HTTF method POST POST
Security Admin User
Service methods - fr 3 3
Rest methods - rfc 2 2
Repository - rp
Database Operation create create
Arguments Exam Exam
Retum type Exam Exam

Table 3: Example of properties of CFG4 and CFGg

semantic code clones across the application. We present an example
of derived properties from two CFGs, CFG 4 and CFGg derived from
the EA in the Table 3. CFGy4 and CFGpg have the same input (object
ExamDT0O), output {(an object Exam), use the same HTTP method
POST, use a function with the same inputs and outputs, and persist
the same object type via create database operation.

Properties of both praphs CFG4 and CFGg from the Table 3
were evaluated by local similarity functions as described in the
Table 4. Similarity functions fc, rfc, rp give a full match result,
whereas the similarity function cf r shows a lower match value due
to the different signatures of RBAC security.

The Table 4 shows total similarity 3.75 and weight 7.25. The
graphs CFGy4 and CFGg have a similarity 0.908. This value falls
into category A on our scale from Table 2, thus, this is an example
of two strongly semantically similar CFGs. We weighed all of the
similarities in order to reflect their importance in the system as
described in the proposed method.

Table 5 shows that we derived 20 CFGs from this EA, which
comes out to 190 combinations in total. After applying similarity
functions on each pair, & pairs had a similarity index above 0.71.
They thus fell into respective categories as shown in Table 6, which
shows that one pair of CFGs was strongly similar and 5 were fairly
similar - which account for 3% of all combinations.

A low percentage is cansed by having a high sensitivity or weight
based on input/output types. Types of arguments and returns are
important as the same constructs intended for other data types will
tend to have the same behavior; both are necessary and cannot be
removed from the application due to semantic similarity alone. This
sensitivity with the weights avoids including structurally identical
but semantically different CFGs as semantic clones in our results.

Threats to Validity: Experiments were not executed under var-
ious settings to optimize our experimental weights. Semantic clones
require a low threshold to detect, thus the classification classes were
set within the first third of our scale.

5 CONCLUSION

Our method for semantic code clone detection targets enterprise
applications; an area of this field that has barely been studied. We
utilized a blind study on a production enterprise application to
confirm our method in finding the clones.
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Similarity Weight Weighed SIM
ctr 075 ] 225
fc 1 1 1
rfc 1 2 2
m 1 2 2
total  3.75 7.25

Table 4: Example of results of similarity function

Totals Count Category Count
number of pairs & A 1
number of CFG 20 B 3
number of combinations 190 C 2

Table 5: Results summary Table 6: Found clones
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