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Abstract
Notary is a new hardware and software architecture for
running isolated approval agents in the form factor of a USB
stick with a small display and buttons. Approval agents al-
low factoring out critical security decisions, such as getting
the user’s approval to sign a Bitcoin transaction or to delete
a backup, to a secure environment. The key challenge ad-
dressed by Notary is to securely switch between agents on
the same device. Prior systems either avoid the problem by
building single-function devices like a USB U2F key, or they
provide weak isolation that is susceptible to kernel bugs,
side channels, or Rowhammer-like attacks. Notary achieves
strong isolation using reset-based switching, along with the
use of physically separate systems-on-a-chip for agent code
and for the kernel, and a machine-checked proof of both
the hardware’s register-transfer-level design and software,
showing that reset-based switching leaks no state. Notary
also provides a trustworthy I/O path between the agent code
and the user, which prevents an adversary from tampering
with the user’s screen or buttons.

We built a hardware/software prototype of Notary, using
a combination of ARM and RISC-V processors. The prototype
demonstrates that it is feasible to verify Notary’s reset-based
switching, and that Notary can support diverse agents, in-
cluding cryptocurrencies and a transaction approval agent
for traditional client-server applications such as websites.
Measurements of reset-based switching show that it is fast
enough for interactive use. We analyze security bugs in exist-
ing cryptocurrency hardware wallets, which aim to provide
a similar form factor and feature set as Notary, and show
that Notary’s design avoids many bugs that affect them.

CCS Concepts • Security and privacy → Systems secu-
rity; Software and application security; Security in hardware;
Logic and verification.

Keywords Security, Verification, Cryptocurrency hardware
wallet
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1 Introduction
Users routinely rely on computers such as workstations, lap-
tops, and smartphones to approve security-critical operations.
These include financial operations, such as bank transactions
and cryptocurrency transfers, and system-administration
operations, such as deleting backups, changing user permis-
sions, and modifying DNS records. Today’s systems do not
provide strong guarantees of security for such operations.
For instance, cryptocurrency theft is a major problem: it is
estimated that cybercriminals stole nearly $1B in cryptocur-
rency in 2018 [19], a significant fraction of which was a result
of private keys being stolen from individuals’ computers.

This paper contributes Notary, a new design that provides
trustworthy user approval of security-sensitive operations.
Notary is a physical device that executes a subset of an
application that is responsible for obtaining user approval.
We use the word agent to refer to this critical component
of a logical application that has been factored out, as in
ssh-agent. The Notary device has a display and buttons to
provide agent code with a trustworthy user I/O path, which
ensures that an adversary cannot provide fake output to the
display or fake the user’s input. Notary supports multiple
agents, but provides strong isolation between them by using
a new technique called reset-based switching, which avoids
confidential data leakage even across microarchitectural side
channels [38, 40]. Notary also provides strong isolation be-
tween agent code and the trusted kernel by running them on
physically separate systems-on-a-chip (SoCs), which avoids
attacks like Rowhammer [59].
Notary’s design is influenced by a number of prior sys-

tems that also factored out important operations for security,
as discussed in more detail in §2. The key research contribu-
tion of Notary is providing secure task switching between
different agents running on the device. Prior work either
avoids the problem altogether with a fixed-function device
like RSA SecurID, iPhone secure enclave, or a USB U2F key,
or it provides weak isolation between agents, which allows
confidential data to leak from one agent to another. For ex-
ample, smartphones run multiple apps, but their kernel is
complex, and they have had bugs that can give the adversary
root access. Cryptocurrency hardware wallets like the Led-
ger wallet inherit the kernel-based isolation design and have
similar bugs that compromise isolation between different
agents (§2.1). Finally, verified operating systems can ensure
correct behavior with respect to a specification, but current
systems do not reason about microarchitectural side channels
or Rowhammer-like attacks that can violate isolation.

https://doi.org/10.1145/3341301.3359661
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Figure 1. Notary’s design physically separates trust domains with an SoC per domain and a simple interconnect between
trust domains (reset wire and UART). Notary employs two such separations, the first between the kernel and the agent
UI/signing code, and the second between the agent UI/signing code and the agent communication code.

Figure 1 shows Notary’s overall architecture. Notary
achieves strong isolation using its separation architecture,
which implements privilege separation using separate do-
mains. Each domain runs on its own system-on-a-chip, which
contains its own CPU, ROM, RAM, and peripherals. The do-
mains are connected by a limited interface (a serial UART
link). Notary applies this separation twice. The first sep-
aration provides strong isolation between agents and the
kernel: the kernel runs on its own dedicated domain, sepa-
rate from third-party agent code. This protects the kernel
from buggy or malicious agents, enabling the multi-agent
support of the wallet. The second separation provides iso-
lation within a single agent, between the sensitive UI and
signing component of an agent and the complex and bug-
prone communication code such as the USB driver, which
is placed in its own domain. Physical separation eliminates
the need to rely on complicated hardware protection mech-
anisms such as user/kernel mode and memory protection
units, and it ensures that Notary’s isolation cannot be sub-
verted by Rowhammer-like attacks.

To avoid having one domain (i.e., dedicated SoC) per agent,
Notary runs only one agent at a time and implements agent
switching via a new technique we call reset-based switching,
which uses a formally verified deterministic start primitive
to fully reset a domain’s SoC, encompassing its CPU, RAM,
and peripherals, to clear all internal state before starting
to execute new agent code. Just resetting or power-cycling
the SoC is insufficient: for example, reset is not guaranteed
to clear the CPU’s architectural state such as registers [70]
or microarchitectural state, and power-cycling leaves state
in SRAM for minutes [51]. Notary’s formal verification en-
compasses the register-transfer-level (RTL) description of
the SoC’s internals as well as the initialization code in boot
ROM that assists in clearing state after reset. Reset-based
switching eliminates by design many classes of bugs that
affect traditional user/kernel co-resident designs, because no

state is leaked by the hardware between executing one agent
and another.
To demonstrate that Notary can support diverse agents,

we developed two examples: a Bitcoin wallet and a general-
purpose approval manager (§8). The contributions of this
paper are:
• The reset-based switching technique for securely multi-
plexing agents on the same hardware while avoiding un-
intended side channels or leakage.

• The specification of deterministic start, the implementa-
tion strategy using software-assisted reset, and the formal
verification of deterministic start for a RISC-V SoC.

• The separation architecture for supporting multiple agents
with strong isolation and a secure user I/O path.

• A physical prototype of the Notary design.
• An implementation of two Notary agents.
• An evaluation of Notary’s security and usability.
Notary’s prototype has several limitations. The prototype

uses development boards instead of a custom board that
fits into a USB stick, and it doesn’t provide resistance to
physical attacks. We believe that Notary could be made in
a production form factor similar to existing cryptocurrency
hardware wallets and use tamper-proof hardware at a similar
price as today’s wallets. Like current hardware wallets, the
prototype uses an LCD display to communicate with the
user; an implementation with a refreshable braille display
could support vision-impaired users. The prototype uses an
open-source RISC-V processor which is not yet commercially
available in silicon, so it uses a soft core instantiated on an
FPGA.

2 Background and related work
Notary adoptsmany security ideas of previous systems. This
section relates Notary’s design to existing security devices
as well as to research on supporting strong isolation.
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2.1 Hardware wallets
Hardware wallets are designed to protect a user’s private key
for a cryptocurrency. Transactions proceed as follows: the
user sets up a transaction on their computer, sends it to the
device, reviews the transaction on the device’s display, and
presses a button to confirm. If confirmed, the device signs
the transaction and sends it to the computer for broadcast.

Among other devices such as Trezor [4] and KeepKey [2],
the Ledger [3] family of hardware wallets is one of the most
secure. The Ledger Nano S is the only current device that
makes use of a secure element with a custom OS, and it is
the only certified hardware wallet on the market [6].
The Ledger supports many cryptocurrencies. It runs one

agent for each cryptocurrency, which can sign transactions
and store the private key using tamper-proof hardware. Agents
share a screen for displaying transactions and an input de-
vice for approving the displayed transactions. The Ledger
has 84 approved applications in its app store, 79 of which
are wallets and 5 of which are other security-oriented agents
such as FIDO U2F and OpenPGP. Third-party developers
have published 55 of the apps.
The Ledger hardware has two SoCs: a secure element

(ST31) that runs a custom closed-source OS kernel and mul-
tiplexes between agents in user/kernel co-resident style, and
a fixed-function microcontroller (STM32) that acts as an in-
put/output proxy for the secure element because of pin limi-
tations [7].
Ledger’s secure element is resistant to physical attacks,

and it provides a hardware root of trust to ensure the device
is running authentic firmware. Additionally, it can prove to
the user’s computer that it is genuine hardware, a measure
to protect against malicious counterfeit wallets [7].
In the Ledger wallet, as well as other current hardware

wallets, the user I/O path is handled by the same processor
that runs the complex USB driver. Thus, a bug in the driver
could compromise the I/O channel by allowing an adversary
to forge button presses to authorize malicious transactions.
Notary inherits the form factor and many design ideas

from existing hardware wallets. Most hardware wallets do
not run third-party code, but Ledger supportsmultiple agents,
with many written by third parties. Ledger’s approach of
using a standard user/kernel boundary to isolate agents from
one another has led to vulnerabilities in the past (see below).
In contrast, Notary leverages its separation architecture and
reset-based agent switching to improve isolation between
agents. Notary also places USB and user I/O on separate
SoCs, so that the agent code has a trustworthy user I/O path.
The architecture of hardware wallets like the Ledger has

a number of shortcomings that are illustrated by the range
of vulnerabilities that have been discovered, which motivate
Notary’s design:

System call vulnerabilities. The Ledger kernel had a num-
ber of system calls that incorrectly validated pointer argu-
ments, potentially allowing agents to read data belonging
to the kernel or other agents [33, 52]. The system calls per-
formed hardware-accelerated cryptographic operations; the
kernel was involved in order to mediate access to the hard-
ware. More broadly, Ledger must provide many system calls
(and thus has a large attack surface) because the kernel has
to mediate access to many hardware resources.

Memory protection errors. The Ledger kernel had a bug
that caused it to misconfigure the memory protection unit
(MPU) bounds, allowing agents to read 16K of memory be-
longing to another agent [33, 52]. Similarly, the Trezor hard-
ware wallet suffered from a bug that erroneously allowed
writes to flash memory [57]. These hardware wallets depend
on correctly configured memory protection hardware be-
cause the kernel and agents share the same CPU and RAM.

USB software bugs. The Trezor wallet suffered from vulner-
abilities in which data packets sent over the USB interface
were able to trigger a buffer overflow [56], and USB leaked
discarded memory [58]. These bugs are particularly threat-
ening because the USB software runs on the same CPU as
the agents and the kernel.

2.2 Security devices
Two-factor authentication devices. Hardware security de-
vices such as RSA SecurID [53], smart cards [10], and U2F
tokens [5, 24, 62] serve as a second factor for authentica-
tion. Such devices can prove physical possession and protect
against phishing attacks. However, because they lack a dis-
play, they are more suitable for authenticating logins than
transactions. These devices do not help if the user’s computer
has been compromised and is running malware. Before the
user logs in, two-factor authentication prevents the malware
from impersonating the user. However, as soon as the user
logs in with their two-factor device, malware can take over
the user’s session and impersonate the user by submitting
requests on the user’s behalf. This is possible because the
two-factor device does not participate in anything after login.

Transaction approval devices. Certain devices support ex-
plicit transaction approval by the user, such as the E.den-
tifier2 [11] or EMV-based card payment systems. However,
these devices implement a single protocol for a single pur-
pose. It would be impractical for the user to carry around
separate physical devices for many agents. Supporting mul-
tiple agents on the same device securely is the key problem
that Notary addresses.

Smartphones. Smartphones have design features that pro-
vide better security than computers running traditional desk-
top operating systems. For example, Apple iOS uses a hard-
ware root of trust to ensure that it boots an unmodified ker-
nel [13]. Furthermore, iOS lets a user launch an application



SOSP ’19, October 27–30, 2019, Huntsville, ON, Canada A. Athalye, A. Belay, M. F. Kaashoek, R. Morris, N. Zeldovich

unambiguously, and iOS enforces stronger isolation between
applications than a desktop OS. However, the iOS kernel’s
complexity has made it vulnerable to a long history of jail-
breaks [21, 49], often exploitable by malicious applications;
such exploits would expose an agent’s secrets to the attacker.
Furthermore, the design suffers from hardware side channels
as a result of sharing the CPU and RAM between running
applications.
The secure element found in iPhone and Android smart-

phones is used to maintain cryptographic secrets in isola-
tion from the general-purpose CPU. However, this secure
element does not have a trustworthy output path to the user-
visible display, and it does not allow execution of application-
specific code. This makes it impossible to implement an agent
that, for example, approves and signs Bitcoin transactions,
because the code to sign a Bitcoin transaction could not run
on the secure element, and because a compromised kernel
on the general-purpose CPU could display a different trans-
action from the one that the user is about to sign.

Trusted execution environments. Trusted execution en-
vironments (TEEs) like Intel SGX [22], Komodo [26], and
virtual machines [54] provide stronger isolation between
applications on the same computer. The Trusted Platform
Module (TPM) [66] can also be used to implement TEEs, such
as in the Flicker architecture [45]. TEEs can rely on a ker-
nel or hypervisor to mediate access to shared storage and
user I/O [77, 78], or they can use TPMs to bootstrap a secure
user I/O path, such as in the Cloud Terminal system [43] or
Lockdown [68].

In contrast to Notary, TEEs typically do not provide strong
isolation between protection domains [48], especially against
microarchitectural side-channels or hardware defects like
Rowhammer. Notary uses its separation architecture and
reset-based task switching to defend against these attacks.

2.3 Strong isolation
Verification. Formal verification is a promising approach
to provide strong correctness and isolation guarantees. Re-
searchers have built verified operating systems [31, 32, 35,
36, 47, 60] that provide proofs of varying degrees of isolation,
and some verified operating systems are used in real-world
security-critical applications [37]. The proofs typically rea-
son at the architectural level, on top of a model of the ISA
specification. This does not take into account microarchitec-
tural side channels, which are not captured by the specifica-
tion, or hardware bugs, where the implementation does not
satisfy the specification.

Traditional hardware verification efforts have focused on
the correctness of the CPU implementation with respect to
the ISA specification. This is insufficient to prevent data leaks,
because the specifications are too weak and because they do
not extend to microarchitectural state (see §5.1).

Some work focuses on verifying security properties of
hardware implementations, such as verifying information
flow in an implementation of ARM TrustZone [27]. Hyper-
Flow [28] contributes a RISC-V processor verified to enforce
secure information flow, taking into account timing side-
channels. These systems prove properties at the hardware
description language (HDL) level. Notary’s reset-based task
switching avoids having to prove strong information-flow
properties about hardware and shows that it suffices to prove
a simpler deterministic start property of the hardware and
boot code. Furthermore, Notary’s verified deterministic start
encompasses the entire SoC, including RAM and peripherals,
not just the CPU itself. Finally, Notary’s separation archi-
tecture avoids Rowhammer-like attacks that could otherwise
be used to subvert isolation.
Type-safe languages could be used to harden the imple-

mentation of the Notary TCB (which is implemented in C++
in our prototype). Prior work has shown that both Rust [39]
and Go [23] can help prevent bugs in an OS kernel. Restricted
languages and verification can also be used to ensure that
one application’s code cannot observe confidential state from
another application [29, 42, 74].

CPU state cleansing. Several systems have proposed cleans-
ing CPU state to mitigate side channel attacks. For example,
Düppel periodically flushes portions of L1 caches to reduce
the possibility of cache timing attacks [75]. MRT improves
upon Düppel by executing a carefully crafted sequence of in-
structions to overwrite additional state, including the I-cache,
D-cache, and branch predictor [67]. The MI6 processor in-
troduces a purge instruction that flushes microarchitectural
state [16]. However, ensuring that all CPU state has been
exhaustively cleansed is a formidable task that depends on
complex implementation details of the CPU. To our knowl-
edge, Notary is the first system to employ verification to
prove that the internal (microarchitectural) state of a CPU
can be reset correctly. In CleanOS, sensitive data is managed
at the language runtime level by evicting idle secrets from
RAM, but it does not take into account microarchitectural
state [63].

Partitioninghardware. Another approach to reducing side
channel risks is to segregate shared CPU resources, either by
eliminating sharing entirely or by reserving bandwidth. This
strategy has been employed on various hardware layers, such
as on-chip networks [69, 71], last-level caches [41], and mem-
ory controllers [34]. Previous systems have also relied on
partitioning cores to improve performance [14, 15, 17, 50, 61].
Because we focus on hardware wallet security rather than
general purpose computing, we can use a more aggressive ap-
proach of dividing physical resources into separate domains,
each with a dedicated SoC.
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3 Threat model and security goal
Notary is designed to defend against an adversary who
wants to approve an operation contrary to the wishes of
the user (e.g., to transfer Bitcoin to the attacker’s address).
Notary’s design assumes a threat model similar to that of
current cryptocurrency hardware wallets:
• The remote attacker has full control over the user’s com-
puter, including the ability to execute code as root. This
includes the ability to tamper with network packets to and
from the user’s computer, manipulate the computer screen,
spoof keyboard and mouse input, corrupt the computer’s
operating system and running processes, and attack the
Notary over USB by sending arbitrary malicious packets.
We believe this assumption is an accurate model of the real
world where the user may have malware running on their
computer, either because the adversary exploited some
vulnerability in the OS or because the adversary tricked
the user into installing the malware.

• The remote attacker can author malicious agents and trick
the user into installing and running them on the Notary.
Malicious agents may run arbitrary code. This includes
trying to exploit bugs in system software, hardware vul-
nerabilities, or microarchitectural side-channels.

• The attacker’s agent code can take advantage of Row-
hammer-like bugs to violate the digital gate abstraction in
the hardware of the agent domain (i.e., cause unintended
bit flips). However, we assume that once the reset line is
asserted, gates in the Notary start behaving according to
the digital abstraction.

• The attacker cannot physically interact with the trusted
user I/O of the Notary. This means either that the attacker
does not have physical control of the Notary, or that the
attacker cannot bypass the access control mechanism on
the Notary (like a fingerprint reader or PIN code, com-
bined with tamper-resistant hardware [7, 13]).

• The user will use the Notary correctly. This means only
approving operations that the user intends to approve,
and launching the correct agent. Similar assumptions have
proven to be a significant problem in past designs (with
issues such as phishing), so the Notary aims to make all
of these interactions explicit and stateless to reduce the
possibility of user confusion about state.
Notary’s threat model is focused on the end user; secu-

rity of server-side components is largely orthogonal (or not
relevant, in the case of serverless systems like Bitcoin). We
expect that servers are architected so that they can securely
check signatures or other messages from agents running on
Notary.
Notary’s threat model is stronger than that of other secu-

rity-related devices such as U2F tokens, which assume that
the user’s computer is trusted for I/O and which focus on
phishing attacks and protecting a user’s key. For example,

U2F tokens typically trust the browser on the user’s computer
to display information about the site they are logging into.

For high-stakes applications like cryptocurrencies, where
an adversary can steal millions of dollars from a single suc-
cessful attack that is untraceable and irreversible, a strong
threat model is appropriate. Past attacks have ranged in so-
phistication, from phishing schemes [64] to cryptocurrency-
stealing malware injected into popular libraries [20].

Central to Notary’s goal is to securelymultiplex agents on
the same device, which requires providing strong isolation
between potentially buggy or malicious agents. Running
agents on Notary should be as secure as using a separate
physical device dedicated to running each agent. Providing
security equivalent to a separate per-agent device is an ideal
goal, because the overall application can get a strong end-to-
end guarantee. For example, consider a Bitcoin wallet agent
in the ideal world with per-agent devices. A transaction can
be signed with the user’s Bitcoin private key only if the
user explicitly approved the transaction. This is because the
signing key is only available on that user’s agent device,
only the agent code executes on that device, and the agent
code only signs a transaction if it displays that transaction
to the user and the user presses a button to approve. The
assumptions in this argument are that (1) the agent code
must be correct, which is outside of the scope of Notary
itself; (2) the adversary must not have physical access to the
user’s devices; and (3) the user must correctly identify which
device they are using, and interact with it properly.
This paper does not focus on physical attacks such as

supply-chain attacks or physical extraction of secrets; ex-
isting solutions such as secure enclaves, hardware root of
trust, and attestation, as deployed in devices such as Ap-
ple iPhones [13] and Ledger wallets [7] provide protection
against such attacks and are compatible with Notary’s de-
sign. Similarly, except for microarchitectural side channels,
Notary’s threat model does not include arbitrary side chan-
nels [76] such as electromagnetic radiation [12], power anal-
ysis [44], and acoustic analysis [30].

4 Overview
Notary consists of three security domains, each with its own
separate SoC (which has a CPU, ROM, RAM, and peripherals
such as UART). One domain runs the kernel and two do-
mains run separate components of an agent, following the
least-privilege design principle [55]. This section provides
an overview of Notary. The next section, §5, describes de-
terministic start, the primitive that provides strong isolation
in Notary. §6 and §7 describe the entire Notary design,
including the hardware and software, in more detail.

Figure 1 illustrates Notary. The design is structured around
physical separation. First, Notary separates the kernel, which
is responsible for switching between agents and managing
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persistent state. Second, Notary separates agent UI and sign-
ing code from communication code that is exposed to the
outside world (such as the USB subsystem). As a result, the
system is split into the following three trust domains:
The kernel domain protects the user’s master key, stores

agent code and data, protects agents’ persistent data from
each other, and performs agent switching. This is the most
security-critical processor because it has direct access to
all private key material. Notary runs as little code on this
processor as possible, and no third-party code is ever run
here. With this design, Notary minimizes the amount of
code that must be audited for security. We anticipate this
code will be amenable to push-button verification [47, 60]
due to its simplicity.
The agent domain contains code for the currently active

third-party agent and has exclusive access to the display
hardware and buttons. The agent uses the display to indicate
when an action requires user consent. Because the agent’s
code is security critical, it must be isolated from the outside
world.

The communication domain provides this necessary layer
of defense in depth by handling all untrusted I/O; we focus on
USB in our design, but the communication domain could eas-
ily be extended to handle Bluetooth, NFC, etc. We anticipate
an attacker could try to attack Notary over these interfaces
because they are complex and therefore error-prone. How-
ever, because the communication domain cannot access the
user’s private key and must communicate with the agent
domain through a narrow interface, it can be excluded from
the trusted computing base.
Notary supports multiple agents but only runs one at

a time. To switch between agents, the system fully resets
the state of the agent and communication domain hardware
before loading a different agent’s code. The communication
and agent SoCs have no shared memory with one another
or with the kernel domain. This simplifies isolation and de-
terministic start: all code is loaded from the kernel domain
at reset time via UART.

Agents. Each Notary agent consists of two binaries. The
code can be written in any language, as long as it compiles
to native code. The code that runs on the agent domain is
generally responsible for UI and signing operations, while
the code that runs on the communication domain is respon-
sible for USB communication and other functionality that is
outside of the agent’s TCB. Each agent, a bundle of the two
binaries, is installed to the kernel domain’s flash memory,
which is also where the agent’s persistent data is stored.

When launched, an agent’s code and data is loaded onto
the agent and communication SoCs. Agent code does not run
on top of an operating system, but instead has direct access
to raw hardware, with full privileges. The agent domain has
direct access to the display and buttons, which provides the
secure I/O path between the agent and the user. Notary

can expose hardware to agents safely because of its reset-
based switching: raw hardware can be shared without fear
that sensitive data will remain latent in hardware or that
agents will corrupt the hardware, because the hardware is
reset before each agent is launched. To simplify interacting
with raw hardware, agents can optionally statically link with
Notary’s library code, which includes display, GPIO, UART,
and USB drivers. The library is structured similar to existing
microcontroller SDKs’ peripheral drivers.

5 Deterministic start
Notary relies on the ability to reset a domain to start exe-
cuting an agent from a well-known state. We would like to
have a noninterference property for agents 𝐴 and 𝐵 that run
sequentially: informally, the execution of one agent on the
SoC should be unable to influence the execution of the next.
This implies that 𝐴 cannot corrupt the execution of 𝐵, and
𝐵 cannot learn secrets of 𝐴. Notary achieves this property
with a stronger one that implies noninterference. Between
runs of code from agents𝐴 and 𝐵 on the agent and communi-
cation SoCs, Notary fully resets the SoC state, including all
CPU architectural and microarchitectural state, as well as the
RAM and peripherals, to a deterministic value independent
of previous SoC state, i.e., a constant value. We refer to this
notion as deterministic start. If all state in the domain is reset
to a fixed value, then to the agent 𝐵, it is indistinguishable
whether the SoC previously ran agent 𝐴 or a different agent
𝐴′, or even whether an agent had previously run at all, so 𝐵’s
execution must be independent of whatever happened on
the SoC before 𝐵 started running. This fully captures all CPU
architectural and microarchitectural side-channel attacks, as
well as attacks related to leftover state in RAM or peripherals.

5.1 Challenge
By definition, specifications of SoC components like the CPU
describe behavior only at the architectural level, i.e., in terms
of architectural registers and opcodes accessible to software.
To reason about reset at the level of microarchitectural state,
we must analyze a particular SoC implementation (and there-
fore a particular CPU implementation, etc.) at the register-
transfer level. Achieving deterministic start is challenging
for several related reasons.

In existing CPUs, merely asserting the reset line does not
clear all internal state. CPU specifications acknowledge this:
the RISC-V specification says that after reset most architec-
tural CPU state is undefined [70, §3.3]. This means that after
reset, even directly software-visible state could contain data
from the code that was running before reset. This is true even
if the CPU has been formally verified against the ISA spec-
ification, since the ISA does not require state to be cleared.
Similarly, asserting the reset line does not clear RAM, and
peripheral specifications do not provide guarantees about
how asserting the reset line affects internal state.



Notary: A Device for Secure Transaction Approval SOSP ’19, October 27–30, 2019, Huntsville, ON, Canada

Even power-cycling (as opposed to asserting the reset line)
is insufficient, because state stored in SRAM can persist for
minutes without power. For example, Rahmati et al. [51]
showed that bitmap images stored in SRAM can be recov-
ered even after a device has been without power for several
minutes. This means that confidential state from one appli-
cation could still be present in CPU registers, memory, or
peripherals after the SoC has been powered off and then
powered on to run a different application, unless the user
waits for well over 3 minutes [51].

5.2 Software-assisted deterministic start
To overcome the above challenges, this paper introduces the
notion of software-assisted deterministic start: with carefully
crafted initialization code set up to run on the CPU after
reset (e.g., as the first instructions in boot ROM), starting
from any possible SoC state, a reset followed by executing
for some number of cycles 𝑛 causes the CPU to execute the
initialization code, which clears all architectural state (such
as the values in general-purpose registers), microarchitec-
tural state (such as the instruction decoder and ALU state),
RAM state, and peripheral state. For example, asserting the
reset line might set the program counter to point to the start
of the boot ROM, but it could leave the value of r0 as it was
pre-reset; a mov r0, $0 instruction could clear the leftover
value in the register. Similarly, the instruction decoder could
have leftover state after reset, but executing a number of
instructions could clear that internal state. RAM could have
leftover contents after reset, but the initialization code could
loop over the RAM and set it to zero. Peripherals could re-
tain internal state after reset, but initialization code could
ensure it is cleared properly. We use the approach of software
assistance to achieve deterministic start for the entire SoC,
ensuring that no matter the previous state, after 𝑛 cycles of
execution following reset, the SoC completes deterministic
start, so all SoC-internal state is set to a well-known value.
The particular value of 𝑛 is important to know, because only
after 𝑛 cycles is it safe to run another agent on the SoC.

5.3 Formalization
Deterministic start requires reasoning about the implementa-
tion of the SoC at the register-transfer level (RTL). We have
to reason about the behavior of asserting the reset line, as
well as the result of letting the SoC run for a number of
cycles, where its behavior could be affected by the leftover
(potentially malicious) state, over all possible initial states.
Missing a single register in the CPU for a single pre-reset
state invalidates the property of deterministic start, and in
turn, the noninterference property. It may even be the case
that for a particular SoC, no configuration of boot ROM will
achieve the deterministic start property. For example, con-
sider an SoC that has a CPU with a “lifetime cycle counter”
that can be read but not written to, that is preserved even
when the reset line is asserted.

CPU
(PicoRV32)

ROM
(1 KB)

RAM
(128 KB)

UART UART GPIO SPI

clk rst

Figure 2.A schematic of Notary’s agent domain SoC, which
is formally verified to satisfy deterministic start.

For this reason, we use formal verification to prove that
a particular SoC with some particular code in boot ROM
satisfies deterministic start, no matter what the (potentially
malicious) starting state. Figure 2 shows the SoC we verify.
The SoC is a stateful digital circuit, a collection of regis-

ters and combinatorial circuits. The SoC has some internal
configuration, and it also has a number of input and out-
put wires. Let 𝑆 be the set of all possible internal SoC states
(registers at the RTL level). Let 𝐼 be the set of all possible in-
puts (with elements assigning values on all input wires, such
as the reset line, GPIO pins, and UART RX wire). Because
the SoC is deterministic at the RTL level, there is a function
step : 𝑆 → 𝐼 → 𝑆 that describes the behavior of the SoC, sim-
ulating it for a single cycle. The step function encapsulates
the behavior of the entire SoC, and so it is dependent on the
gate-level implementation of the CPU, memory controller,
peripherals, and RAM, as well as the implementation and
contents of the ROM.

Let 𝐼 = {rst=0, rst=1}×𝐼 be a decomposition of inputs, sep-
arating the reset wire from other inputs.We define two helper
functions to describe the behavior of the SoC depending on
the state of the reset line. The function reset : 𝑆 → 𝐼 → 𝑆

describes one cycle of execution with input 𝑖 while the reset
line is asserted:

reset(𝑠, 𝑖) = step(𝑠, (rst=1, 𝑖))

In practice, the reset line will end up being held for more
than one cycle, but this is okay: if held for 𝑛 cycles, we can
think of the first 𝑛 − 1 cycles as having some unknown effect
and the last cycle as having the reset effect as given above.
The function run: ∀𝑛, 𝑆 → 𝐼𝑛 → 𝑆 describes 𝑛 cycles of

execution with a sequence of inputs while reset is not held:

run
(︁
𝑠, []

)︁
= 𝑠

run
(︂
𝑠, 𝑖 :: 𝑖⃗

)︂
= run

(︂
step(𝑠, (rst=0, 𝑖)), 𝑖⃗

)︂
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The deterministic start property of an SoC, that the SoC
will enter a well-known state after 𝑛 cycles of execution
following reset, is formalized as follows:

∀𝑖 ∈ 𝐼 , 𝑖⃗ ∈ 𝐼𝑛 . ∃𝑠𝑓 ∈ 𝑆. ∀𝑠 ∈ 𝑆.

run
(︂
reset(𝑠, 𝑖), 𝑖⃗

)︂
= 𝑠𝑓

That is, for a given sequence of inputs, regardless of SoC
starting state 𝑠 , it much reach the same fixed SoC state 𝑠𝑓
(that is independent of 𝑠) after executing for 𝑛 cycles. The
state 𝑠𝑓 is not necessarily a “all zeros” state, but one where all
state is some constant value. The state equivalence includes
all registers in the SoC at the RTL level.
In practice, it is often the case that the input to the SoC

during deterministic start is a constant 𝑖0 known in advance
(e.g., all GPIO inputs have value 0, and all UART RX lines
have value 1), in which case the deterministic start property
can be simplified to:

∃𝑠𝑓 . ∀𝑠 .
run

(︁
reset (𝑠, 𝑖0) , 𝑖𝑛0

)︁
= 𝑠𝑓

For clarity, we use this simplified form of the deterministic
start property in the rest of this section.

5.4 Verification
To avoid explicitly constructing 𝑠𝑓 , which requires precisely
specifying all internal state of the SoC at the end of determin-
istic start, we can prove the following property that is equiv-
alent to deterministic start as specified above. We consider
that the SoC could be in two possible states, 𝑠 or 𝑠 ′, that could
differ arbitrarily. We show that executing the reset sequence
starting from either state makes them indistinguishable from
each other (converging to the state 𝑠𝑓 ).

∀𝑠, 𝑠 ′.
run

(︁
reset (𝑠, 𝑖0) , 𝑖𝑛0

)︁
= run

(︁
reset (𝑠 ′, 𝑖0) , 𝑖𝑛0

)︁
We verify the above property with a SMT solver by un-

rolling run, which effectively symbolically simulates the cir-
cuit for 𝑛 cycles, and checking for satisfiability of the nega-
tion of state equivalence (and automatically trying increasing
values of 𝑛). If the SMT solver proves that the negation is
unsatisfiable, then the above property holds, and determinis-
tic start is verified. Otherwise, the SMT solver finds that the
formula is satisfiable1, and it produces a concrete counterex-
ample: two states 𝑠 and 𝑠 ′ that do not converge to the same
CPU state after 𝑛 cycles.

With this formulation, we can adopt a workflow that lets
us interactively construct the initialization code (the contents
of the boot ROM) instruction-by-instruction. We start with
no initialization code, just nops encoded in the boot ROM,
and attempt to run the verifier. If it fails, the SMT solver gives
1Another possibility is that the SMT solver times out, and the result is
inconclusive. We treat this case like the solver has found a counterexample,
and we attempt to determine why the solver timed out.

a concrete counterexample, showing two states that differ
post-reset. From this, we determine one component of state
that was not provably cleared, add initialization code to reset
it (if necessary consulting the implementation of the relevant
SoC component for guidance), and repeat the process.

6 Hardware architecture
Physical privilege separation. Notary supports running
mutually distrustful agents, which requires some form of
privilege separation between the firmware and agent code
(e.g., to multiplex storage). Notary does not attempt to en-
force isolation between code running on the same CPU: it
does not use mechanisms such as hardware page tables or
user/kernel mode. Such hardware mechanisms are compli-
cated, so correctly programming them for privilege separa-
tion is an error-prone process; if the programmer forgets
to set one bit in a crucial register, isolation will be broken.
Even if the mechanism could be programmed correctly, CPUs
have a history of microarchitectural attacks such as Melt-
down [40] and Spectre [38], and systems have been shown
to be susceptible to other types of hardware-based attacks
like Rowhammer [59]. For this reason, Notary physically
separates trust domains onto SoCs with their own separate
CPU, memory, and peripherals.

Narrow interfaces. With code in different trust domains
running on physically separate CPUs, Notary needs some
mechanism for communication between trust domains, anal-
ogous to system calls in a traditional user/kernel co-resident
design. To avoid complex drivers for protocols such as USB or
Ethernet, inter-domain communication occurs using simple
universal asynchronous receiver/transmitter (UART) periph-
erals. For supporting transactional agents, a more complex,
higher-bandwidth interface is unnecessary.

Reset-based agent switching. Notary resets the SoCwhen
switching between agents, in order to implement the deter-
ministic start primitive. This approach ensures that every
agent starts execution with a clean state, limiting the ability
of a buggy or malicious agent to corrupt other agents. The
user can restart the kernel domain by pressing a physical
reset button. The kernel domain in turn resets the other do-
mains by asserting the reset wire. On reset, each domain
boots from a local ROM, which first completes the software-
assisted deterministic start sequence and then executes a
boot loader. The kernel domains loads the kernel from local
flash, while the other domains load data provided over the
UART connection to the kernel domain.

Display. Notary has a display controlled by agent software,
connected only to the agent domain. This display shows de-
scriptions of operations to the user for confirmation. The
display protects against a malicious computer sending cor-
rupt transactions to the device: if the user observes a bad
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transaction on Notary’s display, the user should press “can-
cel” to reject signing the transaction.

Flash. Flash memory is attached to the kernel domain, stor-
ing the kernel code, the code for each installed agent, and
each agent’s saved state. Because only the kernel domain
can access the flash memory, the kernel can employ wear
leveling and other techniques to prolong the flash’s lifetime.
In contrast, Ledger exposes flash memory directly to agents,
permitting malicious code to cause corruption or physical
damage through repeated writes.

7 Software architecture
Notary splits software across the CPUs, with the goal of
allowing the user to execute a number of mutually distrustful
agent applications in a secure fashion.

Kernel domain. The most privileged domain runs the ker-
nel, which is responsible for launching agents and multiplex-
ing storage. Upon reset, the CPU starts running the kernel,
which resets lower-privilege domains. Like other hardware
wallets, the kernel maintains a master key that is used to
derive per-agent cryptographic keys based on the agent de-
veloper’s public key and the agent name. By deriving agent
keys from a common master key, the kernel simplifies the
backup problem, since it is sufficient to back up the master
key. The kernel also stores agents and their state in flash—
namely, for each agent, the kernel stores the agent code, as
well as mutable data for that agent, and an audit log.

Table 1 lists system calls exported by the kernel to the
agent code running on the agent domain. Unlike a traditional
user/kernel boundary, each system call must be sent to the
kernel domain through the UART connection. Only three
system calls are available to all agents (exit, exit_state, and
log), and these system calls do not return any response to
the agent code. This limits the ability of malicious agents to
learn any information by measuring the execution time of
system calls.
The two most sensitive system calls, launch and install,

are available only if the agent domain is running the built-in
launcher or installer agents, respectively. The kernel tracks
which agent is running at any given time (much like a tradi-
tional OS kernel tracks the current process), and uses that
to determine which syscalls it will allow via the UART. This
limits the risk of malicious or compromised agents taking
advantage of those system calls.
At all times, the kernel indicates (using the user/sys indi-

cator LED) whether the device is running system-supplied
software (the launcher or the agent installer) or third-party
agent software, so that agents can’t spoof system apps.

Agent domain. Themain logic of an agent runs on the agent
domain.When the kernel launches an agent, the kernel resets
the agent domain, which starts executing the boot loader
after the deterministic start sequence. The kernel then sends

Table 1. System calls supported by Notary’s kernel.

Syscall Apps Description

exit any Exit without saving state
exit_state any Exit and save state
log any Append app log entry
launch launcher Start user-selected agent
install installer Install user-selected agent

the agent’s code to the agent domain over the UART link,
together with the cryptographic key and the mutable data
for that agent. The boot loader receives all of this data, places
it into RAM, and executes the agent.

Since the display and input buttons are directly attached to
the agent domain, the agent code has a trusted I/O path to the
user for displaying information and confirming operations.
Notary assumes that the agent’s mutable state is small, so
the entire state is sent over to the agent domain at start time.
If an agent wants to modify its state, it sends the modified
state to the kernel on exit. Additionally, the kernel domain
maintains an append-only log for each agent; an agent can
add an entry to the log by sending a log system call to the
kernel domain at any time.
The agent domain is also used to run the agent launcher

(§7.2). When Notary is powered up (or reset), the kernel
domain uses the same protocol described above to start a
special launcher agent on the agent domain, whose job is to
display the set of installed agents, and to allow the user to
select which agent should execute. The choice is sent back
to the kernel domain, which then resets the agent domain
to execute the chosen agent. If the user wants to switch to a
different agent, they must restart the entire Notary device
to return to the agent launcher. Similarly, the agent domain
is used to run the agent installer (§7.3).

Communication domain. Notary allows the agent devel-
oper to isolate potentially buggy code in the agent to the
communication domain. For example, a developer might
implement a complex USB protocol on this domain, or error-
prone message parsing, so that bugs will be isolated from
the trusted agent code responsible for displaying and signing
transactions. The interaction for starting the necessary code
on the communication domain follows the same protocol as
the one used by the kernel domain to launch the agent code
on the agent domain. Each agent application bundles code
for the agent domain and the communication domain.

7.1 Initialization
On first use (and hard reset), Notary wipes all installed
applications and data and re-initializes the master key using
a hardware random number generator.
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Figure 3. Notary’s reset-based workflow.

7.2 Launching agents
Figure 3 shows the workflow for using Notary. Upon device
boot or reset, the system spawns the launcher application,
which is implemented as a system application that has the
authority to call the launch system call. After launching an
agent (or the installer), the only way to switch agents is to
restart the device.
When an agent is launched, the kernel supplies the code

to run on the agent domain and the communication domain,
and at the same time, injects the application-specific crypto-
graphic key as well as persistent data into the address space
for the application. With this design, agents do not require
system calls that read data: everything is provided at launch.

7.3 Installing new agents
The installer is implemented as an application that has special
privileges to call the install system call. Installing agents
when using a compromised computer is a challenge. The
Notary kernel must obtain executable code from an un-
trusted source, because it comes from the internet and goes
through the computer, and save it as an agent with a given
name. Having the agent have the wrong name would be dan-
gerous, as it would confuse the user and enable phishing
attacks, so we must protect against this. Running malicious
agents on the device is not an issue, however, as long as
the user is not confused into believing one agent is another:
Notary prevents agents from interacting in any way, so a
malicious agent cannot compromise others. Installing agents
is an infrequent process, so there is no requirement for the
installation process to be particularly streamlined. Notary
follows the same approach as existing hardware wallets for
this challenge:

Curation. Notary relies on a curator, similar to Ledger
Manager or Apple’s App Store, where reviewers examine
agents before accepting them to the store. While this doesn’t
prevent malicious agents, the reviewing phase can filter out
deceitfully named agents, preventing phishing attacks. For ex-
ample, reviewers may not accept an agent called “Ethereum”
unless the Ethereum Foundation submitted it. In this ap-
proach, all agents are digitally signed by the curator, with
signatures checked by the kernel prior to installation.

Out-of-band communication. Notary supports reliance
on out-of-band communication. For example, a bank could
provide their public key on a slip of paper, so that when
installing the agent, Notary verifies a signature on the agent
code and displays the public key for the user to confirm.

7.4 Upgrading the Notary kernel
To support upgrades of the kernel, Notary has a boot loader
in ROM that loads kernel code from flashmemory. During the
upgrade process, Notary receives new kernel code from the
computer over USB, checks the version number to prevent
downgrades, and checks a digital signature by the vendor
to confirm authenticity before writing new firmware to the
flash.

7.5 Device loss
Notary follows the same approach as existing hardware
wallets for handling device loss. The user backs up their
master key so it can be restored to a new device. All agents
that use keys derived from the master secret will have the
same key on the new device. Other agent state is backed up
in encrypted form, with a key derived from the master secret,
so it can be restored to a new device.

To prevent an adversary fromusing the lost device, Notary
requires the user to enter a PIN to access any functions, with
retry limits and hard reset after sufficiently many failures.
Standard tamper-resistance techniques ensure that an adver-
sary cannot physically bypass PIN retry limits.

8 Applications and agents
Notary allows us to make applications more secure, where
critical operations can be factored out and described to the
user for approval by an agent running on the Notary. The
agent running on the Notary maintains a private key that
never leaves the device, and it allows the user to attest to
operations through a signature with the private key that is
only performed if the user approves of the operation that is
displayed on the Notary screen.
This section examines two applications and discuss chal-

lenges in modifying the app and implementing the agent.

8.1 Bitcoin
A cryptocurrency is a natural fit for Notary because it al-
ready has a structurewhere critical operationsmust be signed
with a private key: no changes to the application are required.
The workflow for using a Bitcoin agent on Notary involves
creating transactions on the computer, which only has the
public key, and approving them on the device, which has the
private key, and therefore the ability to sign the transaction.
In practice, authenticating receive addresses may be challeng-
ing, requiring out-of-band communication if the computer is
compromised, but verifying transactions and amounts pro-
vides added security even without recipient verification.
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Figure 4. Approval agent framework: server asks the user to approve an operation by sending a message describing the
operation through the browser to the approval agent on Notary, which displays it to the user. If the user approves, the
approval agent signs the message and logs it. The signed response (not shown) is returned to the server through the same path.

Like all Notary agents, the Bitcoin agent bundles binaries
for running on the agent and communication domains. The
agent domain code receives Bitcoin transactions over UART
from the communication domain, parses and displays them,
and signs the transaction if approved by the user. The commu-
nication domain code implements USB-related functionality
for compatibility with existing desktop wallet software, prox-
ying requests over UART; this code is outside the TCB of the
Bitcoin agent.

8.2 Approval Manager
Web applications can benefit from obtaining strong approval
for sensitive operations from a user’s Notary device. Exam-
ples of sensitive operations are sending money in a banking
system, deleting backups in a storage system, and updating
DNS records in a critical domain. Other operations in these
applications may be less sensitive and could be performed
without explicit approval from the Notary device.

To support this style of application, we developed a generic
Approval Manager for Notary, as shown in Figure 4. The Ap-
proval Manager framework consists of an agent that has a pri-
vate key (derived from the device master key), a JavaScript li-
brary for interacting with the approval agent viaWebUSB [9],
and a server-side library for checking approval messages for
sensitive operations, similar to the transaction authorization
extension of the Web Authentication API [8]. The Approval
Manager agent has code for displaying and signing opera-
tions, which runs on the agent domain, and code that imple-
ments WebUSB-related functionality and proxies requests
over UART, which runs on the communication domain.

When a user attempts to perform a sensitive operation in a
web app, the server sends code to the web browser to request
approval, together with a nonce. This code uses the client-
side JavaScript library to send the request to the approval
agent on the Notary. If the explicit approval flag is set, the
agent displays the ASCII string provided by the server to the
user; if the user approves, the agent signs the ASCII message,
together with the nonce and sends the signature back to the
JavaScript library, which relays it to the server. If the explicit
approval flag is not set, the agent signs the message without
asking the user. The server checks the signature with the
registered public key for the user.

The agent logs every signed message, appending the mes-
sage to the agent’s log stored in the kernel domain’s flash by
calling the log() system call before sending out the signature.
The log provides the rationale for “blindly” signing requests
that do not have the explicit approval flag set, without dis-
playing the request to the user: this increases convenience
for requests of medium importance but still provides a strong
audit log that allows for tracking down the effects of a com-
promise if one is discovered later.
Initial enrollment involves supplying the Approval Man-

ager’s public key to the server so it can be associated with a
user account. This step can either be done at account creation
or later, as is done with U2F enrollment. The computer must
be uncompromised at the time of enrollment.
We discuss two web applications that could benefit from

Notary to obtain strong approval for sensitive user-initiated
operations.

8.2.1 Banking
Many bank websites simply require the user to log in with a
username/password to make a transfer; a phishing site or a
keylogger can compromise the application. Some banks sup-
port 2-factor authentication, but malware on the computer
could still perform transfers after authentication succeeds.
A bank website can use the Approval Manager to im-

prove security by requiring all transactions be signed by
the Notary. If the transaction is for a small amount and
there haven’t been a large number of such small transactions
issued recently, the bank could ask for a non-explicit ap-
proval, which simply logs the approval in the user’s Notary.
For large-value transactions or many small transactions, the
bank can request explicit approval, which requires the user
to physically confirm the transaction on the device. The mes-
sage includes information about the transaction, such as the
recipient’s name and account number, and the amount be-
ing transferred, that the user can interpret on the Notary
screen.

8.2.2 DNS
Domain registrar websites are susceptible to the same kinds
of attacks that affect the bank application. In someways, DNS
is more important to protect with the Approval Manager,
because some DNS operations are difficult to undo, unlike
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bank transfers. To secure DNS updates, a domain registrar
could require approval for all changes to DNS data. Similar
to the bank, this requires adapting the application to require
signatures on these operations. The message signed by the
approval agent contains a description of the operation, such
as “update the A record for example.com to 1.2.3.4.”

9 Security argument
Notary runs multiple agents on the same physical device,
but its design aims to ensure that for any agent 𝐴, running it
on the Notary should be as secure as running it on a separate
device. The security argument boils down to considering two
cases: when the Notary is running agent 𝐴, and when the
Notary is running other agents.

When the Notary is running agent 𝐴, the agent code was
started correctly (by assumption that the kernel, which sends
the initial agent code and state, is implemented correctly, and
by our verified deterministic start, which ensures the agent
SoC starts from a state that is not influenced by prior agent
executions), no other code is executing on the agent SoC, and
the agent SoC is directly wired to user I/O devices (display
and buttons). Furthermore, because agents are started only
by the launcher after explicit device reset by the user, the
user must have interacted with the launcher to choose agent
𝐴, and thus knows which agent they are interacting with.

When the Notary is running a different agent 𝐵, it has
no access to the secrets of agent 𝐴. In particular, the state
of the agent SoC is independent of any prior executions by
other agents (by deterministic start), and, by the assumption
that the kernel is correct, the kernel will not send the secrets
of agent 𝐴 when launching agent 𝐵. Any state on the com-
munication SoC should not reveal secrets of agent 𝐴, by the
assumption that the agent was implemented correctly and
did not send any secrets over the untrusted communication
link.

10 Implementation
We have built a hardware/software prototype of Notary.
The hardware uses three SoCs, two of which are STM32 mi-
crocontrollers with ARM Cortex-M4 processors (kernel and
communication domains), and one of which is a RISC-V SoC
based on the PicoRV32 CPU [72], instantiated on an FPGA
(agent domain). The SoCs are connected as described in §6.
All CPUs use UART peripherals for communication between
domains. The kernel domain uses persistent flash memory
and GPIO pins to drive the user/sys indicator LED and reset
wires; the agent domain uses an SPI peripheral to drive the
display and GPIO pins for the user input buttons; the commu-
nication domain uses a USB peripheral to communicate with
the host computer. Figure 5 shows pictures of the device.
The agent domain’s RISC-V SoC is formally verified to

satisfy the deterministic start property. For convenience, the
communication domain uses an ARM-based SoC that is not

Figure 5. The launcher (left), showing the currently se-
lected application. The Approval Manager (right), showing a
prompt to confirm a DNS domain deletion.

Table 2. Size of Notary’s system software implementation.

Component LOC

TCB

Kernel 870
Launcher 110
Installer 290
Boot loader 210
Drivers 2630

Total 4110

Untrusted Shared drivers 1310

verified. This does not impact the security of Notary, be-
cause the communication domain is outside the TCB of both
the kernel and agent code.

We implemented the Notary kernel and system software
(launcher and installer) in about 150 lines of ARM assembly,
100 lines of RISC-V assembly, and 5,500 lines of C/C++. Ta-
ble 2 describes the breakdown between different components
of the system and shows which components are inside the
TCB. Although there is a significant amount of driver code
in the TCB, much of it is not exposed to an adversary. The
only device that is directly exposed to potentially adversar-
ial input from third-party code is the UART (which accepts
input from the agent domain). The UART driver is simple: it
uses the simplest mode of operation (polling-based with no
buffers), containing 2 lines of initialization code, 3 lines of
read code, and 3 lines of write code.
Notary aims to provide the security of physically separate

hardware for separate agents with a single physical device.
As a part of this, we ensure that different agents appear as
different USB devices to the host computer. When Notary
switches agents, it briefly disconnects the pull-up resistor
on the D+ line, which appears as a USB disconnect to the
host machine. When the next agent runs, the host computer
re-enumerates the USB device.
There are some differences between the prototype imple-

mentation of Notary and the design of §6. For ease of devel-
opment, the ARM-based SoCs have flash memory rather than
a ROM for the boot loader. To prevent modification of flash
memory in the communication domain, the boot loader uses
a feature of the flash controller that locks up the controller
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until reset, which prevents modification of flash (resetting
would return control to the trusted boot loader code).

Verifier. We used the SMT backend of the Yosys synthesis
framework [73] to flatten the Verilog RTL of the RISC-V
SoC into a single file with a model of the SoC state and
the step function. We implemented the verification strategy
described in §5 in 250 lines of Racket code on top of the
Rosette solver-aided programming library [65], which uses
the Z3 theorem prover [25]. The Verilog code, as well as
the contents of the boot ROM, are untrusted and verified to
satisfy the deterministic start property. The verification tools,
including the 250 lines of Racket code, as well as Rosette, Z3,
Racket, and Yosys, are part of the TCB.

11 Evaluation
To evaluate Notary, we answer the following questions:
• Does Notary’s design prevent vulnerabilities that have
affected hardware cryptocurrency wallets? (§11.1)

• Is it feasible to verify deterministic start? (§11.2)
• What applications fit the agent model? How easy is writing
agents and integrating Notary into applications? (§11.3)

• Is reset-based agent switching fast enough? (§11.4)
• Is Notary’s hardware cost reasonable? (§11.5)

11.1 Notary’s design prevents vulnerabilities
For the vulnerabilities discussed in §2.1, we analyze the pos-
sibility of similar bugs impacting Notary.

System call vulnerabilities. Existing secure device kernels
have had bugs in system calls that let agents read kernel
memory. Notary avoids the possibility of such problems:
there are only a handful of system calls, and none of them
read data (Table 1). One reason this design is possible is that
agents have direct access to hardware for user I/O, UARTs,
and (if our hardware had it) cryptographic acceleration, so
the kernel does not need to mediate access to these resources.
Another reason is that agents’ persistent state is moved im-
plicitly at launch and exit time, rather than explicitly via read
and write system calls.

Memory protection errors. Existing secure devices have
had bugs that cause memory protection hardware to be mis-
configured, allowing agents to read sensitive data. Notary
avoids the possibility of such bugs by not using memory pro-
tection hardware to isolate agents. Instead, it isolates with a
combination of physically separate domains and reset-based
switching, which is formally verified.

USB software bugs. Existing secure devices have had buffer
overflow bugs in USB interface software. Notary could suffer
from such bugs as well, but blunts their security impact by
placing the USB software in its own physical domain, so that
overflows or code injection cannot easily interact with the
main agent or kernel.

Table 3. Size of agent, desktop, and server software.

Application Component LOC

Bitcoin Agent 300
Desktop software —

Approval

Agent 150
JavaScript library 100
Bank 100
DNS manager 100

11.2 Deterministic start can be verified
To test the feasibility of verifying deterministic start, we
verified the RISC-V SoC of the agent domain (Figure 2). The
SoC’s CPU, the PicoRV32, is comparable to processors used in
existing hardware wallets, such as the Cortex-M0 in Ledger
wallets, which does not have a branch predictor or specu-
lation of any kind. Using our interactive approach, we de-
veloped initialization code that performs full deterministic
start of the processor and rest of the SoC, provably resetting
the CPU, RAM, and peripherals to a well-known state before
launching agents.
We first ran the verifier with no software reset code, re-

lying only on hardware reset: this revealed leftover archi-
tectural state, such as in general-purpose registers, microar-
chitectural state, such as in the instruction decoder, and pe-
ripheral state, such as in GPIO, that was not cleared by the
hardware reset. Next, we added initialization code to clear
general-purpose registers (which also indirectly cleared some
microarchitectural state such as the instruction decoder).
Running the verifier again revealed that the initialization
code successfully cleared architectural state, but there was
still microarchitectural state in the memory write machinery
that was not reset. To rectify this, we added code to issue
a dummy write to ROM. Next, we wrote code to clear pe-
ripheral state: this required a write to the memory-mapped
GPIO peripheral; UART and SPI were cleared by the initial
reset. Finally, we wrote code to clear contents of RAM. With
this final modification, the verifier could prove that our code
correctly implements deterministic start on our RISC-V SoC:
starting from any state, asserting the reset line for a single
cycle and then letting the CPU run for 180342 cycles (3.6 ms)
brings it to a deterministic starting state. Figure 6 shows the
final code for reset.

11.3 Notary agents are easy to develop
Notary is suitable for running agents that run on existing
hardware security devices, such as cryptocurrency wallets,
U2F, and OpenPGP. We implemented two agents for Notary:
a Bitcoin wallet and an Approval Manager. Table 3 shows the
size of components involved, including agents that run on
Notary (not including shared driver code), code that runs
on the untrusted computer, and code that run on the server.
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/* clear r e g i s t e r s and

* some m i c r o a r c h i t e c t u r a l CPU state */

li ra, 0

la sp, _stack_top // 0 x 2 0 0 0 0 8 0 0

li gp, 0

/* ... */

li t6, 0

/* clear state in

* m e m o r y write m a c h i n e r y */

sw zero , 0(zero)

/* clear gpio */

la t0, _gpio // 0 x 4 0 0 0 0 0 0 0

sw zero , 0(t0)

/* clear sram */

la t0, _sram_start // 0 x 2 0 0 0 0 0 0 0

la t1, _sram_end // 0 x 2 0 0 2 0 0 0 0

loop:

sw zero , 0x00(t0)

/* ... */

sw zero , 0x3c(t0)

addi t0, t0, 0x40

bne t0, t1, loop

/* done with d e t e r m i n i s t i c reset ,

* p r o c e e d to load code over UART */

Figure 6. Initialization code for verified software-assisted
deterministic start of the RISC-V SoC. The code contains 58
RISC-V assembly instructions and executes in 180342 cycles
(3.6 ms) on the PicoRV32, resetting all SoC state to a fixed
value starting from any initial state.

Bitcoin wallet. We implemented a Bitcoin hardware wallet
in 300 lines of code, not including the Bitcoin parsing/cryp-
tography library and shared driver code. Our implementation
works with existing desktop wallets like Electrum [1], requir-
ing no new code to be written for the computer.

Approval Manager. We implemented the Approval Man-
ager described in §8.2 in 150 lines of code. Integration into
existing websites required minimal code changes. We wrote
a JavaScript library on top of WebUSB for the Approval Man-
ager in 100 lines of code. Modifying a toy banking application
to require confirmation for transfers required changing less
than 100 lines of code. Modifying a web-based DNS man-
ager [18] required adding 100 lines of code, plus about 25
lines of code per form modified to require approval.

11.4 Reset-based agent switching is fast enough
Notary has a user interface similar to existing wallets, ex-
cept it implements strong isolation between agents with
reset-based agent switching. We measure the speed of reset-
based agent switching to assess the impact on usability of

Table 4. Latency of reset-based task switching.

Step Time (ms)

Reset & boot loader 7.4
Receiving program 127.0

Total 134.4

this “heavy-handed” approach to isolation. We measure, in
aggregate, the time to execute the following launch sequence:

1. Launcher sends selection to kernel
2. Kernel resets agent and communication SoCs
3. Agent and communication SoCs run deterministic start
4. Agent and communication SoCs run the boot loader
5. Kernel sends code to agent and communication SoCs
6. Execution starts on agent and communication SoCs
Table 4 shows the latency for reset-based task switching.

We measure end-to-end latency to be 134 ms in our proto-
type. Two steps consume the majority of this time. The reset
sequence and boot loader (steps 3–4) take 7.4 ms to execute.
Loading a 40KB agent over the relatively slow UART (step 5)
takes 127ms. The end-to-end latency is within the time scale
required to create the illusion of direct manipulation [46], so
switching is fast enough for interactive use.

11.5 Notary is competitive on cost
We estimate that the cost of a production version of Notary
will be comparable to existing hardware wallets, which cur-
rently retail for $50–$150. Notary has essentially the same
hardware, except it requires two extra SoCs that cost about
$4 each, increasing the cost by about $8.

12 Conclusion
Notary is a case study in designing for security. Notary
simplifies software (e.g., using reset-based agent switching)
and wastes resources (e.g., using physical separation) in or-
der to achieve strong isolation and defense in depth. This
separation and reset-based switching eliminates by design
classes of bugs that affect traditional user/kernel co-resident
designs, including OS bugs, microarchitectural side-channels,
and certain hardware bugs. Notary can improve the secu-
rity of applications where the crucial transaction decision
can be succinctly summarized and delegated to a strongly
isolated agent running on Notary. Source code for Notary
is available at https://github.com/anishathalye/notary.
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