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Abstract—The ability of Unmanned Aerial Vehicles (UAV) to
autonomously operate is constrained by the severe limitations
of their on-board resources. The limited processing capacity
and energy storage of these devices inevitably makes the real-
time analysis of complex signals – the key to autonomy –
challenging. In urban environments, the UAVs can leverage the
communication and computation resources of the surrounding
city-wide Internet of Things infrastructure to enhance their
capabilities. For instance, the UAVs can interconnect with edge
computing resources and offload computation tasks to improve
response time to sensor input and reduce energy consumption.
However, the complexity of the urban topology and large number
of devices and data streams competing for the same network
and computation resources create an extremely dynamic environ-
ment, where poor channel conditions and edge server congestion
may penalize the performance of task offloading. This paper
develops a framework enabling optimal offloading decisions as
a function of network and computation load parameters and
current state. The optimization is formulated as an optimal
stopping time problem over a semi-Markov process. We solve the
optimization problem using Dynamic Programming and Deep
Reinforcement learning at different levels of abstraction and
prior knowledge of the system underlying stochastic processes.
We validate our results in a realistic scenario, where a UAV
performs a building inspection task while connected to an edge
server.

Index Terms—Edge Computing, Urban Internet of Things,
Unmanned Aerial Vehicles, Autonomous Systems.

I. INTRODUCTION

The use of Unmanned Aerial Vehicles (UAV) is being
increasingly proposed for a wide spectrum of applications,
including surveillance and monitoring, disaster management,
agriculture, and network coverage extension [1]–[5]. Their
autonomous operations require the acquisition and real-time
analysis of information from the surrounding environment.
However, processing information-rich signals, such as video
and audio input, to inform navigation and, in general, au-
tonomous decision making, is an extremely demanding task
for these constrained platforms. In fact, due to the limited
on-board computation resources, the analysis process may
require a significant amount of time, thus decreasing the UAV
responsiveness to stimuli. Additionally, continuously running
heavy-duty analysis algorithms imposes a considerable energy
expense burden to these battery-powered devices. In summary,
the degree of autonomy of UAVs may be limited, and may
come at the price of a reduced operational lifetime.
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In urban environments, the UAVs can leverage the resources
of the surrounding urban Internet of Things (IoT) infrastruc-
ture to overcome some of its limitations and enhance its
capabilities. For instance, the UAV can use the communication
infrastructure to connect to edge servers – that is, compute-
capable machines positioned at the network edge – to offload
data processing tasks [6]. By offloading the computation task
to a more powerful device, a UAV can possibly reduce the
capture-to-decision time, thus improving its reaction time
to sensor input. Additionally, offloading data processing to
an edge server can reduce the amount of energy needed to
complete the mission.

However, the urban IoT is a highly dynamic system, where
a myriad of devices, and data streams, compete for the
available communication and computation resources. As a
result, the network connecting the UAV and edge server may
be congested, and the transportation of the data to the edge
server may require a large time. Additionally, the topology of
urban areas may degrade the capacity of the channel due to
path loss and shadowing. Finally, the edge server may have a
queue of computation tasks from other devices and services
that need to be completed before processing the data from the
UAV. Therefore, in some conditions and locations, the time
needed to transport the data to the edge server and receive the
outcome of analysis may exceed that of local processing at
the UAV.

In this paper, we present an optimized decision process
through which the UAV decides whether to process locally
or offload the computation task to the edge server. The
decision is based on a series of interactions between the UAV
and the IoT system, where the UAV receives feedback on
the state of the network and edge server, which allows the
estimation of the residual time to task completion. Based on
this information, the UAV solves an optimization problem
aiming at the minimization of a weighted sum of delay and
energy expense. Formally, the problem is formulated as an
Optimal Stopping Time problem over a semi-Markov process.

Numerical results, which are based on parameters extracted
from a real-world implementation of the system, demonstrate
that the proposed intelligent and sequential probing technique
effectively adapts the processing strategy to the instantaneous
state of the network-edge server system. The outcome is a
reduced processing delay and energy expense, two extremely
important metrics in the considered application. These results
are evaluated on the aforementioned urban scenario, where
we place particular emphasis on the components that could
decrease the performance of the UAV across a mission. In ad-
dition to analytical evaluations, we characterize the, temporal
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and average, performance of the adaptive offloading scheme
we proposed in a scenario where a UAV mission requires
to complete a trajectory around a building while analyzing
images.

In the setting described above, we train a Deep Rein-
forcement Learning (DRL) agent capable of learning spatio-
temporal characteristics of the environment to learn effective
offloading policies. Results indicate the importance of features
such as position and recent offloading outcomes in maximiz-
ing the ability of the controller to optimize its decisions across
missions.

The rest of the paper is organized as follows. Section II
provides an overview of the system considered in this paper.
Section III describes in detail the parameters and operations of
the UAV-edge server system. Section IV introduces a Marko-
vian description of the system’s dynamics and formulates
and solves the problem for the optimization of the offloading
decisions. Section V presents numerical results illustrating the
performance of the proposed adaptive offloading strategy, and
comparing it with alternative solutions. Section VI discuss
related research and Section VII concludes the paper.

Figure 1: Illustration of the considered scenario and system: a
UAV interconnects with an edge server through a low latency
wireless link to offload computation tasks. Poor channel
conditions and high processing load at the edge server may
result in a larger delay and energy expense compared to local
on-board processing.

II. SYSTEM AND PROBLEM OVERVIEW

We consider a scenario where a UAV autonomously nav-
igates an urban environment. The UAV is assigned the task
to acquire and process complex data in predefined locations
within the city, where the outcome of processing may influ-
ence sensing and navigation actions. A relevant case-study
application is city-monitoring, in which the UAV captures a
panoramic sequence of pictures at each location and process
them using a classification algorithm to detect objects or
situations of interest. In case of positive detection, the UAV

may stay at the location to capture more detailed or higher-
resolution pictures of a specific portion of its view.

Intuitively, processing information-rich signals using a
computation-intense algorithm is a challenging task for in-
herently constrained platforms such as UAVs. In fact, the
limited processing power of the on-board computation re-
sources results in long capture-to-output time of the algo-
rithm, which decreases responsiveness to stimuli and increases
mission time. Additionally, on-board processing consumes a
significant amount of energy, even when compared to motion
and navigation, thus shortening the lifetime of these battery-
powered systems. Note that in the scenario described above,
the UAV is hovering while waiting for the classification
algorithm to complete, as the outcome will determine its
subsequent action. Thus, a large processing time incurs at
additional energy expense penalty associated with longer flight
time.

The UAV can leverage the resources of the surrounding
urban IoT infrastructure to improve its performance. In the
scenario at hand, edge servers placed at the network edge
can take over the task of processing the data acquired by the
UAV. Intuitively, the larger processing power of edge servers
compared to that of UAVs grants a much faster completion
of the processing task, thus allowing a faster decision making
and a smaller capture-to-decision time, defined as the time
between image capture and the availability of the its analysis’
outcome. Additionally, the UAV would be relieved from the
energy expense burden of processing, at the price of energy
expense associated with data transmission. We remark that a
shorter time to receive the output of the classification algo-
rithm also corresponds to a smaller energy expense associated
with hovering.

However, as noted in the introduction, the urban IoT is a
highly dynamic environment, where a myriad of data streams
and services coexist and compete for the same communication
resources. In the considered scenario, the wireless channel
connecting the UAV to a wireless access point may have a low
capacity due to the physical properties of signal propagation,
but also due to the existence of interfering communications
which use part of the time/frequency channel resource. Ad-
ditionally, the edge servers may be serving other devices
offloading their computation tasks, and the UAV task may
suffer queuing delay, or a reduced processing speed. As a
result, in certain conditions, offloading the computation task
to an overloaded edge server connected to the UAV through a
poor communication channel may lead to a longer capture-to-
decision time. Again, this corresponds to less efficient mission
operations, but also a possibly large energy expense due to
hovering while waiting for a response.

In order to fully harness the possible performance gain
granted by the available resources provided by the urban IoT
infrastructure, the UAV needs to make informed decisions
about whether or not to offload the execution of image
analysis. To this aim, we equip the UAV with the ability to
interact with the surrounding network and edge devices and
acquire information regarding the status of the communication
and processing pipeline. The information is used to evaluate
the progress of the task and predict the future cost of the
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binary decision between local and edge-assisted computing.
We remark that the optimization framework can be used in

scenarios with multiple base stations and edge servers. As the
sequential decisions are made on a task by task basis, handover
and connectivity can be managed by the network infrastructure
without a major impact on decision making. However, we note
that when considering agents learning spatio-temporal corre-
lation properties (as those shown in Section V.C), the agent
will need to implicitly incorporate connectivity information
associated with spatial features. In fact, handover may cause
abrupt loss of temporal correlation – for instance in server
load if a different edge server is connected to the new base
station.

III. SYSTEM MODEL

In this section, we formalize and discuss an abstraction of
the system composed of the UAV, a network access point
and an edge server. We divide the description into modules
focusing on the communication, computation and energy
expense aspects of the system.

A. Communications

The UAV is connected to the network access point through
a wireless channel of finite capacity. The data to be transferred
for offloading have size L-bits. The UAV transmits with fixed
power P and rate R in the finite set of K+1 transmission rates
{R0, R1, R2, . . . , RK}, where R0=0 corresponds to discon-
nection from the network, and thus no data transmission. The
link between the UAV and the AP is a wireless link affected
by path loss, fading and noise. The SNR at the receiver is

SNR =
gP

σ2
, (1)

where σ2 is the noise power and g is the channel attenua-
tion coefficient including path loss and fading. We assume
exponential path loss and Rayleigh flat fading. Thus, the
distribution of g is

Θg(x)= Pr(g ≤ x)=1−e−
x
γ , (2)

where γ is the path loss.
Assuming channel knowledge and a capacity achieving

scheme, the selected transmission rate of the UAV is equal
to Ri bits/s if g ∈ (gi, gi+1], where

gi = g : Ri = C(gSNR), i=1, . . . ,K, (3)

and
C(x)=log(1 + x). (4)

The resulting transmission time is L/Ri seconds. In the
paper, we use a capacity model to abstract the communication
layer, where the channel gain is matched with a maximum
achievable data rate. The integration in the model of more
realistic communication models, for instance to capture inter-
actions between physical, channel access and transport layers,
would lead to a much more convoluted analysis. We point
the interested reader to our work [7] for the evaluation and
analysis of real-world edge computing for UAVs with dynamic
offloading.

B. Computation

The time to complete the computation task locally at the
UAV and at the edge server are captured using the random
variables X ′ and X , respectively. We assume that X ′ and X
follow an exponential distribution of rate µ′ and µ tasks/s,
respectively. The edge server accumulates incoming compu-
tation tasks in a finite buffer of size B tasks. Excluding the
task generated by the UAV, tasks arrive according to a Poisson
process of rate λ tasks/s, with λ<µ.

C. Energy

As described in the previous section, at each predefined
location the UAV captures the data, and then completes the
computation task – either locally or at the edge server –
while hovering maintaining the position. We define a rate of
energy expense for the two fundamental operational blocks
that are influenced by the offloading decision: processing and
hovering. Specifically, we define PP and PH as the Watts
used to respectively process the data and hover. As mentioned
earlier, the transmission power is equal to P Watts.

IV. OPTIMAL OFFLOADING DECISIONS

In the considered scenario, the two most relevant perfor-
mance metrics are energy expense E and time T per location.
Herein, we assume the state of the system at each location to
be independent. Importantly, the costs E and T are a function
of the offloading decision, that is, whether the computation
task is completed at the UAV or at the edge server.

Given the knowledge of the system parameters, the UAV
can compute the average cost E and time T corresponding to
each of the two options, where the average is over realizations
of the stochastic process associated with the system dynam-
ics. However, within that average there are realizations in
which offloading is advantageous (high channel capacity and
low processing congestion) or disadvantageous (low channel
capacity and high processing congestion). In order to fully
harness the performance gain edge computing can offer,
while facing the dynamics of the IoT system, we develop a
sequential probing and decision making framework. At each
stage, the UAV observes the current realization, estimates the
residual cost to complete the task, and makes a decision about
whether to initiate local processing or not. This formulation
corresponds to an optimal stopping time problem on a semi-
Markov process.

Under the assumptions listed in the previous section, the
temporal evolution of the system can be represented as a
semi-Markov process. Let’s define as t+j , j=0, 1, 2, . . . the
time instants right after the occurrence of an event, defined
as the establishment of the connection with the network, the
delivery of the data to the edge server, or the completion of
a computation task at the UAV or edge server. We denote the
state of the system at time t+j as the random variable S(t+j ).
The state space S of S(t+j ) consists of an initial state s0,
two termination states sUAV and sES, and a number of states
describing data transmission and task queueing process. The
termination states correspond to the computation task being
completed locally at the UAV (sUAV) and offloaded to the
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Figure 2: Representation of state transitions with non-zero probability in the Markov Chains associated with decision u = 0
(left) and u = 1 (right).

edge server (sES). Specifically, we include (i) a set of K+1
states R0, R1, . . . , RK associated with a transmission rate,
that is, a channel state in the ranges defined in the previous
section; and (ii) a set of C+1 states B1, . . . , BC+1 associated
with the position of the UAV task in the task buffer at the
edge server. Note that BC+1 corresponds to a full buffer at
arrival, that is, the UAV task is rejected. It can be shown that
the process S=(S(t+j ))j=0,1,... is a Markov process.

At each time instant t+j , the UAV is notified of the state
S(t+j ) from the network access point or the edge server,
and makes a binary decision u∈{0, 1}, where 0 and 1 cor-
respond to local computing and continuing on the edge-
assisted pipeline – that is, further deferring local computing,
respectively.

A. Transition Probabilities

We now describe the transition probabilities governing the
dynamics of the stochastic process S. For the sake of notation
clearness, we denote the time t+j with its index j. We define,
then

P (s′|s, u)= Pr(S(j+1)=s′|S(j)=s, U(j)=u). (5)

If the decision is equal to 0, the transition probabilities from
any state s are

P (s′|s, 0)=

{
1 if s′=sUAV;

0 otherwise.
(6)

That is, if the decision is to compute locally, the process moves
to state sUAV deterministically from any state.

We, then, analyze the transition probabilities if the decision
is 1, that is, the UAV further defers the initiation of local
computation. In such case, from the initial state s0, the channel

distribution is sampled, and the state moves to one of the pre-
transmission states Ri with probability equal to that of the
associated interval. Thus,

P (s′|s0, 1)=

{
πi if s′=Ri, i=0, 1, . . . ,K;

0 otherwise,
(7)

where π(i)=Θg(gi+1)−Θg(gi).

In any state Ri, the UAV is reported the transmission
rate, that is, the index i, from the wireless access point.
If the decision is to defer local processing, the transition
probabilities from Ri, i=1,. . . ,K, are

P (s′|Ri, 1)=

{
σc−1 if s′=Bc

0 otherwise.
(8)

σc is the probability that the UAV task will find c tasks stored
in the edge server buffer at arrival. It is known that

σc=
(1− λ/µ)(λ/µ)c

1− (λ/µ)C+1
. (9)

The state R0, corresponding to disconnection from the net-
work, deterministically leads to sUAV.

At the beginning of any state Bc, the UAV is notified of the
index c. For states Bc, c=2, . . . , C, the transition probabilities
are

P (s′|Bc, 1)=

{
1 if s′=Bc−1

0 otherwise.
(10)

State BC+1 corresponds to a full task queue and, thus,
rejection of the UAV task. Therefore, from BC+1 the system
deterministically moves to sUAV. State B1 corresponds to the
UAV task being in the first position, and deterministically
leads to sES.
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Figure 3: Probability of offloading to the edge server (lighter
shades corresponds to higher probability) with ω = 0.

B. Cost Functions and Optimal Policy

With the transition probabilities conditioned on the state
and action, we can now build the optimization process. We
consider a formulation where the objective of the UAV is to
minimize E (V ), with

V = ωE + (1−ω)T, (11)

where ω is a positive weight in [0, 1].

To this aim, define the time and energy spent in state s∈S
as Φ(s, u) and Ψ(s, u) conditioned on the action u, respec-
tively. Note that both the latter and the former are random
variables. We denote their average as φ(s, u)=E (Φ(s, u)) and
ψ(s, u)=E (Ψ(s, u)). We further define C(s, u)=ωΦ(s, u) +
(1−ω)Ψ(s, u), with average c(s, u).

The average time and energy cost associated with the initial
state are equal to 0. In the termination states sUAV and sES,
we have

φ(sUAV) = 1/µ′, (12)
ψ(sUAV) = (PP + PH)/µ′, (13)

and

φ(sES) = 1/µ, (14)
ψ(sES) = PH/µ. (15)

Herein, based on actual value obtained by means of experi-
mental evaluations, we assume that the transmission energy
expense PL/Ri is negligible compared to the processing and
hovering energy expense. Note that in the termination states
the action is pre-determined and does not need to be formally
included in the cost. From any transmission and queueing state
R0, . . . , RK and B1, . . . , BC+1, if the decision is to initiate
local processing at the UAV (u=0), the process immediately
moves to sUAV and the energy and time cost are both equal
to 0. Note that such decision is forced in states R0 and BC+1.

If the decision is to defer local processing (u=1), the costs

Figure 4: Probability of offloading to the edge server for
different values of ω, as a function of channel quality (SNR)
with ρ = 0.5. We use µ = 1/0.461/s to emphasize the
observed effects.

are

φ(Ri, 1) = L/Ri, (16)
ψ(Ri, 1) = (PH + P )L/Ri. (17)

with i=, 1, . . . ,K, and

φ(Bi, 1) = 1/µ, (18)
ψ(Bi, 1) = PH/µ. (19)

Herein, based on measurements obtained by means of exper-
imental evaluations, we assume that the transmission energy
PL/Ri is negligible compared to the computing and hovering
energy expense.

The problem of minimizing the expected total cost can be
rephrased as a Markov Decision Process over a finite temporal
horizon. We aim at finding, then, the (deterministic) optimal
policy u∗(s), where

u∗(s) = arg min
u={0,1}

E
(
Vres(s, u)

)
, (20)

where E (Vres(s, u)) is the expected minimum cumulative
residual cost to a termination state s† from state s given that
decision u is selected, that is,

min
U1

j†
E

 j†∑
j=0

c(S(j), U(j)|U(0)=u, S(0)=s)

 , (21)

where
j† = min(j : S(j)∈{sUAV, sES}), (22)

and Uj†

1 = (U(0), . . . , U(j†)).
We compute the optimal policy using the Value Iteration

method [8], which focuses on iterations producing policies
achieving performance increasingly close to the optimal point.
In our case, the optimal value form the starting state yields the
experienced delay and energy consumption for each image,
when ω = 0 or ω = 1 respectively. Values at other states,
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at convergence, represent the expected future cost from that
state obtained using the optimal policy. Let Vt be the vector
whose elements are the value function for each state in the
state space, where t is the number of steps taken in the
recursion. Then Vt ∈ R5+K+C , where the size of the vector
derives directly from the states definition in Figure 2. The
arbitrarily initialized vector V0, is then updated using the
Bellman equation as follows:

Qk+1(s, a) =
∑
s′

P (s′|s, a)(R(s, a, s′) + γVk(s′)

Vk(s) = min
a
Qk(s, a), (23)

where Qt(s, a) represents the expected cost taking action a.
Note that, to reduce the time to convergence, the updates are
usually computed backwards, from the end nodes (in our case
SES , SUAV ) to the input node S0.

V. NUMERICAL RESULTS

This section presents and discusses results obtained using
the model and optimization technique proposed in this paper.
First, we analyze performance metrics and offloading prob-
abilities exploring parameters describing channel quality and
server load. We, then, characterize the performance of the
proposed scheme in a realistic environment, where channel
parameters (that is, SNR) is obtained based on trajectory of
the UAV. Note that in this latter section of the results, we
can analyze the temporal behavior of the system during the
mission.

To make our observations more meaningful, we derive the
optimal policies under different channel and load conditions
using parameters obtained from real-word experimentation.
These values are used unless otherwise stated. Specifically, we
used a 3DR Solo Drone mounting a Pixhawk flight controller
running ArduCopter connected to a Raspberry Pi model 3B
as companion computer. We use as edge server a Laptop with
16GB RAM and Intel Core i7-6700HQ processor with Nvidia
GM204M GPU. We set the number of pictures collected in
each location to 1, where each picture has resolution equal to
720× 480. The average size of each picture after encoding is
80 KB. The pictures are processed implementing a face recog-
nition algorithm using a multi-scale Haar Cascade, which
takes on average 1/µ′=0.56s at the UAV and 1/µ=0.046s
at the edge server. We consider SNR values in the range
[−10, 20] dB and transmission rates in the range from 1 Mbps
to 11 Mbps (matching a system using Wi-Fi IEEE 802.11).
Power consumption rates are based on battery level readings
in the same set up: in particular, we set Ph = 0.1 levels/s,
Pp = 10% · Ph levels/s. The optimal deterministic policy
Uj†

1 given the parameters is computed using Equation (21).
We note here that our performance analysis will be impacted
by an error due to the resolution chosen on the set of
available rates and positions. As a result of the position error,
a different expected SNR will be used, causing a difference
in the probability distribution over the rates. These will be
averaged out on multiple runs and so our results still hold.
We consider on the other hand the rate resolution error in this
case acceptable: the difference in Mbps in the Wifi protocol

Figure 5: Probability of offloading the computation to the edge
server as a function of the server load ρ.

is much higher than the one considered. Our investigation
takes into consideration several aspects of the system, and
even though the error margin at small rates might is large
( 100ms), it is worth noting that in all other scenarios it
reduces to a few milliseconds. Furthermore the overall policy
behaviour does not change due to these effects, and in this
respect while absolute values might differ, the statistics and
system behaviour will be consistent with our results.

A. Performance Analysis

In Figure 3, we show the probability of offloading to the
Edge Server as a function of SNR and server load ρ = λ/µ.
This probability corresponds to the probability of the process
being absorbed in SES from S0 conditioned on the control
policy, defined as

P∞S0
(Y ) = lim

t→∞
P (S(t) = SY |S(0) = S0, U = Uj†

1 ) (24)

where Y ∈ {SUAV, SES}, and P∞S0
(SUAV) + P∞S0

(SES)=1.
In Figure 3, we plot P∞S0

(SES), using lighter pixel color for
higher probabilities. As expected, for low values of ρ and
high values of the SNR, the offloading probability is almost
equal to 1, that is, the UAV offloads computation when system
conditions are favorable. When the SNR is sufficiently low,
the UAV will likely be disconnected, or the cost of offloading
might exceed that of local computation due to the large time
needed to transport the data to the edge server. Similarly,
if the load parameter ρ is large, that is, the ES buffer has
frequent arrivals or computation tasks take a large time to be
completed, the UAV chooses to compute locally.

In Figure 4 we show the effect of ω, the parameter that
controls the tradeoff between energy and delay in the objective
function, over the optimal policy and consequently on the
offloading probability. In the plot, each line corresponds to
a different value of ω ∈ [0, 1], where the larger ω the larger
the weight of energy cost. The impact of including energy
in the optimization is apparent: the larger ω, the larger the
offloading probability, even for low SNR, where transmitting
over the channel may result in an increased overall delay. In
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Figure 6: Probability of selecting local computation in the
three main decision stages or offloading to the edge server.

(a) (b)

Figure 7: Offloading probability on the considered map. The
average SNR is set to 9dB and server load set to (a) 0% and
(b) 70%.

fact, while a larger delay leads to a larger hovering time, and
thus more hovering energy expense, offloading eliminates the
energy cost associated with local processing. We observe an
interesting threshold effect, where the policy transitions from
fully local computing to partial offloading at an SNR value
which is a function of ω.

In Figure 5 we fix the SNR, and show P∞S0
(SES) as a func-

tion of ρ. As the SNR decreases, the probability of offloading
to the edge server decreases as well. Intuitively, the SNR
influences the shape of the probability curve. Interestingly,
high SNR values show a sharp transition from offloading
to local computing, whereas low SNR values have a more
progressive transition, most likely due to the distribution of
the communication time.

Finally we illustrate the value of probing compared to a
simple decision informed by the average delay pre-computed
based on a priori knowledge of the parameters. Figure 6
shows the probability that the decision of processing locally
is taken at the different stages or that offloading is selected.
Specifically, the decision stages are:

• Stage 0: the initial stage S0, where the UAV knows the
parameters, but not the channel or queue state;

• Stage 1: Ri, where the UAV has connected with the
network and is aware of the maximum transmission rate;

Figure 8: Map of the considered area, centered around a 30 m
high building. Symbols display the access point’s placement
and the drone trajectory. Different shades show Signal To
Noise ratio in dB across the area.

• Stage 2: Bj , where the UAV reached the edge server, that
is, upon transmission after transmission, and is reported
the position in the processing queue.

For small values of ρ, offloading is predominant, with a small
probability of local computing decision forced by extremely
poor channel conditions. As ρ increases, the set of rates cor-
responding to local computing decisions increases. In fact, the
delay requirement for the data transportation becomes more
stringent as the average time spent in the edge server buffer
increases. In the transition phase between offloading and local
computation, we can observe a spike in the probability that
the UAV will select local computing after the edge server is
reached, as the probability finding a number of tasks in the
buffer sufficiently large to make offloading disadvantageous
increases before a region in which probing is not even
attempted. The policies resulting from the abstraction of the
system we adopt have a simple structure. Across the phases
of the decision making, the agent will identify thresholds
within layers of the Markov process corresponding to binary
decisions. While the structure is simple, the thresholds are
function of the distributions of channel quality and incoming
load at the server.

B. Mission Trajectory

We now analyze a mission trajectory of the UAV in an urban
scenario inspired by applications such as city monitoring and
building inspection. We consider the trajectory illustrated in
Fig. 8, where the UAV flies at fixed altitude and constant
distance from the building’s external surface in a loop starting
from the lower left corner and proceeding in clockwise
direction. The map shown has delimits a 50×50 meters area,
where both the access point and the UAV are at 15m altitude,
and the building’s width, length and height are 20m, 30m,
30m.

Authorized licensed use limited to: Access paid by The UC Irvine Libraries. Downloaded on March 01,2021 at 22:15:11 UTC from IEEE Xplore.  Restrictions apply. 



0018-9545 (c) 2020 IEEE. Personal use is permitted, but republication/redistribution requires IEEE permission. See http://www.ieee.org/publications_standards/publications/rights/index.html for more information.

This article has been accepted for publication in a future issue of this journal, but has not been fully edited. Content may change prior to final publication. Citation information: DOI 10.1109/TVT.2021.3051378, IEEE
Transactions on Vehicular Technology

IEEE TRANSACTIONS ON VEHICULAR TECHNOLOGY, VOL. XX, NO. XX, XXX 2015 8

Figure 9: End-to-end delay over the described trajectory for
different values of external interference with no server load.

In the scenario, we consider a setting with one access point
and one building, and we compute the SNR – to be plugged
in our model, see Eq. (3) – using the building shadowing
model [9] (added to the attenuation caused by free-space
propagation)

L = αn+ βd0, (25)

where α is the attenuation per wall (dB), n is the number
of walls penetrated, β is the attenuation per meter (dB) and
do the distance in meters traveled through obstacles. We use
experimentally validated coefficients in [9] α = 9dBm and
β = 0.9dB/m

Using the same set of parameters as in the previous set of
results, we find the optimal policy for each position in the
considered map. In Fig. 7, we show how the probability of
offloading to the edge server evolves along the trajectory. In
Fig. 7.a, the edge server is dedicated to the UAV. The impact of
the additional attenuation effect of the building on the strategy
is apparent: the offloading probability decreases in regions
that are more affected by the additional attenuation. Overall,
the low server load leads to offloading being a predominant
strategy. Fig. 7.b shows the same map where we increase
the server load to 70%, and we can see that the adaptive
scheme reacts selecting edge computing as the best strategy
in a smaller fraction of realizations. This effect is due to the
higher chances that the task generated by the UAV will find
several other tasks in the server’s buffer.

We now consider the delay performance over the full
trajectory, and illustrate how the strategy evolves. In Fig. 9,
we plot the average capture-to-output delay achieved by the
optimal strategy. We can observe how, for different values
of SNR, low performance regions expand. This is due to the
higher probability that local computing will be chosen due
to the low data rate supported by the channel. Interestingly,
we can observe how new spikes and low performance regions
emerge as noise increases and the strategy switches to different
modalities in some regions.

The server load ρ has a much different impact, as shown
in Fig. 10. The average delay increases homogeneously along
the trajectory to reach a cap determined by the policy always
choosing local analysis. Additionally, we observe how mod-
erate server loads have relatively low impact (e.g., 25% vs

Figure 10: End-to-end delay over the trajectory for different
values of server load with average SNR of 16dB.

Figure 11: Delay average over the full trajectory for varying
average SNR for both only offloading policy and our approach.
We also plot the probability for the UAV to successfully
offload in our schema.

50%).
Considering the average over the full trajectory, we now

explore how some parameters affect performance and strate-
gies. In Fig. 11 and Fig. 12, we display the average delay
(in blue) and offloading probability (in orange), averaged over
the trajectory, for different noise levels and edge server’s load.
Interestingly, while the delay has a clear inverse relationship
with the offloading probability when varying average SNR, the
relationship between average delay and offloading probability
is less marked when varying the edge server’s load. In the
former plot (Fig. 11), we have a sharp change at ≈ 10dB,
where the probability of a successful offload sharply decreases
and the delay increases due to the more frequent selection of
local processing. In the latter plot (12), we observe a low sen-
sitivity of the delay, where in the low to moderate load region
we have an increasing average delay, but a minor change in
the offloading strategy. The delay experiences a sharp increase
when the offloading probability sharply decreases in the high
load region. This effect is due to the more gradual degradation
imposed by increasing load compared to that of a worsening
SNR.

We now characterize the impact of the computing capacity
of the devices, expressed as their service rates. We explore a
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Figure 12: Delay average over the full trajectory for varying
server load, and the probability to successfully offload.

range of values of µ ∈ [1, 40] for the edge server, µ′ ∈ [1, 8]
for the UAV, to evaluate the impact of different design choices
and operational settings. We highlight the advantage of an
adaptive approach, by depicting the percent delay increase
when a fixed offloading policy is used. We remark that we
are still considering averages over the entire trajectory.

The gain is shown in Fig. 14, where we we set the load
to 0 (a) and 70% (b). Note in both graphs that higher gains
(darker regions), are focused in high local service rates and
relatively low edge server service rates areas. This conveys
the fact that adaptation can improve performance only when
the strategy is non-trivial and adaptation can bring benefit.
When local service rate is small (left portion of the graphs),
we indeed observe than the offloading policy,

Interestingly, we see how the gain granted by the adaptive
strategy is higher when the load is higher, this due to the fact
that our policy can effectively fall back to local computing
when the buffer is busy in specific realizations of the process.

In Fig 15.a we can see how the average delay using
an adaptive policy is very sensitive to the local processing
capacity, but has a weak dependency on the edge server
processing capacity. However, as shown in Fig 15.b, we can
see that the delay’s variance is higher in the areas where the
gain is small. In fact, the advantage of the adaptive technique
is to choose local processing whenever it seems advantageous,
and that is shown in the areas where lower variability maps
to local processing being the optimal policy.

C. Characterization of State in Temporally Correlated Envi-
ronment

We built on these results and created an event based simula-
tor that allows us to capture the temporal correlations between
subsequent positions along the trajectory. We use this tool in
order to study the impact of different state representations on
the performance of a decision agent.

In the state representations we include:
• phase: before offloading, at the edge server or processing

locally
• position: the (x, y) coordinates on the map
• E[SNR]: average SNR at the current position

(a) average SNR of 16dB (b) average SNR of 6dB

Figure 13: Delay improvement using adaptive schema com-
pared to constant offloading at different average SNRs.

(a) ρ = 0% (b) ρ = 70%

Figure 14: Gain percentage over a full trajectory for different
hardware configurations. Processing speeds are referenced as
serving rates µ. Both cases have average SNR at 16 dB, but
they differ in edge load ρ.

(a) (b)

Figure 15: (a) Delay and (b) standard deviation for delay
over a trajectory for different hardware configurations with
average SNR of 16dB and no server load. Processing speeds
are referenced as serving rates µ.

• num. jobs: number of jobs in the queue
• past (action, delay) tuples: we include the last 3 actions

and delays.
Although in a collaborative system we would expect to

collect all the above, if using a third-party infrastructure
or different networking protocols, it could be difficult or
impossible to collect some of this dynamic information. For
this reason we study the same system using three different
observed states:

1) full state
2) phase, position, past action-delays
3) phase, past action-delays
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Figure 16: Average delay over the full trajectory for different
server loads shows the adaptability of agents that have spatial
awareness.

Due to the nature of this state, where some elements are
discrete, other continuous, we involve the use of a function
approximator, such as Deep Neural Networks (DNN), to learn
the q-function. In order to learn from experience in this new
setting, we resort to some techniques investigated in Deep
Reinforcement Learning (DRL). DRL has been successful
in environments such as Atari games [10], the game of
Go [11] and many others [12]. As shown in these works,
there are many details that help DRL converging to a stable
approximation for the q-function. In fact naive approaches
often do not work, due to the inherent difference in the way
DNNs learn with respect to the tabular approach. For example,
DNNs are subject to catastrophic forgetting [13], the tendency
of forgetting early examples seen in the training procedure.
To address this problem Schaul et al. introduced replay buffer
[14], a buffer where samples are stored after observation. We
use samples randomly extracted from the buffer, and feed
them to the DNN in batches. The model will compute the
function Q(·), and return a vector with q-values for each of
the actions. However since we can take only one action, we
will observe only one reward, and therefore we will update,
i.e. compute the loss and apply back-propagation, only relative
to one output. We use the Bellman equation based on one step
Temporal Difference to compute the estimate q-value for the
next step:

Q(s, a) = (1− α)Q(s, a) + α(R(s, a) + γ argmax
a′

Q̂(s′, a′))

(26)
where α is learning rate, γ is discounting factor, and Q̂ is
an old version of the DNN. We use to different networks
Q̂,Q, so that the q-value estimation does not vary too quickly,
causing divergent behaviour. We update Q̂ = Q periodically
to improve our approximation of the q-function.

As mentioned, we maintain the setup the same as in the
previous setting, where the agent has to decide whether to
continue offloading or not at two stages: when it arrives to
a position and when it gets in queue to the edge server.

(a) ρ = 70% (b) ρ = 90%

Figure 17: Delay over the trajectory for different state repre-
sentations at different server loads.

From the agent’s point of view all transitions are probabilistic,
since the rate might be 0 and the queue might be full. In
order to discourage fixed policy of only offloading, we have
a small network probing term that is added to the delay when
a transmission is unsuccessful.

We trained different agents using the state representation
described earlier, and obtained insights into what carries
useful information in predicting the optimal policy at each
position. In Fig. 16 we display the average delay of each
of the agents going through the trajectory. We can observe
that using all the information available gives the agent an
advantage similar to what we observed earlier, since it is able
to choose the correct policy for each given channel situation.
Interestingly, removing average SNR and position in queue
does not influence the performance for loads lesser than 70%.
There we see the two lines (blue for full state and orange for
only position and delays) diverging, with the less informative
state having higher average delay. The critical advantage of
these two policies on delays only and fixed policies, can be
observed in Fig. 17: we notice that the central part of the
trajectory, where the line of sight is obstructed by the building,
offload strategy incur in very high delays. For higher loads,
we can also see how the position in queue at the edge server
changes the ability of the user to exploit offloading only when
advantageous: in Fig. 17 we see that only the agent that has
access to the position in the server buffer is able to exploit
successfully offloading in positions 0-50 in high load regimes.

This study reveals how the position along the trajectory is a
viable proxy for the average Signal to Noise Ratio, and how
on the other hand previous delays are not as predictive of
the number of processes in queue at the server. Furthermore
this opens the opportunity for further investigation in spatial-
temporal maps that can embed this information and allow
dynamic adaptation in continuous learning settings.

VI. RELATED WORK

In the recent years, there have been many contributions
addressing task offloading for UAVs. The proposed framework
builds on the many contributions studying offloading for
mobile devices. However, as mentioned in [15] and other
works, mobile applications usually assume a sparse and
inhomogeneous generation of computing tasks. In mission-
oriented and robotic applications, it is usually assumed that
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the application generates a continuous flow of homogeneous
computing tasks. Furthermore, as seen in [16], deadlines
in UAV systems, differently from mobile applications, are
hard deadlines. The framework we propose embeds these
features at its core to improve latency. The sequential decision
making controls latency at a fine grain ti meet stringent
constraints. The RL framework we propose takes advantage
of the continuous flow of tasks to learn space-time properties
of optimal offloading and improve prediction using spatio-
temporal correlation in the system. Many contributions in this
area, such as [17] and [18], focus on the problem of finding the
best edge server defined over long-term performance energy,
delay and throughput metrics.

Other contributions, such as, [19], focus, instead, on mon-
etary metrics (for instance associated with communications)
to guide the optimization process. In [19] a game theoretic
approach is proposed, with which the authors are able to
reduce the communication cost, considering not only multiple
servers, but also the possibility for some of them to offload the
computation further. Our work centers on short-term metrics,
which allow a fine degree of control when optimizing the
offloading process. We remark how this is a marked difference
with respect to most existing literature.

Very recent contributions, such as [20], focus on the opti-
mization of specific scenarios, assuming the a priori knowl-
edge of a prediction model for the channel state, which
leads to sophisticated decision making algorithms to determine
which part of the task can be offloaded. This interesting class
of approaches imposes stronger limitations on the type of
analysis task. [21] presents an approach based on fuzzy logic
to face the high uncertainty induced by these applications.

In [22], B.Liu et al. propose to offload computationally
intensive tasks from UAVs to edge and cloud servers. They
formulate a joint computation and routing optimization by
defining a three-layered computational model on which they
design a polynomial near-optimal approximation algorithm.
The authors use a Markov approximation technique described
in [23], which is useful when solving network combinatorial
optimization problems. However, they do not consider energy-
related metrics and control.

Energy expense is considered in the work by Zhu et al.
[24], where cooperative approach to computation offloading
for UAVs is presented that aims to improve the inefficiency of
naive local computing solutions. The authors explore an urban
environment for UAV operations, and use simulated annealing
to minimize the energy consumption while satisfying a delay
constraint. Our solution jointly optimizes energy and delay,
offering more flexibility to the application.

Our work can also be connected to practical contributions,
where, instead of rigorous optimal decision making, different
heuristics are used to control task offloading. In [7], a para-
metric threshold based algorithm is used to decide not only
if offloading can be beneficial, but also matching with the
right server and adaptively probe available remote computing
options.

VII. CONCLUSIONS

In this paper, we presented a framework to control pro-
cessing task offloading to edge servers in UAV systems.
The framework sequentially probes the state of the network
and of the edge server buffer to make optimal decisions
between local and edge-assisted computing. Numerical results
show the delay reduction granted by the proposed technique,
which is based on a Markov Decision Process formulation
solving an optimal stopping time problem, compared to non-
adaptive strategies. Finally we validate our results on Network
Simulator 3 in a realistic task such as building inspection.
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