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Abstract

Team communication is essential for the development of modern software systems. For distributed software development teams, such as those found in many open source projects, this communication usually takes place using electronic tools. Among these, modern chat platforms such as Gitter are becoming the de facto choice for many software projects due to their advanced features geared towards software development and effective team communication. Gitter channels contain numerous messages exchanged by developers regarding the state of the project, issues and features of the system, team logistics, etc. These messages can contain important information to researchers studying open source software systems, developers new to a particular project and trying to get familiar with the software, etc. Therefore, uncovering what developers are communicating about through Gitter is an essential first step towards successfully understanding and leveraging this information.

We present a new dataset, called GitterCom, which aims to enable research in this direction and represents the largest manually labeled and curated dataset of Gitter developer messages. The dataset is comprised of 10,000 messages collected from 10 Gitter communities associated with the development of open source software. Each message was manually annotated and verified by two of the authors, capturing the purpose of the communication expressed by the message. While the dataset has not yet been used in any publication, we discuss how it can enable interesting research opportunities.
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1 Introduction

Modern, complex open source software systems often require large teams in order to be developed. The teams are usually geographically distributed across different locations, countries and even continents. In order to collaborate, communicate, and coordinate, these teams make use of electronic tools such as instant messaging, email, etc. [14, 15, 18, 20]. Recently, modern messaging and collaboration platforms such as Gitter\(^4\) and Slack\(^5\) have revolutionized team communications and project coordination by providing a user-friendly way of managing and organizing conversations, facilitating knowledge sharing, and by integrating with external software development tools such as GitHub, Asana, and Jira\(^6\). Given their features and the support for software development, many open source projects have adopted Gitter and Slack as their preferred communication means [15]. In particular, Gitter is currently the most popular instant messaging platform in open source development teams [15]. It also presents some advantages over Slack, such as:

• **Open access to communications**: in Slack, communities are controlled by the administrators, whereas in Gitter, access to the user-generated data is public. In particular, public messages and user-generated content in Gitter are subject to the Creative Commons license: Attribution + Non-Commercial + ShareAlike (BY-NC-SA)\(^6\)

• **Free access to historical data**: in Slack communities, only the latest 10,000 messages are accessible without paying. Since most public Slack channels use the free tier \([13]\), their historical data is unavailable. Conversely, messages posted to public Gitter channels are preserved and accessible indefinitely in chat room logs.

Despite its advantages over Slack, its greater popularity among open source developers, and the availability of tens of thousands of message exchanges between developers of open source software, there have been no papers so far investigating developer communications in Gitter. Rather, existing works analyzing developer communications in modern instant messaging platforms have so far focused solely on Slack \([11–13, 16]\).

We argue that Gitter developer communications are an untapped information resource that could be leveraged by researchers in order to get a deeper understanding about the nature of developer communications in open source software. With this paper, we aim to encourage research in this direction by introducing GitterCom, the first manually labeled dataset of Gitter instant message histories in open source systems. GitterCom contains 10,000 messages labeled based on the communication purpose they express. This dataset is the largest manually labeled dataset of developer instant messages;
the only other manually labeled dataset available is comprised of 500 developer Slack messages in one software company [20].

The rest of the paper is structured as follows: section 2 presents an overview of the dataset, section 3 outlines the data collection process, section 4 discusses potential research directions using this dataset, section 5 presents limitations and future improvements that could be made to the data set and lastly, section 6 concludes the paper.

## 2 Dataset Description

GitterCom includes data about 10,000 messages collected from 10 open source software development Gitter communities (1,000 messages per community). Each message was manually labeled with information about the purpose of the communication it expresses, based on the categories identified by Lin et al. [16].

GitterCom is available in both CSV and Microsoft Excel Open XML Spreadsheet (XLSX) file formats online. In the CSV file, each line is a data record. Each record contains the information for a single message and consists of seven information fields, separated by comma and using quotes as the text delimiter. In particular, each row contains: (i) the channel/system the message belongs to, (ii) the unique messageID, (iii) the date and time at which the message was posted, (iv) the author of the message, (v) the content of the message in plain text, (vi) the corresponding purpose category (manual label), and (vii) the purpose subcategory (manual label).

Next, we present brief descriptions of the different purposes, their categories and subcategories we used to manually label the messages in GitterCom. These were first identified by Lin et al. [16], who surveyed software developers about their use of Slack.

The first purpose, called **Personal benefits**, includes messages in which the developer’s main purpose is to fulfill personal needs. Messages within this purpose can be further divided into three categories: discovery and aggregation of news and information, where developers post reliable, interesting, and relevant blogs or other sources of information; networking and social activities, where developers interact with other developers who share similar interests or jobs; and fun, which are messages sharing gifs and memes or meant for participating in gaming activities.

The second purpose relates to **Team-wide** activities and includes messages aimed towards carrying out software development activities related to the system being developed. Messages within this purpose can be further divided into four categories: communication messages in which the developers engage in activities such as communication with teammates (e.g., members of a distributed team) during meetings and note-taking, communication with other stakeholders, or discussing non-work topics; team collaboration messages in which the developers engage in activities such as team management, file, and code sharing; Dev-Ops messages in which the developers engage in activities such as communication updates regarding the status of the project (e.g., development operation notifications about recent changes to the system, commits, bug fixes, pushes to the repository, merges), software deployments, and team Q&As; and finally, customer support messages in which the developers assist new or existing users of the system on how to perform certain tasks, identify bugs, and troubleshoot errors.

The last purpose is represented by **Community support** messages, where developers participate in communities of practice or special interest groups. These messages are characterized by developers aiming to keep up with specific frameworks/communities, to learn about new tools and frameworks for developing applications, or to brainstorm ideas with other people in the community.

Table 1 shows the number of messages per category in GitterCom, for each of the 10 open source systems/communities we included. It shows the overall distribution of messages associated with each category across all the communities in GitterCom.

Based on the hierarchy presented above, we notice that the majority of Gitter messages in GitterCom belong to Team-wide purposes. Table 1 shows that the distribution of messages varies significantly across categories. In particular, 83% of the messages are meant to support activities directly associated with the development of the system. On the other hand, 14.31% of the messages are related to community support and engagement with communities of practice.

### Table 1: Distribution of messages per purpose category

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Communication</td>
<td>325</td>
<td>794</td>
<td>490</td>
<td>446</td>
<td>635</td>
<td>695</td>
<td>506</td>
<td>583</td>
<td>321</td>
<td>480</td>
<td>5275 (52.75%)</td>
</tr>
<tr>
<td>Customer support</td>
<td>442</td>
<td>0</td>
<td>150</td>
<td>239</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>145</td>
<td>451</td>
<td>0</td>
<td>1431 (14.31%)</td>
</tr>
<tr>
<td>Dev-Ops</td>
<td>198</td>
<td>183</td>
<td>308</td>
<td>209</td>
<td>180</td>
<td>132</td>
<td>331</td>
<td>190</td>
<td>183</td>
<td>42</td>
<td>153 (1.53%)</td>
</tr>
<tr>
<td>Discovery and news</td>
<td>13</td>
<td>10</td>
<td>26</td>
<td>3</td>
<td>15</td>
<td>5</td>
<td>30</td>
<td>39</td>
<td>0</td>
<td>0</td>
<td>97 (0.97%)</td>
</tr>
<tr>
<td>Fun</td>
<td>0</td>
<td>2</td>
<td>0</td>
<td>0</td>
<td>39</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>42 (0.42%)</td>
</tr>
<tr>
<td>Networking and social activities</td>
<td>18</td>
<td>18</td>
<td>32</td>
<td>19</td>
<td>32</td>
<td>13</td>
<td>10</td>
<td>20</td>
<td>19</td>
<td>0</td>
<td>188 (1.88%)</td>
</tr>
<tr>
<td>Participation in Communities of Practice</td>
<td>4</td>
<td>2</td>
<td>9</td>
<td>15</td>
<td>13</td>
<td>13</td>
<td>10</td>
<td>12</td>
<td>54</td>
<td>153</td>
<td></td>
</tr>
</tbody>
</table>

[^1]: MarionetteJS
[^2]: SciKit-Learn
[^3]: TheHollyWaffle
[^4]: [https://figshare.com/s/9b3df36e22a8a8f7f169](https://figshare.com/s/9b3df36e22a8a8f7f169)
Table 2: Subset of Gitter communities included in GitterCom

<table>
<thead>
<tr>
<th>Community</th>
<th>Users</th>
<th>Messages</th>
<th>Application domain</th>
</tr>
</thead>
<tbody>
<tr>
<td>jspm [5]</td>
<td>1103</td>
<td>27245</td>
<td>Package manager</td>
</tr>
<tr>
<td>Xenko3d [10]</td>
<td>103</td>
<td>2890</td>
<td>Game engine</td>
</tr>
<tr>
<td>Ulkit [9]</td>
<td>2155</td>
<td>41265</td>
<td>Front-end framework</td>
</tr>
<tr>
<td>jHipster [4]</td>
<td>2575</td>
<td>39418</td>
<td>Application generator</td>
</tr>
<tr>
<td>Cucumber [1]</td>
<td>337</td>
<td>2030</td>
<td>Testing framework</td>
</tr>
<tr>
<td>Imagej [3]</td>
<td>209</td>
<td>8149</td>
<td>Image processing</td>
</tr>
<tr>
<td>TheHolyWaffle [8]</td>
<td>196</td>
<td>15046</td>
<td>VoIP communication</td>
</tr>
</tbody>
</table>

and only 2.69% of the messages are linked to personal benefits. Moreover, 53% of the messages involve communication between the developers and stakeholders, 28% of the messages communicate updates regarding the status of the system, and 15% of the messages involve customer support.

3 Data Collection

This section presents in detail the data collection and curation procedure we used to create the GitterCom dataset. First, we gathered the list of all the communities listed in Gitter’s Explore interface8 on April 1, 2019. We then excluded the channels in which the conversations were not in English, resulting in a list of 139 Gitter communities. Afterwards, using the Gitter API9, we extracted all of the messages in the main channels of these communities, from their inception until April 1, 2019. This data collection resulted in a set of 2,939,335 messages across all 139 channels.

To extract the raw data for GitterCom, we used a custom python script, which uses pycurl to connect to Gitter’s REST API and obtain all the messages’ raw text and their corresponding metadata. Any code snippets included in the messages are also extracted as raw text. Afterwards, to facilitate the labeling process, we ran a custom script in Java to convert the messages from the JSON format provided by Gitter’s API to CSV format. The data collection scripts and instructions on their usage are found in our replication package [17].

The 139 channels collected as raw data vary in three main ways: by membership - the channels contain between 100 and 17,000 members per channel, by level of activity - the smallest channel contains 21 messages, whereas the largest channel contains over 423,000 messages, and by type - channels can be made for the development of a particular software system, where the developers communicate with each other and with the system’s stakeholders, or made for building communities of practice in which the members’ discussion revolves around particular topics, frameworks, or programming languages, but does not involve discussion about the active development of a system.

While we make the entire data we extracted for all the 139 channels available for download to other researchers10, our main goal for GitterCom was to manually curate and label a subset of the messages, based on the purposes/intents identified by Lin et al. [16] (as described in Section 2). We therefore selected the first ten channels, out of 100 qualifying channels which met the following criteria: (i) they are linked to an active GitHub repository (commits have been made within the past year), (ii) they are used as a communication tool for the active development of an open-source software system, (iii) they cover different application domains, (iv) they have been active in the past year, and (v) they contain at least 1,000 messages. Table 2 shows the details of the selected systems/channels.

From each of the ten selected channels we then collected the 1,000 most recent consecutive messages up to April 1, 2019, for a total of 10,000 messages. The first two authors then carried out a coding procedure to label these messages, using the categories and subcategories identified by Lin et al. [16] as labels. More specifically, each message was assigned a category describing the main purpose of the message and a subcategory describing the specific activity the message relates to. If a message did not provide any meaningful information by itself (e.g., a single emoji, "ok", "great", "="), it was classified as “Uninformative”. After the individual coding, the two authors met, discussed, and resolved any coding conflicts. The messages for which a classification of “Uninformative” was agreed upon were discarded and replaced by an equal number of messages from the same channel. Then, the coding process was applied on these new messages. This procedure was repeated until 1,000 messages were obtained for each channel, all having a label other than “Uninformative”. Across all channels, a total of 1,061 messages were labeled as “Uninformative” during the labeling process.

During the coding process, when the content of a message was insufficient to determine a category, we used the list of contributors to the system’s repository as a source of additional information that could give an insight into the nature of the message. One example of such ambiguous messages were questions which could be interpreted as either a customer asking about the system (Customer Support) or a developer of the system asking about a part of the system they are unfamiliar with (Team Q&A). In this particular case, if a question was made by a contributor to the system, it was classified as Team Q&A, and Customer Support otherwise.

The manual coding procedure took the two authors about 100 hours per person to complete (200 hours total), spread across three weeks. After completing the manual labeling, we obtained GitterCom, a dataset comprised of 10,000 Gitter messages, 1,000 per Gitter channel, classified according to their purpose.

4 Potential Research Applications

Previous studies have investigated the growing use of alternative communication means by developers [15, 16, 20]. The results of these studies show the rise of instant messaging tools and the impact they have on reshaping team dynamics and the communication landscape in increasingly distributed software development environments. Future studies could make use of GitterCom to study the relationship between open source development activity and communication trends. In particular, GitterCom enables further research to analyze and understand patterns in developer communications and to address important questions such as: How do software teams use tools like Gitter to communicate among themselves and with

---

8https://gitter.im/explore
9https://developer.gitter.im
10https://figshare.com/s/3fd5af0b869b8f0d10bb
Although GitterCom is the largest data set of curated and manually labeled developer instant messages, it still encompasses a small subset of all the existing Gitter developer communications. Therefore, one limitation to GitterCom could be that the collected projects are not representative of all open-source projects and that the most recent 1,000 messages for a project are not representative of all the messages exchanged by developers in a project. Improvements that would help increase the generalizability of the results of future studies analyzing this dataset include the expansion of the labeled data in GitterCom to include more messages from more projects.

For this purpose we also release the raw, unlabeled data extracted by our crawler script, containing over 2 million messages from 139 open source projects at https://figshare.com/s/3fd5af0b869b8fd010bb. We therefore hope other researchers will join our effort and will select more of this raw data to label and contribute to GitterCom.

6 Conclusions
The rapid adoption of instant messaging tools in open source development communities indicates a strong need to study the nature of these developer communications and their implications for open source software. However, such analysis is not possible without data to explore. We introduced GitterCom, the largest manually labeled and curated dataset of Gitter developer messages. It comprises 10,000 messages and their corresponding purpose labels across multiple open source Gitter channels, corresponding to systems covering a wide range of application domains. We believe that our dataset provides immense opportunities for researchers to perform large scale empirical research and further analysis on developer discussions, communication with stakeholders, and team dynamics in open source systems. Our hope is nevertheless that the initial data set in this paper will spur interest for the continuing collection and analysis of developer instant communications.
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