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Abstract

Many companies provide neural network prediction services to
users for a wide range of applications. However, current prediction
systems compromise one party’s privacy: either the user has to
send sensitive inputs to the service provider for classification, or
the service provider must store its proprietary neural networks
on the user’s device. The former harms the personal privacy of
the user, while the latter reveals the service provider's proprietary
model.

We design, implement, and evaluate DELPH]I, a secure prediction
system that allows two parties to execute neural network infer-
ence without revealing either party’s data. DELPHI approaches the
problem by simultaneously co-designing cryptography and ma-
chine learning. We first design a hybrid cryptographic protocol that
improves upon the communication and computation costs over
prior work. Second, we develop a planner that automatically gener-
ates neural network architecture configurations that navigate the
performance-accuracy trade-offs of our hybrid protocol. Together,
these techniques allow us to achieve a 22X improvement in online
prediction latency compared to the state-of-the-art prior work.
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1 Introduction

Recent advances in machine learning have driven increasing de-
ployment of neural network inference in popular applications like
voice assistants [3] and image classification [19]. However, the use
of inference in many such applications raises privacy concerns. For
example, home monitoring systems (HMS) such as Kuna [17] and
Wyze [27] use proprietary neural networks to classify objects in
video streams of users’ homes such as cars parked near the user’s
house, or faces of visitors to the house. These models are core to
these companies’ business and are expensive to train.

To make use of these models, either the user has to upload their
streams to the servers of the HMS (which then evaluate the model
over the stream), or the HMS has to store its model on the user’s
monitoring device (which then performs the classification). Both
of these approaches are unsatisfactory: the first requires users to
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Figure 1: Cryptographic neural network inference. The lock indi-
cates data provided in encrypted form.

upload video streams containing sensitive information about their
daily activities to another party, while the second requires the
HMS to store its model on every device, thus allowing users and
competitors to steal the proprietary model.

To alleviate these privacy concerns, a number of recent works
have proposed protocols for cryptographic prediction over (convo-
lutional) neural networks [12, 20, 18, 16] by utilizing specialized
secure multi-party computation (MPC) [28, 13]. At a high level,
these protocols proceed by encrypting the user’s input and the
service provider’s neural network, and then tailor techniques for
computing over encrypted data (like homomorphic encryption or
secret sharing) to run inference over the user’'s input. At the end of
the protocol execution, the intended party(-ies) learn the inference
result; neither party learns anything else about the other’s input.
Fig. 1 illustrates this protocol flow.

Unfortunately, these cryptographic prediction protocols are still
unsuitable for deployment in real world applications as they re-
quire the use of heavy cryptographic tools during the online execu-
tion. These tools are computationally intensive and often require a
large amount of communication between the user and the service
provider. Furthermore, this cost grows with the complexity of the
model, making these protocols unsuitable for use with state-of-
the-art neural network architectures used in practice today. For
example, using a state-of-the-art protocol like GAZELLE [16] to
perform inference for state-of-the-art deep neural networks like
ResNet-32 [15] requires ~ 82 seconds and results in over 560 MB
communication.

Our contribution. In this paper, we present DELPHI, a crypto-
graphic prediction system for realistic neural network architectures.
DEeLpHI achieves its performance via a careful co-design of cryp-
tography and machine learning. DELPHI contributes a novel hybrid
cryptographic prediction protocol, as well as a planner that can
adjust the machine learning algorithm to take advantage of the
performance-accuracy trade-offs of our protocol. Our techniques
enable us to perform cryptographic prediction on more realistic
network architectures than those considered in prior work. For
example, using DELPHI for cryptographic prediction on ResNet-32
requires just 3.8 seconds and 60 MB communication in the online
phase, improving upon GAZELLE by 22X and 9X respectively.
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1.1 Techniques

We now describe at a high level the techniques underlying DELPHI's
excellent performance.

Performance goals. Modern convolutional neural networks con-
sist of a number of layers, each of which contains one sub-layer
for linear operations, and one sub-layer for non-linear operations.
Common linear operations include convolutions, matrix multiplica-
tion, and average pooling. Non-linear operations include activation
functions such as the popular ReLU (Rectified Linear Unit) function.

Achieving cryptographic prediction for realistic neural networks
thus entails (a) constructing efficient subprotocols for evaluating
linear and non-linear layers, and (b) linking the results of these
subprotocols with each other.

Prior work. Almost all prior protocols for cryptographic predic-
tion utilize heavyweight cryptographic tools to implement these
subprotocols, which results in computation and communication
costs that are much higher than the equivalent plaintext costs.
Even worse, many protocols utilize these tools during the latency-
sensitive online phase of the protocol, i.e., when the user acquires
their input and wishes to obtain a classification for it. (This is op-
posed to the less latency-sensitive preprocessing phase that occurs
before the user’s input becomes available).

For example, the online phase of the state-of-the-art GAZELLE
protocol uses heavy cryptography like linearly homomorphic en-
cryption and garbled circuits. This results in heavy preprocessing
and online costs: for the popular network architecture ResNet-32
trained over CIFAR-100, GAZELLE requires ~ 158 seconds and 8 GB
of communication during the preprocessing phase, and ~ 50 sec-
onds and 5 GB of communication during the preprocessing phase,
and ~ 82 seconds and 600 MB of communication during the online
phase.

DEeLPHTI's protocol. To achieve good performance on realistic
neural networks, DELPHI builds upon techniques from GAZELLE to
develop new protocols for evaluating linear and non-linear layers
that minimize the use of heavy cryptographic tools, and thus mini-
mizes communication and computation costs in the preprocessing
and online phases. We begin with a short overview of GAZELLE’s
protocol as it is the basis for DELPHT's protocols.

Starting point: GAZELLE. GAZELLE [16] is a state-of-the-art
cryptographic prediction system for convolutional neural networks.

GAZELLE computes linear layers using an optimized linearly-homomorphic

encryption (LHE) scheme [6, 21, 22, 8] that enables one to perform
linear operations directly on ciphertexts. To compute non-linear
layers, GAZELLE uses garbled circuits [28] to compute the bitwise
operations required by ReLU. Finally, because each layer in a neu-
ral network consists of alternating linear and non-linear layers,
GAZELLE also describes how to efficiently switch back-and-forth
between the two aforementioned primitives via a technique based
on additive secret sharing.

As noted above, GAZELLE's use of heavy cryptography in the
online phase leads to efficiency and communication overheads. To
reduce these overheads, we proceed as follows.

Reducing the cost of linear operations. To reduce the online
cost of computing the linear operations, we adapt GAZELLE to move
the heavy cryptographic operations over LHE ciphertexts to the

28

PPMLP 20, November 9, 2020, Virtual Event, USA

preprocessing phase. Our key insight is that the service provider’s
input M to the linear layer (i.e. the model weights for that layer)
is known before user’s input is available, and so we can use LHE
to create secret shares of M during preprocessing. Later, when the
user’s input becomes available in the online phase, all linear oper-
ations can be performed directly over secret-shared data without
invoking heavy cryptographic tools like LHE, and without requiring
interactions to perform matrix-vector multiplications.

The benefits of this technique are two-fold. First, the online
phase only requires transmitting secret shares instead of cipher-
texts, which immediately results in an 8X reduction in online
communication for linear layers. Second, since the online phase
only performs computations over elements of prime fields, and
since our system uses concretely small 32-bit primes for this pur-
pose, our system can take advantage of state-of-the-art CPU and
GPU libraries for computing linear layers; see the full version for

details.

Reducing the cost of non-linear operations. While the above
technique already significantly reduces computation time and com-
munication cost, the primary bottleneck for both remains the cost
of evaluating garbled circuits for the ReLU activation function. To
minimize this cost, we use an alternate approach [12, 18, 20, 5] that
is better suited to our setting of computing over finite field elements:
computing polynomials. In more detail, DELPHI replaces ReLU acti-
vations with polynomial (specifically, quadratic) approximations.
These can be computed securely and efficiently via standard proto-
cols [4].

Because these protocols only require communicating a small con-
stant number of field elements per multiplication, using quadratic
approximations significantly reduces the communication overhead
per activation, without introducing additional rounds of communi-
cation. Similarly, since the underlying multiplication protocol only
requires a few cheap finite field operations, the computation cost is
also reduced by several orders of magnitude. Concretely, the online
communication and computation costs of securely computing qua-
dratic approximations are 192X and 10000x smaller (respectively)
than the corresponding costs for garbled circuits.

However, this performance improvement comes at the cost of
accuracy and trainability of the underlying neural network. Prior
work has already established that quadratic approximations provide
good accuracy in some settings [20, 18, 11, 5]. At the same time,
both prior work [20] and our own experiments indicate that in
many settings simply replacing ReLU activations with quadratic
approximations results in severely degraded accuracy, and can
increase training time by orders of magnitude (if training converges
at all). To overcome this, we develop a hybrid cryptographic protocol
that uses ReLUs and quadratic approximations to achieve good
accuracy and good efficiency.

Planning an efficient usage of the hybrid cryptographic pro-
tocol. It turns out that it is not straightforward to determine which
ReLU activations should be replaced with quadratic approximations.
Simply replacing arbitrary ReLU activations with quadratic approx-
imations can degrade the accuracy of the resulting network, and
can even cause the network to fail to train.

So, to find an appropriate placement or network configuration,
we design a planner that automatically discovers which ReLUs
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Figure 2: DELPHI's architecture. Orange layers represent quadratic
approximations while blue ones represent ReLUs.

to replace with quadratic approximations so as to maximize the
number of approximations used while still ensuring that accuracy
remains above a specified threshold.

The insight behind our planner is to adapt techniques for neural
architecture search (NAS) and hyperparameter optimization (see [7,
25] for in-depth surveys of these areas) to our setting. Namely, we
adapt these techniques to discover which layers to approximate
within a given neural network architecture, and to optimize the
hyperparameters for the discovered network.

The overall system. DELPHI combines the above insights into
a cohesive system that service providers can use to automatically
generate cryptographic prediction protocols meeting performance
and accuracy criteria specified by the provider. In more detail, the
service provider invokes DELPHI's planner with acceptable accu-
racy and performance thresholds. The planner outputs an optimized
architecture that meets this goal, which DELPHI then uses to instan-
tiate a concrete cryptographic prediction protocol that utilizes our
cryptographic techniques from above.

This co-design of cryptography and machine learning enables
DEeLpHI to efficiently provide cryptographic prediction for networks
deeper than any considered in prior work. For example, using
DELPHI to provide inference for the popular ResNet-32 architecture
requires only 60 MB communication and 3.8 seconds.

2 System overview

2.1 System setup

There are two parties in the system setup: the client and the service
provider (or server). In the plaintext version of our system, the
service provider provides prediction as a service using its internal
models via an APL The client uses this API to run prediction on its
own data by transferring its data to the service provider. The service
provider runs prediction using the appropriate neural network, then
sends the prediction result back to the client. In DELPHI, the two
parties execute a secure prediction together by providing their own
inputs. The service provider’s input is the neural network, while
the client’s input is its private input used for prediction.

2.2 Threat model

DELPHI's threat model is similar to that of prior secure prediction
works such as GAZELLE [16] and MiniONN [18]. More specifically,
DELpHI is designed for the two-party semi-honest setting, where
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only one of the parties is corrupted by an adversary. Furthermore,
this adversary never deviates from the protocol, but it will try to
learn information about the other parties’ private inputs from the
messages it receives.

2.3 Privacy goals

DELPHI's goal is to enable the client to learn only two pieces of
information: the architecture of the neural network, and the result
of the inference; all other information about the client’s private
inputs and the parameters of the server’s neural network model
should be hidden. Concretely, we aim to achieve a strong simulation-
based definition of security.

Like all prior work, DELPHI does not hide information about the
architecture of the network, such as the dimensions and type of
each layer in the network. For prior work, this is usually not an
issue because the architecture is independent of the training data.
However, because DELPHI's planner uses training data to optimally
place quadratic approximations, revealing the network architecture
reveals some information about the data. Concretely, in optimizing
an {-layer network, the planner makes ¢ binary choices, thus reveals
at most ¢ bits of information about the training data. Because f is
concretely small for actual networks (for example, £ = 32 for ResNet-
32), this leakage is negligible. This leakage can be further mitigated
by using differentially private training algorithms [23, 1]

DEevpHI, like most prior systems for cryptographic prediction,
does not hide information that is revealed by the result of the
prediction. In our opinion, protecting against attacks that exploit
this leakage is a complementary problem to that solved by DELPHI.
Indeed, such attacks have been successfully carried out even against
systems that “perfectly” hide the model parameters by requiring the
client to upload its input to the server [10, 2, 9, 26, 24]. Furthermore,
popular mitigations for these attacks, such as differential privacy,
can be combined with DELPHTI's protocol. We discuss these attacks
and possible mitigations in more detail in the full version.

2.4 System architecture and workflow

DELPHI's architecture consists of two components: a hybrid cryp-
tographic protocol for evaluating neural networks, and a neural
network configuration planner that optimizes a given neural net-
work for use with our protocol. Below we provide an overview of
these components, and then demonstrate how one would use these
in practice by describing an end-to-end workflow for cryptographic
prediction in home monitoring systems (HMS).

Hybrid cryptographic protocol. DELPHI's protocol for crypto-
graphic prediction consists of two phases: an offline preprocessing
phase, and an online inference phase. The offline preprocessing
phase is independent of the client’s input (which regularly changes),
but assumes that the server’s model is static; if this model changes,
then both parties would have to re-run the preprocessing phase.
After preprocesing, during the online inference phase, the client
provides its input to our specialized secure two-party computation
protocol, and eventually learns the inference result. We note that
our protocol provides two different methods of evaluating non-
linear layers: the first offers better accuracy at the cost of worse
offline and online efficiency, while the other degrades accuracy, but
offers much improved offline and online efficiency.
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Planner. To help service providers navigate the trade off between
performance and accuracy offered by these two complementary
methods to evaluate non-linear layers, DELPHI adopts a principled
approach by designing a planner that generates neural networks
that mix these two methods to maximize efficiency while still achiev-
ing the accuracy desired by the service provider. Our planner applies
neural architecture search (NAS) to the cryptographic setting in a
novel way in order to automatically discover the right architectures.

Example 2.1 (HMS workflow). As explained in Section 1, a home
monitoring system (HMS) enables users to surveil activity inside
and outside their houses. Recent HMSes [17, 27] use neural net-
works to decide whether a given activity is malicious or not. If it is,
they alert the user. In this setting privacy is important for both the
user and the HMS provider, which makes DELPHI an ideal fit. To
use DELPHI to provide strong privacy, the HMS provider proceeds
as follows.

The HMS provider first invokes DELPHI's planner to optimize
its baseline all-ReLU neural network model. Then, during the HMS
device’s idle periods, the device and the HMS server run the pre-
processing phase for this model. If the device detects suspicious
activity locally, it can run the online inference phase to obtain a
classification. On the basis of this result, it can decide whether to
alert the user or not.

Remark 2.2 (applications suitable for use with DELPHI). Exam-
ple 2.1 indicates that DELPHI is best suited for applications where
there is ample computational power available for preprocessing,
and where inference is latency-sensitive, but is not performed fre-
quently enough to deplete the reserve of preprocessed material.
Other examples of such applications include image classification in
systems like Google Lens [14].
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