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ABSTRACT

We describe version 2.0 of our benchmarking framework, Phish-
Bench. With the addition of the ability to dynamically load fea-
tures, metrics, and classifiers, our new and improved framework
allows researchers to rapidly evaluate new features and methods
for machine-learning based phishing detection. Researchers can
compare under identical circumstances their contributions with
numerous built-in features, ranking methods, and classifiers used
in the literature with the right evaluation metrics. We will demon-
strate PhishBench 2.0 and compare it against at least two other
automated ML systems.
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1 INTRODUCTION

Phishing is a serious and challenging problem with a large amount
of research [11]. While previous literature has used a variety of
machine learning algorithms and evaluation metrics, few studies
compare the performance of these algorithms using common met-
rics and datasets, or evaluate the metrics’ suitability. Moreover,
phishing researchers usually test their proposed methods against
limited baselines and with few metrics when presenting new fea-
tures or approach(es) [4]. Hence, there is a need for a benchmarking
framework to evaluate such systems as comprehensively as possi-
ble.

PhishBench 1.0 [5, 14] is a framework for testing features and
classifiers on identical pipelines. It supports both email and URL
datasets and contains 12 toggleable evaluation metrics, including
metrics suitable for imbalanced datasets. With configuration files,
users can specify which of its numerous features and methods to
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use. However, its extendability is limited; researchers needed to
modify the framework to add new features, classifiers, or metrics.

Besides PhishBench, there is little work on benchmarking sys-
tems for phishing. Chiew et. al. [3] prescribe a set of baseline fea-
tures and a classifier (Random Forest) for benchmarking URL/web-
site detection but do not develop a system for comparing methods
against their baseline.

In this paper, we discuss PhishBench 2.0, a new and improved
framework for benchmarking phishing detection systems. This
framework allows researchers to easily evaluate new features and
classification approaches and compare their effectiveness against
existing methods from the literature. It offers evaluation metrics
and methods suitable for imbalanced datasets, so researchers can
test and compare their works in realistic scenarios. For baselines,
it includes a rich variety of algorithms for detection or classifica-
tion problems including deep learning algorithms. It has feature
extraction code for over 160 features gleaned from the phishing
detection literature published between 2010 and 2018 and over 90
new features from more recent work [15].

PhishBench 2.0 will be released to the public on GitHub later
this year so that other researchers can also use and contribute to it.
Moreover, we will continue to add new features and methods to it
as our research on phishing evolves.

To summarize, our contributions are:

e We present an improved benchmarking framework for ma-
chine learning tasks, specifically classification and detection,
which can dynamically load features, metrics and classifiers,
and provides over 250 features, 12 classifiers, and 17 evalua-
tion metrics.

e We implement and demonstrate the complete pipeline on
datasets of phishing websites and emails from public sources.

1.1 Outline of Poster and Demonstration

Our poster will describe PhishBench 2.0 and compare it with at least
two other automatic ML frameworks, selected from TPOT, H20,
Auto-WEKA and auto-sklearn. We will select these frameworks
based on objective criteria such as [1, 7]. In addition, we will also
demonstrate how PhishBench 2.0 can accelerate research in the
phishing field by showcasing two example experiments using the
framework. Besides showcasing PhishBench 2.0, our demonstration
will also help the audience compare the framework with existing
automated machine learning frameworks.

2 WHAT’S NEW IN PHISHBENCH 2.0

Since its inception, we have completely revamped PhishBench to
significantly enhance its utility. In particular, we:
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Figure 1: A high-level overview of the PhishBench 2.0 archi-
tecture

hd

User

Built-In Features
Features

)

)

Email

Config
Files

restructured the framework as a python package, so re-

searchers can use it as a library for custom experiments.

rewrote the feature extraction, classification, and metrics

modules using python’s reflection capabilities for rapid pro-

totyping.

e implemented an object-based data model for inputted data

o added the XGBoost [2] classifier.

o added L-tree, ranked matrix, and hidden input website fea-
tures [15] (L-tree is a group of 90 fine-grained features).

o added 3 new URL features.

o implemented exporting of features and performance data for

further analysis.

3 PHISHBENCH 2.0 ARCHITECTURE

PhishBench 2.0 has five modules (shown in Figure 1) that represent
the different stages of a general machine learning pipeline. These
modules function as independent units based on the user’s needs
and the input given. The framework also tracks meta-information
about its modules including feature extraction time, classification
time, etc.

The Input module loads raw email and URL datasets and parses
them into a standard data model. For URL datasets, it can also
download and parse the associated website and network meta-data
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such as DNS and WHOIS records. For email datasets, the module
extracts both header information and body contents. It can parse
both raw binary emails and pre-decoded text emails. If the email
only contains a HTML part, it will automatically extract the text
from the HTML.

The Feature Extraction module takes datasets from the Input
module and extracts features. Through the configuration file, users
can toggle features they wish to use. It contains over 250 built-in
features. Eighty-six email features, 31 URL features and 47 net-
work/website features come from an extensive study of phishing
literature from 2010 to early 2018 [4, 5], and over 90 additional
features come from more recent work [15]. In addition, users can
easily implement custom features; using reflection, the module will
automatically recognize and load them.

The Feature Processing module performs pre-processing tasks
such as vectorization, feature ranking/selection, and min-max scal-
ing on extracted features. It supports multiple popular feature se-
lection methods, including Information Gain (IG), Gini Index (Gini),
Chi-Square Metric (Chi-2), and Recursive Feature Elimination (RFE).

The Classification module trains classifiers on feature vectors
and labels. The user can choose which classifiers to run, whether to
weigh samples (if the individual classifier supports it), and whether
to use default hyperparameters or perform hyperparameter tuning.
It comes with 12 popular machine learning-based classifiers built-in,
including classical algorithms such as Support Vector Machines and
Decision Trees, and more modern algorithms such as XGBoost [2]
and deep neural networks. In addition, users can define a custom
classifier by implementing a scikit-learn-like [10] APL

The Evaluation module evaluates the performance of the clas-
sifiers using both prediction-based metrics such as accuracy and
f1-score and probability-based metrics such as the ROC-AUC. It
includes 17 built-in metrics, including metrics suitable for imbal-
anced datasets [8], and users can easily define custom metrics. For
ease of processing, it reports results as a pandas [9, 13] DataFrame.

4 USING PHISHBENCH 2.0

We give a brief overview of how to use PhishBench 2.0. Upon its
upcoming release, PhishBench 2.0 will come with a detailed user
manual.

On a high level, the PhishBench 2.0 workflow consists of three
steps: (1) implementing custom features, classifiers, and metrics, (2)
creating a configuration file, and (3) performing the experiment.

To implement custom features, users simply need to write a func-
tion and decorate it with the register_feature decorator as in
Figure 2. Depending on the feature type, PhishBench 2.0 will pass
the function the appropriate data model. Metrics are implemented
in a similar fashion with the register_metric decorator, and clas-
sifiers are implemented by extending the
BaseClassifier abstract class.

After creating their custom components, users should generate a
starter configuration file by running the make-phishbench-config
command. Using reflection, PhishBench 2.0 will automatically rec-
ognize all classifiers, features, and metrics implemented in the cur-
rent working directory and include toggles for them in the config-
uration file. Users then edit the configuration file to specify their
datasets and the parts of the framework they wish to execute.
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from phishbench.feature_extraction.reflection
from phishbench.input import EmailHeader

import =x

@register_feature(FeatureType.EMAIL_HEADER,
'received_count')
def received_count(header: EmailHeader):
if header.received is None:
return 0
return len(header.received)

Figure 2: A sample feature implementation for PhishBench
2.0.

In our experience, many machine-learning experiments follow a
basic workflow of (1) loading a dataset from the disk, (2) extracting
features, (3) pre-processing features, (4) training classifiers on a
training set, and (5) evaluating the trained classifiers on a held-out
test set. For performing such experiments, PhishBench 2.0 comes
with a script that users can control via the configuration file. In
addition, researchers who wish to perform experiments that deviate
from the basic workflow can use PhishBench 2.0 as a library, wiring
up the individual modules however they wish. During these custom
experiments, users will still be able to control the behavior of the
framework modules using configuration files.

5 DEMONSTRATIONS

We will demonstrate the versatility of PhishBench 2.0 and how it
can accelerate research on phishing detection in two experiments.

5.1 Demonstration 1

First, we will show: (1) how to implement new features for Phish-
Bench 2.0, (2) how to make a PhishBench 2.0 configuration file, and
(3) how PhishBench 2.0 can accelerate experiments by evaluating
the performance of features from Feng and Yue’s visualization of
RNNs [6] on the URL Benchmarking Dataset [12, 14]. We will im-
plement their proposed RNN features and set up configuration files
for experiments with the following feature sets:

e RNN features alone
e All built-in features
e All built-in features + RNN features

We will then run the PhishBench 2.0 basic expt. script with these
configuration files and analyze the results in a Jupyter notebook.

5.2 Demonstration 2

Second, we will showcase how researchers can use PhishBench
2.0 in experiments that deviate from the basic workflow by mea-
suring the performance scaling of various classifiers on the Email
Benchmarking Dataset.

For this demonstration, we will construct an annotated Jupyter
notebook using PhishBench 2.0 as a library. We will use the input,
feature extraction and processing modules to extract feature vec-
tors from the Email Benchmarking dataset [14]. Next, we will use
utilities from scikit-learn to generate 4-fold splits of the features.
Within each split we will use the classification module to train
classifiers on subsets of 1,000 to 15,000 samples from the split’s
training set and the evaluation module to measure the performance
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of the classifiers on the validation set. Finally, we will use pandas
to aggregate and plot the generated performance data.

6 CONCLUSION

We presented PhishBench 2.0, a versatile and extendable bench-
marking framework for phishing detection. Through its use of
reflection, the framework enables researchers to rapidly and thor-
oughly test new features and methods. While we used it for phish-
ing, the full PhishBench 2.0 pipeline can also be used for other
binary classification problems involving emails or URLs. Likewise,
by replacing the input and feature extraction modules, researchers
can repurpose the remainder of the pipeline for other binary classi-
fication tasks, e.g., threat analysis or malware detection.
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