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Abstract

Recent works from both hardware and software domains
offer various optimizations that try to take advantage of near
data computing (NDC) opportunities. While the results from
these works indicate performance improvements of various
magnitudes, the existing literature lacks a detailed quan-
tification of the potential of NDC and analysis of compiler
optimizations on tapping into that potential. This paper first
presents an analysis of the NDC potential when executing
multithreaded applications on manycore platforms. It then
presents two compiler schemes designed to take advantage
of NDC. The first of these schemes try to increase the amount
of computation that can be performed in a hardware compo-
nent, whereas the second compiler strategy strikes a balance
between optimizing NDC and exploiting data reuse, by being
more selective on when to perform NDC (even if the oppor-
tunity presents itself) and how. The collected experimental
results on a 5×5 manycore system reveal that our first and
second compiler schemes improve the overall performance
of our multithreaded applications by, respectively, 22.5% and
25.2%, on average. Furthermore, these two compiler schemes
are only 6.8% and 4.1% worse than an oracle scheme that
makes the best near data computing decisions for each and
every computation.

CCS Concepts: · Computer systems organization →
Multicore architectures.

Keywords: near-data computing, data locality, code trans-
formation, manycore architectures

1 Introduction

With the end of Dennard scaling, the gap between the com-
putational demand exhibited by large-scale datasets and
computational capabilities that can cater to that demand
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is widening. As a result, the conventional computational
paradigm based on the clear separation of storage location
(cache/memory/SSD/disk) and compute location (cores) that
has prevailed for more than six decades now is becoming
increasingly less successful in meeting the needs of emerg-
ing big data computations. Lacking a holistic perspective on
how this widening gap between what is desired and what
can actually be delivered, application, computer architecture,
compiler, and runtime systems/OS communities each are
proposing their own various solutions to the problem.
One of the research directions promoted in recent years

is based on the idea of Near Data Computing (NDC), which
brings computation closer to the data, as opposed to the
more conventional paradigm which brings data to compu-
tation. A typical example of NDC is processing-in-memory
(PIM) where simple operations (e.g., transpose operation or
addition operation) are computed inside memory array [56].
One can roughly divide the existing body of NDC-related
studies into two broad categories. The first category includes
the studies that try to reorder computations in an attempt to
reduce the distance between the memory location that holds
data and the core that requests the data. In such approaches,
the computation is still executed by conventional compute
units (cores) in the architecture, and as such, these ap-
proaches can just be considered as a variant of conventional
data locality optimizations [7, 14, 27, 32, 36, 37, 40, 54, 61ś
63]. In contrast, the works in the second category enhance
an underlying (baseline) architecture with additional (cus-
tom) compute units to execute computations near data. Ex-
ample locations augmented with compute units include
DRAM [3, 5, 24, 25, 56], memory controllers [15, 16, 28, 52],
cache controllers [2, 46, 65], and on-chip network controllers
[19, 47, 60]. Clearly, one of the main questions that the works
in this second category need to tackle is how frequently all
of the data needed by a given computation happen to re-
side at the same time in the same hardware component of
interest (e.g., cache controller or memory controller). For
example, if a computation 𝑐 needs data elements 𝐴 and 𝐵,
these two data elements should meet in the same hardware
component at the same time, so that 𝑐 can be performed in
that component (assuming that the component in question
has been equipped with proper compute units to perform 𝑐).
More frequently than not, one of the required data elements,
say 𝐴, arrives in a hardware component but the other, say
𝐵, has not arrived yet. A critical question is then when 𝐵
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will arrive at the same component, or whether it will ar-
rive at all. A related question is how long we can tolerate
to wait for 𝐵 to arrive, beyond which further waiting does
not make sense. Yet, another critical question is what can be
done to make 𝐴 wait less for 𝐵 ś or better, is it possible to
rearrange computations such that 𝐴 and 𝐵 meet łaround the
same timež in the target component? Unfortunately, in spite
of a flurry of recent works in NDC, these critical questions
have not been properly addressed in the literature. Going
back to our simple example above that involves computation
𝑐 and data elements 𝐴 and 𝐵, one can make the following
observations:

• Making sure that 𝐴 and 𝐵 arrive at the target component
at around the same time is critical, mainly because i) if 𝐵
is late, 𝐴 will occupy resources till 𝐵 arrives and ii) more
𝐴 waits, lower the chances that exploiting NDC will lead
to more efficient execution.

• When there are multiple potential hardware components
where 𝑐 can be performed (i.e., multiple locations 𝐴 and 𝐵
can potentially meet), selecting the most appropriate one
will be important. Note that, at a particular time, 𝐴 can be
in one component, whereas 𝐵 in another one. Depending
on timing and nature of computation, it may be better to
move 𝐴 to 𝐵, or 𝐵 to 𝐴, or to move both 𝐴 and 𝐵 to a third
component, to perform computation.

• In a manycore/multithreaded execution scenario, the best
component to perform a given computation near its data
depends, in general, on the behavior of all threads that
affect the movement of the data involved. In particular,
any NDC decision made solely based on the viewpoint of
one thread may not be globally optimal when all threads
are considered together.

• It is not trivial to decide when to exploit NDC oppor-
tunities versus just going ahead with the conventional
execution paradigm. In particular, there are cases where
performing NDC conflicts with what a potential data lo-
cality optimization prefers. In such cases, performing the
right tradeoff, depending on the context (mostly dictated
by the degree of data reuse), can be critical.

Based on the observations above, focusing on manycore
architectures andmultithreaded CPU applications, this paper
makes the following two contributions:

• It presents results from a detailed analysis of the NDC
potential when executing multithreaded applications on
manycore platforms. In particular, i) for a given (hardware
component, computation) pair, it presents data measur-
ing how long each involved data item is waited for, if the
computation is to be performed in that component; ii)
conversely, it also provides data measuring the amount
of computation that can be performed in a component
if the maximum waiting time is set to a specific value;
and iii) the ideal hardware component to perform a given
computation and the related performance improvements.

Our detailed experimental analysis reveals that an ora-

cle scheme, which i) makes the right łtradeoffž between
NDC and data locality optimization and ii) selects the
łidealž hardware component to perform NDC, brings an
average performance improvement of 29.3% across 20 mul-
tithreaded application programs tested.

• It presents two compiler-based NDC schemes designed to
take advantage of NDC. The first scheme tries to increase
the amount of computation that can be performed in a
hardware component by bringing the operands needed
for the computation close to one another in time. The
collected experimental data reveals that the proposed ap-
proach brings about 22.5% performance improvement over
the original application programs. Our second compiler
strategy on the other hand strikes a balance between opti-
mizing NDC and exploiting data reuse (cache locality), by
being more selective on when to perform NDC (even if the
opportunity presents itself) and how. Our experimental
evaluation of this second strategy indicates around 25.2%
average improvement over the original applications.

2 Assumptions on Architecture

In this work, we focus on a manycore architecture (shown in
Figure 1) in which multiple nodes are connected to one an-
other using a scalable on-chip network (also called network-
on-chip (NoC)). Each node in this architecture can have one
or more cores, a private L1 cache per core, and an L2 bank
shared with other nodes. We assume static x-y routing as it
is the most frequently used routing in NoC-based manycores.
As for the management of data, we assume a static NUCA
(non-uniform cache access) architecture for our discussion,
where each cache block is assigned to one of the L2 banks
and one of the memory banks in the system (based on its
address). Therefore, a data access issued by a core in this
architecture first checks the local L1 cache of the core, then
(if it misses in the L1 cache) the L2 bank (determined by the
address of the data), and then (if it misses in the L2 bank)
the off-chip memory bank (again, determined by the address
of the requested data). Note that this architectural template
is similar to several commercial manycores [1, 21, 53].
To enable the NDC capability in this architecture, we

leverage a similar design from prior work [48]. We consider
near data computing in four hardware locations, namely,
link buffers/routers, cache controllers, memory controllers, and
main memory itself, as highlighted in Figure 1 using a , b , c ,
and d , respectively. Specifically, the load/store (LD/ST) unit
is augmented with an offload table that tracks the offload
operations, which are also called łpre-computež instructions
defined shortly. Each NDC ALU in the NDC architecture is
also equipped with a service table. The service table is used
to track the received NDC packages. The operations queued
in the service table are processed in order. If the service
table is full, the time-out mechanism will be triggered and
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Figure 1. Target manycore architecture (one core per node).
To enable the NDC capability, the LD/ST unit is enhanced
with an offload table to track the offload instructions (i.e.,
pre-compute instructions). The NDC components (e.g., link
buffer and L2 bank) are enhanced with ALU and time-out
registers. The architecture also includes a control register in
the CPU to control which NDC components are disabled.

the operation is eventually performed in the original loca-
tion. Specifically, the time-out mechanism sends signal to the
original core and updates an offload table there in the LD/ST
unit, indicating that the computation will be performed in
the original core.
Throughout our discussion, we use "+" for "op" but our

proposed approach handles any arithmetic or logic opera-
tion (op) implemented in a given location of interest (i.e.,
any of the four locations mentioned above). In the case of
near data computing in memory (in-memory computing),
we assume that𝐴 op 𝐵 is performed in memory if both𝐴 and
𝐵 are currently residing in the same memory bank. In the
case of cache controller, we assume a compute unit attached
to each cache controller and can perform an operation in
there within "arrival window" (to be defined shortly) if both
the operands are available in the cache. Each (L2) cache con-
troller in the system is assumed to be equipped with the
same compute unit. In the case of link routers/buffers, on
the other hand, we assume that a compute unit is attached
to each router that can perform a computation there if both
the operands are available in the corresponding link buffer.
Similarly, we also assume that each memory controller in
the system is equipped with a compute unit that can perform
computations that need operands currently queued in the
memory queue. Note that, while we assume that each mem-
ory bank is augmented with a compute unit that can perform
select computations there, a computation will be performed
in the memory bank only if the most updated values of both
of the required operands are currently in that bank. Note also
that if the offloaded instructions have register operands, they

are also transferred to the location where the computation
will be performed.

The NDC capabilities offered by this architecture can be
exploited in multiple ways. First, in the most general case,
before offloading, the LD/ST unit first probes if any of the
operands is in the local cache. If so, the operation is per-
formed within the core to take advantage of the locality
in the local cache. Otherwise, an łNDC compute packagež
is formed and injected into the network port buffer. In the
routers’ network interface, the NDC compute package is
checked whether the operands are available in the link buffer.
If so, computation is performed by leveraging the ALUs at-
tached to the link buffer. Otherwise, if the node contains
the L2 home bank of both operands and the operands are
available in the L2 bank, computation is performed at the
L2 bank. Similarly, the NDC compute package is checked
in the memory controller and the main memory, and is per-
formed in the corresponding component when the operands
are available there.

Alternatively, using a specialized łcontrol registerž, shown
as e in Figure 1, the specific components can be skipped as
potential NDC locations. For example, we can indicate that
NDC needs to be performed only in network router/link
buffer, or only in link buffer or cache controller, etc. In such
cases, the NDC compute package is directly sent to the target
NDC location. In both the usage scenarios explained above,
when an NDC compute package arrives at a target NDC
location, the execution waits for the operands. Optionally,
łtime-outž registers (also shown in Figure 1) can be used to
limit the amount of time to wait in each NDC component,
before resorting to the default (non-NDC) computation. Fig-
ure 1 shows the time-out registers in link buffer/router and
the L2 bank. Similarly, there are time-out registers in the
memory controller and the main memory to bound the wait-
ing time of operands. That is, once the first operand arrives
at the destination, we can limit the time period it stays there
before aborting NDC and performing the computation in a
conventional fashion (i.e., in the original target core). Also,
when the computation is performed near data, the CPU is
signaled using a łCPU-feedž signal.

We want to emphasize that, such NDC-enabling architec-
ture designs have been explored by prior work, and are not
the main focus of this paper. We refer the reader to recent
works [5, 9, 22, 28, 48] for further details. Instead, our main
focus in this work is on the evaluation of the potential of
NDC and exploring compiler optimizations that enhance
NDC opportunities. Note that, in our approach, the com-
piler explicitly marks the instructions to be performed near
data using one of the unused fields in the instruction for-
mat. In particular, we introduce a new instruction called
łpre-computež for the offloaded operations, which will be
discussed later. The contents of this pre-compute instruction
are mapped to an NDC compute package.
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3 Applications and Setup

In this study, we evaluated application programs from two
different benchmark suites, SPECOMP [10] and SPLASH-2
[8], to conduct our experimental evaluations. The input sizes
of these benchmarks are increased from their original values
to put more pressure on on-chip hardware resources (e.g.,
caches, network, and memory controllers). In our evalua-
tions, the dataset sizes for the SPECOMP benchmarks vary
between 754 MB and 4.2 GB, and those for the SPLASH-2
benchmarks range from 821 MB to 5.1 GB.

Since current commercial systems do not include compute
units to implement the near data computing strategies evalu-
ated in this work, we conduct a simulation-based study. Also,
since we are interested in measuring the potential and limits
of near data computing, we make an assumption where the
cycle cost of performing the computation in our compute
units (added to the baseline architecture) is the same as per-
forming it on the original core (note however that NDC still
cuts overall data access latencies significantly as it performs
computations in locations close to data). Of course, if the
result an operation that has been performed near data is
required by a subsequent operation in a different place, the
cost of transferring it there is included/modeled in the simu-
lator. Also, all our presented results include the additional
overheads brought by near data computing.

We enhanced a multicore/manycore simulator, GEM5 [12],
to collect our results. GEM5 is a modular toolset for com-
puter system architecture research, including system-level
architecture as well as processor microarchitecture. Using
GEM5, we modeled a manycore architecture whose main
characteristics are given in Table 1. Note that our simulator
models all the components of the NDC-enabling architecture
discussed in Section 2. The proposed compiler support has
been implemented using LLVM-9.0.1 [13].

4 Quantification of NDC

This section first introduces the metrics used in our evalua-
tions of NDC and then presents the detailed characterization
results collected from the executions of our original applica-
tion programs.

4.1 Evaluation Metrics

We start below by first introducing the three evaluation met-
rics considered in this work, focusing on a single operation
and two operands (𝐴 + 𝐵) and a location of interest (referred
to as loc) where the said operation is to be performed.1

• Arrival Window: This metric represents the period of
time the first arriving operand waits for the second one. That
is, it captures the difference in cycles between the arrivals

1As will be discussed later, in this work, we consider four potential locations
to performNDC, namely, link buffers, cache controllers, memory controllers,
and memory banks. These locations are selected mainly because they are
natural station over the path of a data access.

Table 1. The simulated configuration.
Parameter Default Value

Processor: two-issue OoO, SPARC processor
Cores Data/Instr. L1 Config.: 32 KB (per node), 64 byte lines,
and 2 ways, 2 cycle access latency

Caches L2 Config.: 512 KB (per node), 256 byte lines,
64 ways, cache line interleaved,
20 cycle access latency

On-Chip Size: 5 × 5 2D Mesh
Network (NoC) Delays/Routing: 16B links, 3-cycle pipeline, XY-routing

Number of Memory Controllers: 4 [same as page size]
Interleaving Granularity: 4KB
Scheduling Policy: FR-FCFS

Memory Capacity: 32GB
System Device Parameters: Micron MT47H64M8 DDR2-800

4 banks/device, 16384 rows/bank,
512 columns/row
Row Buffer Size: 4KB [same as page size]
4 active row buffers per DIMM

Computation/ Thread count per core: 1
Mapping Types of offloading: All arithmetic and logic operations

of operands 𝐴 and 𝐵 at loc. Clearly, in the ideal case, we
want the value of this metric to be 0, indicating that both the
operands arrive at loc at łexactly" the same time. However,
in many cases, 𝐴 can tolerate some waiting time for 𝐵 (and
the resulting NDC can still be more efficient than performing
the computation in the conventional way).

• Breakeven Point: The breakeven point refers to the time
(arrival window size), which leads to a better result compared
to the conventional execution. That is, if the breakeven point
is 25 cycles, it means that, if the arrival window (the time the
first operand waits for the second operand to arrive at the lo-
cation of interest) is less than or equal to 25 cycles, near data
computing will generate a "better result" than the conven-
tional computing in the core. If however the arrival window
is more than 25 cycles, it means the NDCwill generate worse
results than the conventional computing.

• Performance Benefit: This metric captures the relative
improvement brought by an NDC optimization scheme (mea-
sured in execution cycles saved). Note that, the optimal deci-
sion either performs near data computation if the breakeven
point is within the arrival window, or resorts to the con-
ventional computation if the breakeven point is outside the
arrival window.

Below, we present an experimental analysis of these met-
rics, and identify the potential of near data computing, when
the original benchmark programs are executed without any
near data computing-specific code optimization.

4.2 Arrival Window Analysis

Each graph in Figure 2 gives an analysis of arrival windows
(in the form of cumulative distribution function (CDF) that
is truncated to 50%) for different locations of interest (loc)
and different application programs. Note that in these plots
500+ represents arrival window lengths that are larger than
500 cycles, and also includes the cases where the second
operand never arrives at the location of interest (e.g., when
the location of interest is the link buffer but the paths of the
two operands do not intersect on the network).
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It can be observed from the CDF plots in Figure 2 that,
the arrival window lengths vary significantly depending on
the benchmark and the specific location under consideration.
For example, in swim, approximately 14.3% of the arrival win-
dows at cache controller are less than or equal to 20 cycles,
whereas, for the same benchmark, only 7.71% of the arrival
times are less than 20 cycles when considering memory con-
troller. Further, given a location (loc), the arrival windows
of two benchmark programs can exhibit quite different be-
haviors. For instance, consider applu and raytrace and cache
controller. In applu, around 26.7% of all arrival windows are
less than or equal to 20 cycles, whereas in raytrace the cor-
responding fraction is 8.6%. Since arrival window puts an
upper limit for the waiting time (our second metric defined
above), we can conclude from the results in Figure 2 that
different applications are expected to get different amounts
of benefits from near data computing.

4.3 Breakeven Point Analysis

The first arriving operand has the option of leaving the loca-
tion (loc) any time within the arrival window. A question
at this point is how breakeven points compare against the
arrival windows. Figure 3 plots the distribution of arrival
windows and breakeven points when averaged over all 20
benchmark programs. It can be observed from these results
that breakeven points are in general much lower than the
arrival windows, meaning that, if the early operand waits for

the late operand, it would be waiting beyond the breakeven

point, and as a result, the performance would degrade. Al-
though the graph in Figure 3 shows the results averaged over
all benchmarks, we found that, in each of our benchmarks,
the breakeven points were lower than the arrival windows.

4.4 Benefit Analysis

Figure 4 plots the performance benefits over the original
case when the first operand that arrives at the location of
interest uses different waiting strategies (times). The first bar
corresponds to the performance benefits (a negative benefit
value indicates an increase in execution time over the original
version), when the first arriving operand waits until the
second operand arrives. It can be seen that, this strategy
does not perform well at all, leading, on average, to 16.7%
increase in the original execution times. That is, waiting until
both the operands meet in a location to perform computation
is not a promising NDC strategy.
The second bar, for each benchmark, gives the benefits

when an oracle strategy guarantees that the first thread waits
only till the breakeven point. That is, if the first operand needs
to wait beyond the breakeven point, this oracle strategy
chooses not to perform the corresponding computation near
data, i.e., it resorts to the conventional computing. Further,
this oracle scheme also exercises NDC łmore selectivelyž.
More specifically, if there is a reuse of one of the operands fol-
lowing the target computation, the oracle scheme favors data
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Figure 2. Distribution of arrival windows, (a) Link buffer, (b)
L2 controller, (c) Memory controller, and (d) Main memory.
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Figure 3. Comparison of breakeven points versus arrival
windows.

locality and skips NDC.2 That is, it strikes a balance between
NDC and data locality optimization. Therefore, the second
bar for each benchmark, represents, in a sense, the maximum

2In this evaluation, we assumed a single reuse is sufficient to favor data
locality over NDC; but a similar, analysis can be made by requiring more
than one reuse as well. Also, the reuse does not need to occur within a given
number of cycles.

94



PPoPP ’21, February 27-March 3, 2021, Virtual Event, Republic of Korea Kandemir, et al.

potential benefits. Clearly, since the oracle scheme uses fu-
ture information, it is not practical. However, it provides an
łupper-boundž for NDC potential (within the limits of our
assumptions) and we use it in this paper as a bar against
which our practical compiler-based strategies (discussed in
Section 5) are compared. Note that, all benchmark programs
benefit from the oracle scheme, leading to an average execu-
tion time improvement of 29.3% (geometric mean).
Figure 6 plots how the NDC opportunities exploited by

the oracle scheme are distributed across our four target com-
ponents. It can be observed from these results that the oracle
scheme is able to exploit the NDC opportunities across all
four components, leading to an average distribution of 25.9%,
36%, 21.7% and 16.4% for cache, network, memory controller
and memory, respectively. Wait(x%) in Figure 4, on the other
hand, gives the benefits when the first thread waits (for the
second one) in the location of interest at most x% of the entire
arrival window. That is, if the second operand arrives be-
fore x% of the arrival window, the computation is performed
at the location; if not, the first operand leaves the location
(and the computation is eventually performed in a core). The
graph gives the results for x=5, 10, 25 and 50. While these
results are better than those collected when waiting for the
second operand to arrive, they are still below the original
performance numbers. More specifically, wait(5%), wait(10%),
wait(25%), and wait(50%) bring average slowdowns, by 15.1%,
14.7%, 13.9% and 13.4%, respectively.

At this point, one may consider employing a predictor, us-
ing which one can predict how much to wait for the second
operand. A simple strategy would be assuming that, for a
given program counter (PC) value, the next arrival window
(i.e., the arrival window in the next invocation of the same
instruction) is going to be the same as the current arrival
window. Note that, if this prediction turns out to be accurate,
then we can decide the optimal strategy for the first operand
(i.e., the amount of time it needs to wait or not wait at all).
The bar tagged as łLast Wait" shows the results (execution
time improvements) when using such an arrival time predic-
tor. The results shown in Figure 4 reveal that this predictor
does not perform very well, bringing an average slowdown
of 4.3%. To explain why this is the case, we give in Figure 5
two representative curves, one belonging to a PC value dur-
ing the execution of ocean and the other belonging to a PC
value during the execution of radiosity. Each curve plots 30
consecutive arrival windows. We see that the arrival times
are not easily predictable (although not presented here, even
a Markov Chain-based predictor generated similar results),
which explains why the predictor-based approach brings
improvement over the original execution only in two cases
(mgrid and volrend). Overall, the results plotted in Figure 4
clearly show that neither implementing a fixed waiting time
nor employing a prediction-based waiting strategy generates
better results than the original case, and they are clearly far
from the optimal savings achieved by the oracle scheme.
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5 Enhancing NDC Opportunities

The results presented in the previous section clearly show
that (i) the original execution style of the applications does
not lend itself well to exploiting near data computing oppor-
tunities, and (ii) yet an oracle scheme can potentially bring
significant benefits. (i) can be easily seen by comparing the
first and second bars in Figure 4. Furthermore, strategies such
as waiting for a specific duration (for the second operand
to arrive at the location of interest) or using a predictor to
predict the arrival window length do not bring much bene-
fits either. Motivated by these observations, in this section,
we present two novel compiler-directed approaches to near
data computing. The primary goal of the first approach is
to reduce the arrival window lengths, ideally making them
small enough so that they become closer to breakeven points,
whereas the second approach tries to balance between NDC
and data locality optimization.

5.1 High-Level View of the Compiler

Figure 7 shows where our two compiler algorithms fit in the
overall compilation process. After conventional parallelism
(if needed) and locality optimizations, one of our algorithms
(either Algorithm 1 or Algorithm 2) is invoked. The input to
the algorithms are application code (coming from the paral-
lelization and locality optimization steps) and an architecture
description, which captures the hardware parameters such
as the number of nodes, cores per core, target NDC locations,
types of computations that can be performed in NDC loca-
tions. Both our algorithms also use a cache miss estimator.
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Figure 7. Illustration of where our compiler algorithms fit
in the overall compilation process.

Following our algorithms, the low-level code optimizations
are performed and the output code is generated.

5.2 Compiler-Directed NDC Optimizations

Recall from Section 2 that, in this work, we consider near data
computing in four different hardware locations: link buffers,
cache controllers, memory controllers, and memory banks.
Accordingly, in this section, we evaluate a code restructuring
strategy that helps one increase the NDC opportunities in
one or more of these four locations. As stated earlier, the
main goal of this restructuring is to reduce arrival window
lengths. One necessary component is the identification of
cache hits and misses in both the L1 and L2 layers.
For this cache miss estimation, we employ a variant of

the approach described in [23], called Cache Miss Equations
(CME). CME is built upon traditional compiler reuse anal-
ysis to generate linear Diophantine equations that summa-
rize a given computation’s memory behavior. Each solution
of these Diophantine equations corresponds to a potential
cache miss. The mathematical precision of CMEs allows one
to reason about the impact of compiler optimizations on
cache performance. The version of the CME implemented in
our compiler closely follows the original work [23], and accu-
rately models cold, capacity and conflict misses. In addition, it
adds a few enhancements over [23]. In particular, our imple-
mentation can handle imperfectly nested loops, non-affine
loop bounds and subscript expressions, and non-constant
array sizes/loop bounds. It also works with record/union
based data structures. In addition to these enhancements, we
also engineered CME to reduce the time needed to solve the
Diophantine equations resulting from data reuse analysis.
However, at the time of this writing, our CME implementa-
tion does not model coherence misses.
Table 2 gives the cache hit/miss estimation accuracies in

both L1 and L2 layers. It can be observed from these results
that, on average, the accuracy of miss predictor is about
81.1% for L1 and 72.9% for L2. In the majority of the cases
where our estimator mispredicts, the reason is coherence

…
…
S1:   … x …
…
…
…
S2:   … y …
…
…
…
S3:   … x+y …
…
…

…
…
S1:   … x …
S2’:  … y …
S3’:  … x+y …
…
S2:   … y …
…
…
…
S3:   … x+y …
…
…

…
…
S1:   … x …
…
…
S1’:  … x …
S2:   … y …
S3’:  … x+y … 
…
…
S3:   … x+y …
…
…

…
…
S1:   … x …
S1’:  … x …
S2’:  … y …
S3’:  … x+y …
S2:   … y …
…
…
…
S3:   … x+y …
…
…

(a) (b) (c) (d)

Figure 8. (a) An example code fragment. (b-d) Different
access and computation movement strategies.

Table 2. L1 and L2 miss estimation accuracies.

md bwaves nab bt fma3d swim imagick
L1 80.5 82.5 78.4 76.7 86.1 85 82.3
L2 77.7 79.2 74.4 66.7 81 80.6 80.1

mgrid applu smith.wa kdtree barnes cholesky fft
L1 88.6 90.6 86.7 78 84.3 66.8 91.1
L2 83.4 85.6 74.4 71.2 70.5 55.3 72.3

lu ocean radiosity raytrace volrend water average
L1 89 68 77.2 83.3 80.6 66.6 81.115
L2 70.7 55.4 74.1 80.1 70.6 55.5 72.94

misses, which are not modeled in our estimator. Overall, we
believe that the estimation accuracies shown in Table 2 are
reasonable and acceptable, considering the fact that they are
achieved through static compile-time analysis alone.
Let us now discuss the details of our compiler-directed

code restructuring strategy (our first compiler algorithm).
Consider the code fragment shown in Figure 8(a). In this frag-
ment, first, variable 𝑥 is accessed in statement S1 and then
variable 𝑦 is accessed in statement S2. After these accesses,
in statement S3, the program performs 𝑥 + 𝑦. Now, from an
NDC viewpoint, we want to perform this computation in,
say, L2 controller (assuming that both 𝑥 and 𝑦 are destined
for the same L2 bank). Note that if, for a given period of time,
both 𝑥 and 𝑦 happen to be in the L2 bank, we can perform
𝑥 + 𝑦 there, before the execution even reaches S3. However,
this may not always be the case. For example, it is possible
that the distance between S1 and S2 is too long and, as a
result, 𝑥 is replaced from the L2 cache before 𝑦 reaches there.

In general, our compiler optimization tries to reduce what
can be termed as use-use distance ś in our example the
distance between 𝑥 and 𝑦 with respect to a target location
(L2 bank in the example above). This, in general, is a difficult
optimization to implement because of the reasons explained
below. However, first, we want to emphasize that, just bring-
ing accesses to 𝑥 and 𝑦 close to one another in the "program
code" would not work, as they can be in locations with dif-
ferent (physical) distances from the target location where
the computation is to be performed (e.g., L2 bank).

5.2.1 Challenges and Solutions. First, as stated earlier,
the main goal is to ensure that, 𝑥 and 𝑦 are in the same
location of interest around the same time so that we can
perform 𝑥 + 𝑦. For example, if 𝑥 and 𝑦 are in the same L2
bank, we can compute 𝑥 +𝑦 there. For this to happen, i) both
𝑥 and 𝑦 should miss in the L1 cache (so that they access
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L2) and ii) there should be a period of time during which
both 𝑥 and 𝑦 should be L2 resident. Note that, i) can be
checked using CME (explained earlier), but for ii), we need
to make sure that the difference between the time 𝑥 reaches
the L2 bank and the time 𝑦 reaches the same L2 bank is
as small as possible. The solution we propose for this is
to employ a novel instruction (an addition to ISA) called
łpre-compute".3 This pre-compute instruction is similar to
conventional compute instructions in the ISA, except that
it performs the specified computation in one of our four
(łnon-conventional") target locations. Our compiler inserts
a pre-compute instruction for each computation it wants to
offload to one of the four target locations.

Now, let us assume, for the sake of concreteness, that we
want to perform 𝑥 + 𝑦 in the L2 cache. Our compiler first
checks whether 𝑥 in S1 and 𝑦 in S2 result in L1 misses. If this
is the case, it then moves either 𝑥 or 𝑦 or both such that the
time difference between their arrival time at the L2 bank is
as small as possible. Following that, it moves computation
𝑥 + 𝑦 to the point right after accesses to 𝑥 and 𝑦.

Figures 8(b) through (d) show three potential data access (𝑥
and/or𝑦) and computation (𝑥+𝑦) movements for the example
code fragment in Figure 8(a). For a given 𝑥 + 𝑦, our current
implementation explores these three access movements in
order. More specifically, first, it estimates the time at which
𝑥 will be in the cache and then moves 𝑦 with the goal of
ensuring that it arrives the cache at around the same time
as 𝑥 . Finally, 𝑥 + 𝑦 is moved. It needs to be noted that, such
access movement is subject to the inherent data and control

dependencies in the program code, i.e., the compiler moves
the access to 𝑦, only if doing so does not violate any data or
control dependencies in the program. If this movement of 𝑦
is not possible (e.g., due to data dependencies), the compiler
then tries to bring 𝑥 close to 𝑦. If this also fails, the compiler
then tries to bring both 𝑥 and 𝑦 close to one another. If this
final attempt fails too, the next target component in the list
(e.g., on-chip network) is tried (for more details, please see
the discussion of the second challenge below). Note that,
no matter what data access movement option is exercised
(whether 𝑥 or 𝑦 or both are moved), the computation itself
(𝑥 + 𝑦) is always moved to the point (place in the program
code) right after the second variable is accessed.

…
…
S1:   … x …
S2’:  … y …
S3’:  … x+y …
…
S2:   … y …
…
…
…
S3:   … x+y …
…
…

(a) (b) (c) (d)

…
S2’:  … y …
S1:   … x …
S3’:  … x+y …
…
…
S2:   … y …
…
…
…
S3:   … x+y …
…
…

…
…
S1:   … x …
…
…
…
S2:   … y …
…
S2’:  … y …
S3’:  … x+y …
S3:   … x+y …
…
…

S2’:  … y …
…
…
…
…
S1:  … x …  
S3’:  … x+y …
S2:   … y …
…
…
…
S3:   … x+y …
…

Figure 9. Different possible new locations for a variable (𝑦).
3Note that many ISAs provide means to define new instructions.

To explain what estimations and tasks need to be per-
formed by the compiler to enable such data access and com-
putation movements, let us now focus on the scenario de-
picted in Figure 8(b). In this scenario, access to 𝑥 is kept in
its original place and 𝑦 will be moved (by Δ). To determine
Δ, our compiler i) considers the physical locations of 𝑥 and 𝑦
and determine (if we want to perform 𝑥 + 𝑦 in the L2 bank)
when 𝑥 is expected to be in the L2 bank. It then moves 𝑦 to a
place in the code such that 𝑦 will be co-residing in the cache
with 𝑥 . To do this, the compiler first estimates how many
cycles the access to 𝑦 needs to be moved and then translates
this cycle count to program instructions. It is to be noted
that, depending on the distances of 𝑥 and 𝑦 to the target L2
bank, the new location of𝑦 can be, with respect to its original
position, (a) closer to 𝑥 but still after 𝑥 , or (b) closer to 𝑥 but
now before 𝑥 , or (c) farther from 𝑥 but above 𝑥 , or (d) farther
from 𝑥 but still below 𝑥 . These four possibilities (the new
positions the access to variable 𝑦 can take) are illustrated
in Figure 9. (b) can occur, for example, when 𝑦 is close to
the target L2 bank, whereas (c) may be necessary when 𝑦 is
really far away from the target L2 bank and, as a result, its
access needs to start earlier than the access to 𝑥 . The second
challenge is that we have 4 potential target locations (loc) to
perform 𝑥 + 𝑦 (not just L2 banks). For a given computation,
our current implementation checks these possibilities one
by one, in the order of network routers, L2 banks, network
routers (the second attempt, since NoC is accessed in both L1
misses and L2 misses), memory queues, and memory banks.
That is, first the on-chip network router is considered to
perform the computation. If this fails, the approach tries to
perform 𝑥 + 𝑦 in the L2 bank. If this attempt also fails, the
on-chip network router is tried again (this time the routers
on the path of L2 miss). If that also fails, the memory queue
is tried, and finally, if this attempt also fails, memory bank is
tried. This trial order makes sense as it tries to perform 𝑥 +𝑦
at the earliest component first, and the order of components
tried exactly matches the path followed by a data access.

So far, our explanation focused on scalar (non-array/non-
record) variables and their computations (e.g., 𝑥 and 𝑥 + 𝑦).
We now explain how our approach extends to loops and
arrays. The main difference between the scalar and array
computations arises from the definition of "distance". As
stated earlier, in scalar computations, we can define distance
as the distance between two program statements (or equally,
between the last use and a program statement). In array
computations, on the other hand, we need to measure it in
terms of "loop iterations", as, for a given program statement,
each loop iteration can be thought of as a separate statement
(a different dynamic instance). As an example, let us consider
the code fragment in Figure 10.
In this code fragment, a reuse of array elements in array

𝑋 occurs along with the iterator (𝑖 , 𝑗 ). For instance, array
element 𝑋 [5, 4] is first accessed in iteration (5, 4), and then
accessed in iteration (6, 3). The distance between these two
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iterations is (1,−1). Let us assume the loop bound for 𝑖 is
𝑛 and the loop bound for 𝑗 is𝑚. The distance between the
reuse of 𝑋 [5, 4] is𝑚 − 1 statements.

for i 2 … n

for j 1 … m

X[i,j] = … X[i-1, j+1]

Figure 10. An ex-
ample loop nest.

In the most general case, the
problem of finding a loop transfor-
mation to achieve our goal can be
expressed, in mathematical terms,
as follows. We represent loop nests,
loop bounds and array accesses us-
ing matrices and vectors. Specifi-
cally, for a loop nest with 𝑖𝑘 being
the index of the 𝑘th loop from top (where 1 ≤ 𝑘 ≤ 𝑛), ®𝐼
= (𝑖1𝑖2 · · · 𝑖𝑛)

𝑇 represents the iteration vector, and a given
access to𝑚-dimensional array 𝑋 is represented by 𝑋 (𝑓 (®𝐼 ))

where 𝑓 is 𝐹 ®𝐼 + ®𝑓 , where 𝐹 is an m×n matrix and ®𝑓 is an
𝑚-entry vector. For example, if ®𝐼 = (𝑖1 𝑖2)

𝑇 and 𝑓 (®𝐼 ) =

(𝑖1 + 1 𝑖2− 1)𝑇 , then 𝐹 is the identity matrix and 𝑓 = (1 − 1)𝑇 .
Further, in loop transformation theory [64], on applying a
loop transformation 𝑇 , a given original loop iteration vector
®𝐼 is mapped (transformed) to a new loop iteration 𝑇 ®𝐼 .
Now, let ®𝐼𝑥 be the iteration at which 𝑋 (𝑓 (®𝐼𝑥 )) is accessed

and ®𝐼𝑦 be the iteration at which 𝑌 (𝑔(®𝐼𝑦)) is accessed, where
®𝐼𝑏 ≤ ®𝐼𝑥 , ®𝐼𝑦 ≤ ®𝐼𝑒 , and ®𝐼𝑏 and ®𝐼𝑒 being the lower and upper

bounds, respectively, for the loop nest. Similarly, let ®𝐼𝑐 be the

iteration at which 𝑋 (ℎ(®𝑘𝑥 )) + 𝑌 (𝑙 (®𝑘𝑦)), for some ®𝑘𝑥 and ®𝑘𝑦 ,
is originally to be performed. If the compiler determines that

access to 𝑌 (𝑔(®𝑘𝑦)) needs to be moved to iteration, say, ®𝑘 ′
𝑦 ,

it tries to find a loop transformation matrix 𝑇 such that, we

have 𝑇 ®𝐼𝑦 =
®𝑘 ′
𝑦 , that is, the original loop iteration ®𝐼𝑦 should

be mapped, by𝑇 , to ®𝑘 ′
𝑦 . Assuming that 𝐷 is the dependence

matrix for the loop nest in question, for this transformation
to be valid (semantics-preserving), each column of𝑇𝐷 should
be lexicographically positive.4 Similarly,𝑇 also needs to map
®𝐼𝑐 (the original iteration where the computation is scheduled
to be performed) to ®𝐼 ′𝑐 = 𝑇 ®𝐼𝑐 where ®𝐼 ′𝑐 is the iteration that

immediately follows ®𝑘 ′
𝑦 , in the "new" iteration space. Thus,

for a given access and a computation, the compiler needs to

find a loop transformation matrix 𝑇 that satisfies both ®𝑘 ′
𝑦 =

𝑇 ®𝐼𝑦 and ®𝐼 ′𝑐 = 𝑇 ®𝐼𝑐 . Our compiler constructs such constraints
for each data access-computation pair for which it wants to
perform NDC, and then tries to solve them, as explained in
Section 5.2.2.

The third challenge is that, different from the cache bank,
memory queue and memory bank cases, in the case of on-
chip network, our compiler also considers "alternate data
access paths" (routes), in an attempt to increase chances
for NDC. It is known from prior research [39] that, in a
2D space there exist multiple paths with the same short-
est distance from node (𝑝1, 𝑞1) to node (𝑝2, 𝑞2). Using the

4This directly follows from the legality constraint of any loop transformation
[64].

(a) (b)

Figure 11. Two different routings with the same distance
on a 6 × 6 NoC-based manycore.

same terminology from [39], each such (minimum distance)
path from (𝑝1, 𝑞1) to (𝑝2, 𝑞2) is represented using a signature
𝑆{(𝑝1, 𝑞1), (𝑝2, 𝑞2)}. Note that, for an on-chip network with a
total 𝐿 communication links, a signature can be represented
using an 𝐿 −𝑏𝑖𝑡 sequence in which the 𝑘𝑡ℎ bit is 1 if the com-
munication uses the 𝑘𝑡ℎ link; otherwise, it is set to 0. Note
that, given (𝑝1, 𝑞1) and (𝑝2, 𝑞2), the compiler can choose an
signature 𝑆{(𝑝1, 𝑞1), (𝑝2, 𝑞2)}, depending on its goal.

Now, given two data accesses, 𝑥 and 𝑦, issued respectively
from cores (𝑝𝑥 , 𝑞𝑥 ) and (𝑝𝑦, 𝑞𝑦), and accessing, respectively,
L2 caches located at (𝑝𝑟 , 𝑞𝑟 ) and (𝑝𝑠 , 𝑞𝑠 ), our goal is to se-
lect signatures 𝑆{(𝑝𝑥 , 𝑞𝑥 ), (𝑝𝑟 , 𝑞𝑟 )} and 𝑆{(𝑝𝑦, 𝑞𝑦), (𝑝𝑠 , 𝑞𝑠 )}
such that the number of common links between them
is maximized, or equivalently, the total number of 1s
in 𝑆{(𝑝𝑥 , 𝑞𝑥 ), (𝑝𝑟 , 𝑞𝑟 )} ∩ 𝑆{(𝑝𝑦, 𝑞𝑦), (𝑝𝑠 , 𝑞𝑠 )} is maximized,
where ∩ represents bitwise-and operation. Figure 11 illus-
trates an example scenario where in (a) the two data accesses
do not have any common link but in (b) they have two com-
mon links. Clearly, the maximizing the number of common
links between 𝑆{(𝑝𝑥 , 𝑞𝑥 ), (𝑝𝑟 , 𝑞𝑟 )} and 𝑆{(𝑝𝑦, 𝑞𝑦), (𝑝𝑠 , 𝑞𝑠 )}
is beneficial from an NDC perspective, as each common
link represents an "opportunity" to perform computation
𝑥 + 𝑦 in one of the associated link routers. Therefore, in
the case of on-chip network, our current implementation
selects signatures carefully in an attempt to maximize 1s in
𝑆{(𝑝𝑥 , 𝑞𝑥 ), (𝑝𝑟 , 𝑞𝑟 )} ∩ 𝑆{(𝑝𝑦, 𝑞𝑦), (𝑝𝑠 , 𝑞𝑠 )}.

Fourth, in some cases, it is simply impossible for 𝑥 and𝑦 to
meet in any target location. For example, 𝑥 and𝑦 are mapped
to different cache banks and different memory banks, or
their paths on the on-chip network could not be intersected
(unless we are willing to increase the number of links to be
traversed by the data accesses). While in such cases changing
the mapping between data space and cache/memory banks
can help (to create more NDC opportunities), we postpone
such data layout optimizations to a future study.

5.2.2 Compiler Algorithm. Algorithm 1 provides our
compiler approach to achieve the NDC optimization. For clar-
ity of presentation, we present the code for the array access
case, and the scalar version is similar.5. Our approach first
generates the use-use chains and, data dependency graph by
analyzing the targeted loop nest 𝐿. As we mentioned earlier,
our approach tries different locations one-by-one to exploit

5Due to space concern, we do not show the code generation algorithm.
Further details can be found in [34]
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NDC opportunities there (lines 45 - 49). For a particular lo-
cation, e.g., using L2 bank as an example, we try different
strategies of moving the data access and computation, as we
discussed earlier in Figure 8. Specifically, we first move𝑦 and
computation (𝑧) without changing the iterator of 𝑥 (lines 13
- 16). If moving 𝑦 and computation to 𝑥 does not generate a
legal loop transformation 𝑇 with all available strides, we try
to move 𝑥 and computation 𝑧 to 𝑦 (lines 18 - 21). Similarly,
if both do not generate legal loop transformations, we try
to move 𝑥 , 𝑦, and 𝑧 (lines 23 - 26). If there is no opportunity
to compute the 𝑧 at L2 bank (e.g., due to 𝑥 and 𝑦 are not
present in L2 on time), we try to exploit NDC at routers (line
44). Note that, the process is similar to exploiting NDC at L2
bank, and the only difference is that we first need to select
optimal signatures of NoC links for NDC (line 29). Then,
the CME is replaced with checking whether 𝑥 and 𝑦 will be
arriving at the same NoC router.

5.3 Exploring NDC-Data Locality Tradeoff

…
S1:   … x …
…
…
S2:   … y …
…
…
S3:   … x+y …
…
…
S4:   … y*z …
…
S5:   … t/y …

Figure 12.

An example
code frag-
ment with
reuse of 𝑦.

In this section, we explore the tradeoffs
between NDC and data locality optimiza-
tion. More specifically, we try to identify
the cases where exercising NDCmay not
be the best (most beneficial) option, and
one would rather consider bringing data
to core. Consider for instance, the code
fragment given in Figure 12. In this code,
while it is possible to exercise near data
computing for 𝑥 + 𝑦 (say in L2), doing
so may not be the best option. This is
because, one of the operands, 𝑦, has two
more reuses following the computation
(𝑥 + 𝑦), and while potentially the associ-
ated two computations can also be per-
formed in L2, this option may not be any
faster than bringing 𝑦 (and 𝑥) to L1 and

performing the computation in the original core.
We propose a data reuse-aware version of NDC where

the NDC is exercised, only if the operands involved in the
target computation do not have any reuse beyond the com-
putation. Note that this is clearly only one of the potential
ways of tuning the "aggressiveness" of NDC based on "subse-
quent data reuse" (and it is the only one our current compiler
implementation employs). An alternate strategy would be
exercising NDC, only if the operands involved in the tar-
get computation are not reused more than 𝑘 times beyond
the target computation to be offloaded. Clearly, this version
can be more successful in general; however, determining the
right value for 𝑘 may not be trivial. Thus, we postpone it to a
future study. In a sense, our current implementation is a spe-
cial case where 𝑘 = 0, i.e., we favor data reuse over NDC even
if there exists only 1 reuse of one of the operands beyond
the target computation (being considered to be offloaded).

Algorithm 1 Exploiting NDC through computation restruc-
turing.
INPUT: Loop nest (L); architecture configuration: number of cores, on-chip network

topology;
OUTPUT: Transformed loop nest with NDC optimization;
1: function Loop_Transformation(iteration𝑘𝑥 , iteration𝑘𝑦 , loop 𝐿, dependency

graph 𝐷)

2: Let ®𝐼𝑥 , ®𝐼𝑦 , and ®𝐼𝑐 be the iteration at which x, y, z are accessed

3: Solve𝑇 for ®𝑘𝑥 = 𝑇 ®𝐼𝑥 , ®𝑘𝑦 = 𝑇 ®𝐼𝑦 and ®𝐼 ′𝑐 = 𝑇 ®𝐼𝑐 .
4: if 𝑇 𝑒𝑥𝑖𝑠𝑡 then
5: return L’ = TL
6: else
7: return L
8: function L2_bank_compute(x,y,z, L,D)
9: if CME (x, y) in L2 bank then

10: Loop_Transformation(®𝑘𝑥 , ®𝑘𝑦 , x,y,z, L, D)
11: return TRUE;
12: /** Fix x and try to move y close to x */

13: move y from iteration ®𝑘𝑦 to ®𝑘′𝑦 with Δ

14: if CME (x, y) in L2 bank then

15: L← Loop_Transformation(®𝑘𝑥 , ®𝑘′𝑦 , x,y,z, L, D)
16: return TRUE;
17: /** Fix y and try to move x close to y */

18: move x from iteration ®𝑘𝑥 to ®𝑘′𝑥 with Δ

19: if CME (x, y) in L2 bank then

20: L← Loop_Transformation( ®𝑘′𝑥 , ®𝑘𝑦 , x,y,z, L, D)
21: return TRUE;
22: /** Move both x and y */

23: move (x,y) from iteration (®𝑘𝑥 , ®𝑘𝑦 ) to ( ®𝑘′𝑥 , ®𝑘′𝑦 ) with Δ

24: if CME (x, y) in L2 bank then

25: L← Loop_Transformation( ®𝑘′𝑥 , ®𝑘′𝑦 , x,y,z, L, D)
26: return TRUE;
27: function Router_compute(𝐶 , L,D)
28: /** get signatures of x, y, and reshape the routing to create more NDC oppor-

tunity*/
29: find the signatures with maximized 𝑆𝑥 ∩ 𝑆𝑦
30: Similar procedure compared with L2_bank_compute, except CME estimation

is replaced with same router check under the selected signature.

31: function Memory_qeue_compute(𝐶 , L,D)
32: Similar procedure compared with L2_bank_compute, except CME estimation

is replaced with same memory queue check.

33: function Memory_bank_compute(𝐶 , L,D)
34: Similar procedure compared with L2_bank_compute, except CME estimation

is replaced with same memory bank check.

35: /** construct all use-use chains */
36: S← extract_use-use_chains(L)
37: D← dependency_analysis(L)
38: for each use-use chain𝐶 𝑗 in S do
39: /** get data accesses from𝐶 𝑗 */

40: x← 𝑋 (ℎ ( ®𝑘𝑥 )) , y← 𝑌 (𝑙 ( ®𝑘𝑦 )

41: z← 𝑋 (ℎ ( ®𝑘𝑥 )) +𝑌 (𝑙 ( ®𝑘𝑦 ))
42: if L2_bank_compute (x,y,z, L,D) then
43: break;

44: if Router_compute (x,y,z, L,D) then
45: break;

46: if Memory_queue_compute (x,y,z, L,D) then
47: break;

48: if Memory_bank_compute (x,y,z, L,D) then
49: break;

We now give the mathematical formulation of this data
reuse-aware NDC optimization problem, for array computa-
tions. Let ®𝐼𝑥 be the iteration at which 𝑋 (𝑓 (®𝐼𝑥 )) is accessed
and ®𝐼𝑦 be the iteration at which 𝑌 (𝑔(®𝐼𝑦)) is accessed. Fur-

ther, let ®𝐼𝑐 be the iteration at which 𝑋 (ℎ(®𝑘𝑥 )) +𝑌 (𝑙 (®𝑘𝑦)), for

some ®𝑘𝑥 and ®𝑘𝑦 , is originally to be performed. As we have
discussed earlier in Section 5.2.1, if the compiler determines

that access to 𝑌 (𝑔(®𝑘𝑦)) needs to be moved to iteration, say,
®𝑘 ′
𝑦 , it needs to find a loop transformation matrix 𝑇 such
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Algorithm 2 Exploring NDC-data locality tradeoff.
INPUT: Loop nest (L); architecture configuration: number of cores, on-chip network

topology;
OUTPUT: Transformed loop nest with NDC optimization;
1: function Loop_Transformation(iteration𝑘𝑥 , iteration𝑘𝑦 , loop 𝐿, dependency

graph 𝐷)

2: Let ®𝐼𝑥 , ®𝐼𝑦 , and ®𝐼𝑐 be the iteration at which x, y, z are accessed

3: Solve𝑇 for ®𝑘𝑥 = 𝑇 ®𝐼𝑥 , ®𝑘𝑦 = 𝑇 ®𝐼𝑦 and ®𝐼 ′𝑐 = 𝑇 ®𝐼𝑐 .
4: /** consider data reuse */
5: if Exist ®𝐼𝑚 and references 𝑝 , 𝑞. & ®𝐼𝑒 > ®𝐼𝑚 > ®𝐼𝑐 & {𝑓 (®𝐼𝑥 ) = 𝑝 (®𝐼𝑚) or

𝑔 (®𝐼𝑦 ) = 𝑙 (®𝐼𝑚) } then
6: return L
7: if 𝑇 𝑒𝑥𝑖𝑠𝑡 then
8: return L’ = TL
9: else
10: return L
11: ... The rest is the same as in Algorithm 1
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Figure 13. Distribution of locations where NDC is per-
formed (Algorithm 1).

that, we have𝑇 ®𝐼𝑦 =
®𝑘 ′
𝑦 , that is, the original loop iteration ®𝐼𝑦

should be mapped, by𝑇 , to ®𝑘 ′
𝑦 . However, now, in the case of

the data reuse-aware version, in addition to the dependency
constraint, we also need to make sure that neither 𝑋 (𝑓 (®𝐼𝑥 ))

nor 𝑌 (𝑔(®𝐼𝑦)) is reused beyond ®𝐼𝑐 . So, the compiler checks

whether there exists any ®𝐼𝑚 such that ®𝐼𝑒 > ®𝐼𝑚 > ®𝐼𝑐 and
{𝑓 (®𝐼𝑥 ) = 𝑝 (®𝐼𝑚) or 𝑔(®𝐼𝑦) = 𝑙 (®𝐼𝑚)} for some references 𝑝 and 𝑞
to data structures𝑋 and𝑌 , respectively. That is, the compiler
will determine a 𝑇 (i.e., try to exercise near data computing)
only if there exists no ®𝐼𝑚 that satisfies the constraint given
above. The algorithm given in Section 5.3.1 presents this
idea in a pseudo-code form. If desired, this algorithm can be
easily modified to check for the existence of multiple data
reuses of the operands beyond ®𝐼𝑐 .

5.3.1 Compiler Algorithm. The data reuse-aware ver-
sion of our NDC algorithm is presented in Algorithm 2. In-
stead of returning the transformation matrix 𝑇 (if found) as
we discussed in Algorithm 1, Algorithm 2 checks whether
any data reuse opportunities are compromised when apply-
ing the determined 𝑇 . If any data reuse opportunity could
be missed, then the compiler skips that transformation and
tries to explore other potential transformations (lines 4 - 6).

5.4 Experimental Evaluation

The eighth bar for each benchmark program in Figure 4
gives the performance improvement brought by our first
algorithm, Algorithm 1. We see that our approach brings
about 22.5% average performance improvement (execution
time reduction) over the baseline, and the improvements
range between 11.4% (cholesky) and 37% (kdtree).
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Figure 14. Results when Algorithm 1 is applied to a specific
component alone.

To explain where these benefits are coming from, we give
in Figure 13 the near data computations performed in dif-
ferent locations, as a fraction of the total amount of near
data computations (when considering all four locations we
target).6 It can be observed that most of the near data com-
putations are performed in on-chip network followed by
cache banks and memory controllers. These results can be
explained as follows. First, it is to be noted that, on-chip
network is used in both L1 misses and L2 misses; so, it inher-
ently has a large scope for NDC optimization. Second and
more importantly, recall from our discussion in Section 5.2
that, our approach has an additional knob when considering
NDC in on-chip network ś changing the message routes to
improve chances for two data accesses to intersect/overlap
on the on-chip network. In comparison, NDC optimization
targeting the remaining three locations uses only the knob
of reducing the time distance between two data accesses. We
also see from Figure 13 that, since the L2 cache banks receive
many more data accesses than memory banks, they contain
more opportunities for NDC. Finally, a memory controller
controls a number of banks and is accessed before the mem-
ory banks and, therefore, it enjoys more NDC opportunities
than the off-chip memory. We also performed experiments
with a version where the message re-routing flexibility in the
network is not exercised. Although the results are not pre-
sented here in detail, we observed that this version of NDC
reduced the amount of near data computations performed
in message routers by nearly 40%, on average.
It is interesting to compare these distribution results to

those of the oracle scheme in Figure 6. We observe that the
two distribution plots are quite similar, indicating that our
compiler-based approach exploits, in most cases, the same
set of NDC opportunities exploited by the oracle scheme.
On the other hand, Figure 14 shows the percentage of

performance improvements achieved when our approach
(Algorithm 1) is applied only to a specific location in an
isolated fashion. We want to point out that the sum of the
savings in this graph (for a given application) is more than
the total saving shown for the same application in Figure 13.
This is because, when NDC is enabled in all four locations, it

6Although we do not present here detailed results due to space limit, we
want to mention that, when Algorithm 1 is used, on average, about 32% of
the total arithmetic and logical instructions are executed in some form of
NDC.
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Figure 15. Fraction of NDC opportunities exercised by Al-
gorithm 2.
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Figure 16. L1 and L2 miss rates with Algorithms 1 and 2.

will be performed in only one them and not the others. For
example, once an 𝑥+𝑦 is performed during themessage traffic
from L1 to L2, it will not be performed at L2. Similarly, if it is
performed in a memory controller, it will not be performed in
the memory bank itself. The results plotted in Figure 14 also
indicate that it is critical to exploit the NDC opportunities
in all four locations, for maximizing performance savings.
Next, we discuss the effectiveness of Algorithm 2 (Sec-

tion 5.3). The last bar for each benchmark program in Fig-
ure 4 gives the performance improvement brought by this
algorithm. We observe that this data reuse-aware version of
the algorithm brings an average performance improvement
of 25.2%. Comparing this with the results of Algorithm 1, we
see that it brings further improvements over Algorithm 1
in all but three benchmark programs (bt, kdtree, and lu). To
explain this further, we plot, in Figure 16, L1 and L2 miss
rates of the Algorithm 1 and Algorithm 2. It can be seen that,
in all 20 benchmark programs tested, Algorithm 2 gener-
ates lower cache miss rates than Algorithm 1. As explained
earlier, this is because Algorithm 2 exercises near data com-
puting more selectively, compared to Algorithm 1, which
performs near data computing whenever opportunity arises.
In fact, Figure 15 gives the number of NDC opportunities
exercised by Algorithm 2, as a fraction of the total number
of NDC opportunities seen during execution. It can be ob-
served that, on average, Algorithm 2 exploits 81.8% of NDC
opportunities; the remaining opportunities are bypassed due
to data locality concerns (i.e., there is at least one reuse of
one of the operands after the target (offloaded) computation
is performed). In three benchmark programs (bt, kdtree, and
lu) however, Algorithm 2 generates (less than 5%) worse re-
sults than Algorithm 1, primarily due to the inaccuracy in
identifying the existence of data reuse.

Let us now discuss where the differences between the ora-
cle scheme and Algorithms 1/2 are coming from. In the case
of Algorithm 1, most of the time when it makes the wrong
decision, it is due to mispredicting the cache hits/misses. At
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Figure 17. Results from the sensitivity experiments. The
first three bars use the default simulation parameters.

other times, it fails to identify the right hardware compo-
nent on which to perform NDC. Recall that, Algorithm 1
considers hardware components in a certain order and this
order, while works very well in the overwhelming majority
of cases, sometimes causes the algorithm to perform NDC
prematurely in a non-optimal location. On the other hand,
in the case of Algorithm 2, it sometimes wrongly favors data
locality optimization over NDC when it catches even only
1 reuse of data. In our future work, we plan to explore the
problem of optimal selection of the 𝑘 parameter’s value. We
believe that, in the long run, these shortcomings of our al-
gorithms can be fixed by employing more accurate cache
miss predictors, more flexible NDC search space exploration
strategies, and carefully determined 𝑘 values.
Finally, we change the default values of some of our ex-

perimental parameters and conduct a sensitivity study. In
each experiment, the value of only one parameter is modified
and the values of the remaining parameters are kept at their
default values given in Table 1. The results of our sensitivity
experiments are shown in Figure 17. Note that each bar in
this graph represents the geometric mean of performance
improvements across all 20 application programs. In the first
sensitivity experiment, we change the manycore size. Recall
that the default size was 5 × 5 cores with 1 thread per core.
The results with manycores of sizes 4 × 4 and 6 × 6 (again, 1
thread per core) indicate that the benefits of our approach
get better with increased cores. This is mainly because a
large manycore provides more locations for performing near
data computing. On the other hand, the experiments with
different L2 bank capacities (recall that the default L2 bank
capacity per node was 512 KB) indicate that our savings are
not very sensitive to the cache capacity. This is because as
the cache capacity is increased, the amount of near data com-
putation that can be done in the cache controller increases;
but, this in turn reduces the amount of near data computa-
tion performed in network, memory controllers and main
memory. In other words, the location at which near data
computation is done changes and the amount of near data
computation does not; consequently, the results are similar
across the different L2 cache capacities tested. In our last
set of experiments, we restricted the types of computations
that can be performed near data. Recall that by default we
assumed that all types of computations arithmetic and logic
computations can be performed near data. The results in
Figure 17 indicate that, even if we restrict the types of the
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computations that can be performed near data to only "+"
and "-", our two compiler algorithms still achieve average
performance improvements of 14.1% and 16.5%.

We also implemented a version of our algorithms in which,
instead of individual computations, a large number of com-
putations (e.g., entire loop nest) are mapped to a location
for NDC. Our experiments with this version reveal that it
performs not very well in most cases, bringing only 1.2% and
2.5% average improvements for our two algorithms. Hence,
we believe that fine grain (instruction level) mapping is criti-
cal to take full advantage of NDC.

6 Related Work

The idea of moving data close to the memory and computing
there (processing-in-memory, PIM) is suggested in the early
70s [56]; however at that time, due to the hardware limita-
tions, it could not be fully utilized. Recently, there is renewed
interest in PIM mainly due to 3D stacked memory. Hybrid
Memory Cube (HMC) [30] employs 3D stacked DRAM with
computation units inside the memory component.
Software Optimizations for NDC There has been various
software approaches [26, 29, 50, 58] that utilize NDC. Tang et
al. [58] suggested a compiler approach that takes advantage
of NDC. They could reduce the distance-to-data on the on-
chip network by partitioning the computations in a nested
loop into subcomputations, each assigned a different core.
Hsieh et al. [29] proposed schemes for offloading code to 3D
stacked memory which can minimize off-chip bandwidth
usage. Hadidi et al. [26] explored a compiler-assisted strat-
egy that takes advantage of instruction-level PIM offloading.
Rafique et al. [50] proposed a conflict-aware memory-side
prefetching scheme for HMC main memory to exploit the
TSV bandwidth. Kim et al. [35] explored the potential of
spreading data across multiple memory stacks.
Hardware Optimizations for NDC Besides software ap-
proaches, there are also numerous hardware optimizations
for NDC [4, 6, 18, 49, 55]. Ahn et al. [6] proposed a processing-
in-memory (PIM) architecture that automatically decides
whether to run on either PIM or processors depending on
the data locality. Likewise, Ahn et al. [4] proposed Tesseract,
which is a programmable PIM accelerator for graph process-
ing. Farmahini-Farahani [18] proposed and evaluated the
DRAM-Accelerator (DRAMA) architecture, which can of-
fload compute- and data-intensive operations to 3D stacked
DRAM device on top of CGRAs. Pugsley et al. [49] focused
on MapReduce workloads and improved performance and
energy consumption by utilizing massive parallelism and
largely localized memory accesses. Sterling et al. [55] de-
signed a PIM-based architecture, which facilitates the virtu-
alization of tasks/data and providing resource management
for load balancing and latency tolerance.
Optimizations Similar to NDC Tang et al. [57] proposed
compiler-driven approaches to reduce the data movement by
replacing a costly data access with a few less expensive data

accesses with some extra computation. Prior works such as
[20, 44, 45] improved performance by keeping frequently
used data close to the processor. Also, in the context of the
network-on-chip (NoC) architectures, minimizing datamove-
ments has been used as a strategy to improve performance
and power consumption [31, 33, 51].
In addition, there exists a large body of prior work on

conventional data locality optimizations [11, 17, 38, 41ś43,
59]. Since these works do not attempt to take advantage of
near data computing, we do not discuss them here in detail.
How Do We Differ? To the best of our knowledge, none
of the prior works explored the potential of NDC in de-
tail. The oracle scheme presented in our paper gives us an
upper-bound for potential gains that could be achieved when
employing NDC. We also present two novel compiler ap-
proaches, one of which considers the tradeoff between NDC
optimization and data locality optimization, a perspective
that has not been considered by prior works.

7 Concluding Remarks

This paper presents a detailed evaluation of near data com-
puting (NDC) opportunities, targeting two benchmark suites.
Our results indicate that it is not trivial to take full advan-
tage of near data computing, even if one is willing to provide
specialized hardware to implement it. In particular, our exper-
imental analysis reveals that: i) different applications achieve
different amounts of gain when performing NDC in different
hardware locations, ii) however, for the best results, each
application typically needs to exercise near data computing
in all available locations (e.g., cache controllers, memory
controllers, on-chip network, and off-chip memory), and iii)
if performed in an optimal fashion (an oracle scheme), near
data computing can return significant performance benefits.
In this paper, We also implemented and evaluated two differ-
ent compiler-based NDC strategies. These compiler schemes
improved the performance of 20 multithreaded application
programs by 22.5% and 25.2%, on average.
Our future work includes performing a similar evalua-

tion and investigating similar compiler strategies targeting
GPUs. Work is also underway in developing NDC strategies
targeting emerging deep learning workloads. We also plan
to explore NDC opportunities when targeting large scale
(multi-node) ensembles of CPUs and GPUs.
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