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ABSTRACT

The historical motivation for serverless comes from internet-of-

things, smartphone client server, and the objective of simplify-

ing programming (no provisioning) and scale-down (pay-for-use).

These applications are generally low-performance best-effort. How-

ever, the serverless model enables flexible software architectures

suitable for awide range of applications that demand high-performance

and guaranteed performance. We have studied three such appli-

cations - scientific data streaming, virtual/augmented reality, and

document annotation. We describe how each can be cast in a server-

less software architecture and how the application performance

requirements translate into high performance requirements (invoca-

tion rate, low and predictable latency) for the underlying serverless

system implementation. These applications can require invocations

rates as high as millions per second (40 MHz) and latency deadlines

below amicrosecond (300 ns), and furthermore require performance

predictability. All of these capabilities are far in excess of today’s

commercial serverless offerings and represent interesting research

challenges.
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1 INTRODUCTION

Recent years have witnessed a rapid growth in the popularity of

serverless (aka function-as-a-service or FaaS), which enables users

to create functions without provisioning VM’s or containers, and

provides a pay-for-use model. With these advantages, serverless
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lowers the bar for building applications in effort, use, and cost. With

the cloud provider responsible for resource management, server-

less allows applications to scale rapidly to hundreds of invocations

within a few seconds [19, 42]. This has been a great boon to IoT and

smartphone applications. Most commercial serverless implementa-

tions focus on these smartphone clients and IoT applications. These

applications are low rate per client (but can scale up for large num-

bers of clients) and access the serverless functions over wide area

networks. They are not demanding in terms of invocation rate (per

client) and invocation latency. As a result, serverless systems today

require 10-250 milliseconds of software overhead per invocation

[12, 42], limiting the scope of application use in both invocation

rate (cost) and guaranteed performance.

Recently, serverless has been the focus of interest for a wide

range of distributed applications, such as video encoding, distributed

compilation, and data analytics [3, 14, 15, 19, 20, 27]. These types

of intra-cloud serverless applications are driving increased perfor-

mance requirements for serverless systems. These applications and

more are the focus of our work.

Despite the current commercial incarnations of serverless that

provide only best-effort service and incur significant overhead for

invocations (limiting invocation rates), we believe that the server-

less model and serverless application architectures can be applied

for a wide range of demanding distributed applications. Specifically,

we consider demands of high performance and strict performance

guarantees. To support these applications, serverless systems will

need to achieve dramatically lower overhead per invocation (high

performance) and provide applications with the ability to engineer

strict performance guarantees (real-time). To make this case, we

have collected a set of demanding applications of the serverless

model, and present them here.

We consider three applications: streaming scientific data, aug-

mented reality, and text document annotation. For each, we de-

scribe the application and its critical performance requirements.

Next, we map the application onto a serverless software architec-

ture, describe how these requirements manifest in the serverless

application architecture, and the derived performance requirements

that result such as invocation rate, latency, etc. These serve as moti-

vation and requirements for high-performance serverless systems.

Next, to enable research on high-performance serverless implemen-

tations, we describe a set of parametric workload models, which

characterize each application, and can be used to study both the

performance of serverless implementations and their impact on

application performance.

Specific contributions of the paper include

• Identification and documentation of three compelling high-

performance application classes for serverless systems



• Exposition of a serverless architecture that illustrates how

the quantitative application performance requirements and

guarantees translate into quantitative performance require-

ments in invocation rates (millions/second) and latency guar-

antees (< 1 microsecond) for the serverless system

• For each we present a characterization and workload model

enabling future applications and serverless systems research

The rest of the paper is organized as follows. Sections 2, 4, and

3 each describe a demanding application, its performance require-

ments, and a serverless architecture for that application. We close

each section with a workload model that can be used for serverless

system experiments. Section 5 briefly describes related work, and

Section 6 summarizes the paper.

2 SCIENTIFIC DATA STREAMING

High data rate instruments ś small (e.g. DNA sequencing or CAT

scanners) and large (the advanced photon source or CERN’s parti-

cle accelerator) produce high bandwidth streams of scientific data.

These streams are increasingly reliant on real-time processing ca-

pabilities and machine learning workflows for filtering, analysis,

and adaptive experiment control. Beyond high data rates, they also

require low latency response for real-time control. In Particular, we

focus on a challenging example from high-energy physics (HEP) to

highlight how extreme these performance requirements can be.

Consider online filtering for the Large Hadron Collider (LHC)

[4, 13] where the system targets at finding HEP events that may

contain evidence of new subatomic physical phenomena such as

dark matter. The objective is to rapidly identify the potentially

interesting collisions because the rest must be discarded due to

data storage limitations. Because collisions are extremely short,

sampling must be taken at extremely high frequency, and filtering

must in turn operate at extremely high frequency and low latency.

Detailed description is provided below.

2.1 Application Description

Figure 1: HEP Event Filtering and Analysis System Work-

flow

At the Large Hadron Collider (LHC), a stream of event records is

generated by sampling internal physics processes. The LHC experi-

ment instruments pre-process each record into an image summary.

The image summaries are output at a fixed frequency of 40 MHz. A

Trigger Neural Network (TNN) then classifies each image summary

to tell whether it contains an interesting signal. Once it detects

an interesting signal, the TNN tells LHC Experiment buffering

devices to send the corresponding buffered event record into a

secondary processing workflow, which may include heavy and

hardware-accelerated computations, such as energy measurement,

data selection, data formatting, serialization, and data archiving.

Due to limited LHC buffering capacity, the TNN has to finish every

detection within a hard deadline of 150-300 nanoseconds (upgrades

to the LHC detectors are expected to increase this latency budget as

much as 10-fold [10]. Asynchronously, there is also a real-time qual-

ity monitoring process that samples event records and periodically

pushes updates to the TNN model to adjust filtering quality.

Figure 1 shows the workflow. Each part is annotated with in-

vocation rate and latency requirements, which will be elaborated

later in Section 2.4.

2.2 Examples

Besides HEP, there is a range of scientific data streaming examples

with similar real-time requirements, including:

• Experiments on synchrotron facilities such as ANL’s Ad-

vanced Photon Source and LBL’s Advanced Light Source

• High Energy Physics, Large Hadron Collider and ATLAS

experiments

• High speed genome sequencing machines

• High Resolution MRI (magnetic resonance imaging) or CAT

Systems (Computed Axial Tomography)

Despite objective and workflow differences, the scientific and

medical instrument that used in these examples have three key prop-

erties in common: operate at extremely high event rates, process a

large amount of data, and has strict, short deadline requirement.

2.3 Mapping into Serverless Architecture

Data stream processing in scientific experiments can be naturally

mapped into a event-driven serverless software architecture, and

doing so improves the portability, scalability and flexibility of these

workflows. As a concrete example, Figure 2 shows the serverless

architecture for the LHC event filtering workload. Each double-

border box represents a serverless function. The LHC Experiment

box at the bottom refers to the event record collecting and buffering

devices inside LHC, with the assumption that it can invoke server-

less functions with image summaries, sampled event records, or

interesting event records selected by the TNN.

Figure 2: Serverless Software Architecture for LHCTrigger-

ing



Comparing Figure 1 and Figure 2, the Trigger Neural Network

is mapped to function TNN_inference(), which receives an image

summary from LHC Experiment as input, performs classification,

and responds with an event ID if it contains an interesting sig-

nal. The Secondary Processing pipeline maps to a set of functions

that process event data in a chained invocation manner. Real-time

Quality Monitoring is implemented by updateModel(), which is

invoked with sampled event records and if necessary, updates func-

tion TNN_inference(). Depending on the actual algorithm, it may

be implemented in multiple functions, and involve the use of exter-

nal storage to maintain its state.

2.4 Performance Requirements

Such scientific data streaming tasks demand a high frequency of

processing on large bandwidth of event streams. All events must

be processed within a hard real-time deadline. For the serverless

architecture, it implies the following performance requirements:

• High invocation rate. To avoid an infinitely growing request

queue, functions need to be invoked at the input rate.

• Low latency. Functions are subject to hard deadlines, and the

tolerated latency is low.

Such extreme requirement is a tough, even impossible, challenge

for current serverless implementations. For example, the Trigger

Neural Network in LHC event filtering requires 40 million infer-

ences per second, each to be finishedwithin 300 nanoseconds. Three

FPGAs are installed at the LHC, each with 6,840 DSPs clocked at

200 MHz [44], which can do 20,520 integer multiply-add operations

in one cycle (5 ns), or 1200K operations in 300 ns, that supports the

pipelined neural network implementation.

A high-end server CPU such as Intel’s Ice Lake SP (40 cores)

is capable of approximately 2,944 Int16 Gigaops/second, giving it

a capacity of approximately 900K operations in 300ns or 9000K

operations in 3 microseconds. This is already competitive with

the FPGA in throughput. An NVIDIA A100 GPU [30] is quoted at

624 teraflops of fp/int16 performance. In a 300ns window, it can

achieve 180 million operations in 300ns or 1.8 billion operations

in 3 microseconds. This shows that the GPU also has sufficient

throughput to meet the needs of these streaming applications.

So while these performance requirements seem fantastical, in

fact even a single chip of these conventional platforms has more

than enough throughput to achieve these rates. However, there

is the problem of latency, achieving the 300ns latency is probably

not realistic due to current serverless software overheads, batching,

and other hardware computation structure requirements needed

to achieve high performance. The upgrade to the LHC sensors in

the next generation LHC detector provides increased buffering,

and hence a looser deadline of 3 microseconds [10]. On the other

hand, it is always possible to encapsulate high performance special-

ized hardware as functions in serverless runtimes. To achieve this,

we need radically more efficient software architectures and imple-

mentation for serverless, such as custom runtimes and dedicated

containers [37].

2.5 Workload Model

Scientific data filtering and analysis workloads can be modelled for

serverless systems with the following parameters:

Figure 3: Distributed VR/ARArchitecture inspired by [8, 16]

• 𝑁𝑡 - Event rate, 30 Hz to 40Mhz, this corresponds to the invo-

cation rate for TNN_inference() in the LHC event filtering

workload

• 𝑂𝑝 Associated computation for each event, 5K to 1000K

operations

• 𝑆𝐼 - Size of an event summary, 2KB to 1MB

• 𝐿𝑡 - Latency limit for for filtering decision, currently 300ns

• 𝑁𝑠 - Sampling rate for quality monitoring, 1-100 kHz, corre-

ponds to the invocation rate for updateModel() in the LHC

event filtering workload

With these parameters, one can build a workload generator to

study serverless system performance with workloads demonstrat-

ing these characteristics. We call the serverless implementation

meeting the performance requirements when all invocation rates

and hard latency limit are met.

3 DISTRIBUTED VIRTUAL
REALITY/AUGMENTED REALITY

Distributed Virtual Reality (VR) / Augmented Reality (AR) applica-

tions allowmany geographically distributed participants to join and

interact in a virtual world, either artificial (VR) or blending over the

real-world (AR), through a set of actions (e.g. speaking, touching,

moving, etc.). Such actions are made independently and simultane-

ously by individual participants and all together affect the virtual

world structure. VR/AR applications capture these actions, apply

their effects, and inform participants that should experience the

changes by continuously re-rendering their surrounding 3D images.

Participants who receive the changes can react with another action,

essentially creating a loop of action-update-action interaction. As

most VR/AR applications are highly interactive, smoothly handling

the action-update process is crucial for good user experiences.

3.1 Application Descriptions

Distributed VR/AR operationsmostly surroundVirtual worldswhich

are 3D spaces that contain many 3D objects. These objects either

represent real-object or are totally made up by the application. Users

or Participants are placed in this world as virtual objects and can

interact with other objects through making actions such as moving,

touching, speaking, etc. User actions trigger the application to up-

date the virtual world to reflect the action effect. Figure 3 depicts a



typical distributed VR/AR architecture showing how interactions

are handled in 5 steps:

(1) Participantsmake an action at their end device, asynchronously

initiating an action request.

(2) Action request are processed by an action handler to resolve

its effect.

(3) The application synchronizes actions (if needed) then adjusts

the virtual world to reflect action effects.

(4) The application identifies participants who should experi-

ence the update.

(5) Updates are sent to proper participants and the application

goes back to resolve new actions, starting a new action-

update circle.

Since VR/AR are highly interactive, participant actions may be-

come very intensive as we will see from the examples below.

3.2 Examples

Pokemon GO [29] is a great example of massive distributed AR ap-

plications. It is a mobile multi-player AR-based game that players

can hold their phones, walk around the real world to find and

catch virtual characters, call Pokemons, rendered by the game

through the phone’s camera view. Pokemons are located at some

specific geographic locations and only appear to players when they

walk around these areas. Since Pokemon GO virtual world is con-

structed upon the real world, it is vast enough to let millions of

players/participants join and interact. They make actions by simply

walking and looking for new Pokemon through the phone camera.

Pokemon app will keep track of player’s movement and response

with the appearance of Pokemon or collectible items as rewards.

Despite simple gameplay, the game was a big hit right after it

was released with more than 10 million downloads after the first

week. The game is still popular nowadays. By 2020, Pokemon GO

has approximately 600 million active players worldwide [40]. Even

with a simple action-update design, this number is very highly

demanding: suppose an average person walks around 7,000 steps a

day and Pokemon GO app generates an action for every 10 of them;

if only 1% of active players intensively play the game daily then

there are up to 4.2 billion actions can be made a day, an average rate

of 50,000 requests per second! This demand is not uniform, however.

According to [40], Pacific Asia accounts for 52% of global players so

this region is far more demanding than Central and Latin America,

where has only 9%. Furthermore, in 2019, Pokemon GO held 77

events, and one of them, Safari Zone New Taipei City, attracted

327,000 attendees with 50 million Pokemon caught, potentially

generating a burst of thousands of actions per second in Taiwan

alone. And in the most extreme case, soon after its release in 2016,

Pokemon received a never-seen-before demand increase of 50x

their expected load, causing severe experience disruptions for days

before it successfully upgraded in Google Cloud and became one

of their biggest services since then [7].

Stand Out: VR Battle Royale [33] is another example. It is a

VR first-person shooter battle royale that can allow up to 40 play-

ers/participants to combat over a wide battlefield that is totally

made up by the game designers. Unlike Pokemon GO, the game lets

participants make actions in a much more intensive way: to win,

they have to act (run, shoot, hide, etc.) fast to take others down. If

Figure 4:MappingDistributed VR/AR to Serverless Architec-

ture

participants make actions by pressing their controller keys then it

is possible to have up to multiple key presses per sec during combat

resulting 100 or higher action per second per match. If there are

500 matches are hosted concurrently, then the total rate can go

up to 50,000 actions per second, comparable with Pokemon GO

load worldwide with merely 20,000 participants! As VR/AR appli-

cations are becoming more popular, we are expecting to see a more

aggressive load increase in the future.

3.3 Mapping to Serverless Architecture

Hosting VR/AR application components over serverless is attrac-

tive, at least from the cost perspective as it allows the applications

to scale the cost to support their highly varied demand down to

actual use. Doing so is straightforward, as shown in Figure 3. Each

action is mapped to one serverless invocation. After a participant

makes an action via their VR/AR end device, the action is sent to an

API Gateway. This component collects actions and redirects them

to functions located at appropriate locations. Serverless invocations

are invoked upon action arrivals to apply their effect, synchronize

with the virtual world structure persisted on a geo-distributed stor-

age. Update on the virtual world will trigger a pub/sub system that

continuously listens to changes inside the virtual world to inform

affected participants.

3.4 Performance Requirements

Since most VR/AR applications are interactive, maintaining a good

interactive experience is crucial. From the performance perspective,

this is about smoothly responding to/updating participant actions,

and can be done by specifying certain requirements around the

following metrics:

• High update/rendering rate. Participant experience becomes

smoother when his view of the virtual world refreshes more

often. Low update rate, especially variable, damages effective

tracking of changes, reducing the quality of experience. For

high quality, an update/rendering rate of 30 to 60 fps is

required.

• Low latency. Each update is perceptible to the participant.

Low latency enables rendering at high rate without skipping

or missing changes, improving the interaction quality. To

meet the update rate requirement of 30 to 60 fps, the latency

requirement should be around 15-30ms. In some cases, this



can be a statistical requirement (e.g. 1% of the frames could

be late), or qualitative requirements on the "shape" of the

distribution.

• Scalability: participant experience must be robust, as the

system scales to large numbers of participants, and distribu-

tions of those participants in both the interaction space and

geographic space.

Given the architecture mapping and requirements above, imple-

menting Pokemon GO with serverless will generate a load of 50,000

invocations per second, each need to be done within 15-30ms. For

Stand Out, the demand can be much more if their active users in-

creases. However, with 100+ milliseconds of invocation latency that

the current commercial serverless implementation are experiencing

nowadays, meeting this latency requirement is challenging [42].

It is even harder as action arrivals are so intensive bursty in both

temporal and spatial that requires careful resource allocation and

load distribution design.

3.5 Distributed AR/VRWorkload Model

VR/AR workloads can be modeled as a sequence of actions initiated

by participants. The work depends on the type of actions, and the

clustering of other participants in the interaction space. This can

be characterized by the following parameters.

• 𝜆𝑖 ś Action arrival rate for participant 𝑖 , reflecting the fre-

quency of making actions (and serverless invocation). The

arrivals should be bursty. We model this as a Poisson process

with the average rate raging from 0.01 to 10 per second, de-

pending on participants’ aggressiveness of making actions.

• 𝐿 ś Location distribution of participants in the virtual world.

𝐿 can be formed as a set of multiple clusters of participants

(e.g. region, see example above), each is modeled as a two-

variable Gaussian distribution with standard deviation vary

from 0.1x to 10x of the mean depending on the cluster den-

sity.

• 𝑃 (𝐿) ś The distribution of the number of participant affected

by a given action, and depends on 𝐿, the location distribution

• 𝐹 (𝐿) ś The work embodied in the serverless functions that

are required to respond to an action. It is also a function

of the participant location distribution 𝐿, capturing the fact

that more affected participants required more effort on syn-

chronization and update.

• 𝐷 ś Update deadline, which is the maximum latency for

any action. To meet the 30-60 fps requirement, we set the

deadline within 15-30ms.

We define the following metrics to evaluate application perfor-

mance over a given workload:

• 𝑀 ś Miss rate, the fraction of actions that take longer than

the deadline 𝐷 . Typical miss rate targets are 5% and 1% or

lower.

• 𝑈𝑠𝑒𝑑 ś Quantity of resource used, for serverless it is in

GB*second, to support the workload

4 DOCUMENT ANNOTATION

To support intelligent human decision making, numerous orga-

nizations have built text document annotation systems that pore

Figure 5: Text Document Annotation Pipeline from [5] that

showshowannotated documents are deposited in a database.

They are also streamed to customers in real-time (see blue

arrows).

through enormous numbers of documents, organizing them with

annotations [6, 24, 25], and providing a large range of derivative

summaries. These systems are under performance pressure because

of the rapid rate of information growth in the world, and the need

to make fast decisions in a competitive landscape, i.e. financial

trading. A document annotation application processes millions of

documents everyday.

4.1 Application Description

Wedescribe the Bloomberg Financial text annotation pipelinewhich

processes 2 million documents a day. Bloomberg is a real-time in-

formation service, and to a large degree, they are annotating docu-

ments that are publicly released (company earnings reports, filings,

government/fed/treasury statements, business press, and more). In

order to provide value to their customers for their very expensive

Bloomberg terminals, their document annotation system has a hard

deadline of 100ms and no lower bound on desired lower latency

(see Figure 5). Examples of processing include natural language

processing, specific features (e.g. earnings), topic formation and

classification, summarization, and more. Some annotations are done

in parallel to minimize the latency, and others may follow a work-

flow that depends on its content ś topics and type of document. The

heavy use of natural language means that growing deep learning

models such as BERT and GPT-3 are often used. The Bloomberg

annotation workflow has a hard deadline of 100ms ś though no

latency is too low! The objective is to meet ALL of the deadlines

with the lowest resource cost.

Each document input is a short collection of text written in natu-

ral language, typically 50 to 750 words. In the higher-end examples,

images can be included. Annotation is application output that con-

tains information extracted from the document and may relate it to

other information in the knowledge base. Workflow is a set of tasks

performed by the application to generate annotations for a docu-

ment. Tasks may depend on each other. Document workflows may

interact with each other. A number of papers have been written

about a variety of real-time annotations [5, 43]. While each appli-

cation differs, the basic structure and properties are representative

of all of the applications mentioned below.

Annotating a document uses NLP techniques combined with

ML/DL models. A standard pipeline is



Figure 6: The text annotation application cast into a server-

less architecture has key parameters for each function and

workflow, as well as their number. Another key parameter

is the deadline.

(1) Pre-processing, including parsing [36, 43], cleaning, and to-

kenization [23], etc. Tasks dependency in the step is prede-

fined (e.g. Parsing→ Cleaning→ Tokenization). Depending

on the annotation purposes, some tasks may be skipped by

the workflow.

(2) Feature extraction, with tasks vary depending on the pur-

pose of annotation, and models used in downstream steps.

Generally, this step contains POS tagging [24], word em-

bedding construction [24, 26], etc. Tasks are independent.

Depending on the annotation purpose, some tasks may be

skipped by the workflow.

(3) Annotating the document from selected features using pre-

trained ML/DL models for natural language [5], topic analy-

sis [34], sentiment analysis [32] and more. Tasks are gener-

ally independent, and some are large. For example, state of

the art models such as BERT or GPT-3 for NLP requires 200

ms with batch size 8 on an AWS GPU instance [21].1

4.2 Examples

While document annotation for financial information services may

aggressively optimize to create investment or trading advantage,

there are several other at-scale high-performance document anno-

tation problems. For example, Facebook analyzes posts in real-time

filtering for a variety of properties (hate speech, interest, ...), and

a more ambitious non-real-time annotation for a variety of other

properties such as targeted advertisement, user classification, and

so on. In another setting, Google and other search engines take

real-time feeds from Twitter, news services, new website pages, and

more, performing similar real-time document annotation and incre-

mental indexing to provide the ability to search the latest postings

and content. We summarize these examples below.

(1) Bloomberg Financial Text Document Annotation (real-time):

2 million documents/day, multiple sources, geographically

distributed, real-time, <100ms, no lower bound on latency.

(2) Facebook Post Annotation (real-time): 350 million posts/day,

4,000 per second, geographically distributed, real-time and

near real-time, no lower bound on latency [38].

1Interestingly, also estimated at 1000 request/$.

(3) Tweet/article/Web Page Annotation (high rate, near real

time): 500 million Tweets/day, 6,000/second, 2 million news

articles/day, 24/second, 10 million new pages added to aver-

age of 55 billion pages, near-real-time to support incremental

search index update for fast-moving content [31, 39].

4.3 Mapping into Serverless Architecture

The document annotation pipeline maps naturally onto an event-

driven serverless architecture.When each document arrives, a set of

individual functions and workflows are launched. These functions

vary in size, and the workflows are a sequence of functions. This

mapping is illustrated in Figure 6. The documents vary in size

depending on application domain and may also include images

as in Facebook posts. Processing times for functions range from

short, real-time to longer analysis. Some applications partition

their processing into short real-time functions (e.g. hate speech

detection) and longer running analysis (e.g. interest classification

for targeting).

4.4 Performance Requirements

The application/system is subject to hard real-time deadlines. Its

cost is determined by how much computation resources and types

of resources (best effort, real-time, etc.) are required to meet its

constraints. All documents must meet their deadlines, or the system

FAILs. Performance requirements of the system include:

• Invocation rate

• Latency to completed annotation (hard deadline, or 99th

percentile)

• Cost: dedicated resources

4.5 Document Annotation Workload Model

Text annotations can be modeled as a series of document arrival, the

simplest model would be memoryless (Poisson), but more realistic

models would be bursty. The document processing time is typically

proportional to size, with modest variation.

• 𝜆 - Document arrival rate ś memoryless (poisson) process

or one with more bursty, correlated arrivals

• 𝑆 - Document size distribution, ranging from 40 bytes to

4 megabytes (including images). Uniform distributions, or

skewed depending on the application.

• < 𝐹1, 𝐹2, ...𝐹𝑛 > - a collection of serverless functions that

are invoked on each document. These serverless functions

have a corresponding runtime which is proportional to the

document size, runtimes distributed across 0.1D to 09D.

• <𝑊1,𝑊2, ...𝑊𝑛 > - a collection of workflows each consisting

of a set of serverless functions. Again the serverless functions

with runtimes proportional to the document size. Runtimes

distributed across 0.5D to 0.95D.

• 𝐷 ś hard deadline of 100 milliseconds for text document

annotation, soft 99th percentile deadlines of a few seconds

for other applications.

Performance metrics for a text document annotation workload

include:



Workload Invocation Rate (per second) Latency Requirement Scalability

Scientific Stream 40M 300ns (hard) N.A.

Distributed VR/AR 50K 15ms (soft) Users

Doc Annotation 12K 200ms (hard) Annotation Complexity

Table 1: Comparison of Performance Requirements

• 𝐹𝑙 ś the fraction of documents who miss the deadline; failing

to complete annotation within the specified 𝐷 period after

arrival

• 𝑅 ś quantity of resources allocated to support the document

annotation to meet deadlines

5 RELATED WORK

Many efforts have been spent on applying the serverless model

for a wide range of applications, including video processing [15],

data analytics [27], modifiable virtual environments [11] and high-

performance computing [9, 37]. These applications, as well as the

ones presented in this paper, are the motivation for many studies on

serverless that optimize the framework towards high performance

[1, 12, 18, 22, 35], enable QoS [41], understand its potentials and

limitations [19], as well as to characterize implementations [42]

and workloads [35].

Meanwhile, there are studies focusing on serverless application

quality in terms of performance guarantee. Batch [2] uses an op-

timizer to provide tail latency guarantees for machine learning

inference. Real-time Serverless [28] provides invocation rate guar-

antee for bursty, real-time workloads. Spock [17] exploits VMs and

serverless functions at the same time to meet SLO at low cost. These

are critical steps towards performance predictability, which is also

a core requirement of the workloads we presented in this paper.

6 SUMMARY AND FUTUREWORK

Table 1 summarizes the three classes of applications we discussed.

They all have real-time (either soft or hard) sub-second latency

requirements and scale from tens of thousands to millions of in-

vocations per second. Such demands are far higher than typical

serverless workloads, which barely reach 1 invocation per second

[35]. Although it is natural to architect these applications on server-

less platforms, the performance requirements are far in excess of

today’s commercial implementations. For example, latency require-

ments of a few milliseconds versus commercial implementations

that are still struggling at 100’s of milliseconds to seconds over-

head with high variability [42]. The current best-effort allocation

employed by serverless platforms also finds it hard to reach or

maintain these high invocation rates [28].

Therefore, to support these high demanding applications, a high-

performance serverless implementation is needed. We leave find

such implementation as an open question as there are many promis-

ing directions worth exploring: reducing function initialization

overhead, employing load prediction to make proper pre-allocation,

adding support for heterogeneous resources such as hardware ac-

celerators, or bringing serverless instances closer to the caller (edge

deployment), etc. The serverless platform also needs to provide

applications ways to engineer their performance guarantee. This

requires better resource isolation to eliminate variability and al-

location guarantees to maintain performance requirements under

uncertainties.
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