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ABSTRACT 
Pair programming is a form of collaborative learning in computer sci-
ence that involves two students working together on a coding pro-
ject. Previous research has identified mostly positive outcomes from 
this practice, such as course grades and the quality of the resulting 
code. Pair programming may also facilitate interactions that improve 
the climate for women and Students of Color, thereby reducing 
equity gaps in achievement and persistence. However, the existing 
research findings are inconsistent, which may reflect limitations in 
research design and/or challenges with implementing pair program-
ming in an ideal manner. The present study sought to provide rigor-
ous evidence through a cluster-randomized trial with 1,530 
undergraduates in 96 lab sections across three different introductory 
computer science courses. Within the full sample, pair programming 
was unrelated to virtually all outcomes. However, pair programming 
actually led to poorer outcomes among White students, including 
grades within the introductory course, attempting or completing 
subsequent computer science courses, and majoring or minoring in 
computer science. These negative effects were generally driven by 
White students whose partners had either low or high levels of prior 
programming experience. 
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Rapid advances in computer science and technology have had a broad and lasting 
impact across society. In an era of smartphones, 3 D printers, and global connectivity, 
the common good depends on continued advances in computer science and, more 
importantly, an educated workforce well-versed in computing’s capabilities and limita-
tions. Scholars from various disciplines increasingly assert that exposure to computa-
tional thinking and literacy should be a component of every well-rounded college 
graduate’s education (e.g., Vee,  2013;  Wing,  2008;  Yadav et al.,  2011).  Students appear 
to agree about the importance of computer science, as these programs have seen rapid 
increases in enrollments in recent years (Desjardins,  2015;  Singer,  2019). 
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Unfortunately, larger enrollments only exacerbate the challenges inherent in introductory 
computer science courses, especially for helping students acquire the programming skills 
needed to pursue further coursework and eventual careers in the field. Traditionally, once 
the programming language has been introduced, skills are developed through a succession of 
increasingly challenging assignments. Because students enter these courses with a broad 
range of experiences, students with little or no prior exposure often struggle, leading to high 
attrition and loss of student interest (Biggers et al.,  2008;  Desjardins,  2015).  These challenges 
are more present among underrepresented groups; similar to other STEM fields in the 
United States, computer science has struggled to increase and maintain the participation of 
women and Students of Color (Cheryan et al.,  2017;  Estrada et al.,  2016). 

Active learning strategies offer the potential to address some of these issues (Bowman 
& Culver,  2018;  Freeman et al.,  2014).  In particular, pair programming (in which two 
students work collaboratively) has been offered as a means to increase student learning, 
grades, confidence, persistence, and satisfaction, but the causal impact of this peda-
gogical approach is unclear. This study brings rigorous evidence to bear on the effects 
of pair programming in the computer science classroom and its promise to improve stu-
dent achievement and retention in computer science. It also explores the conditions and 
subgroups for which pair programming may be most (or least) effective at fostering 
desired outcomes. 

Literature on Pair Programming 

Pair programming was popularized in the early 2000s by proponents of agile program-
ming methods, a set of practices intended to build collaboration, creativity, and self-suf-
ficiency in software development teams (Beck et al.,  2001).  Although pair programming 
is only one of the included agile methods, it is arguably the most studied and perhaps 
the most controversial. In its ideal form, pair programming is a practice in which two 
programmers work side-by-side at the same computer; they periodically switch roles 
between “driving” (producing code) and “navigating” (reviewing and making sugges-
tions) (Williams & Upchurch,  2001).  This practice has been increasingly adopted in 
both industry and classroom settings to improve efficiency, quality, and satisfaction (for 
reviews, see Dyba et al.,  2007;  Faja,  2011;  Hanks et al.,  2011;  Salleh et al.,  2011; 
Umapathy & Ritzhaupt,  2017). 

Proponents of the method cite myriad benefits for participants and instructors. For 
example, several scholars have observed an increase in productivity, efficiency, and cod-
ing output (Hannay et al.,  2009;  Kuppuswami & Vivekanandan,  2004;  Zacharis,  2011)  as 
well as cleaner code quality with fewer bugs (Begel & Nagappan,  2008;  Bipp et al.,  2008; 
Cliburn,  2003;  Kuppuswami & Vivekanandan,  2004;  Zacharis,  2011)  and increased 
understanding of programming concepts (Begel & Nagappan,  2008;  Faja,  2011;  Howard, 
2006).  Others have found that pair programming is positively related to persistence in 
coursework (McDowell et al.,  2006)  as well as grades on tests, assignments, and the 
overall course (Chigona & Pollock,  2008;  Kuppuswami & Vivekanandan,  2004; 
McDowell et al.,  2006;  Mendes et al.,  2006;  Wiebe et al.,  2003).  One group of research-
ers observed that students who were paired turned in their homework at significantly 
higher rates (Hanks et al.,  2004),  and several scholars have found that students in pair 



JOURNAL OF RESEARCH ON EDUCATIONAL EFFECTIVENESS 3 

programming courses may be more likely to declare or stay in a computer science major 
(Hanks et al.,  2011;  McDowell et al.,  2006;  Nagappan et al.,  2003;  Umapathy & 
Ritzhaupt,  2017). 

In addition to these academic outcomes, many positive social and affective outcomes 
have been attributed to pair programming. This practice can enhance communication 
and team-building skills (Faja,  2011)  as well as student confidence (Faja,  2011;  Hanks 
et al.,  2004;  Lai & Xin,  2011;  McDowell et al.,  2006;  Nosek,  1998;  VanDeGrift,  2004). 
Numerous studies suggest that individuals enjoy programming collaboratively more 
than working alone (Balijepally et al.,  2009;  Bipp et al.,  2008;  Cao & Xu,  2005;  Cliburn, 
2003;  Faja,  2011;  Hanks et al.,  2004;  Howard,  2006;  McDowell et al.,  2006;  Nagappan 
et al.,  2003;  Nosek,  1998;  Thomas et al.,  2003;  VanDeGrift,  2004;  Wiebe et al.,  2003). 
Instructors and scholars have commented that students in courses utilizing a pair pro-
gramming approach are more engaged and self-sufficient (Howard,  2006;  Kuppuswami 
& Vivekanandan,  2004;  Nagappan et al.,  2003;  Wiebe et al.,  2003),  freeing up time for 
instructors to help struggling students (Cliburn,  2003;  Nagappan et al.,  2003). 

However, the findings on outcomes of pair programming are not always consistent. 
For instance, Ally et al.  (2005)  reported that programming professionals perceived pair 
programming to be less efficient than solo work in most instances, and several scholars 
have observed a loss in effort or efficiency, although this relationship was sometimes 
small (Bipp et al.,  2008;  Dyba et al.,  2007).  Similarly, mixed results have been reported 
on code quality measures (Hanks et al.,  2004),  and another study found that pair per-
formance on measures such as quality is only improved for the weaker member in a 
pair (Balijepally et al.,  2009).  Others found that pair programming does not affect learn-
ing and understanding of concepts (Chigona & Pollock,  2008;  Hanks et al.,  2004),  exam 
scores after controlling for prior achievement (Nagappan et al.,  2003),  or interest in 
computer science and plans to take subsequent computer science coursework (Bowman 
et al.,  2019b). 

Additionally, several scholars have commented on the challenges with implementing 
pair programming effectively. From a practical perspective, several instructors note the 
difficulty of scheduling if pairs need to meet outside class (Bevan et al.,  2002;  Howard, 
2006;  VanDeGrift,  2004).  Moreover, not all studies have found that pair programming 
is enjoyable. For instance, Mendes et al.  (2006)  observed that only about half of partici-
pants wanted to experience pair programming in a future course; another study found 
that pair programming was unpopular in industry settings and lowered morale among 
experienced professionals (Ally et al.,  2005).  Some of these differences in the enjoyment 
of pair programming may be predictable. For instance, more experienced and confident 
coders seem to be less enthusiastic about pair programming (Layman,  2006;  Thomas 
et al.,  2003),  and students who are introverted or reflective also may enjoy the experi-
ence less than others (Layman,  2006).  At times, the workload is not equitably shared 
(Nagappan et al.,  2003),  and differences in work ethic among paired students creates 
conflict (Williams et al.,  2006).  Indeed, pair incompatibility appears to pose the biggest 
threat to the effectiveness of pair programming (Ally et al.,  2005;  Begel & Nagappan, 
2008;  Bevan et al.,  2002;  Cao & Xu,  2005;  Chaparro et al.,  2005;  Cliburn,  2003; 
Nagappan et al.,  2003;  VanDeGrift,  2004;  Wiebe et al.,  2003);  this incompatibility has 
been operationalized in terms of mismatch of personality and/or prior experience. 



4 N. A. BOWMAN ET AL. 

However, not every study finds that mismatch is problematic, as scholars have occasion-
ally found that heterogeneous personality pairs outperformed pairs with similar person-
ality types (Choi et al.,  2008;  Sfetsos et al.,  2009). 

There are several possible explanations for the wide range of findings. First, some 
significant methodological problems have been present in this research. Many previ-
ous studies suffered from small sample sizes that often did not have the statistical 
power to identify significant differences; these study designs also frequently failed to 
account for selection effects, including a lack of important control variables. At 
times, inferential statistical analyses were not used at all. Taken as a whole, these 
issues cast doubt on the validity of many previous findings. Second, one meta-ana-
lysis of the pair programming literature found signs of publication bias (Hannay 
et al.,  2009),  indicating that nonsignificant or negative findings have likely been 
underreported. Third, disparate outcomes may also be due to differences in partici-
pants, tasks, and environments (Bryant,  2004):  Many of these studies utilized differ-
ent methods of pairing students, were employed in different types of classrooms and 
institutional contexts, were conducted for different lengths of time, were applied to 
different types of coding tasks, and included different types of participants. Finally, 
pair programming may be implemented in various ways that can notably affect the 
results (Coman et al.,  2014). 

Theoretical and Conceptual Framework for Equity in Computer Science 

In U.S. higher education, women and Students of Color are consistently underrepre-
sented in computer science (Estrada et al.,  2016;  Sax et al.,  2017).  Substantial research 
has attempted to explain and intervene in these dynamics, particularly the low enroll-
ment of women. Potential precollege explanations for this disparity include women’s 
stronger interpersonal orientation (Beyer,  2014;  Ho et al.,  2004;  Sax et al.,  2017),  lower 
STEM confidence (Beyer et al.,  2003;  Sax et al.,  2017)  and lack of previous exposure to 
computing (Beyer,  2014;  Cheryan et al.,  2017;  Sinclair & Kalvala,  2015).  Explanations 
for the low representation of Students of Color in these majors are often similar, focus-
ing on lack of prior content exposure or even the effects of affirmative action (see 
Harper,  2010,  for a summary and critique of these narratives). 

The present study focuses on outcomes that occur after students have opted into tak-
ing a computer science course. To do so, we draw from a view of college experiences 
and outcomes shaped by the Multicontextual Model for Diverse Learning Environments 
(Hurtado et al.,  2012),  which delineates the role of curricular and co-curricular contexts 
in shaping college student learning, achievement, and retention for diverse students. 
Experiences with coursework are situated within a context shaped by the composition of 
students in those environments, historical legacy of inclusion/exclusion, and psycho-
logical and behavioral dimensions of the climate. Within this broader context, the cur-
riculum is experienced as a function of pedagogy and teaching methods, course content, 
instructor identities, and student identities. 

For women and racially marginalized students, stigmatizing experiences and discrim-
ination—both overt and subtle—are a common experience on U.S. college campuses 
(Chang et al.,  2011).  The relationship between institutional climate and students’ racial 
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and gender identities may become more salient in STEM fields like computer science 
(Malcom & Feder,  2016),  as issues of underrepresentation are more pronounced here 
than in other disciplines (Cheryan et al.,  2017;  Estrada et al.,  2016).  Additionally, schol-
ars point to the ways in which STEM fields often reflect the language and norms of 
White, middle-class, and masculine discourse (Cheryan et al.,  2009;  Simon et al.,  2017). 
Given this climate, it is perhaps unsurprising that women and Students of Color are less 
likely to identify with these fields (Hazari et al.,  2013;  Wong,  2015). 

While women remain underrepresented in nearly all STEM fields, their participation is 
lowest in computer science (Cheryan et al.,  2017).  This underrepresentation has substantially 
intensified over time, and women now comprise only about 15% of majors (Sax et al.,  2017). 
A wealth of scholarship has examined and attempted to address this pervasive issue, but the 
problem has stubbornly persisted, especially in Western cultures (Vitores & Gil-Ju�arez, 
2016).  While many of the explanations focus on gendered differences in prior experience, 
behavior, and interest (e.g., Beyer,  2014;  Cheryan et al.,  2017;  Sinclair & Kalvala,  2015),  other 
explanations highlight the pervasive masculine culture and hostile learning environments in 
many computer science programs (Cheryan et al.,  2017).  Beyer  (2014)  found that classroom 
environment and instruction are strongly related to students’ decisions to continue in a 
computer science major. Complementing this finding, a review of research on computer-
supported collaborative learning found that gender differences were reduced or even 
non-existent when participation and inclusion were promoted explicitly, suggesting that 
pedagogy matters a great deal in achieving equitable outcomes (Prinsen et al.,  2007). 

Likewise, Students of Color—specifically Black, Latinx, and Indigenous students— 
remain underrepresented in computer science programs (Malcom & Feder,  2016;  also 
see Museus et al.,  2011).  Racial underrepresentation is likely due in part to microaggres-
sions and bias encountered in the learning environment, which Students of Color are 
more likely to experience (Barker et al.,  2009).  Some research has also linked a field’s 
pervasive beliefs about innate brilliance and ability with levels of underrepresentation 
(Leslie et al.,  2015),  perhaps because this belief leads to classroom practices that are 
competitive and do not promote active participation. In such settings, underrepresenta-
tion may lead to tokenization and heightened pressure (Malcom & Feder,  2016)  or 
stereotype threat (Steele,  1997). 

Asian American and international students are often well-represented numerically in 
STEM courses and majors (and therefore underrepresented in STEM equity literature), 
but they may face a distinct yet related set of challenges. For instance, Asian and Asian 
American students may experience pressure via expectations to serve as model students 
(e.g., McGee et al.,  2017).  Additionally, an aggregate picture that highlights their relative 
success in the STEM classroom can obscure notable variation within this group 
(Museus et al.,  2011).  International students must also navigate considerable differences 
in culture (Pedersen et al.,  2016),  feelings of loneliness (Cho & Yu,  2015),  challenges 
communicating in a second language (Luo et al.,  2019),  and making connections with 
U.S. peers (Pedersen et al.,  2016).  Furthermore, international students who are racial 
minorities may face discrimination and xenophobia due to their perceived race and 
nationality (e.g., Yao et al.,  2019). 

Active and collaborative learning strategies have been proposed as a promising way 
to foster a more inclusive environment for marginalized students in STEM classrooms 
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(Varma,  2006).  These strategies can potentially benefit all students; a meta-analysis of 
225 studies on student performance in undergraduate STEM coursework shows that 
active learning increases student performance in STEM classes, with particularly large 
effects in smaller class sizes (Freeman et al.,  2014).  The best available evidence suggests 
that active learning strategies may be most effective at bolstering learning and content 
mastery among students who have traditionally been underrepresented (for a review, see 
Bowman & Culver,  2018).  For instance, the incorporation of an interactive workshop 
within an introductory biology course benefited all students in terms of exam perform-
ance and grades, but women and Students of Color had larger increases than men and 
White students, respectively (Preszler,  2009).  Another intervention compared team-
based learning with PowerPoint lectures within a veterinary course; similarly, female 
students benefited more from the team-based approach than did male students (Malone 
& Spieth,  2012).  A study of pair programming found that international students bene-
fited from being paired with U.S. domestic students in terms of completing a larger por-
tion of the paired assignment and feeling more confident about the quality of their 
code, whereas domestic students did not exhibit benefits from cross-national pairing 
(Bowman et al.,  2020). 

A fair portion of the research over the last two decades indicates that collaborative paired 
work as an active learning strategy is particularly effective in computer science classrooms 
(Braught et al.,  2011).  In the case of pair programming, this collaborative approach to learn-
ing may counter isolation and competition in the classroom, especially for students who are 
marginalized in the learning space. Engaging in meaningful interactions across difference is 
a highly effective approach for improving intergroup attitudes within and outside of the 
classroom (Bowman,  2011;  Pettigrew & Tropp,  2006),  so pair programming may help to 
improve the climate by breaking down intergroup barriers and challenging stereotypes. 

That said, the research on pair programming has yielded some inconsistent results, 
suggesting that there is more to understand in employing this as a pedagogical tool in 
the classroom. One possible explanation for the mixed findings is that pair program-
ming often diverges from the ideal structure in practice, which can then adversely affect 
student outcomes (Coman et al.,  2014;  Wiebe et al.,  2003;  Williams & Kessler,  2002). 
For instance, one study observed less clear role differentiation than that proposed by 
proponents of pair programming (Bryant et al.,  2008).  Other research indicates that 
dominating behavior is more likely when there is a mismatch in gender (Williams et al., 
2002)  or in achievement and skill (Chaparro et al.,  2005;  Hanks et al.,  2011;  Stephens & 
Rosenberg,  2003;  Williams et al.,  2002),  which results in disengagement for the other 
partner. Another study found that interruptions, tasks that are too simple, social pres-
sure to avoid looking ignorant, and time constraints can all lead to disengagement in 
pairs (Plonka et al.,  2012). 

Present Study 

This study sought to address the challenges of previous research through a rigorous 
examination of the impact of pair programming. We conducted a cluster-randomized 
trial that assigned lab sections to either pair programming or traditional programming; 
this experimental design leads to much stronger causal inferences than in previous 
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work. We also implemented pair programming over four semesters in three different 
computer science courses that had several lead instructors and dozens of teaching assis-
tants, which helps promote the generalizability of the findings across contexts. The sam-
ple consisted of over 1,500 undergraduates and nearly 100 lab sections, so the analyses 
had sufficient statistical power to detect main effects among all students and separately 
by course. This sample contained approximately 600 Students of Color and 600 female 
students, which provided a unique opportunity to conduct large-scale subgroup analyses. 
Finally, we collected data well after the initial course enrollment to explore longer-term 
outcomes of subsequent computer science course taking, academic success in those 
courses, and having a subsequent major or minor in computer science. In doing so, we 
also explored whether grades in the initial computer science course or partners’ prior 
experience with computer programming may help explain any subsequent effects. 

Method 

Study Context, Procedure, and Participants 

This study included undergraduates who took an introductory computer science 
course at a large, Midwestern research university from Fall 2016 to Spring 2018. The 
institution offers three introductory courses: a class designed for computer science 
majors (i.e., CS 1), a class designed for humanities majors (i.e., CS 0), and a class 
designed for social and information science majors (i.e., CS 

1/2). These courses varied 
considerably in the amount of technical knowledge and skills required for assign-
ments and exams. The format of all three courses consisted of large lecture classes 
that met either twice per week (CS 0 and CS 1/2) or three times per week (CS 1) as 
well as one lab section per week (50 minutes for all courses). A full-time instructor 
led the lectures, and graduate teaching assistants (TAs) led the lab sections. Each TA 
facilitated either two lab sections (for CS 1) or three sections (for CS 0 and CS 1/2) 
per semester. 

Lab sections were randomly assigned to engage in pair programming or in individual 
programming practices. Aside from this pedagogical practice, the rest of the lab section 
was identical, including the assignments that students were required to complete. To 
minimize any potential effects of TA skill, the random assignment occurred within TA, 
such that each TA led at least one paired section and at least one individual section. 
The researchers and primary course instructors trained the TAs on how to facilitate pair 
programming. Students in the experimental condition switched partners about every 
five weeks so that they participated in three different pairings throughout the semester; 
this frequency was intended to give students enough time to become comfortable with 
their partner and to allow students to engage with different partners. 

With the exception of one course in the first semester of the study that allowed some 
work outside of class, all pair programming was conducted during lab sections (schedul-
ing difficulties for meeting outside of class prevented this approach from being viable). 
Students in paired sections were randomly assigned to partners, which were reassigned 
twice during the semester (giving each student a total of three pairings over the course 
of the semester). As discussed later, our choice to assign randomly may have affected 
the overall effectiveness of the intervention, but random assignment also facilitated 
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stronger causal claims from the results. Guidelines for effective pair programming have 
recommended periodic reassignment of pairs (Williams et al.,  2008),  and this practice 
also minimizes the chance of being assigned an intractable or incompatible partner for 
the entirety of the semester. 

Students in paired sections were instructed to use pair programming in a method 
consistent with formal definitions of this practice: Both students would sit at the same 
computer and share the same keyboard. One student would start as the driver, taking 
lead on using the keyboard and writing code. The other student would act as the navi-
gator, reviewing code, looking for errors, and making suggestions while keeping the big-
ger goals of the assignment in focus. After a period of time, students were supposed to 
switch roles, continuing in this fashion until the assignment was complete. TAs were 
trained to monitor and encourage effective pair work, and students were also given a 
handout with tips and strategies for working in this manner. 

Participants were included in the present analytic sample if they (a) were enrolled in 
one of the introductory computer science courses after the fourth week of the semester, 
(b) were in their first semester of one of these courses (some students enrolled multiple 
times within the same course and/or enrolled in more than one of the courses), (c) 
were an undergraduate student (rather than a graduate or non-degree-seeking student), 
(d) gave permission for their course data to be linked with their registrar data, and (e) 
had available data on coursework after the experimental semester (a few students took 
this class in their last semester at the university). This sample included 1,530 undergrad-
uates; 39% were female, 26% were first-generation students (neither parent attended 
postsecondary education), 60% were White/Caucasian, 20% were international students 
(the vast majority were from Asian countries), 7% were Latinx/Hispanic, 5% were Asian 
American, 4% were Black/African American, and 4% were multiracial or from another 
racial group. Moreover, 30% of participants were in their first year, 26% were in their 
second year, 25% were in their third year, and 18% were in their fourth year or beyond. 
Twenty-seven percent of students were computer science majors when they were 
enrolled in the course. 

Within this sample, 796 students were enrolled in one of the 49 lab sections that 
used pair programming, whereas 734 students were enrolled in one of the 47 lab sec-
tions that used individual programming. Randomization appears to have yielded equiva-
lent treatment and control groups, since no significant differences were observed across 
experimental condition in terms of course, semester enrolled, year in college, race, sex, 
first-generation status, age, veteran status, U.S. citizenship, in-state residency, composite 
ACT score, and high school GPA, ps > .10 (see the  supplemental material in Table S1). 

Measures 

Two of the primary outcome variables indicated whether students had a major or a 
minor in computer science in the most recent semester available. Registrar data was 
obtained from every semester in the academic year from Fall 2016 to Spring 2019; this 
use of repeated data pulls was necessary to obtain the best possible indication of stu-
dents’ major and minor, since some students graduated, transferred, or dropped out 
before the Spring 2019 semester. We used Spring 2019 data whenever possible; for 
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students who were not enrolled in that semester, we used the most recent term in which 
they attended the university. 

Other outcomes examined students' subsequent computer science coursework. We 
obtained data on all computer science courses that students completed (with a passing 
grade) or attempted (with any grade, including F or W). This information was used to 
compute variables for individual courses as well as the total number of computer science 
courses attempted and completed. Several binary variables indicated students' enroll-
ment in several key courses: Discrete Structures and Data Structures (both required for 
computer science majors and are prerequisites for taking various other courses in the 
major); Programming for Informatics (required for informatics majors, but not com-
puter science majors); and CS 1 (this outcome was only examined among students 
enrolled in CS 0 or CS 1/2  during their treatment semester). Three variables were created 
for each course: attempting the course (0 = no, 1 = yes), successful course completion 
(0 = no, 1 = yes), and the grade that students earned (F = 0 to A+ = 4.33). The grade 
within the treatment introductory course was examined with the same GPA scale. 

The primary independent variable was whether students participated in a lab section 
that used pair programming (0 = no, 1 = yes). Dummy variables indicated the course in 
which they were enrolled during the study (CS 

1/2  and CS 1, with CS 0 as the referent 
group) and semester in which they participated (Spring 2017, Fall 2017, and Spring 
2018, with Fall 2016 as the referent group). The primary moderators were students' 
race/ethnicity (0 =Student of Color, 1 = White/Caucasian) and sex (0 = male, 
1 = female). Supplemental analyses used dummy variables for subgroups of Students of 
Color: underrepresented racial minority students (i.e., American Indian/Alaska Native, 
Black/African American, Latinx/Hispanic, and Pacific Islander/Native Hawaiian stu-
dents), international students, and students of primarily Asian descent (Asian American 
and international students, the vast majority of whom were from Asian countries). 

For additional analyses, the treatment condition was divided into three separate 
groups based on partners' prior experience with computer programming before the 
course. In the first two weeks of the semester, students completed a survey that con-
tained nine items about prior experience with website design; programming mobile 
apps; and using BASIC, C/C++, Java, Javascript, Perl, Python, and Ruby. All items used 
a four-point scale (1 = none, to 4 = a lot), and the Cronbach's alpha for this index was 
.76. Given the right skew of the resulting distribution, the natural log of the original 
measure was used; the average of participants' three partners was computed. Descriptive 
statistics for all variables appear as supplemental material  (Table S2). 

Analyses 

Hierarchical linear modeling (HLM) analyses were conducted to account for the nesting 
of students (level 1) within lab sections (level 2) within teaching assistants (level 3; see 
Raudenbush & Bryk,  2002;  Snijders & Bosker,  2012).  Students were also nested within 
courses; however, there were only three introductory courses, so course was modeled via 
dummy variables. Semester was also included in all analyses to account for any differen-
ces over time. Preliminary analyses showed that the results reported here were substan-
tively identical when making alternative choices to account for the multilevel structure 
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of the data (e.g., ignoring the clustering within TAs, conducting regression analyses with 
robust standard errors). 

Many of the outcomes were binary in nature (i.e., computer science major and minor, 
enrollment in individual subsequent courses, successful completion of each of those 
courses), so these outcomes were treated as binary using hierarchical generalized linear 
modeling analyses. Not surprisingly, the total number of subsequent computer science 
courses completed and attempted were both highly skewed, as they contained a large 
number of students who completed no courses after the treatment semester. Therefore, 
zero-inflated negative binomial regression analyses were conducted; these analyses con-
ducted separate tests to predict whether participants engaged in zero courses (versus at 
least one course) and to predict the number of courses in which they enrolled (among 
students who completed at least one course; see Hoffmann,  2016;  Long,  1997).  Grades 
within the introductory course and subsequent courses were treated as continuous via 
traditional hierarchical linear modeling analyses. 

Preliminary analyses examined interactions between pair programming and each of 
the key demographic characteristics (race or sex). Significant interactions in the same 
direction were frequently identified for race, so subgroup analyses by race were con-
ducted (interactions by sex were rarely significant). Additional subgroup analyses 
were also conducted to explore the impact of pair programming within each course. 
Two sets of follow-up analyses were conducted within the subgroup that exhibited 
various significant effects of pair programming (i.e., White students) to better under-
stand the processes and conditions that may have contributed to these findings. 
(Note that the patterns of results for all students are somewhat similar, except that 
significant effects are less prevalent within this full participant sample.) First, analyses 
considered the potential role of grades in the introductory course as a mediator of 
significant relationships between pair programming and subsequent outcomes. Bias-
corrected bootstrap analyses with 5,000 resamples examined the indirect effects of 
pair programming on longer-term outcomes via introductory course grades (see 
Hayes,  2018).  Second, additional multilevel analyses of White students separated the 
treatment condition into three groups: students whose partners had low prior experi-
ence with computer programming (on average), those with medium experience, and 
those with high experience. The cutoff points were chosen so that these three treat-
ment groups had roughly equal sample sizes. Preliminary analyses found that the 
results for partners’ prior experience generally did not interact with participants’ 
own experience (i.e., the correspondence or matching of students’ and their partners’ 
experience did not provide additional information). The moderation, subgroup, and 
mediation analyses all controlled for semester and course. 

Limitations 

The most notable limitation of this study is that it examined pair programming at a sin-
gle institution. We sought to bolster generalizability as much as possible within this con-
straint by examining three different courses (with modestly different implementations of 
pair programming) over four semesters and by exploring potential moderation effects 
across student and partner characteristics, but the results may not apply to other 
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Table 1.  Unstandardized coefficients for multilevel analyses predicting grades in the introductory 
computer science course. 
Predictor All Students CS 1 CS 

1/2  CS 0 

Pair programming —.133* (.057) —.091 (.086) —.257
+  (.139) —.114 (.073) 

Spring 2017 semester .035 (.080) .090 (.118) .069 (.196) —.076 (.104) 
Fall 2017 semester .002 (.078) —.064 (.121) —.220 (.194) .180 (.096) 
Spring 2018 semester .001 (.078) —.057 (.118) .059 (.185) .030 (.102) 
CS 

1/2  course —.833*** (.077) 
CS 1 course —.478*** (.065) 
Number of students 1,308 537 278 493 
Number of discussion sections 96 41 26 29 

Note. Standard errors are in parentheses. Students who withdrew from the course did not receive an A–F letter grade 
(for which grade points are assigned) and therefore were not included in these analyses. 
+p < .10; *p < .05; **p < .01; ***p < .001. 

institutions or to other implementations of pair programming. Later in the paper, we 
discuss various aspects of pair programming implementation, including features of this 
university’s approach to pair programming that we believe are most likely to have 
affected the findings. Furthermore, although we were able to examine various post-
course outcomes, a longer time period would have allowed us to consider graduation 
data for all students. 

Results 

What Are the Main Effects of Pair Programming Overall and by 
Introductory Course? 

Table 1  contains results for multilevel analyses that examined the impact of pair pro-
gramming on grades within the introductory course. In the full sample, students who 
participated in lab sections with pair programming had significantly lower grades than 
did students in lab sections with individual programming. When examining grades sep-
arately by introductory course, pair programming had a marginally significant negative 
effect on course grades in CS 1/2  (p < .10), but the results for CS 0 and CS 1 were not 
significant. 

The results for pair programming predicting participation and success in computer 
science coursework after the treatment semester are shown in  Table 2.  These analyses 
were conducted among all students and separately for subsequent courses that follow 
logically within the curriculum (e.g., informatics majors are required to take both CS 1/2  
and Programming for Informatics, so subgroup analyses were conducted predicting this 
outcome for those who took CS 

1/2). Only two of the 39 analyses were significant at a 
threshold of p < .05, which is consistent with what one might expect to find via ran-
dom chance. Both coefficients indicated adverse effects of the treatment: Pair program-
ming was negatively associated with completing the Discrete Structures course among 
all students, and it predicted a greater likelihood of not attempting any subsequent com-
puter science coursework among students who initially took CS 1. Some additional pat-
terns emerged when using a more lenient threshold for statistical significance (p < .10): 
pair programming predicted a lower likelihood of completing or attempting Discrete 
Structures among all students and those who started in CS 1, whereas pair programming 
was positively related to completing and attempting the Programming for Informatics 
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Table 2.  Unstandardized coefficients for multilevel analyses examining the effect of pair program-
ming on outcomes in subsequent computer science courses. 

Sample and outcome 

Individual computer science courses Total subsequent CS courses 

Discrete 
structures 

Data 
structures 

Informatics 
programming CS 1 

0 versus 1 
or more # of courses 

All students 
Course(s) completed -.274* (.134) -.203 (.139) .390 (.240) -.201 (.249) .115 (.138) .047 (.057) 
Course(s) attempted -.246

+  (.133) -.230 (.147) .402
+  (.238) -.311 (.231) .197 (.149) .047 (.056) 

Course grade(s) .102 (.102) .113 (.100) .269 (.235) -.226 (.184) .033 (.082) 
Only CS 1 students 
Course(s) completed -.284

+  (.156) -.183 (.158) - - .327
+  (.175) .060 (.069) 

Course(s) attempted -.290
+  (.156) -.245 (.171) - - .399* (.196) .053 (.069) 

Course grade(s) .073 (.112) .039 (.107) - - .028 (.097) 
Only CS 

1/2  students 
Course(s) completed - - .489

+  (.289) -.330 (.273) -.178 (.287) .047 (.094) 
Course(s) attempted - - .523

+  (.288) -.474
+  (.263) -.338 (.324) -.016 (.087) 

Course grade(s) - - .278 (.258) -.206 (.203) .063 (.165) 

Note. Standard errors are in parentheses. The completed and attempted outcomes for individual courses were treated 
as binary, grades for individual courses were treated as continuous, and total number of courses completed and 
attempted were modeled via zero-inflated negative binomial regression analyses (which separately examine whether 
students took any coursework and then predict the number of courses among those who have taken at least one 
course). For the portion of the zero-inflated analyses examining any subsequent coursework, positive values mean that 
pair programming is associated with not taking future computer science courses. The analyses for the CS 1 course were 
limited to students who took either CS 0 or CS 

1/2  as their introductory course, so CS 1 constituted a subsequent course 
for these participants. The Discrete Structures and Data Structures courses are required for the computer science major, 
whereas the Programming for Informatics course is required for the informatics major. All analyses controlled for semes-
ter; the analyses among all students also controlled for the introductory computer science course. 
+p < .10; *p < .05; **p < .01; ***p < .001. 

course among students who originally took CS 1/2  as well as attempting programming 
for Informatics among all students. At this same threshold of significance, pair program-
ming was also associated with not completing any additional computer science courses 
among CS 1 students, and it was negatively related to attempting CS 1 among CS 
1/2  students. 

Table 3  provides the findings for the effects of pair programming on having a com-
puter science major or minor. In the full sample, students in pair programming were 
significantly less likely to be computer science majors than those who participated in 
individual programming; this difference across experimental conditions was 5.2% points. 
When examining each course separately, this same significant pattern was observed for 
students who originally enrolled in CS 1: students in pair programming were 7.6% 
points less likely to be computer science majors than were those in individual program-
ming. No other effects were significant. 

In summary, pair programming resulted in lower grades within the introductory 
course and a reduced likelihood of majoring in computer science. Pair programming 
was unrelated to minoring in computer science, and it had sparse relationships with 
completing and taking future computer science coursework, especially when using a 
statistical significance criterion of p < .05. Patterns of marginally significant results sug-
gest that pair programming reduced the likelihood of attempting or completing the 
Discrete Structures class, whereas it improved the chances of taking the programming 
for Informatics class, especially among students in CS 1/2. 
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Table 3.  Unstandardized coefficients for multilevel analyses that predict majoring or minoring in 
computer science. 

Predictor 

Computer science major Computer science minor 

All 
students CS 1 CS 

1/2  CS 0 
All 

students CS 1 CS 
1/2  CS 0 

Pair programming -.337* -.309** -.580 .334 (.654) -.122 .060 (.379) -.633 -.012 
(.143) (.154) (.361) (.307) (.641) (.825) 

Spring 2017 semester -.197 -.138 -.212 -1.010 .315 -.418 .971 1.184 
(.199) (.212) (.500) (1.126) (.444) (.610) (.881) (1.163) 

Fall 2017 semester -.025 .012 -.274 .125 .423 .199 .602 .488 
(.197) (.213) (.501) (.718) (.431) (.579) (.929) (1.231) 

Spring 2018 semester -.296 -.227 -.357 -1.071 .139 -.086 .105 – 
(.196) (.210) (.487) (1.126) (.456) (.601) (1.012) 

CS 
1/2  course 2.769*** 1.055 

(.352) (.546) 
CS 1 course 3.747*** 1.602*** 

(.336) (.471) 
Number of students 1,530 689 337 504 1,530 689 337 504 
Number of 

discussion sections 
96 41 26 29 96 41 26 29 

Note. Standard errors are in parentheses. Outcomes were treated as binary in the analyses, and these were measured in 
Spring 2019 (or the last semester in which students were enrolled at the university). Semester 4 was omitted from the 
equation for predicting computer science minor among CS 0 students, since so few students who took that introductory 
course actually enrolled in the minor. 
+p < .10; *p < .05; **p < .01; ***p < .001. 

Table 4.  Unstandardized coefficients for multilevel analyses examining the effect of pair program-
ming on outcomes among White students and Students of Color. 
Outcome White students Students of Color 

Grade in introductory CS course -.146* (.067) -.119 (.085) 
Completed discrete structures course -.533** (.198) -.009 (.209) 
Completed data structures course -.643** (.230) .185 (.200) 
Completed informatics programming course .296 (.296) .322 (.459) 
Completed CS 1 (for CS 0 and CS 

1/2  students) -.486
+  (.288) .501 (.442) 

Attempted discrete structures course -.396* (.188) -.064 (.231) 
Attempted data structures course -.575** (.216) .100 (.220) 
Attempted informatics programming course .356 (.281) .298 (.441) 
Attempted CS 1 (for CS 0 and CS 

1/2  students) -.565* (.273) .309 (.458) 
Computer science major -.505** (.188) -.113 (.205) 
Computer science minor -.917* (.459) .627 (.399) 

Note. Standard errors are in parentheses. All analyses controlled for semester and the introductory course. No significant 
main effects were observed for grades within subsequent courses. 
+p < .10; *p < .05; **p < .01; ***p < .001. 

Who Does Pair Programming Harm or Help? 

The impact of pair programming clearly differs as a function of students’ race. As 
shown in  Table 4,  pair programming contributed to various negative outcomes among 
White students, including (a) a lower grade within the introductory computer science 
course; (b) a lower likelihood of completing or attempting Discrete Structures, Data 
Structures, and CS 1 (the analyses for CS 1 only used students who initially took CS 0 
or 1/2); and (c) a lower likelihood of majoring or minoring in computer science. 
Conversely, pair programming was not significantly related to any outcome among 
Students of Color, and no significant effects were observed for grades in subsequent 
courses within either racial subgroup. Additional analyses (not shown here) also found 
virtually no significant effects of pair programming among underrepresented racial 
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Table 5.  Mean differences in binary outcomes by pair programming experimental condition among 
White students. 

All White students White students in CS 1 

Outcome Individual Paired PP diff 96 diff Individual Paired PP diff 96 diff 

Computer science major .275 .203 .072 3596 .523 .448 .075 1796 
Computer science minor .040 .017 .023 13596 .072 .029 .043 14896 
Completed discrete structures course .251 .185 .066 3696 .542 .430 .112 2696 
Attempted discrete structures course .258 .205 .053 2696 .549 .459 .090 2096 
Completed data structures course .230 .160 .070 4496 .490 .378 .112 3096 
Attempted data structures course .232 .166 .066 4096 .497 .384 .113 2996 

All White students White students in CS 
1/2  

Completed informatics course .057 .071 -.014 -2096 .176 .226 -.050 -2296 
Attempted informatics course .064 .083 -.019 -2396 .204 .266 -.052 -2396 
Completed CS 1 .138 .090 .048 5396 .315 .194 .121 6296 
Attempted CS 1 .160 .100 .060 6096 .352 .202 .150 7496 

Note. Unadjusted means are provided. PP Diff refers to percentage-point difference; 96 Diff refers to the percentage 
increase in the individual condition relative to the paired condition. The analyses for completing and attempting CS 1 
among “all White students” were restricted to students whose treatment course was CS 0 or CS 

1/2, so that this out-
come reflects subsequent coursework. The within-course analyses on the right-hand side of the table were conducted 
for the experimental course that had the highest mean value on that respective outcome. 

minority students, international students, and students of primarily Asian descent; the 
lone exception was a marginally significant positive result (p < .10) for completing 
Programming for Informatics among international students. These divergent results 
were not simply the function of disparate sample sizes, as Students of Color as a whole 
comprised 40% of all participants. 

Because the vast majority of the outcomes presented in  Table 4  were binary, it can be 
difficult to interpret the magnitude of these effects using traditional log-odds coeffi-
cients. Therefore,  Table 5  provides the means separately by experimental condition 
among White students, along with two effect size metrics of these disparities. When 
examining White students in all courses, many of these differences fell near effect size 
guidelines for college impact studies that indicate small relationships (5% points) or 
were approaching a medium effect size (9% points; see Mayhew et al.,  2016).  For 
example, White students in the individual programming condition were 7.2% points 
more likely to major in computer science than those in the pair programming condi-
tion. These percentage-point effect sizes were generally larger when limiting the sample 
to students in the most relevant course (i.e., the one that was most likely to lead to the 
corresponding outcome). For instance, the effect of individual programming (versus 
paired) on completing Discrete Structures increased from 6.6% points among all White 
students to 11.2% points among White students who took CS 1 during the treatment 
semester. The largest effect size occurred for attempting CS 1 among students who ori-
ginally took CS 1/2; this 15%-point increase is equal to Mayhew et al.’s guideline for a 
large effect. The lone exception to these patterns is that pair programming led to mod-
estly  higher rates of completing and attempting the Programming for 
Informatics course. 

The effect size for group differences can also be indicated via the percentage differ-
ence in the probability of achieving a binary outcome; this metric may sometimes be at 
least as useful as the percentage-point difference. For instance, individual programming 
resulted in a 2.3%-point increase in White students’ having a minor in computer sci-
ence, which might seem like a trivial amount. However, given the small percentage of 
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Table 6.  Unstandardized coefficients for bootstrap mediation analyses examining the indirect effect 
of pair programming on student outcomes via introductory course grades among White students. 

Outcome 

Indirect effect of pair programming Direct effects 

8 (SE) 9596 confidence interval Pair programming Course grades 

Completed discrete structures course -.102 (.048) [-.211, -.021] -.579** (.218) .705*** (.130)  
Completed data structures course -.091 (.045) [-.191, -.012] -.699** (.224) .627*** (.131)  
Completed CS 1 (for CS 0 and CS 

1/2  students) -.159 (.086) [-.346, -.010] -.274 (.316) .978*** (.207) 
Attempted discrete structures course -.095 (.047) [-.200, -.017] -.497* (.212) .656*** (.126) 
Attempted data structures course -.085 (.041) [-.182, -.017] -.641** (.220) .583*** (.128) 
Attempted CS 1 (for CS 0 and CS 

1/2  students) -.152 (.082) [-.335, -.012] -.392 (.297) .930*** (.195) 
Computer science major -.071 (.037) [-.160, -.014] -.575** (.201) .486*** (.115) 
Computer science minor -.125 (.069) [-.302, -.025] -.829

+ 
 (.448) .844** (.292) 

Note. Significant indirect effects for bootstrap analyses were determined through 9596 confidence intervals that do not 
include zero; therefore, all indirect effects displayed in this table were significant. The analyses controlled for semester 
and the introductory course when predicting both the mediator and the post-course outcome. Because these analyses 
sought to explain the adverse effects of pair programming, only outcomes that exhibited significant effects of pair pro-
gramming among White students were examined. 
+p < .10; *p < .05; **p < .01; ***p < .001. 

students who enrolled in that minor, White students in the individual condition were 
more than twice as likely as those in the paired condition to do so (135% increase 
among all students and 148% increase among students in CS 1). The percentage 
increases were more modest for the other outcomes (also shown in  Table  5). 
For instance, individual programming led to a 35% increase in computer science majors 
among all White students, along with a 17% increase among those who enrolled in CS 
1 during the treatment semester. Aside from minoring in computer science, the largest 
percentage increase occurred for attempting CS 1 among White students who started in 
CS 0 or CS 

1/2  (60%) and solely those who started in CS 
1/2  (74%). 

In summary, the impact of pair programming varied systematically by race, such that 
it reduced grades in the introductory course, completing and attempting subsequent 
computer science courses, and majoring and minoring in computer science among 
White students. These relationships were all non-significant among Students of Color. 
The negative effects among White students were sometimes substantial in size when 
examining logical course sequences. 

What Explains the Negative Effects of Pair Programming among White Students? 

Two sets of supplemental analyses were conducted in an attempt to shed light on the 
prevalent significant results among White students. First, grades within the introductory 
computer science course were used as a mediator to explain the lower outcomes in sub-
sequent courses. As shown in  Table 6,  these bootstrap mediation analyses identified sig-
nificant indirect effects of pair programming via grades on all eight distal outcomes for 
which direct effects were initially observed. However, a mediator is primarily inform-
ative if it explains a substantial portion of the direct effect (Kenny,  2018),  but that was 
generally not the case for introductory course grades. The direct effect of pair program-
ming remained significant in six out of the eight outcomes in the mediation analyses, 
and these coefficients for pair programming were similar in size to those that did not 
include the mediator. Two direct effects of pair programming became nonsignificant 
when adding grades to the model for completing and attempting CS 1 among White 
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Table 7.  Unstandardized coefficients for multilevel analyses of the effects of pair programming by 
level of partners’ average prior programming experience among White students. 

Comparisons of pair programming versus individual programming 

Outcome 
Low partner 
experience 

Medium partner 
experience 

High partner 
experience 

Grade in introductory CS course -.210* (.087) .021 (.087) -.193* (.098) 
Completed discrete structures course -.896** (.323) -.170 (.266) -.615* (.277) 
Completed data structures course -.844* (.356) -.123 (.298) -.950** (.324) 
Completed informatics programming course -.287 (.463) .473 (.380) .705

+  (.410) 
Completed CS 1 (for CS 0 and CS -.751

+  (.431) -.411 (.375) -.379 (.402) 
1/2  students) 

Attempted discrete structures course -.788* (.310) -.025 (.258) -.439
+  (.263) 

Attempted data structures course -.848* (.344) -.021 (.283) -.858** (.308) 
Attempted informatics programming course -.279 (.440) .667

+  (.354) .668
+  (.398) 

Attempted CS 1 (for CS 0 and CS -.988* (.427) -.546 (.361) -.617 (.393) 
1/2  students) 

Grade in discrete structures course .297 (.254) .334
+  (.189) -.070 (.199) 

Grade in data structures course .114 (.225) .061 (.168) .148 (.191) 
Grade in informatics programming course .559 (.472) .150 (.351) -.058 (.385) 
Grade in CS 1 (for CS 0 and CS .559 (.387) .217 (.332) -.264 (.358) 

1/2  students) 
Computer science major -1.007** (.316) -.069 (.255) -.626* (.272) 
Computer science minor -.971 (.776) -.751 (.655) -.852 (.666) 

Note. Standard errors are in parentheses. The three treatment variables for pair programming with partners who had 
low, medium, or high prior experience with computer programming were entered simultaneously in multilevel analyses; 
the control condition (individual programming) served as the referent group. All models controlled for semester and the 
introductory course. 
+p < .10; *p < .05; **p < .01; ***p < .001. 

students who initially took CS 
1/2  or CS 0. However, these coefficients for the treatment 

were reduced by less than 50% with the inclusion of grades, which suggests that intro-
ductory course grades may not completely explain the effect of pair programming. 

A second set of analyses divided the treatment condition into three groups based on 
partners’ prior programming experience, since partners were also randomly assigned 
among students within pair programming. As shown in  Table 7,  White students whose 
partners had either low or high prior experience (on average) exhibited various negative 
outcomes relative to engaging in individual programming. Specifically, students with 
these extremes of partner experience had lower grades in the introductory course, were 
less likely to have completed or attempted the Data Structures course, were less likely to 
have completed the Discrete Structures course, and were less likely to major in com-
puter science (ps < .05). Moreover, students with lower-experience partners were also 
less likely to attempt Discrete Structures or CS 1. Relaxing the statistical significance cri-
terion to p < .10 led to additional findings. Some patterns were consistent with those 
results: programming with high-experience partners reduced the likelihood of attempt-
ing Discrete Structures, and having low-experience partners predicted less completion of 
CS 1 (among students who started in CS 0 and CS 1/2). However, other marginally sig-
nificant findings were favorable for pair programming (i.e., high-experience partners 
and completing programming for Informatics, medium- and high-experience partners 
for attempting that same course, and medium-experience partners and grades in 
Discrete Structures). Supplemental analyses among Students of Color found no signifi-
cant results of pair programming by partners’ prior experience level at p < .05, and 
only one result was significant at p < .10. 
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In summary, pair programming has an indirect effect via introductory course grades 
on various post-course outcomes among White students, but this short-term mediator 
does not explain the majority of the main effects on those longer-term outcomes. When 
dividing the treatment into three groups based on partners’ prior experience with com-
puter programming, students who engaged with partners who had either low or high 
levels (on average) of prior experience had numerous negative outcomes relative to stu-
dents who programed individually, whereas students with partners who had a medium 
level of experience did not exhibit any adverse outcomes relative to individual 
programming. 

Discussion 

This cluster-randomized trial found that pair programming has virtually no short-term 
or long-term benefits for students’ grades or their subsequent engagement with com-
puter science coursework and degree programs. If anything, pair programming led to a 
modest reduction in grades for the introductory course and the likelihood of majoring 
in computer science among all students. Moreover, the findings were frequently negative 
among White students, as pair programming resulted in non-trivial reductions in course 
grades as well as future participation in computer science courses, minor, and major. 
These adverse results were driven by partners who had either low or high average levels 
of prior experience with computer programming. 

Divergence in Findings and Methodology Compared to Previous Research 

This study expands and improves upon earlier studies in several ways. First, the random 
assignment of lab sections to experimental conditions led to much stronger conclusions 
about the efficacy of pair programming. Second, in a related issue, students in the 
paired lab sections were randomly assigned to partners, which allowed us to explore the 
impact of partners’ prior programming experience. Third, this paper identified notable 
differences in the impact of pair programming by race, whereas this demographic attri-
bute has received surprisingly little attention in pair programming research. Fourth, this 
study collected data over an extended timeframe, so various outcomes were observed up 
to 2 1=2 years after the introductory course, whereas previous studies have often focused 
on within-course outcomes. Finally, the examination of a large number of students and 
lab sections provided sufficient statistical power to detect even small effects (if they were 
present) and to conduct meaningful subgroup analyses. 

The present results contrast with research that generally obtains positive results for 
pair programming within both educational and workplace settings (although substantial 
heterogeneity does exist; see Dyba et al.,  2007;  Faja,  2011;  Hanks et al.,  2011;  Salleh 
et al.,  2011;  Umapathy & Ritzhaupt,  2017).  Specifically, these findings diverge from the 
generally positive results for studies on pair programming and students’ grades 
(Chigona & Pollock,  2008;  Kuppuswami & Vivekanandan,  2004;  McDowell et al.,  2006; 
Mendes et al.,  2006;  Umapathy & Ritzhaupt,  2017;  Wiebe et al.,  2003);  persistence in 
computer science coursework (McDowell et al.,  2006);  or decision to major in computer 
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science (Hanks et al.,  2011;  McDowell et al.,  2006;  Nagappan et al.,  2003;  Umapathy & 
Ritzhaupt,  2017). 

Why do the present findings differ from prior research? Several factors may have 
contributed individually or in combination. Hannay et al.  (2009)  meta-analysis found 
that publication bias was a notable concern, so additional papers with nonsignificant or 
negative findings for pair programming likely exist, but these may not be publicly avail-
able. Additionally, methodological issues with prior research undermine the credibility 
of many positive findings. A surprising number of previous studies do not test for statis-
tical significance at all, and those that conduct formal tests tend to omit key independ-
ent variables that may explain a spurious relationship between pair programming and 
the outcome(s) of interest. Thus, the previous published research may overstate the 
strength of the association. In a sense, selection bias may have been a notable problem 
not only for the assignment of students to treatment within studies, but also for the 
public presentation of research findings through peer-reviewed publications. 

That said, we are aware of few studies that utilized a similar research design to our 
own; the most closely aligned research was presented in Wiebe et al.  (2003)  and 
Williams et al. (2003). Similar to our current work, their family of experiments utilized 
a cluster-randomized trial over four semesters, had students work in a total of three 
pairings, obtained large sample sizes, and utilized appropriate control measures; these 
features make that research some of the strongest to date. Nonetheless, many of our 
results are inconsistent with their generally positive findings. This divergence may be at 
least partially attributable to differences in the definition of outcome measures (e.g., 
examining “passing” grades as a binary outcome, as opposed to grades as a continuous 
outcome) or to differences in the implementation of pairing (e.g., allowing student input 
and attempting to match compatible programmers versus random assignment). 

In a potentially favorable pattern for pair programming in the present study, several anal-
yses did yield positive results for the link between this treatment and completing or attempt-
ing the Programming for Informatics course. These relationships were marginally significant 
(.05 < ps < .10), so we urge caution in this interpretation. As noted earlier, this course is a 
requirement for informatics and other data science majors, but not for the computer science 
major. The vast majority of students who enroll in this subsequent course took CS 

1/2  in the 
treatment semester, since that is a prerequisite for programming for Informatics. The posi-
tive results may be especially surprising, then, since pair programming had a negative effect 
on grades for CS 

1/2, but not for the other two introductory courses. It is possible that many 
students in CS 

1/2  are debating whether to enter computer science majors (a decent number 
of these students enroll in CS 1 afterwards), so the positive effects for the informatics course 
may actually reflect the fact that pair programming diverted some students away from 
majoring in computer science. Consistent with this possibility, pair programming had a mar-
ginally significant negative effect on attempting CS 1 among students who originally took CS 
1/2; this inverse relationship was fairly large among White students. 

Explaining the Negative Results for Pair Programming 

When considering the reasons for the negative effects observed here, it is possible that 
the implementation of pair programming in the present study was less than ideal. The 
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lab sections for all three courses were only 50 minutes long, and virtually all of the pair 
programming only took place within the lab section (with the exception of the one 
semester and one course mentioned earlier). This reasonably short amount of class time 
may not have been enough for students to engage with this collaborative learning prac-
tice in sufficient depth, perhaps undermining the necessary coordination that collabora-
tive learning should require (Barron,  2000).  In a potentially related issue, students in the 
treatment condition participated in three different pairings throughout the semester. 
Switching partners was intended to provide students with new opportunities to engage 
with other class members (and a built-in timeline for leaving a partner who they might 
not like), and this approach is recommended as a best practice for pair programming 
(Williams et al.,  2008).  However, these changes may have made it more difficult for stu-
dents to adjust to working with their partner effectively. That said, surveys at the end of 
the semester found that the subjective experiences of students and TAs within these pair 
programming sections were mostly positive (consistent with most previous research), 
suggesting that pair programming may have been implemented in a reasonable manner. 

Beyond the specifics of this study, pair programming may provide more opportunities 
for problems that can undermine its effectiveness relative to other forms of collaborative 
learning. Many collaborative learning activities are short-term in nature, involve several 
students, and do not require every student to contribute meaningfully. Thus, it may not 
be a substantial problem in many circumstances if one group member (out of 4–5 total) 
does not show up for class, has not prepared or completed work in advance, and/or 
does not engage substantially or productively in group conversations. In contrast, these 
problems within pair programming would make this practice equivalent to independent 
programming at best and would hinder the learning and interest of both students at 
worst. Indeed, in their meta-analysis of collaborative learning activities, Tomcho and 
Foels  (2012)  found that long-term duration of group work and completing group (rather 
than individual) graded assignments, which are generally characteristic of pair program-
ming, were associated with reduced learning and achievement. Group-level accountabil-
ity can lead to one student doing much of the work, which may have adverse effects for 
that student (who could become frustrated or overwhelmed) as well as the other stu-
dent(s) (who may not learn or develop an interest in or mastery of the material). 

The fact that pair programming exhibited various negative outcomes among White 
students, but not among Students of Color, is quite notable. Numerous negative 
results were obtained for grades within the introductory course, for participation in 
future coursework, and for enrolling in computer science degree programs. However, 
in another paper that employed this same dataset, we actually found no moderation 
by race on students’ computer science interest, perceptions, intentions, and comple-
tion of these introductory courses. The present paper also observed no effects on 
student grades in subsequent courses. Taken together, these patterns suggest that 
pair programming primarily affects White students’ longer-term participation in com-
puter science coursework rather than their outcomes within the courses that they 
do take. 

The reasons for this racialized pattern are not entirely clear. Some prior research has 
found that active and collaborative learning provides benefits for all students that are 
even more positive among Students of Color and students from other minoritized 
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backgrounds (e.g., Malone & Spieth,  2012;  Preszler,  2009);  the present results exhibited 
this same relative difference across groups, but without the presence of positive effects 
for any group. The negative findings for White students may stem, at least in part, from 
the fact that computer science classrooms were more racially diverse than the under-
graduate population of the university and the surrounding community, especially in 
terms of the number of Asian international and Asian American students. Previous 
research has shown that situational cues regarding demographic representation (or lack 
thereof) can affect college students’ sense of belonging and interest in engaging within 
STEM contexts (Murphy et al.,  2007).  The effects of situational cues and social identity 
threats generally occur among groups that are negatively stereotyped, but computer sci-
ence is a domain in which Asians and Asian Americans may be viewed as model stu-
dents (e.g., McGee et al.,  2017).  If White students perceive this stereotype, then 
interacting with Students of Color via pair programming may have heightened the 
threat that White students could experience within this coursework. Preliminary analy-
ses showed that White students and Students of Color in this sample did not differ in 
their prior programming experience; observing this equality via engagement in pair pro-
gramming would challenge the presumption of superiority that White students may 
hold in academic contexts (see Walton & Cohen,  2003). 

Although significant indirect effects via introductory course grades were observed, this 
mediator did not substantially reduce the effects for pair programming when predicting 
most outcomes. Grades in the introductory course seemed to constitute a plausible mediator 
for multiple reasons. Many students perceive grades as providing meaningful feedback about 
their competence and abilities; students then use this information to decide whether to per-
sist in their major or in college at all (Stinebrickner & Stinebrickner,  2012).  As a result, the 
lower course grades may lead students to change their mind about pursuing a computer sci-
ence major. Furthermore, even if students want to continue within computer science, those 
who receive low grades may be prevented from taking future coursework as a result of aca-
demic probation and/or dismissal from the major or the university. 

Regarding other potential mediators, we have attempted to identify psychological 
effects of pair programming in prior analyses of these data using a student survey 
administered at the end of the introductory course (Bowman et al.,  2019b).  We found 
that pair programming had no impact on students’ interest in computer science, com-
puter programming, or course content; their comfort with, confidence about, or anxiety 
toward computer science; or their plans to take subsequent computer science courses. 
Moreover, none of these relationships was significantly moderated by race/ethnicity. 
Additional analyses among White students showed that pair programming was not sig-
nificantly related to any of those survey-based short-term outcomes, so these constructs 
cannot mediate the negative effects that were observed here. 

Perhaps the most promising insights for explaining the negative effects come from 
analyses that separated the pair programming treatment into three levels based on part-
ners who had low, medium, and high average levels of prior experience with computer 
programming. Interestingly, negative results corresponded to having partners with either 
low or high levels of experience, whereas no negative results occurred for having part-
ners with a medium amount of experience. This set of findings may be consistent with 
the meta-analysis conducted by Dyba et al.  (2007),  which concluded that the interaction 
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of programmer expertise and task complexity may dictate whether pair programming is 
an appropriate method. Indeed, experienced partners may take too much of a lead role, 
thereby depriving the other student of the opportunity to engage with and learn relevant 
programming skills and course content (Bowman et al.,  2019a;  Stephens & Rosenberg, 
2003).  Programmers with greater skill are also more likely to become frustrated with 
challenges that arise in pair programming (Chaparro et al.,  2005),  which may lead to 
poorer collaboration among pairs. On the other hand, novice programmers talk much 
more frequently in pairs than do experienced programmers (Bryant,  2004),  which may 
be especially problematic when the assignments must be completed during a 50-minute 
lab section. Some of these novice programmers may not have sufficient knowledge to 
engage meaningfully in pair programming. In these situations, the partner may spend 
considerable time teaching (if they have sufficient expertise), or they may be unable to 
provide meaningful assistance (if they also have little experience), both of which would 
lead to far less enjoyable and productive engagement. 

Conclusion 

This rigorous study provides intriguing results about how pair programming may 
not bolster desired outcomes and may actually reduce future participation in com-
puter science. This pattern is surprising, since a substantial and robust literature sup-
ports the positive effects of active and collaborative learning more broadly on 
various academic outcomes (e.g., Freeman et al.,  2014;  Kyndt et al.,  2013).  However, 
this pedagogical approach may frequently not result in its intended effective imple-
mentation of collaborative practices. Pair programming provides the possibility for 
fruitful engagement within pairs, but its structure (with only one person at the com-
puter at a time) may also lead to one partner doing the vast majority of the work, 
while the other partner may not contribute much to the assignment or learn much 
as a result (Chaparro et al.,  2005;  Hanks et al.,  2011;  Howard,  2006;  Nagappan 
et al.,  2003;  Stephens & Rosenberg,  2003;  Williams et al.,  2002).  The current findings 
about partners’ prior experience provide further evidence about these interpersonal 
dynamics based on randomly assigned pairings. 

The extent to which the present study may generalize to other contexts is an import-
ant issue. Although pair programming has some key features that are central to its 
design, Williams et al.  (2008)  offer 11 guidelines for effective implementation of pair 
programming, which implies that there are numerous decisions that could potentially 
alter the effectiveness of this practice. These guidelines do not even constitute a com-
plete list of possible choices. For instance, one approach could be to have students 
engage in pair programming earlier in the semester or earlier within a portion of the 
course and then move to individual programming in lab sections as their skills and 
knowledge develop (many courses that utilize pair programming also have additional 
assignments that are completed individually outside of class). This type of scaffolding-
related strategy is supported by substantial theory on student learning and development 
(e.g., Vygotsky,  1978),  but we do not believe it has been explored in prior research, and 
existing research on pair programming does not provide direct insights about its effi-
cacy. Other lingering questions include the extent to which duration of the pairing 
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affects student outcomes, whether other groupings (such as triads) might mitigate any 
negative effects, or whether certain types of programming tasks or levels of complexity 
lend themselves better to the practice of pair programming. In short, although pair pro-
gramming consists of some key features, no single study can claim to represent the out-
comes of all possible implementations of pair programming. The present study adhered 
to most of the advice in the Williams et al.  (2008)  guidelines, but we did not follow 
every aspect of every guideline. As just one example, we chose to assign pairs instead of 
letting students choose partners (consistent with their sixth guideline), but we did so 
randomly rather than trying to create pairs that “maximize the chances students will 
work well together” (p. 449). Unfortunately, previous research has provided conflicting 
results on the best approach for creating pairs as well as other relevant considerations. 

Given the various possible ways to implement pair programming, additional research 
that facilitates strong causal inferences is needed. By employing more rigorous research 
designs, future inquiry will be able to focus on uncovering the conditions in which pair 
programming may be effective or ineffective. Different approaches for implementing 
pair programming should be studied systematically, ideally within a large-scale study 
that explores numerous courses at multiple institutions. Moreover, since publication 
bias in prior research may be a notable problem (Hannay et al.,  2009),  understanding 
whether and when pair programming does not promote desired outcomes—rather than 
only publishing work that yields favorable results—is critical for advancing knowledge. 
This work should also explore the processes through which pair programming may 
affect student outcomes, as this study was only able to shed partial insights for explain-
ing the negative results among White students. 

When considering implications for practice, one could argue for the use of pair pro-
gramming even if it had no effect on student outcomes. This collaborative approach 
encourages students to ask each other questions and solve problems as a team rather 
than frequently taking instructors’ time to ask for help (Cliburn,  2003;  Howard,  2006; 
Kuppuswami & Vivekanandan,  2004;  Nagappan et al.,  2003).  Collaborative learning may 
also foster interpersonal interactions across difference that are associated with a wide 
variety of educational benefits (see Mayhew et al.,  2016).  As a practical consideration, 
postsecondary computer labs would only need half the number of workstations that 
have relevant software to accommodate students in pair programming environments. 
The outcomes may be even further improved by carefully considering how to create 
pairs and to design paired assignments with appropriate levels of difficulty and com-
plexity. However, if pair programming often has negative effects on subsequent com-
puter science outcomes, then this practice certainly needs to be reconsidered and 
potentially eliminated. Future research is crucial for making this determination. 
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