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Existing near-data processing (NDP)-powered architectures have demonstrated their strength for some data-
intensive applications. Data center servers, however, have to serve not only data-intensive but also compute-
intensive applications. An in-depth understanding of the impact of NDP on various data center applications
is still needed. For example, can a compute-intensive application also benefit from NDP? In addition, current
NDP techniques focus on maximizing the data processing rate by always utilizing all computing resources at
all times. Is this “always running in full gear” strategy consistently beneficial for an application? To answer
these questions, we first propose two reconfigurable NDP-powered servers called RANS (Reconfigurable
ARM-based NDP Server) and RFNS (Reconfigurable FPGA-based NDP Server). Next, we implement a single-
engine prototype for each of them based on a conventional data center and then evaluate their effectiveness.
Experimental results measured from the two prototypes are then extrapolated to estimate the properties of
the two full-size reconfigurable NDP servers. Finally, several new findings are presented. For example, we find
that while RANS can only benefit data-intensive applications, RFNS can offer benefits for both data-intensive
and compute-intensive applications. Moreover, we find that for certain applications the reconfigurability of
RANS/RFNS can deliver noticeable energy efficiency without any performance degradation.
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1 INTRODUCTION

Contemporary data center servers are normally designed aiming at satisfying the needs of a wide
range of applications, from data-intensive applications to compute-intensive applications [27].
However, this goal is becoming increasingly difficult to achieve because these servers still rely
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on the conventional compute-centric model, which always assumes that data stays in secondary
storage and moves to host CPUs across the memory hierarchy when needed [5]. As a result, the
performance of a data center application may be hindered by a performance imbalance between
data transfer and data processing. For a data-intensive application, the data transfer bandwidth
is usually lower than the data processing bandwidth provided by the server, which makes data
transfer its performance bottleneck. A compute-intensive application is in an opposite situation
as its performance bottleneck lies in its data processing side.
The performance imbalance of current data center servers causes two problems. First, it limits

the performance of a data center application due to the existence of a performance bottleneck. Sec-
ond, it leads to lower energy efficiency as either memory devices (e.g., DRAM-based main memory
or flash SSDs) or host CPUs still consume energy when they are in an idle state waiting for data or
instructions [11]. The energy consumed by these idle components in a data center server is a pure
waste, which simply increases the energy budget of a data center without any benefit. Hence, it
becomes too costly to increase the number of servers in a data center [7]. The advent of big data an-
alytics makes these two problems even worse. On the one hand, big data analytics normally need
to process large-size datasets to uncover useful information such as hidden patterns, unknown
correlations, market trends, and customer preferences [9]. Thus, a massive amount of data needs
to be transferred from secondary storage devices to host CPUs, which aggravates the problem of
performance bottleneck at the data transfer side [9]. On the other hand, big data analytics usually
employ various machine learning algorithms, which are compute intensive in nature [17]. Their
high data processing complexity could shift the performance bottleneck to the data processing
side.
A promising solution to the two problems is to design a data center server based on a data-centric

model, which advocates processing data in situ so that the necessity ofmoving data across themem-
ory hierarchy can be minimized [5]. Inspired by this model, a spectrum of near-data processing
(NDP) techniques [2, 8, 10, 14, 19, 20, 24–26, 28, 40, 42, 47, 48] have been proposed recently. Al-
though they target data at different levels of the memory hierarchy, they share a common method-
ology: deploying some hardware data processing accelerators (hereafter, NDP engines) such as
FPGAs and embedded processors in or near memory devices to process data locally. In fact, NDP
is a one-stone-two-birds approach. First, it alleviates the burden of host CPUs by offloading part
of or all computations to NDP engines. Second, it largely reduces the pressure of data transfer as
the size of processed data is normally much smaller than that of raw data. The major accomplish-
ments of existing NDP techniques include significant improvements in performance and energy
efficiency for an array of data-intensive applications [20, 24–26].
Existing NDP techniques mainly focus on data-intensive applications such as databases [20, 24,

26, 42], word count [10], linear regression [10], and scan [10]. This is understandable because after
all, NDP is introduced to reduce data movement across the memory hierarchy so that applications
can break the memory wall as closely as possible [6, 45]. To understand the impact of NDP on
compute-intensive applications, our prior work [36] proposed and evaluated an NDP server ar-
chitecture for data center applications. Results from [36] demonstrated that the proposed NDP
architecture could benefit not only data-intensive applications but also compute-intensive appli-
cations in terms of the execution time, energy efficiency, and cost-effectiveness.
The results from the work of [36] are inspiring. However, its proposed NDP server architecture

adopted an “always running in full gear” strategy, which maximizes the data processing rate by
always utilizing all the computing resources (i.e., NDP engines) at all times. At first glance, this
strategy looks reasonable because users invariably seek to execute an application “as fast as pos-
sible.” Intuitively, it seems that all computing resources are needed all the time in order to achieve
the highest execution speed. However, our prior work, Reconfigurable In-Storage Processing
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(RISP) [37] demonstrated that for some applications the reconfigurability of an architecture could
actually reduce computing resource utilization while still delivering the highest data processing
throughput [37]. Here reconfigurability is defined as the capability of judiciously reconfiguring the
resources of an NDP server to better serve an application based on its characteristics. The concept
of reconfigurability is borrowed from RISP [37] and its effectiveness is evaluated at the server level
in Section 6 to answer the second open question mentioned in the abstract. Unlike this research,
the RISP framework [37] focuses on near-data processing within a single SSD (solid-state drive).
In this article, we propose two reconfigurable NDP-powered servers (hereafter, RNDP servers):

Reconfigurable ARM-based NDP Server (RANS) and Reconfigurable FPGA-based NDP

Server (RFNS). In both RANS and RFNS, there are an array of SSDs, with each having a dedicated
NDP engine. Compared with the NDP server architecture developed in our prior work [36], the
main advantage of RANS and RFNS is that their hardware computing resources (i.e., the number
of NDP engines) can be dynamically reconfigured based on the characteristics of an application.
Next, we implement a single-engine prototype for each of the two servers based on a conven-
tional data center server (hereafter, conventional server). While the Single-engine ARM-based

NDP Server (SANS) utilizes an ARM embedded processor as its NDP engine, the Single-engine
FPGA-based NDP Server (SFNS) employs FPGA as its NDP engine. In particular, SANS is ex-
tended from a conventional server [34] by inserting a Fidus Sidewinder-100 board [18] on the path
between an SSD and the host CPUs (see Figure 5(a)). Note that SANS only utilizes the Fidus board’s
ARM Cortex-53 processor as its NDP engine. Similarly, SFNS is extended from the same server by
adding a Xilinx VCU1525 FPGA board [46] into the same location (see Figure 5(b)). Further, we
measure performance (i.e., data processing bandwidth in terms of MB/second) and energy effi-
ciency (i.e., the amount of data that can be processed per joule in terms of MB/joule) for six data
center applications from data intensive to compute intensive (i.e., “Linear Classifier (LC),” “His-
togram Equalization (HE),” “k-NN_2,” “k-NN_6,” “k-NN_8,” and “FFT”) (see Section 4.4) running on
the two single-engine server prototypes and the conventional server, respectively.
Experimental results measured from the two prototypes are then extrapolated to estimate the

properties of the two full-size RNDP servers (i.e., RANS and RFNS). Several observations are made.
For example, RANS can provide a decent performance and energy efficiency improvement for
an application that is not compute intensive (e.g., Linear Classifier and Histogram Equalization).
However, for a compute-intensive application (e.g., k-NN_2, k-NN_6, k-NN_8, and FFT) RANS
only delivers limited benefits in energy efficiency and no benefit in terms of performance. On
the other hand, RFNS offers a very good improvement in both performance and energy efficiency
for both data-intensive and compute-intensive applications. In addition, RFNS is prone to provide
more benefits in terms of performance and energy efficiency for applications with a higher data
processing complexity. We discover that the “always running in full gear” strategy is not wise. For
instance, an application with a low data processing complexity may only require part of the NDP
engines in a server running at the same time to satisfy its computational needs. Runningmore NDP
engines could only waste energy without any further performance gains. For some applications,
the reconfigurability of RANS and RFNS can deliver a noticeable energy efficiency improvement
(up to 47.99%) without any performance degradation. We also find that an application whose input
size can be reduced by the NDP engines and whose data processing throughput on NDP engines
is high is prone to achieve a high energy efficiency from both RANS and RFNS (see Section 6).
This research has the following contributions: (1) We propose two reconfigurable NDP servers

to alleviate the performance imbalance between data transfer and data processing for both data-
intensive and compute-intensive data center applications. The computing resources of the two
proposed servers can be reconfigured so that they are adaptive to the characteristics of an
application. (2) We build two single-engine NDP server prototypes by using FPGA and ARM
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processor as an NDP engine, respectively. (3) We quantitatively analyze the impact of the two
RNDP servers on a range of data center applications in terms of performance and energy efficiency.
The rest of the article is organized as follows. Related work is discussed in Section 2. The

architecture of the two RNDP servers is presented in Section 3. Section 4 explains the evalua-
tion methodology. Section 5 evaluates six data center applications running on the two servers.
Section 6 evaluates the reconfigurability of the two RNDP servers. Section 8 concludes the article.

2 RELATEDWORK

NDP is an umbrella term referring to a broad collection of techniques that move computation
close to data. According to the positions of NDP engines in the memory hierarchy, existing NDP
techniques can be generally divided into three groups: (1) in-storage computing (ISC), (2) in-
memory computing (IMC), and (3) near-storage computing (NSC).
Enterprise-grade flash SSDs now have substantial compute power and very high internal band-

width [10]. To exploit these resources, a spectrum of ISC techniques including Active Flash [40],
intelligent SSD (iSSD) [10], Smart SSD [16, 33], Biscuit [20], Caribou [24], BlueDBM [26], Sum-
marizer [28], and YourSQL [25] have been proposed. Essentially, the only difference between a
traditional SSD and an Active Flash [40] is that the latter has an enhanced version of flash trans-

lation layer (FTL) with some extra data analysis functions. Along the same line, iSSD [10] and
Smart SSD [16, 33] allow execution of limited application functions (e.g., data filtering or list in-
tersection) on an intelligent SSD [10]. On the other hand, Biscuit [20], Caribou [24], BlueDBM
[26], Summarizer [28], and YourSQL [25] all focus on how to integrate ISC in a database system.
All existing ISC techniques show that executing some functions in situ on an SSD can improve
performance and energy efficiency for some data-intensive applications. Similar to the motivation
of ISC, to exploit the high internal bandwidth of DRAM, multiple IMC techniques [2, 8, 19, 48]
have been developed. Leveraging the 3D-stacking technology, they normally propose to integrate
accelerator logic into custom 3D-DRAM devices to reap the performance and energy efficiency
benefits of both accelerators and in-memory processing. Specifically, they focus on either an accel-
erator architecture where its memory system is separated from the host main memory system or
the integration and interaction between the two memory systems using proprietary interfaces [8].
NSC techniques usually insert one system-on-a-chip (SoC) or FPGA on the path between a

storage device (e.g., an SSD) and host CPUs to accelerate data processing so that the burden of
host CPUs can be alleviated. Ibex [42] is developed as an FPGA-based SQL engine that accelerates
relational database management systems by reducing both the energy consumption of the pro-
cessor load operation and latency caused by memory accesses. IBM released Netezza [13], which
integrates a considerable number of blade servers with a data warehouse appliance. Each server
is equipped with one FPGA between main memory and storage to extract useful data without
increasing the host CPU’s load. Firebox is a next-generation computer architecture for data cen-
ters [3]. It consists of many fine-grained components of SoCs and memory modules connected
with high-radix switches. A recent NSC strategy proposes to build a computer system with one
FPGA-based accelerator called interconnected-FPGAs to accelerate join operations in a relational
database [47]. Although various ISC and IMC techniques have shown their strength in the labora-
tory, so far only a few of them have become publicly available (e.g., Samsung SmartSSD [16]) based
on our knowledge. NSC, however, is more practical as one can develop an NSC-based computer
using some commodity products (e.g., a server, FPGA, and SoC). Therefore, in this research we
employ NSC to study the impact of NDP on data center applications.
Table 1 qualitatively compares the architectural differences between existing NDP techniques

and our two proposed RNDP servers. The first column shows the name of each NDP technique.
The second column indicates whether it is ISC or NSC and the number of NDPEs per server if it
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Table 1. Comparisons of NDP Techniques

Name Type/NDPEs Accelerator Reconfigurability
iSSD [10] ISC General-purpose CPU No

Active Flash [40] ISC ARM processor No
Smart SSD [16, 33] ISC ARM processor No

Caribou [24] NSC/5 FPGA No
BlueDBM [26] ISC FPGA No
Biscuit [20] ISC ARM processor No

Summarizer [28] ISC ARM processor No
YourSQL [25] ISC ARM processor No
Ibex [42] NSC/1 FPGA No

Netezza [13] NSC/1 FPGA No
Firebox [3] NSC/unknown System-on-a-chip (SoC) No
NSC [47] NSC/1 FPGA No

RNDP servers [this work] NSC/n ARM processor and FPGA Yes

is an NSC technique. The main architectural differences lie in two aspects. First, all existing NDP
techniques used only one type of hardware accelerator as their NDP engine (e.g., an FPGA board,
an embedded CPU, or a SoC). However, our work is the only one that evaluates two types of hard-
ware accelerators (i.e., both FPGA and ARM processor) and then compares their efficacy. Besides,
while existing NSC techniques only utilize one accelerator in a server [13, 47], RANS/RFNS pro-
poses to employ one NDP engine for each SSD of an SSD array to fully exploit the parallelism
among the SSDs (see Figure 1(b)). Second, our proposed NDP servers are reconfigurable in the
sense that the number of NDPEs can be dynamically reconfigured to save energy without any per-
formance loss for some applications. On the contrary, all existing NDP techniques do not have this
capability.

3 RNDP SERVER ARCHITECTURE

In this section, we first briefly introduce the general architecture of a conventional server. Next,
we present the architecture of our proposed two RNDP servers (i.e., RANS and RFNS).

3.1 The Architecture of a Conventional Server

The most cost-effective way to perform big data analytics is to employ machine learning on cloud
computing infrastructure [43]. This approach requires a data center to be able to not only store
a huge volume of data but also support a wide range of workloads including both data-intensive
and compute-intensive applications.
Figure 1(a) illustrates the architecture of a conventional server with all flash storage. n is the

number of SSDs in the server, k is the number of PCIe lanes that each SSD has, andm is the number
of PCIe lanes between the PCIe switch and the host CPUs. Its main components include one or
multiple multi-core CPUs supporting hyper-threading, DRAM, PCIe bus, PCIe switch, an array
of SSDs, and network interface. The PCIe bus provides a high-bandwidth data path between the
CPUs and SSDs. There are k PCIe lanes (k � 1) for each SSD. A PCIe switch is in charge of the data
path between CPUs and SSDs. In particular, it controls multiple point-to-point serial connections,
which fan out from the PCIe switch and then dispatch data directly to their destination devices.
The host CPUs can concurrently access all the SSDs through the PCIe switch. A typical data center
server [34] that we used in this article owns 36 SSDs with each having four PCIe lanes (i.e., n = 36,
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Fig. 1. (a) Architecture of a conventional server. (b) Architecture of RANS/RFNS.

k = 4) [34]. Its number of PCIe lanes between the PCIe switch and CPUs is 48 (i.e., m = 48) [34].
The two RNDP server prototypes are all extended from this server.

One observation from Figure 1(a) is that the data transfer bandwidth provided by an array of
SSDs is underutilized because the number of PCIe lanes from SSDs to the PCIe switch (i.e., n × k)
is usually much larger than that number from the PCIe switch to CPUs (i.e.,m). The underutilized
bandwidth of the SSD array causes two problems. One is that for a data-intensive application,
data transfer may become its performance bottleneck because the full bandwidth of the SSD array
cannot be exposed to the CPUs. Another problem is that energy consumed by idle SSDs is simply
wasted as only part of the SSDs is sending data through the PCIe switch at any given time while
all the rest of the SSDs are in a standby state.
To solve these two problems, we propose to deploy an NDP engine layer between the PCIe

switch and the SSD array so that the number of NDP engines (i.e., NDPE shown in Figure 1(b))
is equal to the number of SSDs. In theory, the assignment of NDP engines to SSDs is dynamic in
the sense that an NDP engine can be assigned to any SSD due to the support of the switch layer
(see Section 3.2). The proposed two RNDP servers can not only fully exploit the bandwidth of the
entire SSD array to solve the data transfer bottleneck problem but also avoid energy waste caused
by idle SSDs. Their architecture will be explained next.

3.2 The Architecture of the Two RNDP Servers

The main architectural difference between a conventional server and a proposed RNDP server is
that the latter has two additional layers: a near-data processing engine (NDPE) layer and a
switch layer (see Figure 1(b)). Although various computing units such as ARM processors, FPGAs,
and streaming processors have been used as NDP engines, in this research we only consider the
ARM processor and FPGA as they are two mainstream NDP engines.

Each NDP engine consists of four key components: a processing element (PE), DRAM, an
interface to host, and an interface to SSD. For a RANS, a PE is simply an ARM processor like an
ARM Cortex-A53 [18] (see Figure 2(a)) as the price of an ARM processor is low [12]. For an RFNS,
since an FPGA chip is much more expensive than an ARM processor, deploying one FPGA chip
for each SSD is not practical. A realistic solution is to let multiple SSDs partition the resources
(e.g., DSP slices, lookup tables, RAM, etc.) of one FPGA chip so that multiple application kernels
can be instantiated from the same chip. As a result, each partition of an FPGA chip serves as an
independent NDP engine, which is dedicated to a particular SSD. In such an NDP engine, the FPGA

ACM Transactions on Storage, Vol. 17, No. 4, Article 31. Publication date: October 2021.



Two Reconfigurable NDP Servers 31:7

Fig. 2. (a) ARM-based NDP engine. (b) FPGA-based NDP engine.

Fig. 3. Data transfer in an RNDP server; data path 1: data transfer from a source NDP engine to a destination

NDP engine; data path 2: intermediary results transferred from each NDP engine to the host-DRAM.

logic (see Figure 2(b)) used by an application kernel serves as a PE. Note that all application kernels
generated from one FPGA chip can concurrently process data from distinctive SSDs. The number
of SSDs that can share one FPGA chip depends on the data processing complexity of an application
and the amount of resources that an FPGA chip can offer. In fact, we find that for an application
like k-NN, the FPGA chip on a Xilinx VCU1525 FPGA board [46] can simultaneously serve as 36
independent NDP engines for the 36 SSDs. The DRAM in an NDP engine is used to store metadata.
Also, it works as a buffer for data movement among an SSD, an NDP engine, and the host CPUs.
Intermediate results generated during the execution of an application are also stored in the DRAM.
Note that the DRAM is accessible to host CPUs but cannot be accessed by other NDPEs. In this
article we call this type of DRAM global memory. The DRAM on the host CPU side can only be
accessed by the CPU, which works as local memory (see Figure 3).
An NDP engine cannot autonomously trigger a near-data processing procedure including read-

ing data from an SSD and then processing it. Rather, a data processing procedure is always
launched by host CPUs, which are in charge of the following tasks: (1) managing the operating
system of the server, (2) monitoring the status of all NDP engines, (3) executing the host-side ap-
plication, (4) offloading the application kernel to all NDP engines, and (5) writing the arguments
to an application kernel in an NDP engine and then enabling it to read and process data from its
corresponding SSD. The communications between host CPUs and NDP engines are carried out on
a data path represented by the dashed double arrow shown in Figure 3.
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In the NDP architecture proposed by [47], each server (called computing node in [47]) only has
one NDP engine and NDP engines belonging to different servers are interconnected in order to
reduce the communication cost caused by data exchange between different NDP engines. In our
proposed RNDP server architecture, however, NDP engines are not directly connected to each
other because doing so will make hardware connection routing very complicated considering that
each RNDP server proposed in this research can have dozens of NDP engines. Instead, when an
NDP engine has a need to transfer data to one of its peers, it leverages a PCIe peer-to-peer (P2P)
communication strategy [29], which is a part of the PCIe specification. The PCIe P2P communi-
cation enables regular PCIe devices (i.e., NDP engines in our case) to establish direct data trans-
fer without the need to use host memory as a temporary storage or use the host CPU for data
movement. Thus, data transfer from a source NDP engine to a destination NDP engine can be
accomplished through the PCIe switch in a Direct Memory Access (DMA) manner. PCIe P2P
communication significantly reduces the communication latency and does not increase hardware
design complexity. Data path 1 shown in Figure 3 illustrates this process. After all NDP engines fin-
ish their data processing, the results from each NDP engine will be aggregated at the host-DRAM
for a further processing in CPU. Data path 2 shown in Figure 3 shows this case. Compared to the
NDP architecture proposed in [47], our proposed RNDP server architecture lays a small burden on
the host when an application needs to frequently exchange data between different NDP engines.
The burden comes from the fact that the host needs to serve the scheduling and interrupt of a
DMA data transfer procedure, although it performs other tasks while the transfer is in progress.
However, our architecture has three advantages: (1) the design complexity is greatly reduced,
(2) it is more compatible with a conventional server and (3) the fine-grained coupling of NDP
engines with SSDs (i.e., each SSD has a dedicated NDP engine) leads to a high level of parallelism
in data transfer and data processing.
For a specific application, its performance bottleneck on an RNDP server may exist in one of the

following four locations shown in Figure 3 (from top to bottom): host CPUs, data path between host
CPUs and NDPEs, NDPEs, or data path between NDPEs and SSDs.When a performance bottleneck
of an application occurs on the data path between host CPUs and NDPEs (i.e., the aggregate data
processing bandwidth of NDPEs is higher than the data transfer bandwidth between PCIe switch
and host CPUs), the host CPUs are able to shut down part of NDPEs to reduce the aggregate data
processing bandwidth so that it matches the data transfer bandwidth provided by them PCIe lanes.
In this case, the switch layer will connect multiple SSDs to a single active NDPE (i.e., an NDPE in
a power-on status) so that data from any SSD can still be accessed and processed by NDPEs. By
doing so, the rest of the NDPEs (i.e., inactive NDPEs) are powered off, and thus, energy will be
saved.
Figure 4 illustrates how the switch layer works through an extreme NDPE-SSD connection

scheme. The switch layer consists of an array of multiplexers and a group of point-to-point
connections between the multiplexers and NDPEs. It can be adaptively configured to change the
connections between NDPEs and SSDs. At one extreme, it may be configured so that each SSD will
be connected to an exclusive NDPE as shown in Figure 1(b). We call this connection schememux1

since each SSD can only connect to one NDPE. At the other extreme, the switch layer may be
configured so that each SSD will be able to connect to all NDPEs. We call this connection scheme
muxn or full connection as each SSD can be accessed by any NDPE. Although the full-connection
scheme shown in Figure 4 offers the highest level of flexibility in connection between SSDs
and NDPEs, it is not practical for it requires a very complex routing design, especially when
the number of SSDs/NDPEs is large. The working mechanism of the switch layer under the
mux2 connection scheme (see Figure 8) and the benefits of reconfigurability will be analyzed in
Section 6.
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Fig. 4. A muxn connection scheme (i.e., full connection) in switch layer.

4 IMPLEMENTATIONS

In this section, we first explain our implementation methodology. Next, we describe howwe imple-
ment the two RNDP server prototypes, SANS and SFNS, with each only having one NDP engine.
The two single-engine RNDP server prototypes are all extended from a conventional server [34]
(see Section 3.1) with two 18-core Intel Xeon CPUs and 36 PCIe 500GB SSDs [34]. Figure 1(a)
shows its internal structure. For simplicity, hereafter the conventional server is referred to as CNS
(ConveNtional Server). Finally, we provide implementation details of the six data center applica-
tions running on the two prototypes and CNS.

4.1 Implementation Methodology

To develop two full-size RNDP servers (i.e., RANS and RFNS) based on our proposed architecture
shown in Figure 1(a), 36 Fidus Sidewinder-100 boards [18] and 36 Xilinx VCU1525 FPGA boards
[46] are required. In addition, a commodity server normally only provides a few PCIe slots on its
motherboard, and most of them have been preoccupied by some indispensable boards like NIC
cards. For instance, the CNS used in this article is equipped with four PCIe slots, but only one
of them is available for a third party to insert an additional board on the data path between the
switch layer and PCIe switch [34] (see Figure 5(b)). Therefore, it is impossible for us to plug 36
Fidus boards or 36 FCU1500 boards into the motherboard of the CNS. To do so, the motherboard
needs to be completely redesigned. The very high hardware cost (e.g., 72 accelerator boards) and
massive hardware revision (e.g., a complete redesign of a motherboard) are beyond our capacity.
Fortunately, the major goal of this research is to understand the impact of NDP on data center
applications. Therefore, we build a single-engine prototype for each of the two RNDP servers.
Six applications are executed on the two prototypes, and then their experimental results are ex-

trapolated to estimate their performance and energy efficiency on the two full-size RNDP servers
(i.e., RANS and RFNS), respectively. Since 36 SSDs and 36 NDPEs can work in parallel as shown in
Figure 1(b), the performance of RANS/RFNS can be estimated as 36× “performance of SANS/SFNS”
(see Table 4 and Table 7). Predicting the behaviors (e.g., disk failure rates [4, 30]) or properties (e.g.,
performance modeling [44]) of an unavailable infrastructure (e.g., a large disk drive population
[4, 30]) or software system (e.g., a parallel application at an arbitrary scale [44]) by extrapolating
existing results obtained from a small-scale system is a common technique used by researchers.
Similar to [4, 30, 44], our extrapolated results for the two full-size RNDP servers are not absolutely
accurate as the overhead caused by a higher software complexity and a more complicated hard-
ware management scheme (e.g., now host CPUs need to manage 36 NDPEs simultaneously) due to

ACM Transactions on Storage, Vol. 17, No. 4, Article 31. Publication date: October 2021.



31:10 X. Song et al.

Table 2. Platform Specifications

Specifications
Server Two CPU sockets; 36 SSDs

m = 48; n = 36; k = 4 (see Figure 1(a))
CPU [23] Xeon 6154 : 64bit, 3.0 GHz, 18 cores, 36 threads

DDR4: 128 GB
PCIe 48 lanes attached to host CPUs (36 GB/s)

144 lanes attached to SSDs (108 GB/s)
SSD PCIe×4; 3 GB/s

ARM platform Quad-core Cortex-A53: 64-bit, 1.1 GHz [18]
FPGA platform Xilinx VCU1525 platform [46]

increasing the number of NDPEs from 1 to 36 is ignored. Nevertheless, one can speculate a signifi-
cant performance improvement when 36 NDPEs are working in parallel, and the overhead should
be minor compared with the improvement. Thus, the extrapolated results are effective to estimate
the performance of the two RNDP servers and predict their general trends, which are summarized
in our seven new findings.
The execution of an application on an RNDP server can be divided into four stages: (1) SSD:

data transfer from SSDs to NDP engines through a switch layer; (2) NDP: data processing in NDP
engines; (3) NDP2CPU: data transfer from NDP engines to host-DRAM; and (4) CPU: data process-
ing in host CPU. These four stages are organized in a pipelined fashion. The bandwidth of a stage
(i.e., either data transfer bandwidth or data processing bandwidth) is denoted as #BW , where # can
be replaced by SSD, NDP, NDP2CPU, or CPU. Thus, the performance of an application running on
the server is determined by

performance = min(SSDBW , NDPBW , NDP2CPUBW *α , CPUBW ), (1)

where α is the ratio of the size of an NDP engine’s input data to the size of the NDP engine’s
output data. The values of α of the six applications used in this article can be found in Table 3. For
example, if an application has an α value of 8, this indicates that for this application the size of the
data outputted by an NDP engine is only one-eighth of that of its input data. This is the reason the
NDP2CPUBW of this application needs to be multiplied by 8 as the effect of shrinking the size of
data to be transferred by 8 times is equivalent to enlarging the data transfer bandwidth by 8 times
without changing the size of the data. The implication of Equation (1) is that the performance of
an application is equal to the bandwidth of the slowest stage of its execution. An example of using
this equation can be found in Section 5.1. Based on our experiments on CNS, the read bandwidth
of an SSD is approximately 3 GB/s and NDP2CPUBW is about 36 GB/s (see Table 2). When all
36 SSDs work concurrently, the SSDBW is equal to 108 GB/s (i.e., 36 × 3 GB/s). The NDPBW is
equal to NDPEBW ×n, where NDPEBW denotes the data processing bandwidth of one NDP engine
and n is the total number of NDP engines. Obviously, the values of NDPEBW andCPUBW depend
on the characteristics of an application. These application-dependent values will be measured in
Section 5. We will use Equation (1) to calculate the performance of the six applications.

4.2 Implementation of SANS

The PE of the NDP engine in a SANS is a quad-core Cortex-A53 ARM processor embedded in a
Fidus Sidewinder-100 SoC board [18]. Table 2 summarizes the specifications of the conventional
server that we used and the two accelerator boards. The Fidus board is a Zynq UltraScale+ MP-
SoC board that features a quad-core 64-bit ARM Cortex-A53 processor running at 1.1 GHz, some
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Fig. 5. (a) The SANS prototype. (b) The SFNS prototype.

programmable logic, and 16 GB DDR4 memory @1866MT/s [18]. Its PCIe Gen3 NVMe interfaces
enable the ARM cores to directly read data from an attached SSD. Its PCIe × 8 host interface and 1
Gigabit Ethernet interface provide a data movement and communication channel to the host CPUs.
The SANS prototype is shown in Figure 5(a).

In our experiments, an application executed on the ARM cores is first compiled by a cross-
platform compiler aarch64-linux-gnu-g++. Next, the compiled executable file is offloaded as an
executable file from host CPUs to the ARM cores in an NDP engine. Finally, a data processing
procedure is launched by the ARM cores. After running the applications on SANS, we evaluate
their performance and energy efficiency in Section 5.

4.3 Implementation of SFNS

In an SFNS, the PE of an NDP engine is built by FPGA logic (see Figure 2(b)). We use a Xilinx
VCU1525 FPGA board (see Table 2) to implement an NDP engine in SFNS. This FPGA board is
populated by a Kintex UlterScale FPGA, 16 GB DDR4 memory @2400MT/s, and PCIe Gen3 ×
8 interface for the communication with the host [46]. An SDAccel development environment is
used for the application design. It includes a system compiler, RTL-level synthesis, placement,
routing, and bitstream generation [46]. The system compiler employs underlying tools for high-
level synthesis (HLS). The VCU1525 FPGA board is plugged into a PCIe Gen3 × 8 slot of the CNS
server. Figure 5(b) shows the SFNS prototype.
In the SDAccel development environment, the Open Computing Language (OpenCL) stan-

dard is used for parallel programming. It provides a programming language and runtime APIs to
support the development of applications on the OpenCL platform model, which includes the host
CPUs and FPGAs. Details of SDAccel and OpenCL can be found in [46]. Note that the data flow of
SFNS is different from that of the OpenCL framework, which is shown in Figure 6. The primary
benefit of NDP comes from reducing data movement by directly reading/processing data from
where they are stored (i.e., SSDs in the case of SFNS). Thus, an NDP engine in SFNS is expected
to be able to fetch data from an SSD to its DRAM (step 1 in Figure 6(a)). And then the data are
transferred to the FPGA to be processed, after which the results are sent back to the DRAM in the
NDP engine (step 2 in Figure 6(a)). Finally, the results will be transferred to the host CPU (step 3
in Figure 6(a)). However, the proposed NDP engine in an SFNS is built in the OpenCL framework,
which always starts data processing from host CPU. When there is a need to execute an appli-
cation kernel on the FPGA board, the host CPU first reads data from an SSD to the host-DRAM
(step 1 in Figure 6(b)). Next, the host CPU writes the data to the DRAM in an NDP engine (step 2
in Figure 6(b)). After the data have been processed in the NDP engine (step 3 in Figure 6(b)), they
are eventually transferred to the host-DRAM (step 4 in Figure 6(b)).
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Fig. 6. (a) Data flow in SFNS. (b) Data flow in OpenCL framework.

Since it is very difficult, if not impossible, to change the data flow of the OpenCL framework to
the way that an SFNS desires, we find a workaround to bypass this issue. In particular, we use steps
2 to 4 in Figure 6(b) to emulate steps 1 to 3 in Figure 6(a) in our experiments in order to estimate
an application’s wall time when it is running on an SFNS. The only difference between these two
sets of steps lies in where to fetch the raw data. While SFNS is expected to achieve this by reading
data from an SSD to the DRAM of an NDP engine (step 1 in Figure 6(a)), the OpenCL framework
actually accomplishes this task by transferring raw data from host-DRAM to the DRAM of an
NDP engine (step 2 in Figure 6(b)). However, the VCU1525 FPGA board can deliver a 10 GB/s data
transfer bandwidth [46] in step 2 shown in Figure 6(b), which is much higher than the 3 GB/s data
transfer bandwidth provided by an SSD (see Table 2) in step 1 shown in Figure 6(a). Therefore,
a delay is injected to deliberately lower the data transfer bandwidth from 10 GB/s to 3 GB/s, by
which we achieve our goal. Note that an OpenCL host runs on a host CPU when an application
runs on an NDPE as an OpenCL kernel.

4.4 Implementation of Applications

In this article, six data center applications from data-intensive to compute-intensive are selected
to study the impact of NDP on them. We first introduce them one by one, and then we briefly
summarize their characteristics. Note that all these six applications are embarrassingly parallel.

4.4.1 Linear Classifier (LC). In the field of machine learning, a linear classifier achieves statis-
tical classification by making a classification decision based on the value of a linear combination
of the features [31]. If the input feature vector to the classifier is a real vector �x , then the output
score is y = f (�w · �x ) = f (

∑
j w jx j ). �w is the vector of the weights used in the classifier. In our use

case j is set to 8, which makes LC a data-intensive application. A parallel implementation of this
algorithm can be found from [31]. The size of the dataset used for this application is 37 GB. Since
the classification for each data point is independent from the other points, the classifying of each
point can be parallelized among 36 NDP engines.

4.4.2 Histogram Equalization (HE). Histogram equalization is a computer image processing
technique used to improve contrast in images. It transforms pixel intensities so that the histogram
of the resulting image is approximately uniform. This allows for areas of lower local contrast to
gain a higher contrast [31]. A parallel implementation of this algorithm can be found from [31].
The size of the dataset used for this application is 3.4 GB. The execution of histogram equalization
on different pictures can be done concurrently across 36 NDP engines.
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Fig. 7. 2D FFT on FPGA.

4.4.3 k-NN_2, k-NN_6, and k-NN_8. Given a set S of n reference data points in a space and a
query point q, the k-NN algorithm [32] returns the k points in S that are closest to point q. The
main steps of k-NN include (1) computing n squared Euclidean distances between the query point
q (x1, x2, . . . ,xi ) and the n reference points of the set S (s1, s2, . . . , si ):

distance = (x1 − s1)2 + (x2 − s2)2 + · · · + (xi − si )2,

and (2) sorting the n distances while preserving their original indices specified in S. The k nearest
neighbors would be the k points from the set S corresponding to the k lowest distances of the
sorted distance array. Since the distance calculation for each point in the database is independent,
step 1 can be executed concurrently among all 36 NDP engines. In step 2, the calculated distances
are aggregated and then sorted in order to discover the k nearest points of the query point. This
step is carried out in the host CPUs after all results from step 1 are aggregated to the host-DRAM.
The algorithm of k-NN is straightforward, and its computational complexity depends on the

number of features of each data point. We use k-NN_2 to represent a k-NN problem where each
data point has two features. Similarly, a k-NN problem with each data point having eight features
is denoted as k-NN_8 in this article. A larger number of features per data point indicates a higher
computational complexity of a k-NN problem. The CPU and ARM codes start from a parallel im-
plementation of the k-NN algorithm from the Rodinia library [32]. The size of the dataset used for
this application is totally 130 GB [32].

4.4.4 FFT. FFT is an algorithm that samples a signal over a period of time (or space) and divides
it into its frequency components. It is probably the most ubiquitous algorithm employed to analyze
and manipulate digital or discrete data. It is also a well-recognized compute-intensive application
[21]. The algorithm consists of two 1D FFTs, i.e., a row-wise FFT and a column-wise FFT. Note
that for each picture its three color (i.e., R, G, B) values can be processed in parallel as shown in
Figure 7. To obtain the best performance on CNS, we employ Math Kernel Library (MKL) [41]
for the implementation of 2D FFT on the Xeon CPUs. A 2D FFT implementation on FPGA adopts
a 1D FFT IP core from Xilinx, and it mainly consists of a 256 × 256 size row-wise 1D FFT module,
buffer, and column-wise 1D FFTmodule (see Figure 7). This design is implemented at the RTL level.
We run 2D FFT on 800 colorful pictures with total size of 238.54 MB (source: [15]).

4.4.5 Summary of the Six Applications. Among these six applications, linear classifier (LC)
is the most data-intensive as its CPUBW on CNS is 37.76 GB/s and its NDP2CPUBW is 36 GB/s
(see Table 4). From histogram equalization (HE) to k-NN_2, k-NN_6, and k-NN_8, applications
become more compute intensive. Finally, FFT is the most compute-intensive one. We run the six
applications on CNS, SANS, and SFNS separately. The results of these applications on the two
prototypes will be extrapolated to estimate the properties (i.e., performance and energy efficiency)
of RANS and RFNS, which will be discussed in Section 5. The dataset of each of the six applications
is speculated to be manually sharded into 36 equal-sized sub-datasets, which are then distributed

ACM Transactions on Storage, Vol. 17, No. 4, Article 31. Publication date: October 2021.



31:14 X. Song et al.

Table 3. Wall Times of the Six Applications

Wall Time (s)
NDP/CPU

App LC HE FFT k-NN_2 k-NN_6 k-NN_8
α 8 1 8 8 8 8

CNS NA/0.98 NA/0.13 NA/2.05 NA/17.22 NA/31.33 NA/47.45
SANS 16.67/0 1.98/0 132.60/0 825.50/0.62 1,843/0.62 2,354/0.62
SFNS 13.45/0 1.14/0 3.02/0 36.31/0.62 34.39/0.62 32.83/0.62
*RANS 0.46/0 0.06/0 3.68/0 22.93/0.62 51.21/0.62 65.40/0.62
*RFNS 0.37/0 0.03/0 0.08/0 1.01/0.62 0.96/0.62 0.91/0.62
∗The data in these rows are extrapolated.

manually across the 36 SSDs before an application starts to run. When part of NDP engines can
be powered off to save energy for a particular application (see Section 6.2), we calculate offline to
obtain the number of active NDP engines based on Equation (3). Assume that the number of active
NDP engines is y. Next, the dataset of the application is supposed to be manually re-sharded across
the y SSDs that are associated with the y active NDP engines if it has not been evenly distributed
across all n SSDs. Finally, the application is re-launched on the server with n active NDP engines.
In short, the proposed RNDP servers adopt a static manual-sharding strategy to distribute data
across SSDs.

5 EVALUATION OF THE IMPACT OF NDP ON DATA CENTER APPLICATIONS

In this section, we empirically measure the performance and energy efficiency of the six appli-
cations running on CNS, SANS, and SFNS, respectively. The experimental results obtained from
the two prototypes (i.e., SANS and SFNS) are then extrapolated to estimate the performance and
energy efficiency of the two full-size RNDP servers (i.e., RANS and RFNS), respectively. RANS
and RFNS are “always running in full gear,” where 36 NDPEs and 36 SSDs are working in parallel.
Note that the meaning of “always running in full gear” in this article is that all 36 NDP engines
of an RNDP server are powered on (i.e., “active” as shown in Figure 8) during the execution of an
application, even though they may switch between a busy status and an idle status once in a while.
The benefits of reconfigurability of RANS and RFNS will be analyzed in the next section. Energy

efficiency is represented by the amount of data that can be processed per joule (i.e., MB/joule). We
first present the results of the six applications in Section 5.1 and Section 5.2, which are followed
by a detailed analysis of these results in Section 5.3.

5.1 Evaluation of FFT, LC, and HE

Performance evaluation: Performance of an application is determined by Equation (1), which
has been explained in Section 4.1. Table 3 and Table 4 show the wall times and performance of
FFT, LC, and HE on the five servers, respectively. “App” shown in Table 3 is a shorthand for “ap-
plication,” and “All” stands for “all three applications” (see Table 4). Since there is no NDP engine
in CNS, “NA” (i.e., not applicable) is used for the three applications’ “Wall time of NDP” and “BW
of NDP” columns. Besides, since the three applications are entirely implemented and executed in
NDP engines, there is no computing task for host CPUs. Thus, their values of “Wall time of CPU”
and “BW of CPU” are “0” and “+∞,” respectively.
The BW of either an NDP engine or host CPUs is equal to the size of the dataset divided by wall

time. The wall time of RANS/RFNS is derived by the wall time of SANS/SFNS divided by 36, as 36
NDP engines can work in parallel assuming that the dataset has been evenly distributed among
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Table 4. Performance of LC, HE, and FFT

Bandwidth (GB/s) Performance
NDP/CPU SSD(s) NDP2CPU (GB/s)

App LC HE FFT All All LC HE FFT
CNS NA/37.76 NA/26.15 NA/0.11 108 36 36 26.15 0.11
SANS 2.22/+∞ 1.72/+∞ 1.80e−3/+∞ 3 36 2.22 1.72 1.80e−3

SFNS 2.75/+∞ 2.98/+∞ 0.08/+∞ 3 36 2.75 2.98 0.08
*RANS 80.43/+∞ 56.67/+∞ 0.06/+∞ 108 36 80.43 36 0.06
*RFNS 100.00/+∞ 113.33/+∞ 2.91/+∞ 108 36 100.00 36 2.91
∗The data in these rows are extrapolated.

Table 5. Energy Efficiency of LC, HE, and FFT

NDP Engines Server Only Energy Consumption Energy Efficiency
(Watt)

(Watt) Active Idle (Joule) (MB/Joule)
App LC HE FFT All All LC HE FFT LC HE FFT
CNS 0 0 0 613.70 30.33 601.43 79.78 1258.10 63.00 43.64 0.19

*RANS 207.36 207.36 207.36 613.70 30.33 109.34 14.26 874.7 346.52 244.15 0.27
*RFNS 421.20 743.40 652.68 613.70 30.33 167.07 23.21 54.64 226.78 150.00 4.37
∗The data in these rows are extrapolated.

the 36 SSDs. “Performance” (see Table 4) of an application is derived from Equation (1). Take LC
for example: its execution wall time on the NDP engine of SFNS is 13.45 seconds (see Table 3).
Since the size of its dataset is 37 GB (see Section 4.4.1), its NDPBW is 2.75 (GB/s) (i.e., 37/13.45, see
Table 4). Meanwhile, its SSDBW , NDP2CPUBW , value of α , andCPUBW are 3 GB/s (only one SSD is
used in SFNS), 36 GB/s (see Table 2), 8 (see Table 3), and “+∞,” respectively. Based on Equation (1),
the performance of LC on SFNS is 2.75 GB/s as its bandwidth of the NDP stage (i.e., NDPBW ) is the
lowest among the four pipelined stages (see Section 4.1). Since 36 NDPEs are supposed to work in
parallel in an RFNS, the wall time of LC running on RFNS is estimated to 0.37 second (i.e., 13.45/36
= 0.37) (see Table 3). Unlike HE, whose size of the dataset is unchanged after the processing of tge
NDP engine (i.e., α = 1), the size of the dataset of LC is reduced by 8 times (i.e., α = 8) after the
processing of the NDP engine [39]. To saturate NDP2CPUBW (i.e., 36 GB/s), its NDPBW should be
at least 36 x 8 = 288 GB/s, which is much higher than 80.43 GB/s and 100 GB/s (i.e., NDPBW of LC
running on RANS and RFNS). That is why the performance of LC on RANS and RFNS is NDPBW
rather than NDP2CPUBW .

Energy efficiency: Table 5 summarizes energy consumption and energy efficiency of the three
applications running on the three servers. The “Server Only” column provides the power of the
CNS server. Since there is no NDPE in CNS, a “0” shows up in the “NDP Engines (watt)” column for
the three applications running on CNS. The power values of CNS in active status and idle status
are 613.7 watts and 30.33 watts, respectively. These two values are measured by the power meter
shown in Figure 5(a). Since the wall time of LC running on CNS is 0.98 second (see Table 3), its
energy consumption on CNS is 601.43 joules (i.e., 613.7 watts × 0.98 second = 601.43 joules). The
size of the dataset of LC is 37 GB (see Section 4.4.1). Thus, its energy efficiency is 63 MB/joule
(i.e., 37 GB ÷ 601.43 joules = 63 MB/joule). We also use the power meter to measure the power
consumptions of the single NDP engine in both SANS and SFNS when the six applications are
running on them. The power of the NDP engine of SANS is 5.76 watts for all six applications as they
use the same ARM processor (i.e., Quad-core Cortex-A53 [18]). This power value is then multiplied
by 36 to represent the power of the 36 NDPEs in RANS, which is 207.36 watts (i.e., 5.76 watts ×
36 = 207.36watts) (see Table 5 and Table 8). The total energy consumption of an application running
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Table 6. FPGA Utilization of 36 NDPEs in RFNS

Application LUT (6-Input) REG BRAM (36 Kb) DSP Slices
FPGA resources [46] 1,182,240 2,364,480 2,160 6,840

LC 108,108 125,568 72 180
(9.14%) (5.31%) (3.33%) (2.63%)

HE 1,673,352 1,961,604 *6300 0
#(140.54%) (82.96%) 0 0

k-NN_2 129,816 172,512 72 432
(10.98%) (7.30%) (3.33%) (6.32%)

k-NN_6 227,016 364,140 288 1,440
(19.20%) (15.40%) (13.33%) (21.10%)

k-NN_8 272,916 444,960 288 1,944
(23.08%) (18.81%) (13.33%) (28.42%)

FFT 481,932 643,608 180 3,456
(40.81%) (27.21%) (8.28%) (50.50%)

∗Off-chip DRAM used for the overfilled BRAM.
#Larger than 100% means more than one FPGA chip needed.

on a server is the sum of its energy consumption of NDPEs, energy consumption of host CPU
in active status, and energy consumption of host CPU in idle status. Therefore, the total energy
consumption of LC running on RANS is (207.36 + 30.33) watts × 0.46 second (see Table 3) = 109.34
joules. Thus, its energy efficiency is (37 GB × 1024) ÷ 109.34 joules = 346.52 MB/joule.
Unlike SANS, the power consumptions of the NDP engine of SFNS for the six applications are

distinct (i.e., 11.7 watts for LC, 20.65 watts for HE, 18.13 watts for FFT, 11.68 watts for k-NN_2,
11.94 watts for k-NN_6, 12 watts for k-NN_8). The reason is that each of these applications utilizes
a unique collection of resources from the same FPGA platform [46]. These resources include on-
chip memory, digital signal processing (DSP) slices, registers (i.e., REGs), programmable logic
such asflip-flops (FFs), and lookup tables (LUTs). On-chipmemory consists of distributed RAM,
block RAM (BRAM), and UltraRAM. Together, they provide a customized high-speed storage to
buffer data between tasks. LUT is a table that determines what the output is for any given inputs.
BRAM stores data inside FPGA, and DSP slices implement signal processing functions. Table 6
presents the number of various resources provided by the FPGA chip on a Xilinx VCU1525 board
[46] (see the first row) and the FPGA utilizations of the six applications when they are running on
RFNS (see the rest of the rows). In particular, the capacity of each BRAM is 36 Kb and the FPGA
chip has totally 2,160 BRAM [46]. Also, each LUT has six inputs. The amount of power consumed
by an application running on the NDPEs of RFNS is correlated with its FPGA utilization. This is
the reason HE consumes the largest amount of power in the NDP engines of RFNS (see Table 5
and Table 8) as its overall FPGA utilization is the highest among the six applications (see Table 6).

5.2 Evaluation of the Three K-NN Applications

Performance evaluation: Table 3 and Table 7 show the wall times and performance of k-NN_2,
k-NN_6, and k-NN_8 on the five servers, respectively. Unlike FFT, LC, and HE, an execution of a
k-NN application on an RNDP server (i.e., RANS or RFNS) involves both host CPUs and NDPEs.
There are two steps in an execution of a k-NN application. While the first step (i.e., computing n

squared Euclidean distances between the query point q and the n reference points of the set S) is
performed in NDPEs, the second step (i.e., sorting the n distances while preserving their original
indices specified in S) is carried out in host CPUs. Note that in the first step distance calculations
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Table 7. Performance of k-NN_2, k-NN_6, and k-NN_8

Bandwidth (GB/s) Performance
NDP/CPU SSD(s) NDP2CPU (GB/s)

k-NN_ 2 6 8 All All 2 6 8
CNS NA/7.55 NA/4.15 NA/2.74 108 36 7.55 4.15 2.74
SANS 0.16/209.68 0.07/209.68 0.06/209.68 3 36 0.16 0.07 0.06
SFNS 3.58/209.68 3.78/209.68 3.96/209.68 3 36 3 3 3
*RANS 5.67/209.68 2.54/209.68 1.99/209.68 108 36 5.67 2.54 1.99
*RFNS 128.71/209.68 136.42/209.68 142.86/209.68 108 36 108 108 108
∗The data in these rows are extrapolated.

Table 8. Energy Efficiency of k-NN_2, k-NN_6, and k-NN_8

NDP Engines Server Only Energy Consumption Energy Efficiency
(Watt)

(Watt) active idle (Joule) (MB/Joule)
KNN_ 2 6 8 All All 2 6 8 2 6 8
CNS 0 0 0 613.70 30.33 10,568 19,227 29,120 12.60 6.92 4.57

*RANS 207.36 207.36 207.36 613.70 30.33 5,830.72 12,541 15,916 22.83 10.61 8.36
*RFNS 420.48 429.84 432 613.70 30.33 817.06 803.46 782.29 162.93 165.68 170.17
∗The data in these rows are extrapolated.

can be performed in parallel as there is no data dependency among the distances. The values in
the “NDP” column show the performance of step 1 in NDP engines, and the values in the “CPU”
column demonstrate the performance of step 2 in host CPUs (see Table 7). The only difference
among the three k-NN applications is the number of features per data point used for the distance
calculation in step1.
Results in Table 7 demonstrate that when running on an RANS, the performance of k-NN_2

is 2.23× and 2.85× of that of k-NN_6 and k-NN_8, respectively. This is mainly because each data
point of k-NN_2 only has two features, and thus, the time complexity of its first step is much
lower than that of the other two k-NN applications. However, when each of them is running on
an RFNS, they end up with the same performance because the SSD bandwidth now becomes the
performance bottleneck for all three k-NN applications.
Energy efficiency: Table 8 summarizes the energy efficiency of the three k-NN applications.

Take k-NN_2 running on RANS, for example. Its wall times onNDP engines and host CPU are 22.93
seconds and 0.62 second (see Table 3), respectively. Thus, its total energy consumption is equal to
(207.36 watts + 30.33 watts) × 22.93 seconds + 613.70 watts × 0.62 second = 5830.72 joules. Since
the size of the dataset of k-NN_2 is 130 GB (see Section 4.4.3), its energy efficiency is therefore
equal to 22.83 MB/joule (i.e., 130 GB ÷ 5830.72 joules = 22.83 MB/joule).
Results in Table 8 demonstrate that when running on an RANS, the energy efficiency of k-NN_2

is 2.15× and 2.73× of that of k-NN_6 and k-NN_8, respectively. The reason is that each data point
of k-NN_2 only has two features, and thus, its first step can be executed in NDPEs much faster
than the other two k-NN applications. Therefore, it consumes much less energy. However, when
the three k-NN applications are running on an RFNS, they deliver a very similar level of energy
efficiency because they need to run a similar amount of time. Again, this is due to the fact that the
SSD bandwidth now becomes the performance bottleneck for all of them.

5.3 Impact of NDP on Data Center Applications

A quantitative comparison between CNS and the two RNDP servers (i.e., RANS and RFNS) is also
given in Table 9. Based on Table 9, several new findings on the impact of NDP on data center
applications can be obtained.
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Table 9. Improvements of RANS and RFNS

Comparison with CNS LC HE k-NN_2 k-NN_6 k-NN_8 FFT
Performance 2.23x 1.38x 0.75x 0.61x 0.73x 0.55x

*RANS Energy efficiency 5.49x 5.59x 1.81x 1.53x 1.83x 1.42x
Performance 2.78x 1.38x 14.30x 26.02x 39.42x 26.45x

*RFNS Energy efficiency 3.6x 3.44x 12.93x 23.94x 37.23x 23.00x
∗The data in these rows is extrapolated.

Table 9 shows that in terms of performance, RANS outperforms CNS by 2.23× and 1.38× for
LC and HE, respectively. Finding 1: For data-intensive but compute-light applications, RANS can

provide performance benefits by offloading computation from host CPUs to NDP engines that are close

to data. The performance benefits stem from RANS’s capability of exploiting the full bandwidth
of the SSD array, and thus avoiding the data transfer bottleneck on the data path between PCIe
switch and host-DRAM (see Figure 1(a)). Table 9 also shows that RANS is inferior to CNS in terms
of performance for k-NN_2 (0.75×), k-NN_6 (0.61×), k-NN_8 (0.73×), and FFT (0.55×), which all
have a data processing complexity higher than that of LC and HE. Finding 2: RANS cannot benefit
compute-intensive applications in terms of performance. Although offloading computation to near-
data processing engines enables RANS to enjoy the high data throughput bandwidth of the SSD
array, for compute-intensive applications these benefits cannot offset the significant discrepancy
in computational capacity between a 1.1 GHz embedded processor and a 3.0 GHz Xeon CPU.
Can a compute-intensive application also reap the benefits of NDP? The answer is yes, which is

confirmed by the Performance row of RFNS in Table 9. Finding 3: RFNS can offer performance ben-

efits not only for data-intensive applications but also for compute-intensive applications. The FPGA’s
hardware-level acceleration capability in RFNS remedies the weakness of an embedded processor
in RANS. This advantage of RFNS and the benefits brought by NDP (i.e., fully exploiting the high
data throughput of the SSD array, and thus reducing data movement) together explain this finding.
The performance benefits cannot be gained by simply putting data processing engines at the host
CPU side because data transfer from PCIe switch to host CPUs could become a system perfor-
mance bottleneck if doing so. As we can see from Table 7, for k-NN_8 running on RFNS, its NDP
bandwidth (i.e., 142.86 GB/s) is much higher than its NDP2CPU bandwidth (i.e., 36 GB/s).
From Table 9, we obtain the following findings. Finding 4: RFNS offers more benefits in terms of

performance and energy efficiency for applications with a higher data processing complexity, which is

contrary to RANS. Finding 5: Compared with CNS, both RANS and RFNS can deliver a higher energy

efficiency for all six applications. The reason is that host CPUs are not energy efficient in nature.
Offloading all or partial computational load to an NDP engine not only relieves the computational
burden of the host CPU but also reduces the data movement, which can better improve the energy
efficiency of the entire system.

6 EVALUATION OF THE RECONFIGURABILITY OF TWO RNDP SERVERS

In this section, we first present the motivation of reconfigurability. Next, we explain the working
mechanism of the switch layer under the mux2 connection scheme through which the reconfig-
urability of the two RNDP servers can be achieved. Finally, we quantitatively analyze the energy
savings due to the reconfigurability of the two servers.

6.1 Motivation of Reconfigurability

Although the two RNDP servers (i.e., RANS and RFNS) are proposed to be a reconfigurable NDP
server, they have not been reconfigured in any sense so far. All experimental results from the two
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servers so far are obtained when they are “always running in full gear” (i.e., 36 NDP engines are
working concurrently all the time). After inspecting the performance results of the six applications
shown in Table 4 and Table 7, we observe, however, that during the execution of each application
there always exist some noticeable bandwidth dependencies among the four pipelined stages. The
implication is that for a specific application, its performance bottleneck could occur in any of the
four stages. Take HE for example: its SSDBW , NDPBW , NDP2CPUBW , and CPUBW are 108 GB/s
(i.e., 3 GB/s × 36 = 108 GB/s), 113.33 GB/s, 36 GB/s, and +∞ (see Table 4), respectively. Clearly, data
transfer between NDPEs to the host CPU becomes its performance bottleneck as its performance is
limited to 36 GB/s even though NDPEs can process its data at a much higher rate (i.e., 113.33 GB/s).
The performance bottleneck not only degrades the performance of HE but also leaves devices like
SSDs, NDPEs, and host CPUs in an idle status when they wait for data transfer between NDPEs
and the host CPU to finish. When these devices work in an idle status, they merely waste energy
without any performance gains.

This observation inspires us to propose a reconfigurable NDP server where its resources can be
reconfigured to reduce potential energy waste for some applications (e.g., HE) without degrading
their performance. A reconfigurable NDP server is an NDP server with reconfigurability, which
is defined as the capability of judiciously reconfiguring the resources of an NDP server to better
serve an application based on its characteristics (e.g., computational complexity). In theory, each
member of all major types of devices (e.g., SSDs, NDPEs, and host CPUs) in an RNDP server (see
Figure 1(b)) could be powered on/off in order to reconfigure the resources of the server to meet
the computational requirements of an application while reducing unnecessary energy consump-
tion. However, we find out that current architecture of a data center server like CNS does not
allow us to power on/off either an SSD or a host CPU. We discover that it is practical to power
on/off an individual NDPE in an RNDP server. In this research, the reconfigurability of an RNDP
server concentrates on reducing energy waste by powering off partial NDPEs without affecting
the performance of an application. Through our prior performance bottleneck analysis of HE, we
understand that part of NDPEs should be powered off to save energy when the performance bottle-
neck of an application occurs either on the data path between NDPEs and host CPUs or on the data
path between SSDs and NDPEs. Now, the question becomes how many of the 36 NDPEs should
be powered off once such a performance bottleneck occurs. In other words, we need to know how
many active NDPEs are needed for a particular application. The number of active NDP engines

(NANEs) can be calculated by the following equation:

nane = ceil(min(SSDBW , NDPBW , NDP2CPUBW *α , CPUBW )/SNDPBW ), (2)

where α is the ratio of the size of an NDP engine’s input data to the size of the NDP engine’s
output data (see Table 3), and SNDPBW is the data processing bandwidth of a single NDPE. All
other variables have been explained in Equation (1), and ceil(x) is the ceiling function.

6.2 Working Mechanism of the Switch Layer

Considering that the dataset of an application is stored across all 36 SSDs, we need to ensure that
after powering off, part of the NDPE’s data from any of the 36 SSDs can still be accessed and
processed by at least one active NDPE. One approach to achieving this goal is to configure the
switch layer so that all SSDs are still reachable by at least one active NDPE. In Section 3.2, we
explained how the switch layer works through a connection scheme called muxn (see Figure 4).
We understand that mux1 and muxn are two extreme cases. While the former eliminates the
possibility of reconfigurability of an RNDP server, the latter leads to an extremely complex routing
design in the switch layer. Thus, these two schemes are no longer considered. Instead, we find
that amux2 connection scheme is able to provide us an opportunity to demonstrate the benefits of
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Fig. 8. A mux2 connection scheme in switch layer.

reconfigurability while leading to a simple routing design. Thus, in this section themux2 scheme is
adopted. Although this scheme might not be the best player that can offer the most energy savings
for an application, its simple routing design makes it easy to present a reconfigurable NDP server.
Figure 8 illustrates the mux2 scheme where an active NDPE is able to access two neighboring

SSDs. The switch layer shown in this figure could be implemented by using an array of 2:1Mux/De-
Mux switches. Each switch is a PI3DBS16212 module [22], which is a high-performance, passive
signal multiplexer/demultiplexer that switches multiple serial protocols including USB3.1, SAS3.0,
and PCIe4. The connection protocol used in this research is PCIe4. The nominal bandwidth of each
PI3DBS16212 switch is 20 Gbps [22]. More detailed information of this product can be found at
[22]. Now, we explain how data sharing is achieved by using the switch layer when parts of the
NDPEs are powered off. In themux2 connection scheme, each active NDPE is only responsible for
accessing two neighboring SSDs. Take NDPE#0 for example: it only needs to manage data from/to
both SSD#0 and SSD#1 when half of NDPEs have been powered off to save energy. When raw data
is reading from SSD#1whileNDPE#1 has been powered off (see Figure 8),Mux/DeMux#0 serves as a
1:2 DeMux. In this scenario,NDPE#0 issues a selecting signal (i.e., logical 0) toMux/DeMux#0 along
the control path between them (see Figure 8), which enables the raw data fetched from SSD#1 to
flow to NDPE#0 along the data path. When some final results need to be written back from NDPE#0

to SSD#1, theMux/DeMux#0 switch now serves as a 2:1 Mux. At this moment, NDPE#0 again issues
a selecting signal (i.e., logical 0) to the switch so that the final results can be sent back fromNDPE#0

to SSD#1.
Compared with an NDP server architecture without the switch layer, the extra work caused

by the switch layer for an active NDPE includes (1) issuing a 1-bit binary selecting signal along
the control path to a Mux/DeMux switch when accessing a neighboring SSD and (2) inserting an
SSD ID number for each data package that is fetched from the two neighboring SSDs (e.g., SSD#0
and SSD#1 for NDPE#0) to distinguish the data sources. Since both actions are simple operations,
they consume very little resources in terms of computation (e.g., cycles of an ARM processor or
FPGA in an NDPE) and storage (e.g., the DRAM within an NDPE shown in Figure 2) within an
active NDPE. Thus, the resource consumption on the NDP engines caused by the use of the switch
layer is minimal when a mux2 connection scheme is employed. One obvious limitation in data
sharing is that when its dedicated NDPE is powered off (e.g., NDPE#1), the data from an SSD
(e.g., SSD#1) can only be shared by the NDPE that belongs to its left-neighbor SSD (e.g., SSD#0).
If Mux/DeMux#0 fails, the data from SSD#1 can no longer be shared by any other NDPEs. In the
mux2 connection scheme, the two neighboring SSDs and the two neighboring NDPEs as well as
one Mux/DeMux switch can be logically combined into one NDP module. For example, SSD#0,
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Table 10. An Example of Activating NDPEs When n = 8

nane_mux2 IDs of Activated NDPEs
4 0 2 4 6
5 0 1 2 4 6
6 0 1 2 3 4 6
7 0 1 2 3 4 5 6
8 0 1 2 3 4 5 6 7

SSD#1, NDPE#0, NDPE#1, andMux/DeMux#0 can be logically combined into one NDP module (see
Figure 8). Theoretically, the switch layer shown in Figure 8 can be readily scaled up by just adding
more NDP modules in an NDP server. However, in reality, the scalability of the switch layer is
restricted by the capacity of an NDP server (see Figure 3) that has a limited physical space, a limited
power budget, and limited routing design options. After one of these limitations is reached, adding
more NDP modules becomes infeasible. In this research, our NDP server can support up to 18 such
NDP modules (i.e., 36 SSDs, 36 NDPEs, and 18 Mux/DeMux switches [22]).
From Figure 8, we can see that the maximal number of NDPEs that can be powered off is 18 (i.e.,

n/2, where n is 36 in our case). Thus, Equation (2) can be revised to the following one in order to
calculate the number of active NDPEs needed under the mux2 connection scheme:

nane_mux2 =max(ceil(min(SSDBW , NDPBW , NDP2CPUBW *α , CPUBW )/SNDPBW ), 18). (3)

Based on Equation (3), under the mux2 scheme an application needs at least half of n NDPEs to
be activated (n = 36 in our case). Under themux2 scheme, each SSD can be connected to one of the
following two NDPEs: either its corresponding NDPE (e.g., SSD#0 connecting to NDPE#0 shown in
Figure 8) or its left-neighbor SSD’s corresponding NDPE (e.g., SSD#1 connecting to NDPE#0 shown
in Figure 8). Active NDPEs are selected as follows: (1) all NDPEs with an even ID number are set
to active; (2) if more active NDPEs are needed for an application, NDPEs with an odd ID number
will be activated in an ascending order till the number of total active NDPEs reaches nane_mux2;
(3) if an NDPE is active, its associated SSD connects to it; otherwise, its associated SSD connects
to the NDPE belonging to its left neighbor. Table 10 shows an example of how active NDPEs are
selected when the total number of NDPEs is equal to 8. In summary, an RNDP server needs to be
reconfigured before an application starts to run on it. In other words, each time a new application
starts to run, the server needs to be reconfigured in order to fit its needs. Before an application
starts to run, the number of active NDPEs that it needs can be calculated by Equation (3). This is
because CPUBW (i.e., the data processing bandwidth of the host CPU) and SNDPBW (i.e., the data
processing bandwidth of a single NDPE) can be obtained by profiling a benchmark on the server
before the application starts to run. As for SSDBW (i.e., data transfer bandwidth of SSDs, which is 3
GB/s per SSD) and NDP2CPUBW (i.e., data transfer bandwidth from NDP engines to host-DRAM,
which is 36 GB/s), they are known performance parameters of an RNDP server as shown in Table 2.
Next, part of NDPEs are selected to be activated, and then, each SSD is connected to a particular
active NDPE under the mux2 scheme.

6.3 Energy Savings Due to Reconfigurability

Now, we will use the HE application as an example to demonstrate how to obtain the minimal
number of active NDPEs needed for a specific application running on RFNS. Next, we will show
how much energy benefits can be reaped by exploiting the reconfigurability of RANS/RFNS. For
HE, its values of SSDBW , NDPBW , NDP2CPUBW ,CPUBW , and SNDPBW are 108 GB/s, 113.33 GB/s,
36 GB/s, +∞, and 2.98 GB/s, respectively (see Table 4). Its α is 1 (see Table 3). Based on Equation (2),
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Table 11. Energy Efficiency Gains from Reconfigurability of RANS and RFNS

LC HE k-NN_2 k-NN_6 k-NN_8 FFT
36 - nane_mux2 0 15 0 0 0 0

*RANS Saved energy (joule) −0.017 5.18 −0.41 −0.92 −1.18 −0.066
Improvement (%) −0.016 36.33 −0.007 −0.007 −0.007 −0.0075
36 - nane_mux2 0 18 5 7 8 0

*RFNS Saved energy (joule) −0.013 11.14 58.96 80.22 87.33 −0.0014
Improvement (%) −0.003 47.99 7.21 9.98 11.16 −0.0026

∗The data in these rows is extrapolated.

we know that the number of active NDPEs needed by HE running on RFNS is 13 (i.e., ceil(36 ÷
2.98) = 13). In other words, up to 23 NDPEs on RFNS can be powered down to improve the energy
efficiency of HE without affecting its performance. Limited by the mux2 connection scheme, the
maximum number of NDPEs that can be powered down is 18 because the value of nane_mux2 for
HE is 18 based on Equation (3). Thus, half of the 36 NDPEs in RFNS will be powered off when the
HE application is running on RFNS under a mux2 connection scheme (see Figure 8).
Since there is no performance degradation when only 18 out of 36 NDPEs are working, the

wall time of HE execution on RFNS does not change. The power of NDPEs in RFNS for HE is
now reduced from 743.40 watts (see Table 5) to 743.40 × (18/36) = 371.7 watts. Hence, the total
energy saved by HE on RFNS is 371.7 watts × wall time (on NDP) = 371.7 watts × 0.03 second
(see Table 3) = 11.15 joules. Since the switch layer is not needed when an NDP server does not
have reconfigurability and using this switch layer does introduce energy overhead, to make com-
parisons fair we choose an NDP server without the switch layer as a baseline system when we
calculate energy savings and energy efficiency improvements for each application. The power of
each Mux/DeMux switch shown in Figure 8 is only 0.99 milliwatt (i.e., supply voltage 3.3 V × 300
μA = 0.99 mW [22]). Thus, the total power consumption of 18 such switches used in Figure 8 is
less than 18 milliwatts. When HE is running on RFNS, the energy consumption of the switch layer
is no more than 18 mW × wall time (on NDP) = 18 mW × 0.03 second (see Table 3) = 0.0054 joule.
Therefore, the final energy saving due to reconfigurability for HE on RFNS is at least 11.14 joules
(i.e., 11.15 joule - 0.0054 joule ≈ 11.14 joules). Compared to the energy consumed by HE on FNS
(FPGA-based NDP Server) without the switch layer, HE gains 11.14 joules ÷ 23.21 (see Table 5)
joules = 47.99% energy efficiency improvement.
Using the same methodology, we can obtain the values of “36-nane_mux2” (i.e., the number

of inactive NDPEs), “saved energy,” and “energy efficiency improvement” for all six applications
running on RANS/RFNS. Table 11 summarizes energy efficiency gains from reconfigurability of
the two RNDP servers for the six applications. From Table 11, we can see that not all six appli-
cations can benefit from reconfigurability by judiciously adjusting the number of NDPEs while
maintaining a highest performance. Among the six applications, HE is the only application that
can benefit from reconfigurability on both RANS and RFNS. The reason is that on both servers, its
NDPE bandwidth is higher than its overall performance (see Table 4). In other words, its perfor-
mance bottleneck on RANS/RFNS does not occur on NDPEs. Therefore, there is an opportunity
for it to enjoy the benefits of reconfigurability by powering off part of NDPEs without any per-
formance loss. As for the three k-NN applications, they can only benefit from reconfigurability
on RFNS as they can power off five, seven, and eight NDPEs, respectively (see Table 11). Like LC
and FFT, the performance bottleneck of the three k-NN applications on RANS occurs on NDPEs.
This is the reason they cannot benefit from the reconfigurability of RANS. Obviously, when NDPE
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itself becomes a performance bottleneck of an application, there is no room for the application
to gain an energy efficiency improvement from reconfigurability. In this scenario, energy saving
and energy efficiency improvement of an application are both negative values shown in Table 11
because the switch layer still needs to consume energy while it cannot provide any benefits. For
example, the wall time of k-NN_8 is 65.4 seconds when it is running on RANS (see Table 3). The en-
ergy consumption caused by the switch layer for K-NN_8 would be at most 1.18 joules (i.e., 65.4 ×
18 milliwatt ≈ 1.18 joules). Therefore, the energy saving of k-NN_8 due to reconfigurability is
−1.18 joules and the energy efficiency improvement is −0.007% (see Table 11).
Now, we present an in-depth analysis of the impact of α and NDPE bandwidth of an application

on the benefits that it can obtain from the reconfigurability of RFNS/RANS. First, a low value of
α indicates that after NDPEs process the data fetched from SSDs, the size of the results to be sent
from NDPEs to host CPUs is still large. In this situation, a high bandwidth of NDPEs is prone to
saturate the bandwidth of the data path between NDPEs and host CPUs or the data processing
bandwidth of host CPUs. When a “saturation” happens, we know that the data processing band-
width of NDPEs is higher than necessary as the performance of an application is now limited to
either data transfer bandwidth between NDPEs and host CPUs or data processing bandwidth of
host CPUs. Thus, it is wise to power off part of NDPEs to lower the bandwidth of NDPEs so that it
matches the relatively lower data transfer bandwidth between NDPEs and host CPUs. In this way,
energy saving from reconfigurability can be achieved. A low α value (i.e., 1) and a high bandwidth
of NDPEs of HE explain why it gains the highest energy efficiency improvements on both RANS
and RFNS (see Table 11). Similarly, a high bandwidth of NDPEs of k-NN_2, k-NN_4, and k-NN_8
on RFNS provides them an opportunity to benefit from the reconfigurability of RFNS. However,
their high values of α (i.e., 8, see Table 3) greatly reduce the benefits. This is the reason the energy
efficiency improvements for the three k-NN applications (i.e., 7.21%, 9.98%, and 11.16%) are lower
than that of HE (i.e., 47.99%). Second, when we compare the energy efficiency gains derived from
reconfigurability of RANS and RFNS, it is clear that RFNS can deliver more benefits than RANS
for the same application (e.g., HE). This observation can also be explained by the fact that RFNS
can always deliver a higher bandwidth of NDPEs than RANS for the same application (see the
“NDP/CPU” column in Table 4 and Table 7) due to its hardware-level acceleration of FPGA. The
conclusion is that a high bandwidth of NDPEs is prone to obtain more benefits from the reconfig-
urability of an RNDP server.
In summary, the “always running in full gear” strategy for a reconfigurable NDP server may not

be wise for an application with a high NDPE bandwidth and a low value of α . Reconfigurability of
RANS and RFNS can be exploited to achieve an additional energy efficiency gain without any per-
formance degradation. In this section, we obtain the following findings. Finding 6: An application
with a high NDPE bandwidth and low α might be able to achieve an energy efficiency improvement

by powering off partial NDPEs without any performance degradation. Finding 7: RFNS can deliver

more benefits from the reconfigurability than RANS for the same application due to its hardware-level

acceleration of FPGA.

7 DISCUSSIONS

In this section, we discuss the limitations of this research, which could inspire researchers to de-
velop an enhanced reconfigurable NDP server framework for data centers in the future.

Applicability to complex parallelism patterns: As an initial step toward understanding the
impact of NDP on data center applications, in this research we only consider embarrassingly par-
allel applications. In these applications, data processing time, data transfer bandwidth, and storage
bandwidth are all linear, which makes our models simple. Still, there are many non-linear parallel
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applications running in data centers. In these scenarios, an application consists of multiple non-
identical tasks that need to communicate with each other, CPUs may have distinct power modes
invoked at different utilizations, start-up and shut-down overhead are non-trivial, and SSDs need
to perform housekeeping operations (e.g., garbage collection) at unexpected times. All these char-
acteristics need to be factored into future data center NDP computing models. Nevertheless, we
hope that the insights on the impact of NDP on embarrassingly parallel applications provided by
this research would motivate researchers to further investigate this topic on both fine-grained
parallel applications and coarse-grained parallel applications.
The need for application reconfiguration in RFNS: It is understandable that both OpenCL

hosts and OpenCL kernels need to be reconfigured when an RFNS switches to serve a new applica-
tion. However, for a particular application that has already run on an RFNS, when the number of
SSDs processed by an NDP engine changes due to powering off part of NDPEs to save energy, the
RFNS needs to reconfigure both OpenCL hosts and OpenCL kernels in an offline mode so that each
OpenCL kernel can have the knowledge of its new data sources. The need for reconfiguration of a
particular application (i.e., configuring it more than once) is one limitation of the proposed RFNS.
To avoid it, one approach is to dynamically lower the resource usage or clock frequency of FPGA
to save energy rather than powering off part of NDPEs. We will explore this option in the future.
A static manual-sharding strategy: For the six applications used in this research, a static

manual-sharding strategy is sufficient for two reasons. First, in all datasets of the six applications,
each data element (e.g., a data point in LC or a picture in HE) is independent of other data elements,
which makes partitioning a dataset in a horizontal way feasible. Second, the datasets of all six
applications are static as (1) their sizes are fixed, (2) the popularity of a data element is unchanged
over time, and (3) all data elements in a dataset are equally popular. However, when a proposed
RNDP server is employed for an applicationwith a dynamic workload, new challenges such as load
fluctuation, horizontal skew (i.e., some data elements are accessed more frequently than others),
and temporal skew (i.e., the skew distribution changes over time) have to be addressed. Thus,
a smart auto-sharding mechanism that can dynamically re-distribute data elements of a dataset
across all active SSDs is required. Fortunately, existing auto-sharding techniques for datacenter
applications [1] and specific databases [35, 38] shed light on how to develop such a strategy for an
enhanced version of RNDP servers.

8 CONCLUSIONS

Existing NDP techniques mainly focus on developing an intelligent storage/memory device with
computational capabilities (e.g., Sumsung SmartSSD [33]) and they normally target data-intensive
applications. A conventional data center server, however, needs to serve not only data-intensive
but also compute-intensive applications. Besides, it is challenged by a performance imbalance be-
tween data transfer and data processing. An NDP-powered data center server seems a promising
solution to solve the problem of performance imbalance while effectively serving a wide spectrum
of applications. Moreover, an NDP sever can provide an in-depth understanding of the impact of
NDP on data center applications.
In this article, we first implement a single-engine prototype for each of the two proposed recon-

figurable NDP servers. Next, we measure the performance and energy efficiency of six data center
applications running on the two prototypes. The measured experimental results are then extrapo-
lated to estimate and predict the performance and general trends of RANS and RFNS. In particular,
we demonstrate that the “always running in full gear” strategy for a reconfigurable NDP server
may not be wise for certain applications. Finally, we provide seven new findings, which shed light
on the development of a full-fledged reconfigurable NDP server for data centers.
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