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Functional broadside tests were developed to avoid overtesting of delay faults. The tests achieve this goal
by creating functional operation conditions during their functional capture cycles. To increase the achievable
fault coverage, close-to-functional scan-based tests are allowed to deviate from functional operation conditions.
This paper suggests that a more comprehensive functional broadside test set can be obtained by replacing
target faults that cannot be detected with faults that have similar (but not identical) detection conditions. A
more comprehensive functional broadside test set has the advantage that it still maintains functional operation
conditions. It covers the test holes created when target faults cannot be detected by detecting similar faults.
The paper considers the case where the target faults are transition faults. When a standard transition fault,
with an extra delay of a single clock cycle, cannot be detected, an unspecified transition fault is used instead.
An unspecified transition fault captures the behaviors of transition faults with different extra delays. When
this fault cannot be detected, a stuck-at fault is used instead. A stuck-at fault has some of the detection
conditions of a transition fault. Multicycle functional broadside tests are used to allow unspecified transition
faults to be detected. As a by-product, test compaction also occurs. The structure of the test generation
procedure accommodates the complexity of producing functional broadside tests by considering the target
as well as replacement faults together. Experimental results for benchmark circuits demonstrate the fault
coverage improvements achieved, and the effect on the number of tests.
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1 INTRODUCTION

Delay defects are prevalent in state-of-the-art technologies and require tests for delay faults to be
applied to manufactured circuits [1]-[12]. Functional operation conditions during the application of
scan-based tests are important for avoiding overtesting of delay faults [13]-[15]. Overtesting occurs
when a scan-based test propagates transitions through a slow path that does not affect output
values during functional operation [13]. It also occurs when a scan-based test creates excessive
switching activity, resulting in voltage drops [14]-[15]. In both cases, the circuit appears to have a
delay fault that slows it down even though it would operate correctly during functional operation.
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Functional broadside tests address overtesting by maintaining functional operation conditions
during their functional capture cycles [16]-[20]. The delay fault coverage achievable by functional
broadside tests is lower than that achievable by scan-based tests that are not constrained to be
functional. Scan-based tests that maintain close-to-functional operation conditions address the
fault coverage gap by considering the tradeoff between the fault coverage and the deviation from
functional operation conditions [21]-[27].

Before resorting to close-to-functional broadside tests to increase the fault coverage, this paper
explores the possibility that a more comprehensive functional broadside test set can be obtained
by targeting additional faults with similar (but not identical) detection conditions instead of the
target faults that cannot be detected. A more comprehensive functional broadside test set has the
advantage that it still maintains functional operation conditions. This approach addresses the test
holes created when target faults cannot be detected. The test holes (or the presence of undetected
target faults) are covered by targeting additional faults from different fault models with similar
detection conditions. Such approaches for covering the test holes of a test set were suggested in
[28]-[30] for different contexts not involving functional broadside tests. The unique challenges
with functional broadside tests are the following.

(1) The fault coverage achievable by functional broadside tests is lower than with scan-based tests
that are not constrained to be functional. Thus, more target faults need to be replaced to ensure
that test holes are covered, and more replacement faults may also be undetectable.

(2) Test generation in [28]-[30] first considers the target faults, and then considers the test holes
created by target faults that cannot be detected. This structure of the test generation procedure is
inefficient for functional broadside tests for the following reason. A fault-oriented test generation
procedure for functional broadside tests is computationally intensive. Instead, fault-independent
simulation-based procedures provide a more cost-effective option. Instead of considering fault
models one at a time and repeating the process of producing functional broadside tests for every
fault model, a more efficient approach is to consider all the fault models together. This is the
approach suggested in this paper. Under this approach, all the target as well as replacement faults
are initially undetected. As long as a target fault is not detected, its replacements are considered to
cover the potential test hole. When a target fault is detected, the replacements become unnecessary,
and the test generation procedure eliminates them and their tests from consideration.

The paper considers the scenario where the target faults for functional broadside tests are
transition faults. When a standard transition fault, with an extra delay of a single clock cycle,
cannot be detected by a functional broadside test, an unspecified transition fault [31] is used instead.
An unspecified transition fault captures, in a single fault, transition faults with different extra
delays. Even if the standard transition fault cannot be detected, transition faults with different
extra delays may be detected. These faults are targeted to cover the test hole, created when a
standard transition fault cannot be detected, by targeting an unspecified transition fault. When the
unspecified transition fault cannot be detected, a stuck-at fault is used instead. A stuck-at fault is
suitable because it has some of the detection conditions of a transition fault.

The goal of covering test holes is not to detect all the unspecified transition faults and stuck-at
faults, since this would result in a significantly larger test set, and the extra tests would cover
similar faults. Instead, the goal is only to address the test holes left by standard transition faults
that cannot be detected. Faults with similar (but not identical) detection conditions are suitable
for this purpose since their tests are likely to detect the same defects. The use of two fault types
as replacement faults increases the likelihood that a detectable replacement will be found. The
structure of the test generation procedure ensures that the generation of functional broadside tests
does not have to be repeated.
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Considering the numbers of functional capture cycles in a test, stuck-at faults can be detected by
single-cycle tests, whereas transition faults require tests with two or more clock cycles. To maintain
a similarity to transition faults, tests with two or more clock cycles are also used for stuck-at faults.

A significant difference between the ability to detect a standard and an unspecified transition
fault exists only under multicycle tests with more than two functional capture cycles. Multicycle
tests are also effective for test compaction. Therefore, the test generation procedure considers
multicycle tests.

The procedure is implemented by extracting functional broadside tests from functional test
sequences [17]. Two versions of the test generation procedure are described. The first procedure
will allow a detailed comparison of a two-cycle functional broadside test set for standard transition
faults with a multicycle test set that covers test holes. After extracting an initial two-cycle functional
broadside test set for standard transition faults, the procedure extracts two-cycle, three-cycle, four-
cycle, ... tests to cover test holes.

To take better advantage of the ability of multicycle tests to provide test compaction, and avoid
generating functional broadside tests sequentially for different fault models, the second procedure
prefers to use multicycle tests with larger numbers of clock cycles, and considers all the fault types
together.

The use of multicycle tests has at most a small effect on the fault coverage achievable for standard
transition faults, whereas the fault coverage of unspecified transition faults increases significantly
when multicycle tests are used. This observation was used in [32] to guide the selection of multicycle
test sets that provide both test compaction and an increased defect coverage. The defect coverage
in [32] is represented by unspecified transition faults. Accordingly, the differences between this
work and [32] are the following.

(1) In [32] all the unspecified transition faults are considered as part of a test compaction procedure,
whereas here, only unspecified transition faults that correspond to undetected standard transition
faults are important to detect. The goal, which is not addressed in [32], is to cover the test holes of
a functional broadside test set.

(2) The tests in [32] are not constrained to be functional broadside tests, requiring substantially
different underlying test generation and test compaction processes.

(3) Stuck-at faults are not considered in [32].

The paper is organized as follows. Background related to functional broadside tests and transition
faults is provided in Section 2. The test generation procedures for functional broadside tests are
described in Section 3. Experimental results for benchmark circuits are given in Section 4.

2 BACKGROUND

This section provides background for the test generation procedure described in this paper.

2.1 Functional Broadside Tests

The procedure used in this paper for generating functional broadside tests extracts the tests from
functional test sequences. Let V; = v; gv;1...v;, -1 be a functional test sequence of length L. Logic
simulation of the sequence is carried out starting from the initial state used for functional operation
of the circuit. This results in a state s; ,, for every clock cycle 0 < u < L. Four clock cycles of the
sequence, u, 4 + 1, u + 2 and u + 3, are shown in Figure 1.

A two-cycle functional broadside test can be extracted from V; by considering any two consecutive
clock cycles. Considering clock cycles u and u + 1 in Figure 1, a functional broadside test can be
obtained that has a scan-in state s; ,,, and primary input vectors v; ,, and v; y+;. After scanning in
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Vi,u vi,u+1 vi,u+2 vi,u+3
Siu Siu+l Siuv2 Siu+3 Siu+a
— U u+l u+2 U+3 ——»

Fig. 1. Functional test sequence

si,u, the test applies v; , and v; 41 in two consecutive functional capture cycles. The final state is
scanned out. The test is denoted by t; 4,2 = (Si,u> Vi,u» Vi u+1)-

Assuming that V; can occur during functional operation, the test t; ,, » takes the circuit through
two state-transitions that can occur during functional operation. Therefore, it is a functional
broadside test.

A two-cycle functional broadside test can be extracted from V; for every 0 < u < L—2. An l-cycle
functional broadside test t; ;, 1 = (Si,u> Vi,u> Vi,u+1> -+ Vi,u+l-1) can be obtained from V; for every
I >2and 0 < u < L -1 The test t; ,; starts by scanning in s; ,,. The primary input vectors v; ,,
Vi u+1, ---» Vi u+l-1 are applied in [ consecutive functional capture cycles. The final state is scanned
out. Referring to Figure 1 tius = <si,us Ui,us Vi,u+1, Ui,u+2>a tiug = <si,ua Ui, us Vi,u+1s Vi,u+2» vi,u+3>>
and so on.

2.2 Transition Faults

A two-cycle scan-based test for the transition fault f = g : @ — a’ satisfies the following conditions.
(1) It assigns g = a under the first cycle. (2) It assigns g = a’ under the second cycle. (3) In the
presence of the fault, g = a is obtained under the second cycle. The test propagates the fault effect
a’/a from g to an observable output under the second cycle. This implies that the second cycle is a
test for the fault g stuck-at a.

Under a multicycle scan-based test, or under a functional test sequence, a transition fault may
have a different effect on the circuit depending on the duration of the extra delay. In [33], the
duration of the extra delay is measured in numbers of clock cycles, and transition faults are
associated with different durations. Each duration defines a different transition fault, and each fault
is simulated separately.

A standard transition fault is associated with a duration of a single clock cycle. Only standard
transition faults are typically targeted by test generation procedures to avoid the increase in the
number of faults when different durations are considered.

Transition faults with different durations than a standard transition fault are suitable for covering
the test hole created when a standard transition fault cannot be detected. However, the number of
target faults would increase significantly if faults of different durations are considered individually.

An unspecified transition fault captures all the durations of a transition fault in a single fault.
Consequently, the number of unspecified transition faults is the same as the number of standard
transition faults, but the faults capture a broader range of durations. This makes unspecified
transition faults suitable for covering test holes created when standard transition faults cannot be
detected.

This property of unspecified transition faults is achieved by introducing unspecified (x) values
into the faulty circuit when fault effects may occur. The first activation of the fault requires a
transition as in the case of a standard transition fault. The difference is that fault activation assigns
an unspecified value to the fault site. The fault effect is then propagated using unspecified values.
This is done to accommodate the fact that the duration of the fault is not specified. The fault may be
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Fig. 2. Activation conditions

activated again using unspecified values as described later. An unspecified value propagated to an
observable output is taken as an indication that the fault is detected. To increase the confidence that
the fault is indeed detected, it is possible to require that unspecified values would be propagated to
several observable outputs at one or more clock cycles.

Fault simulation of unspecified transition faults is carried out at the gate-level as for standard
transition faults. The only difference is that, even under fully-specified tests, fault simulation of
unspecified transition faults uses three values, {0, 1, x}. The activation conditions of the faults are
illustrated by Figure 2 and considered in more detail next. For simplicity of discussion the tests are
assumed to be fully-specified. Figure 2 shows two consecutive clock cycles of a test.

A standard transition fault g : a — a’ is activated during two clock cycles of a test if g = a in the
first clock cycle, and g = a’ in the second clock cycle. This results in the value g = a in the faulty
circuit under the second cycle. A standard transition fault is illustrated by line g, in Figure 2.

Let x denote an unspecified value related to fault activation (if the test leaves unspecified values
in the fault-free circuit they are given a different symbol). An unspecified transition fault g : a — a’
is activated during two clock cycles of a test if g = a or x in the first clock cycle, and g = @’ or x in
the second clock cycle. This results in the value g = x in the faulty circuit under the second cycle.
An unspecified transition fault is illustrated by line g, in Figure 2.

The first time the fault is activated there are no unspecified values in the circuit that result from
fault activation. Therefore, the first activation of the unspecified transition fault occurs as for a
standard transition fault. During additional clock cycles, the fault may be activated again with
g = x in the first or second clock cycle. Similar to a standard transition fault, only two consecutive
clock cycles are considered to determine whether the fault is activated.

Based on this discussion, the difference between standard and unspecified transition faults
becomes more evident with more functional capture cycles between the scan operations of a test.
In general, multicycle tests with more functional capture cycles allow more unspecified transition
faults to be detected.

For completeness, the activation of the fault g stuck-at a is illustrated by line g5 in Figure 2. The
fault does not have any requirements for the first clock cycle, allowing either an a or an a’ to be
assigned in this clock cycle. In the second clock cycle, g = a” activates the fault. This results in the
value g = a in the faulty circuit under the second cycle.

2.3 Target Faults

To explain how fault detection information is updated when the set of faults contains replacements
to the target faults, let us consider a transition fault f = g : a — a’. The fault is associated with
three flags. The flag str(f) is related to the standard transition fault associated with f. The flag
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xtr(f) is related to the unspecified transition fault associated with f. The flag ssa(f) is related to
the single stuck-at fault associated with f, which is g stuck-at a.

Initially, str(f) = xtr(f) = ssa(f) = 0 indicates that the fault is not detected. If a test is found for
the standard transition fault, str(f) = xtr(f) = ssa(f) = 1 is assigned. Although the unspecified
transition fault and stuck-at fault may not be detected, they do not require additional tests. The
reason is that the tests are likely to be similar, and the goal is only to cover test holes.

If a test is found for the unspecified transition fault, xtr(f) = ssa(f) = 1 is assigned. In this case,
the stuck-at fault does not require an additional test. If the standard transition fault is detected
later, the assignment str(f) = xtr(f) = ssa(f) = 1 makes the test for the unspecified transition
fault unnecessary.

If a test is found for the stuck-at fault, ssa(f) = 1 is assigned. If the standard or unspecified
transition fault is detected later, the assignment str(f) = xtr(f) = ssa(f) = 1 or xtr(f) = ssa(f) =
1, respectively, makes the test for the stuck-at fault unnecessary.

3 TEST GENERATION PROCEDURES

The test generation procedure for functional broadside tests is described in this section. Two
versions of the procedure are described. The first version, given by Procedures 1 and 2, uses
multicycle tests only for eliminating test holes. These procedures will demonstrate the importance
of multicycle tests for covering test holes. The second version, given by Procedure 3, uses multicycle
tests for test compaction as well.

Procedure 3 is the one to be used for producing a compact comprehensive functional broadside test
set that covers test holes created by standard transition faults that cannot be detected. Procedures
1 and 2 are included to demonstrate more clearly the effects of covering test holes.

The set of target faults is denoted by F. It consists of a transition fault g : a — a’ for every line
g and value a € {0, 1}. A transition fault f € F is associated with three flags as defined earlier.
Initially, str(f) = xtr(f) = ssa(f) = 0.

3.1 [Initial Functional Broadside Test Set

In the first version of the procedure, a two-cycle functional broadside test set T, for standard
transition faults is first obtained by applying Procedure 1 given below. The superscript 1 of T,
indicates that only one type of faults is targeted. By targeting only standard transition faults, the
test set provides a baseline for comparison. A more comprehensive test set will be obtained by
targeting unspecified transition faults and stuck-at faults, and using multicycle tests, as described
in Section 3.2.

Procedure 1 uses N functional test sequences, Vy, Vi, ..., Vy—1. It considers every two-cycle
functional broadside test t; 2, for 0 < i < N—-1and 0 < u < L — 2. It simulates under t; ,
every standard transition fault f € F such that str(f) = 0. The procedure updates which faults are
detected, and adds the test to TZ1 if any faults are detected.

Procedure 1: Initial Functional Broadside Test Set

(1) Assign str(f) = xtr(f) = ssa(f) = 0 for every f € F.
(2) AssignT,) = 0.
(3) Fori=0,1,..,N—1:
(@) Foru=0,1,...,L—2:
(i) Simulate every fault f € F such that str(f) = 0 under t;,, as a standard
transition fault. If the fault is detected, assign str(f) = xtr(f) = ssa(f) = 1.
(i) If any fault is detected, add t; ,, » to T,.
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(b) Apply to T, forward-looking reverse order fault simulation to remove unnecessary
tests.
(4) Forevery testt; 2 € T21:
(a) Simulate every fault f € F such that xtr(f) = 0 under t; ,, » as an unspecified transition
fault. If the fault is detected, assign xtr(f) = ssa(f) = 1.
(b) Simulate every fault f € F such that ssa(f) = 0 under t; ,, » as a stuck-at fault. If the
fault is detected, assign ssa(f) = 1.

After every sequence is used for extracting functional broadside tests, the procedure applies
forward-looking reverse order fault simulation to remove tests that become unnecessary after other
tests are added to the test set.

At the end of Procedure 1, fault simulation is carried out for unspecified transition faults and
stuck-at faults to determine which faults are detected accidentally. Fault simulation of unspecified
transition faults is carried out for every fault f € F with str(f) = 0. If the unspecified transition
fault is detected, xtr(f) = ssa(f) = 1 is assigned. Fault simulation of stuck-at faults is carried out
for every fault f € F with xtr(f) = 0. If the stuck-at fault is detected, ssa(f) = 1 is assigned.

The computational effort of Procedure 1 is that of fault simulation with fault dropping of standard
transition faults under N(L — 1) two-cycle tests.

3.2 Comprehensive Functional Broadside Test Set

To cover the test holes of Tzl, and obtain a more comprehensive functional broadside test set, the
procedure considers unspecified transition faults and stuck-at faults under I-cycle tests, for [ = 2, 3,
..os IMax, where Iy ax is a constant. The use of [ = 2 is not expected to increase the fault coverage
significantly. It is included to demonstrate that the difference between standard and unspecified
transition faults is important for larger values of I.

The [-cycle test set is denoted by TIS. The superscript 3 indicates that three types of faults are
targeted. Initially for [ = 2, T} = T,. For [ > 2, Tl3 = TI3_ | initially. Procedure 2 extends Tl3 into a
more comprehensive test set by considering N new functional test sequences. The sequences are
VN, VN+1s ooy Van—1 for I = 2, Vonr, Vons1, -.., Van—1 for [ = 3, and so on.

Procedure 2: Comprehensive I-Cycle Functional Broadside Test Set

(1) IfI = 2, assign T; = T,. Otherwise, assign Tl3 = T13—1'
(2) Fori=(I-1)N,(I-1)N+1,..,IN-1:
(@) Foru=0,1,...,L-1
(i) Simulate every fault f € F such that str(f) = 0 under t;,; as a standard
transition fault. If the fault is detected, assign str(f) = xtr(f) = ssa(f) = 1.
(ii) Simulate every fault f € F such that xtr(f) = 0 under t; ,, ; as an unspecified
transition fault. If the fault is detected, assign xtr(f) = ssa(f) = 1.
(iii) Simulate every fault f € F such that ssa(f) = 0 under t; ,, ; as a stuck-at fault. If
the fault is detected, assign ssa(f) = 1.
(iv) If any fault is detected, add t; ,, ; to Tl3.
(b) Apply to Tl3 forward-looking reverse order fault simulation to remove unnecessary
tests.

As discussed earlier, Procedure 2 uses an unspecified transition fault only when the standard
transition fault is not detected. It uses a stuck-at fault only when the unspecified transition fault is
not detected. Consequently, it is possible to obtain xtr(f) = 1 when the standard transition fault is
detected without considering the unspecified transition fault. In addition, it is possible to obtain
ssa(f) = 1 when the standard or unspecified transition fault is detected without considering the
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stuck-at fault. This is consistent with the goal of using unspecified transition faults and single
stuck-at faults only to cover test holes.

To avoid having to consider the same test more than once, Procedure 2 considers all the three
types of faults under every test. As a result, it is possible that the procedure will first assign
ssa(f) = 1 with str(f) = xtr(f) = 0. If the unspecified transition fault is detected by a test
considered later, the procedure will result in xtr(f) = ssa(f) = 1 with str(f) = 0. If the standard
transition fault is detected later, the procedure will result in str(f) = xtr(f) = ssa(f) = 1. The
last test to detect the fault is considered by the forward-looking reverse order fault simulation
procedure, and the procedure requires the same assignment to str(f), xtr(f) and ssa(f) by the test
used for detecting the fault. This ensures that the forward-looking reverse order fault simulation
procedure will remove a test that becomes unnecessary after an unspecified or standard transition
fault is detected.

3.3 Compact Comprehensive Functional Broadside Test Set

With Procedures 1 and 2, multicycle tests are used only for covering test holes. Procedure 3 given
below uses multicycle tests for test compaction as well. In addition, it does not attempt to first
exhibit the test holes, but considers all three fault types together. This is important for avoiding the
generation of functional broadside tests repeatedly for different fault models.

The procedure extracts [-cycle tests, cycling through I = Iyax, Imax — 1, ..., 2 as it considers
additional functional test sequences. By starting with [ = [yax it gives a higher priority to
multicycle tests with a higher number of clock cycles. This results in a reduced number of tests.
The number of sequences for Procedure 3 is denoted by M.

Procedure 3: Compact Comprehensive Functional Broadside Test Set

(1) Assign str(f) = xtr(f) = ssa(f) = 0 for every f € F.
(2) AssignT = 0. Assign [ = Iyax.
(3) Fori=0,1,... M- 1:
(@) Foru=0,1,..,L-1
(i) Simulate every fault f € F such that str(f) = 0 under t;,; as a standard
transition fault. If the fault is detected, assign str(f) = xtr(f) = ssa(f) = 1.
(ii) Simulate every fault f € F such that xtr(f) = 0 under t; ,, ; as an unspecified
transition fault. If the fault is detected, assign xtr(f) = ssa(f) = 1.
(iii) Simulate every fault f € F such that ssa(f) = 0 under t; ,, ; as a stuck-at fault. If
the fault is detected, assign ssa(f) = 1.
(iv) If any fault is detected, add t; ,, ; to T.
(b) Apply to T forward-looking reverse order fault simulation to remove unnecessary
tests.
(c) Assignl=1-1.1f] < 2, assign | = Iyjax.

An example of Procedure 3 is shown in Table 1. The example is based on seven of the faults
of benchmark circuit s27, fy, fi, ..., fs, under nine functional broadside tests, ty, t1, ..., t5. The
first column of Table 1 shows the indices of the tests. The second column shows their numbers of
functional capture cycles. Next, there is a column for every one of the faults. When a test ¢; detects
one of the faults associated with f}, the table shows the flags str(f;)xtr(f;)ssa(f;).

In the case of fj, the standard transition fault is detected by #,. In the case of fi, the unspecified
transition fault is detected by ty, and the standard transition fault is detected by t5. The test holes
correspond to f; and f;. In the case of f;, the unspecified transition fault is detected to cover the
test hole. In the case of f5, the stuck-at fault is detected to cover the test hole.
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Table 1. Example of Procedure 3
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4 EXPERIMENTAL RESULTS

The results of Procedures 1, 2 and 3 for benchmark circuits are presented in this section.

4.1 Procedures 1 and 2

Procedures 1 and 2 are applied to several circuits with N = 32 functional test sequences for every
value of I. The length of a functional test sequence is L = 1024. The sequences are generated by the
procedure described in [20]. These parameters are sufficient for achieving the highest or close to
the highest standard transition fault coverage achievable using functional broadside tests.

Multicycle functional broadside tests with 2, 3, ..., Iyax = 8 clock cycles are extracted. This
value of [yrax is sufficient for demonstrating the effects of considering unspecified transition faults.
Larger values may increase the fault coverage further for some circuits.

Three coverage metrics are computed for every test set T;". The percentage of faults with
str(f) = 1is denoted by ¢s;,(T}"). The percentage of faults with xtr(f) = 1 is denoted by @, (T}").
The percentage of faults with ssa(f) = 1 is denoted by ¢ss4(T}"). Because of the way fault detection
information is updated, we have that ¢s;(T]") < ¢xsr(T]') < ¢ssa(T]").

The results are shown in Tables 2 and 3 for the following test sets: (1) T,); (2) T, if at least one
of the three coverage metrics is increased; and (3) Tfmax where l;,qx < Imax is the largest value
of [ for which at least one of the three coverage metrics is increased. The circuits are ordered by
increasing coverage metric for standard transition faults ¢ ,,(Tfmux) achieved by the final test set

T;max. A low coverage metric for standard transition faults is obtained for circuits with high levels
of redundancy.

For every test set, after the circuit name, column sv shows the number of state variables, and
column pi shows the number of primary inputs. Column targ shows how many fault types are
targeted, where 1 stands for standard transition faults, and 3 stands for all three fault types. Column
tests shows the number of tests in the test set. Column func shows the maximum and average
number of functional capture cycles in a test. Column cov shows the coverage metrics with respect
to standard transition faults, unspecified transition faults, and stuck-at faults. Column ntime
shows the cumulative runtime, divided by the runtime for computing T, . This is referred to as the
normalized runtime.

The following points can be seen from Tables 2 and 3. Comparing T; with T}, all three coverage
metrics typically do not increase, or increase to a small extent, by extracting additional two-cycle
tests and considering all three fault types.
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Table 2. Results of Procedures 1 and 2 (¢str(T13 ) < 75%)

func cov
circuit sv  pi | targ tests | max ave str xtr ssa | ntime
steppermotordrive | 25 3 1 23 2 2.00 | 27.646 27.646 56.085 | 1.00
steppermotordrive | 25 3 3 24 2 2.00 | 27.646 27.646 56.217 | 3.62
steppermotordrive | 25 3 3 19 5 2,63 |27.646 31.085 56.217 | 19.00
b05 34 2 1 63 2 200 |41.129 41.129 62.433 | 1.00
b05 34 2 3 44 8 443 |41.129 51.848 62.433 | 47.64
b07 51 2 1 43 2 2.00 | 55062 55114 78.822 | 1.00
b07 51 2 3 44 2 2.00 | 55.062 55114 78977 | 3.35
b07 51 2 3 33 8 4.00 | 55.062 68.337 78.977 | 38.80
b03 30 5 1 34 2 2.00 | 58464 58464 74.870 | 1.00
b03 30 5 3 37 2 200 | 58464 58464 75911 | 3.58
b03 30 5 3 35 5 3.00 | 58.464 65365 75.911 | 18.37
usb_phy 98 14| 1 104 2 2.00 | 58354 58354 75.186 | 1.00
usb_phy 98 14| 3 106 2 2.00 | 58.685 58.685 75434 | 3.24
usb_phy 98 14| 3 103 8 3.17 | 58.933 63.896 75.517 | 37.44
$526 21 3 1 70 2 200 |62.072 62.072 85.551 | 1.00
$526 21 3 3 72 2 200 |62.072 62.072 86.027 | 3.22
$526 21 3 3 69 8 3.17 | 62357 76.426 86.122 | 34.54
simple_spi 131 15| 1 145 2 20067461 67.461 85.079 | 1.00
simple_spi 131 15| 3 152 2 200 | 67984 67.984 85.576 | 3.06
simple_spi 131 15| 3 144 8 3.08 | 69.005 74.398 85.916 | 32.63
$5378 179 35| 1 188 2 200 | 72.059 72.125 78.442| 1.00
$5378 179 35| 3 190 2 200 | 72257 72323 78451 | 3.28
$5378 179 35| 3 172 8  2.63 (72455 73.947 78.536 | 38.66
b14 247 33| 1 424 2 2.00 | 73.568 73.597 82.066 | 1.00
b14 247 33| 3 445 2 200 | 74127 74139 82456 | 3.31
b14 247 33| 3 434 8 2.79 | 74540 80.861 82.712 | 25.04

Comparing Tfmux with T}, the coverage metric for standard transition faults, and the coverage
metric for single stuck-at faults, typically do not increase, or increase to a small extent, by extracting
multicycle tests and considering all three fault types. A significant increase typically occurs in
the coverage metric for unspecified transition faults. Since the other coverage metrics increase at
most slightly, the implication is that faults, which are detected only as single stuck-at faults by
two-cycle tests, are detected as unspecified transition faults when multicycle tests are extracted.
This is preferred since unspecified transition faults are closer to standard transition faults in that
they represent delay defects with different durations.

Considering the final functional broadside test set, the coverage metric for unspecified transition
faults is typically significantly higher than that of standard transition faults. In addition, the
coverage metric for single stuck-at faults is typically significantly higher than that of unspecified
transition faults. Thus, every additional fault type helps cover test holes left by the previous fault
types. When Procedure 3 is applied, the coverage metrics will be used for demonstrating the
presence of test holes that can be covered by considering unspecified transition faults and stuck-at
faults.
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Table 3. Results of Procedures 1 and 2 (gﬁstr(TlS ) > 75%)

func cov
circuit sv.  pi |targ tests | max ave str xtr ssa ntime
s382 213 1 40 2 200 | 76.047 76.047 95550 | 1.00
5382 21 3 3 41 2 2.00 | 76.047  76.047  95.942 2.90
5382 21 3 3 35 6 280 | 76.047 83.770 95942 | 17.87
b11 30 8 1 85 2 200 76339 76.339 89.617 | 1.00
b11 30 8 3 88 2 200 76339 76.339 89.781 | 3.15
b11 30 8 3 86 8 350 | 76.448 86.995  89.781 | 34.87
b09 28 2 1 36 2 200 76.106 76.106 91.888 | 1.00
b09 28 2 3 42 2 2.00| 76.844 76.844 92920 | 3.14
b09 28 2 3 36 8 292 | 76.844 85.103  92.920 | 32.24
b08 2110 1 60 2 200 | 81.872 82346  99.526 | 1.00
b08 21 10 3 61 2 200 | 81.872 82346 99.882 | 2.68
b08 21 10 3 60 8 3.82 | 81.872 97.512 100.000 | 21.53
51423 74 17 1 109 2 2.00| 80991 81413 93.359 | 1.00
s1423 74 17 3 119 2 2.00| 82818 83.169 94.940 | 2.86
s1423 74 17 3 120 8 346 | 83591 92375 95538 | 23.28
b04 66 12 1 92 2 2.00 | 84501 84501 92.557 | 1.00
b04 66 12 3 98 2 2.00 | 84501 84.764 92907 | 3.41
b04 66 12 3 93 7 2.67 | 84545 91.156 92907 | 29.69
sasc 117 15 1 116 2 2.00 | 84.465 84.465 98.858 | 1.00
sasc 117 15 3 120 2 200 | 85183 85183 99.151 | 2.48
sasc 117 15 3 144 8 329 | 86.488 93.799  99.347 | 19.01
i2c 128 17 1 177 2 2.00 | 81.748 81.748  94.033 1.00
i2c 128 17 3 192 2 2.00| 83986 83986 95291 | 2.51
i2c 128 17 3 179 8 375 86.597 90.769  96.573 | 18.96
spi 229 45 1 902 2 2.00 | 86.823  88.402  98.546 1.00
spi 229 45 3 996 2 2.00 | 89.154 90.809 99.056 | 2.97
spi 229 45 3 924 8 327 93.633 96.758  99.624 | 13.25
§953 29 16 1 138 2 2.00 | 93966 93.966 99.318 | 1.00
$953 29 16 3 136 2 2.00 | 94.281 94.281  99.370 2.16
s953 29 16 3 129 7 237 | 94334 99.370  99.370 | 11.06
systemcdes | 190 130 | 1 212 2200 | 99.660 99.660  99.975 | 1.00
systemcdes | 190 130 3 201 5 2.08 | 99.660  99.901  99.975 5.19
des_area 128 239 | 1 310 2 2.00 | 100.000 100.000 100.000 | 1.00

In many cases, the use of multicycle tests allows the number of tests to be lower for a more
comprehensive test set. It should be noted in this regard that not all the unspecified transition faults
and single stuck-at faults are detected, since this would have required additional tests, and the tests
would have been similar to the ones that detect standard transition faults. The goal for computing
the more comprehensive test set is only to cover the test holes created when standard transition
faults are not detected. Covering these test holes typically does not require a larger number of tests
when multicycle tests are used.
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Table 4. Results of Procedure 3

func cov
circuit sV pi | seq tests | max ave str xtr ssa ntime
steppermotordrive | 25 3 2 12 8 7.92 | 27.646  31.085  56.217 1.82
b05 34 2 5 32 8 734 | 41.129 51.848 62433 | 3.51
b07 51 2 5 19 8 7.79 | 55.062  68.337  78.977 3.43
b03 30 5 3 20 8 790 | 58464 65365 75911 | 2.57
usb_phy 98 14 | 100 87 8 6.61| 58.850 63.896 75517 | 46.43
$526 21 3 120 50 8 580 | 62.072 76331  86.027 | 38.98
simple_spi 131 15 | 125 105 8 6,55 | 68482 73482  85.785 | 49.10
$5378 179 35 | 122 123 8 6.20 | 72.370  73.834  78.508 | 53.35
b14 247 33 | 125 342 8 573 | 74412 80.710  82.672 | 48.25
s382 21 3 |43 24 8 575 76.047 83.770 95942 | 15.12
b1l 30 8 | 120 64 8 648 | 76393 86.995 89.781 | 43.32
b09 28 2 | 61 37 8 6.68 | 76.844 85103  92.920 | 25.91
b08 21 10 | 23 48 8 744 | 81.872 97.512 100.000 | 7.04
s1423 74 17 (122 97 8 6.04 | 83.345 92.129  95.221 | 36.76
b04 66 12 | 72 51 8 7.24| 84545 91.156  92.907 | 30.89
i2c 128 17 | 127 153 8 585 85641 90.163  96.340 | 29.66
sasc 117 15 | 128 105 8 647 | 86.358 93.734  99.347 | 25.88
spi 229 45 | 128 708 8 518 | 91.695 95856  99.457 | 33.14
$953 29 16 | 72 74 8 6.39 | 94334 99370  99.370 4.17
systemcdes 190 130 | 3 57 8 7.82 | 99.660 99.901 99.975 | 1.55
des_area 128 239 | 2 68 8 7.99 | 100.000 100.000 100.000 | 1.25
$9234 228 19 | 121 73 8 6.14 | 15378 17.598  34.541 | 54.30
tv80 359 13 | 105 713 8 5.67 | 45.744 57.885 74.763 | 90.38
wb_dma 523 215|111 135 8 530 | 63.880 64.847 79.198 | 37.97
$38584 1452 12 | 45 755 8 551 65137 69.735 76.674 | 36.65
b15 447 36 | 128 791 8 552 | 69.814 82310 92.557 | 64.02
b22 709 33 | 16 722 8 521 | 74479 81.198 85276 | 8.82
systemcaes 670 258 | 106 242 8 6.51 | 79.977 88.358 96.072 | 13.95
b20 494 33 | 128 694 8 534 80.023 86.915 89.029 | 59.04
$35932 1728 35 | 5 45 8§ 7.80| 87.211 89.468 89.781 | 3.61
aes_core 530 258 | 4 238 8 734 99939  99.992  99.999 | 1.81

The normalized runtime is similar for circuits of different sizes, and does not increase with the
size of the circuit. This indicates that the procedure scales similar to the fault simulation procedure
that produces T,. With the parameters used, this procedure simulates 32,736 two-cycle tests.

4.2 Procedure 3

Procedure 3 is applied with M = 128 sequences of length L = 1024. It extracts multicycle tests with
I <lyax = 8.

The results of Procedure 3 are given in Table 4. The format is similar to Tables 2 and 3 with the
following differences. Column targ in Tables 2 and 3 is replaced with column seq in Table 4. This
column shows the number of functional test sequences used for extracting functional broadside
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Table 5. c-Cycle Transition Faults

circuit 1 2 3 4 5 6 7 8

steppermotordrive | 27.646 29.894 29.894 31.085 31.085 31.085 31.085 31.085
b05 41.129 44.926 47.581 49.328 50.168 50.571 51.075 51.075
b07 55.062 58.471 63.895 64.979 67.355 67.924 68.079 68.079
b03 58.464 62.630 63.802 64.974 65.234 65.365 65.365 65.365
usb_phy 58.850 60.091 61.208 63.234 63.606 63.606 63.896 63.896
$526 62.072 72.053 73.099 73.954 74.240 75.190 76.331 76.331
simple_spi 68.482 70.628 71.597 72.749 73.063 73.325 73.455 73.455
s5378 72.370 72.805 73.003 73.390 73.437 73.768 73.768 73.768
b14 74.412 79.651 79.942 80.454 80.541 80.652 80.710 80.710
$382 76.047 80.890 81.283 82.723 83.115 83.246 83.770 83.770
b11 76.393 79.563 82.896 84.317 86.066 86.831 86.995 86.995
b09 76.844 80.826 81.563 82.743 83.481 84.218 85.103 85.103
b08 81.872 86.611 90.877 92.773 94.550 95.735 97.275 97.275
s1423 83.345 86.894 88.370 90.232 90.864 91.286 91.673 91.673
b04 84.545 85.858 88.310 89.405 90.061 90.630 90.893 90.893
i2c 85.641 87.599 88.042 88.741 89.091 89.627 90.140 90.140
sasc 86.358 89.785 91.384 92.722 93.179 93.505 93.734 93.734
spi 91.695 93.123 94.042 94.243 94.686 94.820 95.003 95.003
s953 94.334 97.587 98.269 98.636 98.793 99.161 99.370 99.370
systemcdes 99.660 99.801 99.867 99.901 99901 99.901 99.901 99.901
$9234 15.378 15.670 15925 15984 17.029 17.067 17.089 17.089
wb_dma 63.880 64.230 64.629 64.738 64.756 64.828 64.847 64.847
b15 69.814 73.695 76.042 77.274 78.610 81.109 82.138 82.138
systemcaes 79.977 82.694 83.824 84.924 87.651 87.938 88.355 88.355
b20 80.023 84.735 85.268 86.387 86.497 86.751 86.806 86.806
$35932 87.211 88.416 88.829 89.058 89.443 89.455 89.468 89.468
aes_core 99.939 99.962 99.970 99.990 99.991 99.991 99.992 99.992

tests. Only the final results are shown for every circuit. The circuits are arranged to match Tables 2
and 3.

For the circuits that appear in both tables, the number of tests in Table 4 is lower because of the
more extensive use of multicycle tests.

As in Tables 2 and 3, the coverage metric for unspecified transition faults is typically significantly
higher than that of standard transition faults, and the coverage metric for single stuck-at faults is
typically significantly higher than that of unspecified transition faults. Thus, every additional fault
type helps cover additional test holes.

The normalized runtime is similar for circuits of different sizes, and depends more strongly on
the number of sequences used for extracting functional broadside tests.

As discussed earlier, an unspecified transition fault is used instead of several transition faults
with different extra delays. These faults are referred to as c-cycle transition faults with ¢ > 1. It is
interesting to consider the fault coverages obtained when c-cycle transition faults are simulated
under the test sets produced by Procedure 3. The results of fault simulation are given in Table 5 for
several of the circuits from Table 4 using 1 < ¢ < 8. Table 5 demonstrates that the c-cycle transition

ACM Transactions on Design Automation of Electronic Systems, Vol. 11, No. 11, Article 11. Publication date:
November 2020.



11:14 Irith Pomeranz

fault coverage increases with c, and reaches a fault coverage that is close to the coverage metric of
unspecified transition faults from Table 4.

5 CONCLUDING REMARKS

This paper described a procedure for obtaining a functional broadside test set for transition faults
that is more comprehensive than a two-cycle test set for standard transition faults. To achieve
this goal, the procedure targets unspecified transition faults and single stuck-at faults that have
similar (but not identical) detection conditions to standard transition faults. These additional faults
are considered only when the standard transition faults cannot be detected. The goal is to address
the test holes created by undetected standard transition faults. The procedure extracts functional
broadside tests from functional test sequences. It uses multicycle tests to cover unspecified transition
faults and achieve test compaction. It considers the three fault models together to accommodate the
complexity of producing functional broadside tests. Experimental results for benchmark circuits
demonstrated the fault coverage improvements achieved by this approach. In many cases, the use
of multicycle tests allows test holes to be covered without increasing the number of tests.
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