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ABSTRACT

We present in this paper the results of a randomized control trial
experiment that compared the effectiveness of two instructional
strategies that scaffold learners’ code comprehension processes:
eliciting Free Self-Explanation and a Socratic Method. Code com-
prehension, i.e., understanding source code, is a critical skill for
both learners and professionals. Improving learners’ code compre-
hension skills should result in improved learning which in turn
should help with retention in intro-to-programming courses which
are notorious for suffering from very high attrition rates due to
the complexity of programming topics. To this end, the reported
experiment is meant to explore the effectiveness of various strate-
gies to elicit self-explanation as a way to improve comprehension
and learning during complex code comprehension and learning ac-
tivities in intro-to-programming courses. The experiment showed
pre-/post-test learning gains of 30% (M = 0.30, SD = 0.47) for the
Free Self-Explanation condition and learning gains of 59% (M = 0.59,
SD = 0.39) for the Socratic method. Furthermore, we investigated
the behavior of the two strategies as a function of students’ prior
knowledge which was measured using learners’ pretest score. For
the Free Self-Explanation condition, there was no significant differ-
ence in mean learning gains for low vs. high knowledge students.
The magnitude of the difference in performance (mean difference
=0.02,95% CI: -0.34 to 0.39) was very small (eta squared = 0.006).
Likewise, the Socratic method showed no significant difference in
mean learning gains between low vs. high performing students.
The magnitude of the performance difference (mean difference =
-0.24,95% CI: -0.534 to 0.03) was large (eta squared = 0.10). These
findings suggest that eliciting self-explanations can be used as an ef-
fective strategy and that guided self-explanations as in the Socratic
method condition is more effective at inducing learning gains.
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1 INTRODUCTION

A key challenge in undergraduate Computer Science (CS) programs
is high attrition rates. At a global level, a recent study [8] indicated
that mean worldwide failure rate in these courses in 2019 was 33%.
In the United States, Introductory CS courses (e.g., CS1 and CS2)
often have attrition rates of 30-40% or even higher [7, 21, 51]. In
contrary, local and global demand for skilled programmers have
increased substantially and is expected to grow even more, e.g.,
the United States Bureau of Labor and Statistics predicts software
developer job grows at the rate of 21% until 2028 [1]. Thus, it is
imperative to develop and explore effective instructional strategies
that will help students better understand the programming concepts
and achieve higher learning gain which in turn will improve their
chances of successful completion of CS1 and CS2 courses.

To this end, CS education researchers have spent considerable
effort exploring effective instructional interventions that facilitate
students for learning programming [22, 23, 36, 42, 45, 54]. A large
number of automated tool papers are frequently published for in-
struction support. For example, tools that perform Automated Pro-
gram Repair [32]. [52] found that while the graders seem to gain
benefits from automatically generated repairs shown as hint, novice
students do not seem to know how to effectively make use of it. [2]
found that advantage of automatic feedback over manual feedback
to resolve errors in code is primarily logistical and not conceptual;
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the performance benefit seen during lab assignments disappeared
during exams wherein feedback of any kind was withdrawn. Thus,
tool that help novice programmer has to be developed (as mostly
CS1 and CS2 students are novice programmers) and any strategy
used in such tool should support long term mastery of concept
or better mental model construction (rather than just immediate
support for bug fixing). In order to do so, we need to understand the
nature of programming and why teaching novices how to program
remains a challenging task [26], which are discussed below.

The primary reason that large number of students fail in CS1 and
CS2 courses is the inherent complexity of CS concepts itself [33].
Programming is considered a complex cognitive activity where a
student has to simultaneously build and apply several higher order
cognitive skills for solving a particular problem [42]. First encoun-
ters between a learner and a computer system are nothing short of
a “shock” [18] as programming is a highly complex process involv-
ing a multitude of cognitive activities and mental representations
related to problem understanding, programming methods, program
design, program comprehension, change planning, debugging, and
the programming environment. CS concepts are considered more
complex than those of other fields traditionally considered chal-
lenging, such as mathematics. Thus, it is not surprising that many
students in introductory programming courses feel overwhelmed.

The secondary hindrance in students’ path towards mastery
or learning of programming concept is difficulties with construct-
ing accurate mental models [31]. Indeed, a major challenge in CS
education is the difficulty novice programmers face with construct-
ing accurate mental models during key learning activities, such as
source code comprehension [29, 37, 39, 49]. This challenge is not
surprising given that constructing mental representations is consid-
ered a higher-level skill of comprehension, typically engendering
a high cognitive load[20, 25, 48, 55]. The importance of building
accurate mental models during learning tasks has been well estab-
lished for decades in domains like science [12, 16, 17, 34] as well as
in CS education [29, 37, 39, 49].

In this work, with our goal of finding effective instructional
strategies that help CS1 and CS2 students better learn programming
concepts and build more accurate mental, we experiment with 1)
eliciting free Self-Explanations and 2) a Socratic method that uses a
sequence of questions that follow a guided line of reasoning to elicit
guided self-explanations. We also investigate the effectiveness of
these two strategies for students with two different levels of prior
knowledge (low vs. high prior knowledge) as measured by a pretest.
The following are our main research questions.

e RQ1: Does eliciting free self-explanations help learners bet-
ter comprehend instructional code examples? Is there a dis-
crepancy between low vs high prior-knowledge students
with respect to the impact of this strategy of eliciting self-
explanations on student performance and learning?

e RQ2: Does a Socratic method for eliciting self-explanations
help learners better comprehend instructional code exam-
ples? Is there a discrepancy between low vs high prior-
knowledge student with respect to the impact of this strategy
on student performance and learning?
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e RQ3: Which of the two strategies are most effective: eliciting
free Self-Explanations or the Socratic method for eliciting
self-explanations?

e RQ4: How do mental models of low prior knowledge stu-
dents differ from those of the high prior knowledge group?

We hypothesize that both self-explanation elicitation strategies
improve comprehension of code examples (resulting in more accu-
rate mental models) and that both will lead to learning gains. This
is based on self-explanation theories and prior evidence about the
positive effect of self-explanation on learning and problem solving
in science domains such as biology [11], physics [14], math [3], and
programming [9, 50]. It should be noted that there could be many
ways to prompt for self-explanations and understanding which
types of prompting works best for whom is still an open question
for code comprehension and learning. In other domains, several
types of prompts have been studied already such as eliciting free
explanation or justification-based self-explanation prompts [15]
and meta-cognitive self-explanation prompts [11]. In our case, we
study two different strategies for eliciting self-explanations: free
Self-Explanations and guided Self-Explanations using a Socratic
method that relies on a sequence of guiding questions. The free Self-
Explanation strategies simply asks students to self-explain their
reading and understanding of given code and then make predic-
tions about the output of the code. The Socratic method has the
same overall goal of eliciting self-explanations during reading and
understanding of code examples. The Socratic method differs in
that it draws more attention to key aspects of the code using a series
of guiding questions. There is prior evidence that best teachers use
a Socratic method [13].

The results of the randomized controlled trial experiment indi-
cate that the learning gains of the free Self-Explanation strategy was
30% (M = 0.30, SD = 0.47) whereas for the guided Self-Explanation
based on the Socratic method was 59% (M = 0.59, SD = 0.39). The
Socratic method outperformed the free Self-Explanation strategy by
29 % - the difference was statistically significant (p < 0.05 level). For
both the free Self-Explanations and the Socratic method, there was
no significant difference in mean learning gains for low vs. high
prior-knowledge students. Our key findings are: 1) Both eliciting
free Self-Explanations and Socratic method is an effective interven-
tion for learning programming and 2) both strategies help equally
low and high prior-knowledge students.

While investigating the effectiveness of eliciting self-explanations
in the area of CS Education has been explored before under certain
experimental conditions and types of prompting and instructional
activities such as problem solving, the main contributions and novel
aspects of our work is the comparison of free Self-Explanation
and of the Socratic method for code comprehension and learning.
There has been no any prior work in comparing these two forms of
self-explanations in the CS Education literature to the best of our
knowledge.

2 RELATED WORKS

Self-explanation theories indicate that students who engage in self-
explanations, i.e. explaining the target material to themselves, while
learning are better learners, i.e., learn more deeply and show highest
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learning gains. Self-explanation’s effectiveness for learning is attrib-
uted to its constructive nature, e.g., it activates several cognitive pro-
cesses such generating inferences to fill in missing information and
integrating new information with prior knowledge, and its mean-
ingfulness for the learner, i.e. self-explanations are self-directed
and self-generated making the learning and target knowledge more
personally meaningful, in contrast to explaining the target content
to others [44]. The positive effect of self-explanation on learning
has been demonstrated in different science domains such as biology
[11], physics [15], math [3], and programming [9, 50].

A series of studies [9, 38, 40] found that self-explanations help
learning Lisp programming concepts. They found that skill improve-
ment had strong correlation with the amount of self-explanation
generated. Two other studies with undergraduate students [41]
and high school students [4] found that students who used a self-
explanation strategy while studying worked out examples were
more successful at a program construction task (Visual Basic) com-
pared to those who did not apply the strategy. Effectiveness of
the self-explanation in programming was also studied for SQL[53],
JavaScript[27], HTML[28] and assembly language[24]. Study [9]
showed that university students who underwent explicit training
on strategies of self-explanation and self-regulation outperformed
students in a control group (no explicit training) on problem solving
performance.

In our case, we explore the role of two strategies for eliciting self-
explanations for code comprehension and learning. In particular,
our work is part of our larger efforts to explore the role of an ad-
vanced, online education technology to train learners on using self-
explanations as a way to improve code comprehension processes
and outcomes (accurate mental models, learning). More specifically,
we explore two particular strategies for eliciting self-explanations:
free or open-ended self-explanations versus guided explanations
using a Socratic method [5, 6] that elicits self-explanations by using
a series of guiding questions that draw attention to key aspects of
a given code.

Indeed, there are different ways to elicit self-explanations which
result in different types of self-explanations such as spontaneous

self-explanations (no prompting), free or open-ended self-explanations

(simple prompting to self-explain), guided (see the socratic method
description in section 3.1.2), and scaffolded self-explanations (in this
case students are encouraged to self-explain as much as possible by
themselves and offered support in the form of hints when flounder-
ing). Other forms of self-explanations have been tried such as "com-
plete given self-explanations (fill-in the blank self-explanations)"
[28] and "select a self-explanation/menu-based self-explanations"[3,
19] which one may argue are not true self-explanations as the
learner does not generate the explanation, i.e., the ’self” part of the
’self-explanation’ is missing. Furthermore, self-explanation prompts
can emphasize various aspects of self-explanations resulting in
justification-based self-explanation prompts [15] or meta-cognitive
self-explanation prompts [11]. Again, we explore here two types of
self-explanations for code comprehension and programming con-
cept learning: eliciting free or open-ended self-explanations and
guided self-explanations using a Socratic method.
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The Socratic method has been adopted for instruction in many
domains, however, it has been rarely used for computer program-
ming instruction. A study reported by [43] compared the effective-
ness of a Socratic method versus didactic tutoring in a simulated
problem solving environment for teaching basic electricity and
electronics concepts. They found that participants in the Socratic
condition learned more than students in the didactic condition. In
the area of computer programming, there is one prior effort which
studied the use of Socratic dialogue for teaching recursion and
reported positive results [10]. Our study further investigates the ef-
fectiveness of the Socratic method for the purpose of developing an
adaptive instructional system for code comprehension and learning.
In our case, we targeted 6 concepts: operator precedence, nested
if — else, for loops, while loops, arrays, creating objects and using
their methods. Targeting a broader set of computer programming
concepts helps testing the generality of the Socratic methods across
many concepts.

Importantly, to the best of our knowledge, there is no prior com-
parative study of free self-explanations versus the Socratic method
and definitely not in the context of source code comprehension
and learning programming concepts. The closest such study is
[35] which examined the effectiveness of two learning strategies,
self-explanation, and elaborative interrogation for the retention
of scientific facts. The elaborate interrogation strategy is related
to the Socratic method in the sense that both are based on using
a line of questioning of the students eliciting elaborative answers
from the students. They indicated that self-explanation participants
significantly outperformed elaborate interrogation and repetition
control participants on measures of cued recall and recognition.

3 COMPARATIVE STUDY

We conducted a randomized control trial experiment in which par-
ticipants were assigned to three approximately equal experimental
groups: a free Self-Explanation group, the Socratic method group,
and a Prediction Only group. Then, participants were shown code
examples and asked to either self-explain what the code does (free
Self-Explanation) or answer a series of guiding questions related to
key aspects of the code examples (Socratic method) or just predict
the output of the code examples (Prediction Only). All participants
took a pretest before being assigned to an experimental condition
and posttest afterwards. The pre-/post-test scores were used to
calculate learning gains as a measure for the effectiveness of the
interventions. We used a web-based software system to run the
experiment.

We conducted a one-way between group analysis of variance
(ANOVA) to compare the mean learning gains of the experimental
groups. Furthermore, we categorized participants into low and
high-prior knowledge groups based on their mean pretest score
for both the free Self-Explanation and the Socratic method groups
separately. Then, we conducted an independent sample t-test to
compare learning gains between the low and high prior knowledge
groups. More details about group design, participants, materials
used, experiment protocol and measures are given in the following
sections.
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3.1 Group Design

3.1.1 Free Self-Explanation. Participants in this condition were
given one JAVA code example at a time. They were then asked to
first self-explain in as much detail as they can their understanding of
the code. An input box where they could type their self-explanation
was available on the interface right below the given code example.
The code examples were shown to the learners as a whole as op-
posed to one line at a time. Each code example focused primarily on
a major programming concept such as loops. After they submitted
their self-explanation, learners were asked to predict the output of
the code. Once they submitted their prediction, they are shown the
next code example, and the process repeats.

3.1.2  Socratic Method. Participants in this group experienced a
Socratic method for reading and comprehending the code examples.
They were shown one code example at a time and asked a series
of questions that guided them in their process of examining the
code and pay attention to key aspects such as the target topic or
concept. These guiding questions for all 6 code examples used were
developed by extensive discussions by our team of researchers. The
ideal interaction with Socratic tutor looks like in figure 1.

Current Task Code

ain(string[] args){

t i = 0;i<5; i++){
result = result + i;

System.out.println(result);

Dialogue History

Tutor The code above your screen contains a JAVA program.
Please take your time to read each line to understand the code and
answer the following questions.

Tutor How many times the loop will be executed?

Me 6 times

Tutor Let me help you out. What is the initial value of the counter i?
Me o

Tutor Good! When does the loop stop?
Me Wheniis 5

Tutor Great job! How does the value of the counter i changes each time
the loop executes?

Me The value of i increases by one each time the loop executed
Tutor Good! So, what are the values of i during the execution?
Me 0,1,2,3,4

Tutor Great job! So, how many times the loop will be executed?

Me 5 times
Tutor Great job! Let's move to the next question.

Tutor What is the output of line 77

Type your response here..

|

Figure 1: Interface for Socratic Method
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3.1.3  Prediction Only. This is the control group. The participants
in this group were shown code examples and asked to predict the
output of the program. All participants in all condition were shown
the correct prediction for each code example.

3.2 Participants

All 105 students of the third semester in an undergraduate program
in computer science, 35 in each group, from an urban university in
South East Asia took part in this experiment. All participants had
undertaken courses on programming in prior semesters including
structured programming C and they just had taken introductory
Java course for two weeks at the time of this experiment. The
participants were recruited with the help of the instructor and
were paid for their participation. The instructor briefed student
about the goal of the experiment including the fact that it is a good
opportunity to solidify their programming skills. They were also
told that the participation in the experiment is purely voluntary.

3.3 Materials

Participants in each of the experimental groups were shown same
set of 6 source code examples. We call these 6 code examples the
main task. Before this main task, participants were given a pretest
that consisted of 6 code examples matching in terms of content, i.e.,
target concepts, the code examples in the main task. Furthermore,
participants took a post-test consisting of 6 code examples matching
in content that examples in the main task and pre-test. For the
pre-test and post-test, learners were supposed to just provide the
predicted output. As already noted, the pre-test and post-test were
not identical, but they were equivalent in term of concepts tested
and difficulty level. The main programming concepts covered by
the experiment were: operator precedence, nested if — else, for
loops, while loops, arrays, creating objects and using their methods.
Each of these concepts were present in the code examples used in
the pre-test, post-test, and the main task.

3.4 Protocol

The experiment was conducted in a computer lab in the presence
of the instructor but not researchers of this study. Participants
were told to ask questions, if required, only about the experimental
procedure and system usage issues. The participants were first
debriefed about the purpose and nature of the experiment and
given a consent form. Upon their agreement, they were given a
background survey followed by the pre-test. Then, they worked on
the main task. Finally, they took the post-test. Participants could
see all pretest and post-test questions at once on a single screen.
They were shown the main tasks one at a time and they could
proceed to the next task only after they submitted the answer for
the current task. All participants’ responses and interactions were
automatically logged for post-hoc analysis.

3.5 Measures

To score the student performance on the main task, we used the
predicted output for each code example. Each question was scored
1 if the final predicted output was correct and 0 for incorrect an-
swers. This means the maximum score was 6 for pre-test, the main
task, and the post-test, respectively. For each participant, we also
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calculated the learning gains score using the following procedure
[30].

o If posttest score > pretest score, learning gain = (posttest-
pretest)/(6-pretest).

o If posttest score < pretest score, learning gain = (posttest-
pretest)/pretest.

o If posttest score = pretest score = 6, discard the data.

o If posttest score= pretest score # 6, learning gain = 0.

When posttest = pretest = 6, the learning gain = 0 - such scores
are discarded, i.e., participant data with perfect scores of 6 in both
pre-test and post-test is discarded. In our study, we ended with
valid learning gains for 88 participants (28, 29 and 31 students
in the Prediction only, Self-Explanation, and Socratic condition
respectively). A total of 17 participants data points was discarded
because they either achieved perfect scores in both pre-test and
post-test (i.e. pretest = 6 and post-test=6) or they did not complete
all parts of the experiment.

3.6 Results

The three randomly sampled experimental groups are equivalent in
terms of pretest score (i.e. prior knowledge): they have same mean
(M) pretest score of 3.4 with standard deviation (SD) of 1.95, 2.04 and
1.76 for prediction only, self-explanation and socratic method, re-
spectively. Likewise, in the same order, the mean of posttest score is
3.57 (SD=1.53), 4.17 (SD=1.73) and 4.77 (SD=1.33) whereas the mean
of task score is 3.29 (SD=2.26), 4.07 (SD=1.96) and 4.84 (SD=1.19).
It is to be noted that any parametric techniques mentioned in this
section 3.6 and section 4.1 met all the underlying assumptions,
such as, normal distribution, random sampling, independence of
observations, and homogeneity.

The result of ANOVA shows that there is a statistically significant
difference (p < 0.05 level) in learning gains for the three groups
(Self-explanation, Socratic method, and Prediction only): F(2,85) =
13.5, p=0.001. The difference in mean learning gain score is large, as
suggested by [46]. The effect size, calculated using eta squared, was
0.24. Post-hoc comparison using Tukey’s test indicated that mean
score of the Prediction only (M = 0.047, SD = 0.31) was significantly
different from the score of the Self-Explanation (M = 0.30, SD = 0.47).
We also found that the Self-Explanation (M = 0.30, SD = 0.47) and
the Socratic group (M = 0.59, SD = 0.39) were significantly different.
There was also a significant difference between the Prediction only
(M = 0.047, SD = 0.31) and the Socratic group (M = 0.59, SD =
0.39). These results clearly indicate that both self-explanation (with
average learning gain of 30%) and the Socratic method (with average
learning gain of 59%) are effective at helping students learn computer
programming concepts in JAVA. The Socratic method outperforms the
free Self-Explanation by 29%.

The results of the independent-sample t-test to compare the
mean learning gain score for low and high prior-knowledge groups
for Self-Explanation and Socratic Method are shown in Table 1
and Table 2, respectively. Note that any participants with pretest
score <= mean pretest score for the groups falls into low prior-
knowledge and the rest are in the high prior-knowledge group.
The mean pretest score is 3.38 and 3.39 for Self-Explanation and
Socratic method groups, respectively. Table 1 shows that there
is no significant difference in mean learning gain score for the

SIGCSE 21, March 13-20, 2021, Virtual Event, USA

Table 1: Independent Sample t-test result for learning gain
between Low and High prior knowledge group in Self-
Explanations

Group N Mean SD t-val Sig.

Low Prior Knowledge 13 031 0.44
High Prior Knowledge 16 0.28 0.52

0.67 0.88

Table 2: Independent Sample t-test result for learning gain
between High and Low prior knowledge group in Socratic
Method

Group N Mean SD t-val Sig.

Low Prior Knowledge 14 045 0.31
High Prior Knowledge 17 0.70  0.43

0.67 0.87

participants in the Self-Explanations group and the magnitude of
the difference in mean learning gains (mean difference = .02,95%
CI:-.34 to .39) is very small (eta squared = .006). Similarly, from Table
2, we can see that there is also no significance difference in mean
learning gains for the participants in the Socratic method group
and that the magnitude of the difference in mean learning gains
(mean difference = -.24,95% CI:-.534 to .03) is large (eta squared =
.10). Thus, we found no significant evidence of discrepancy between
low versus high prior knowledge participants for the two strategies
(free Self-Explanation and Socratic method), respectively. That is, the
two methods work equally well for students of all prior knowledge
levels.

4 MENTAL MODEL ANALYSIS

To understand the mental model that students constructed during
comprehending the code examples, we performed an in-depth anal-
ysis based on a qualitative inspection of the self-explanations which
helps to reveal learner’s comprehension at a finer grain level. This
analysis was conducted only for the free Self-Explanations students
as the Socratic method intervention led to shorter, less revealing
responses due to the guiding questions which asked for specific
responses of key aspect of the code. We randomly selected 5 low
and 5 high prior-knowledge students from Self-Explanation group.
Then, one of the authors of this experiment analyzed student’s
self-explanations along a number of factors that accounted for the
quality of the self-explanations and mental models. The following
factors were used for this qualitative analysis. These factors were
based on self-explanation and code comprehension theories, e.g.,
the distinction between the program model, the domain model, and
the situation model [37, 47].

Prior reference: Do they make any references to prior knowl-
edge? Quality self-explanations entail integration of new informa-
tion and prior knowledge.

Inferences: Do they make any inferences such as bridging in-
ferences? For instance, when students explain one part of line of
code, do they refer to prior lines or code or prior elements the code
(bridging inferences)?
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Monitor: Do they monitor and reflect on their understanding?
Self-monitoring of one’s comprehension is also a key aspect of
quality self-explanations.

Control flow: Can students correctly identify the control flow
of the program? Do they identify the order that function calls,
instructions and statement execute or evaluates when program
runs?

Data flow: Can students correctly identify the data flow and
the state of all data at each moment of the code execution, i.e., how
data structures are created, updated, or transformed?

Program model: Do students show an understanding of the
major structural components of the code, i.e., the program model?

Domain model: Do students show an understanding of the
domain model?

Integrated model: Do students show an understanding of the
integrated model of the code by referring to links between the
domain model and program model?

Mental model: This factor combines all the above into a holistic
score: prior reference + inferences + monitor + control flow + data
flow + program model + domain model + integrated model

The first three factors above are measured in terms of average
(across all 6 main tasks) number of times learners make references
to prior knowledge, number of inferences, and how many times
they self-monitor their understanding, respectively. The rest of the
factors (except mental model) were measured using 0-4 likert scale
(0 - Very Poor, 1 - Below Average, 2 - Average, 3 - Above Average,
4 - Excellent) for each task and the final score used is the average
score across all 6 main tasks.

Descriptive statistics and the results of an independent sample
t-test were obtained to compare mean score for each of these fac-
tors between low and high prior-knowledge groups to understand
any qualitative differences for the mental models those groups
constructed.

4.1 Results

The results show that no student made references to prior knowl-
edge or self-monitored their understanding. Only 5 students out
of the 10 made altogether 19 inferences for all 6 tasks. Out of this,
18 inferences were made by 4 students in the high prior knowl-
edge group and only 1 other student made 1 inference in low prior
knowledge group. This suggests that high prior-knowledge students
make more inferences whereas low prior knowledge students do not.
Thus, training students to make more inferences could be possibly
applied to make them more competitive.

Albeit using a small sample, we found a significant difference in
mental model score for low prior knowledge group (M=4.99, SD
= 1.05) and high prior knowledge group (M=8.67, SD = 3.57; t(8)
=-2.233, p = 0.05, two tailed). The magnitude of the difference in
the mean (mean difference =-3.88, 95 % CI: -7.7 to -0.03) was very
large (eta squared = 0.38). Similarly, there is significant difference in
control flow score between the low prior knowledge group (M=1.30,
SD = 0.38) and the high prior knowledge group (M=2.37, SD = 0.99;
t(8) =-2.237, p = 0.05, two tailed). The magnitude of the difference in
the mean score (mean difference =-1.07, 95 % CI: -2.16 to -0.03) was
very large (eta squared = 0.38). There was no significant difference in
mean score for inferences, data flow, program model, domain model,
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or integrated model. These results indicate high prior knowledge
students are better than low prior knowledge group in using control
flow to build better mental model. Hence, low prior knowledge group
could be trained more on control flow aspects of code reading and
understanding to help them build better mental model which in
turn help them to be more accurate.

5 CONCLUSION

We presented in this paper the results of a randomized control trial
experiment that compared the effectiveness of two instructional
strategies that scaffold learners’ code comprehension processes:
eliciting free Self-Explanation and a Socratic Method. The results
showed pre-/post-test learning gains of 30% (M = 0.30, SD = 0.47) for
the free Self-Explanation condition and learning gains of 59%(M =
0.59, SD = 0.39) for the Socratic method. For both self-explanations
and Socratic method, there was no significant difference in mean
learning gains for low vs. high prior-knowledge students i.e. no
evidence of discrepancy by these interventions to students based
on their prior knowledge.

We also analyzed students’ comprehension using an in-depth
analysis of their self-explanations and comprehension by assessing
the quality of the self-explanations and the resulting mental models.
These findings of this analysis suggest that students who make
inferences and emphasize control flow are better comprehenders
and learn more.

The Socratic method uses a sequence of guided questions empha-
sizing key aspects of target code which could be the reason for its
better performance compared to the free Self-Explanation method
which does not provide any specific hints. While the latter seem to
be more revealing in terms of learners’ comprehension processes
and the resulting mental models, offering more support in the form
of hints or guiding questions as in the Socratic method proves to
be more beneficial to learning.

One of the limitations of our study is the coverage of CS top-
ics in CS1 and CS2 courses. While this experiment focusing on 6
programming concepts was a good start to investigate and com-
pare the effectiveness of free Self-Explanations and of the Socratic
method, running a semester long experiment covering all intro-
to-programming topics would be more conclusive. Furthermore,
our in-depth analysis of the mental model students constructed
needs to be extended to all students in the free Self-Explanation
group as opposed to just a 5+5 sub-sample. It is our plan for future
work to run a semester long study covering all topics in an intro-to-
programming course and to extend our analysis of mental models
to all students in the free Self-Explanations condition.
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